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Des combinateurs Catégoriques aux Ao-calculs : une quéte de la
confluence

Thérése Hardin!

Résumé

Le A-calcul est souvent considéré comme le modele méme des langages de programmation
fonctionnelle. Cependant, 'opération de substitution, qui décrit le passage des parametres,
n’y apparait que dans le méta-langage, ce qui se révele tres génant lorsqu’on souhaite décrire
les mécanismes de compilation. Il semble donc nécessaire de trouver des extensions du
A-calcul, qui puissent manipuler explicitement des substitutions, tout en conservant les pro-
priétés de confluence de ce langage. La Logique Combinatoire Catégorique, introduite en
1983, puis les Ao-calculs, arrivés en 1988 et 1939, sont des théories qui répondent a cette
requéte. Nous en donnons ici une présentation unifiée, en montrant que le passage de I’'un a
Pautre peut se comprendre comme une amélioration des propriétés de confluence. Ce rapport
ne contient aucun résultat nouveau, les théories sont présentées de maniere assez informelle :
les aspects trop techniques n'ont pas été, dans la mesure du possible, détaillés.

From Categorical Combinators to Ao-calculi, a quest for
confluence

Thérése Hardin

Abstract

The A-calculus is known to be the theoretical base of functional programming languages. But,
the substitution, which describes the parameters’passage. belongs only to the meta-language
and this is a major drawback when dealing with compilation. Therefore, extensions of A-
calculus, able to manipulate explicitly substitutions, and still confluent, are required. The
categorical Combinatory Logic, introduced in 1983, and the Ao-calculi, presented in 1988
and 1989, are responses to this question. We give here a survey of these theories, explaining
their evolution from a confluence point of view. This report does not contain new results
and remains rather informal. avoiding too technical details.

IINRIA Rocquencourt et LITP. Université Paris 6



Introduction

It is well-known that A-calculus is the theoretical base of functional programming languages
since, in essence, a functional program consists in a set of applications of functions to argu-
ments. The replacement of the formal paraineters of functions by the actual ones is exactly
a step of B-reduction and it is not so simple: clashes of names have to be avoided and we
have to take care of the scopes of arguments of functions. These problems are hidden in
A-calculus because the substitution of variables by A-terms is a built-in operation, defined at
the level of the meta-language. For theoretical purposes. it suffices to consider -conversions
modulo renaming of bound variables (a-conversion). But this is not realistic in practise,
where moreover, substitutions are delaved and recorded in environments. So, when model-
ing implementations of functional languages. it is necessary to fully describe the substitution
process inside the language in order to be able to study their properties. Therefore the
problem is twofold: design a language. extending A-calculus. such that the substitution is a
first-order citizen, and such that names management is explicitely handled.

This problem is not new and several solutions have been proposed, since the early sev-
enties. The important steps were the design of a name-free notation for A-calculus by
de Bruijn[dBr72], then the introduction of Categorical Combinatory Logic[Cur83] CCL by
Curien and, during the last vears. the definitions of Ag-calculi [ACCL89, HLe89]. We shall
give a panorama of these different theories. from a rewriting point of view. The classical
A-calculus is a Combinatory Reduction Syvstem (see [IX1082]), that is, roughly, a term rewrit-
ing system with bound variables. CCL and the Ao-calculi are very classical Term Rewriting
Systems. The most important property that an extension of A-calculus has to verify is the
Church-Rosser property. ("C'L is not weaklv confluent but a restriction of the sytem, sufh-
cient to compute J-reduction, is confluent on a subset of combinators containing A-terms.
The first version. called Ag. of Ag-calculus is not weakly confluent but is ground confluent.
The second one, called Aoq (but also Ao when no confusion is possible), is fully confluent.
We may untersdand the evolution from CCL to Agq as a sequence of improvements to ob-
tain Church-Rosser property and we shall present these theories following this guide line
and focusing on confluence. We restrict ourselves to the untyped versions of these three
systems; typed versions of CCL are given in [Cur83] and [ACCL89] contains several type
sytems for Ao. We shall not detail either weak Ao-calculi, which are studied in [CHL91]. In
classical A-calculus, the weak J-reduction is a restriction of A, which prevents reduction of
3-redexes “under” the A's: it is the rule used to evaluate programs. This restriction is not
sufficient to avoid captures ((Ax.Ay.2)y reduces on Az.y and a-conversion Ay.z =, Az.z has
to be performed hefore the reduction). Morcover, weak f-reduction is not confluent. In Ao,
this is possible, on one hand. to forbid substitutions under the A’s (a simple way to avoid
names’clashes), and on the other hand, to prevent applications of the rule (Beta) under the
A’s. The weak conditional Ao-calculus autorizes no (Beta) step and no substitutions under
the A’s. The weak Ao-calculus prevents only substitution under the A’s and is given in two
versions: the first one uses de Bruijn numbers, the second one keeps the variables’names.
These weak calculi are confluent and compute weak head normal forms of A-terms.
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1 A-calculi

1.1 The classical A-calculus

Definition 1 The pure A-calculus on a set V' of variables, denoted by Av, is defined induc-
tively as follows:
ax=2z|AIr.a|aa

The B-rule s defined by:
(Az.a)b — af{z e b}

We suppose familiarity with this theory. For further details, see [Bar84, Klo82, Lev78|.
We only give the complete definition of the substitution, in order to recall how intricate this
definition is: all the following details are needed to avoid names’capture. Moreover, this
definition belongs only to the meta-language of A-calculus.

Definition 2 Let a and b € Ay. The set of free (resp. bound) variables of a is denoted by
FV(a) (resp. BV(«a)). The substitution of b at all the free occurrences of  in a, denoted by
a{z « b}, is defined as follows:

Loz{zebl=bandy{e—bl=yify#ac

2. (a1 az2){z — b} = (a1{x « b}) (a2{x < b})

3. Aza){z—bl =Xz

4o Oya){z—b) = Ay (a{z b)) ify £ and (y & FV(b) or z & FV(a))

5. (Aya){z—b) =Xz (a{y—z) {zeb)) ify # 2 and (y € FV(b) and 2 € FV(a)) ;

2 ¢ V(ab).

The complicated points d. and e. are needed to prevent names’clashes: a-conversion has
to be done before the substitution under a A. If these substitutions are forbidden, thev are
no conflicts of names (see [CHL91}).

The theoretical properties of Ay may be studied modulo a-conversion. This solution is
unreasonable in implementations. But there is a simple way to avoid such names’conflicts,
which was introduced by de Bruijn[dBr72. dBr78, Bal86, Ned92]: it is to suppress the names!
To correctly perform #-reduction, it suffices to know what are the occurrences which have to
be replaced. In Av, this is indicated by the identity between the name of the variable at a
given occurrence and the name of the A’s variable of the 3-redex. It may also be indicated by
the binding height of an occurrence, that is, by the number of A's one has to cross between this
occurrence and its binder. If we decide to suppress also names of free variables {zo,...,2,}
of a given term a. it suffices to consider « as a subterm of A\.xg...x,.a. We recall this notation
below, because it is underlving all the theories which manage explicitly the substitution.
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1.2 A-calculus in de Bruijn notation

Definition 3 The set of A-terms, A, in de Bruijn's notation, s defined inductively as fol-
lows, where n ts an integer greater or equal to 1':

a:=nlMa)|ac

The B-reduction is defined by:
Ma)b — {1l — b}

In this formalism, names of variables have disappeared. A given occurrence u of a variable,
say x, is replaced by the number n of svymbols A, whose occurences are “between” the
binder of this @ and u. For example, Aa y.xz(rz.zz)y is written A(A2(A13)1. Therefore
explicit a-conversion is avoided but, as described helow, numbers have to be adjusted when
a substitution is performed. The A-height of an occurrence u in a term « is the number of A’s
at prefix occurrences of u. It is denoted by (Ju|, ). A number p, at occurrence u, in a term
a is bound iff p < (|u|,a). So when reducing the redex A(«)b, a number p at the occurrence
w in a is affected by the substitution of b iff p = (|v|,«) + 1. Before replacing this p, the
numbers of b have to be modified, to take care of the A “above” w. This is done by the lift
operation. Substitution, in de Bruijn's formalism, is defined as follows:

Definition 4 The substitution of b at the A-height (n — 1) in a, denoted by a{n « b}, and
the lift with n at the A-height . denoted by t}(«), are defined by induction as follows:
(am1a2){n—b} = a;{nb}a{n10b}

Aa{neb} = A(afn+1b})
m{n—b} = m—-1 if m>n (€ FV(a))
tg(b) if m=n (bound by the A of the (Beta)-redex)
m if m<n (€ BV(a))
where:

th(ayaz) = 7 (a)t?(a;)

t7(Aa) = A(t3,(a))

t"(m)= m+n—-1 if m>1+1
m if m<1

Let us give an example: the term Ax.((Ay.zy)x) is written A((A(21))1) in de Bruijn
notation. It reduces to Ax.aza or to A((21){1 — 1}) = A(11) in de Bruijn notation.

Note that, in this de Bruijn setting, the substitution operation is still only defined in the
meta-language. The only operation of this language remains the B-reduction. This is an
important drawback when dealing with implementations. We need a more precise language
accepting substitution as a first-class citizen for practical purposes.

'Some authors use 0 has the first de Bruijn number, see [Cur83] for example.
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1.3 A-calculus with couples

As i1s well-known, couples and projections may be encoded by A-terms, say C, Fst and Snd.
The projection rules are then simply implemented by steps of B-reduction: Fst(C ab) 2, a
But H. Barendregt[Bar74] has shown that it is impossible to prove the uniqueness of the
construction inside the A-calculus itself. So, if we want to ensure it, we are led to explicitly
add three constants C, Fst, Snd, projection rules and a rule giving this uniqueness of the
couple operation, which is called (SP): C(Fst a) (Snd a) — a. Remark that this rule is not
linear, and such non-linear rules are known to create some difficulties in confluence problems.
Indeed, in an untyped setting, this rule is very bad: as proved by J. W. Klop[Klo82](see also
[Har89] and [CHL91}), it destroys the confluence property. Note that this problem disappears
when typing rules are added.

1.4 n-reduction

Classically, the A-calculus is also endowed with another rewriting rule, the n-rule: Az.az —,
a,if ¢ € FV(a). This rule 5 is an important tool, both from practical and theoretical points
of view because it expresses extensionality: remark that (Az.a )b — 3 a b so this abstraction
of x in ax is useless from a computational view point. To translate this rule in de Bruijn
notation, we have to express the condition “z € FV(a)” and to do the update of numbers
in the reduct a because the reduction removes the A.

Definition 5 « € A verifies the condition C(n) if and only if, for any occurrence u of a
number p in a, p # (|u|,a) + 1.

The decrementation operation may be applied to any term a verifying C(n). Its result is
denoted by a'. The term a! is obtained from a by replacing any number p at occurrence u in
a by the number (p — 1) provided that p verifies p > (|u|, M) + 1.

The n-reduction in A is the rewriting relation defined by the rule:

M(a1) — ¢! if a verifies C(7)

Definition 6 The system nSP is the rewriting system defined on A-calculus with couples
by the rules 3, n, (Fst), (Snd). and (SP).

2 The Categorical Combinatory Logic

The Categorical Combinatory Logic, CCL, was introduced by P.-L. Curien[Cur83} in 1983 as
a syntactical model of Cartesian Closed Categories (CCC). It is well-known that these CCCs
serve also as models of functional programming languages. CCL is a first-order theory, its
operators come directly from categories: they are the composition “o”, the identity id, the
pairing <, > and the projections Fst and Snd, the abstraction A and the applicator App.
This algebra is endowed with a set of rules, called C'C'L3)SP, composed of four sub-systems:
a system containing only the rule (Beta) which starts the process of 3-reduction, a system SL



which serves to compute the substitution step by step. a system containing two rules (FSI)
and (SP) ensuring uniqueness of pairing and a system containing the rules (Al) and (SA),
which gives the uniqueness of the exponentiation and which is closed to the n-reduction rule
of A-calculus. The subsystem Subst is obtained by adding (FSI) and (SP) to SL, in order to

obtain a weakly confluent system.

The system SL
(Ass) (royloz = xo(yozx)
(IdL) idox = 72
(IdR) roid = x
(Fst) Fsto <x.y> =
(Snd) Sndo <ax,y> =y
(Dpair) <r.y>o: = <xroz,yoz>
(DA) Alxr)oy = A(xo <yo Fst,S5nd >)
(FSI) < Fst.Snd> = id
(SP) < Fstoax,Sndoxr > = 2
(Beta) Appo < A(w).y> = zo <id,y>
(AT AlApp) = id
(SA)  A(dppo <xoFst.Snd>) = a

The A-calculus with couples. endowed with 37SP and CCL, endowed with CCLAnSP, are
two equivalent equational theories (Curien[Cur83]). The translation of a A-term, written in
de Bruijn notation. into a C'C'L combinator is straightforward: 1 = Snd, n+1= Sndo Fst*,
Aa = Afa), (¢b) = Appo < a,b > and pairing and projections are translated upon the
corresponding operations. For example, the term Ay.(Az.zy)y, written in De Bruijn notation
A((A.12)1), is translated in the combinator A(Appo < A(Appo < Snd, Sndo Fst >), Snd >
). Therefore, the translation of a A-term is a ground term of CCL, that is, a combinator.

An application of the rule (Beta) suppresses the redex, say Appo < A(a),b >, build a
new environment < id,b > which retains the term b to be substituted (id plays the role of
nil) and starts the substitution by composing ¢ with this new environment. As environments
are represented by pairs, A-variables, translated in compositions of projections, may access
in these environments. The rule (DA) pushes an environment y “under” a A: the A-variables
bound by this A are not concerned by the substitutions recorded in y {(if z = Snd, then
ro < _,Snd > rewrites on Snd), the numbers "inside™ y are to be put under a new A so
they have to be updated and this is done by the composition y o Fst.
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Clearly, a f3-step is computed in CCL by a (Beta)+SL derivation. But SL is not weakly
confluent and we have to add (I'SI) and (SP) to obtain weak confluence so we are led to
consider (Beta)+Subst. Is this system confluent? The answer is no, due to the (SP) rule.
However, it is possible to define a subsytem & of Subst and a subset, say D, of CCL terms,
closed under (Beta)+E derivations, such that this system remains confluent when restricted
to D. Moreover, translations of A-terms belong to D and (Beta)+& is sufficient to compute
substitutions. To obtain these results, a simple method was introduced by Hardin[Har89),
it is called the interpretation method®. We recall it now.

2.1 The interpretation method

[t 15 based upon the following simple lemma:

Proposition 1 Let R and £ be reduction relations on a set X such that € C R* and &€ is
canonical (confluent and terminating). Let E(M) denote the E-normal form of M.
If there exists a relation E(R) on the set of E-normal forms, such that, if M — g N, then

E(M) — g(R)E(N) and such that E(R) C R, then E(R) is confluent iff R is confluent.

The proof is as follows. Suppose that A — p-N and M — . P. We deduce by interpre-
tation a £(R)-derivation from £(A) to £(N) and another one from £(M) to £(P). Now,
E(N) and E(P) have a common E(R)-reduct. As £ C R* and E(R) C R*, these terms have

a common R*-reduct. The other way is obtained similarly.

2.2 How to design D

The sub-system Subst computes the substitution. It is weakly confluent and terminating.
This last, difficult, result was first obtained by Hardin and Laville|HLa86} and has been then
reproved by different methods (see [CHR92] and [Zan92]). Now, CCL contains A-calculus
with couples and CCLAnSP may simulate 3nSP. So. in view of the non confluence of
37n.SP, we may suppose that Subst+ (Beta) is not confluent. To obtain a positive confluence
result, we have to remove the (SP) and (F'S1) rules. which were added to SL to obtain weak
confluence and to modify SL in such a way that substitutions remain completely computed
by a canonical system. A careful examination of critical pairs of SL on one hand and of
the substitution process on the other hand leads to remove (SP), (FSI) and (IdR), because
this last rule has a critical pair with (DA) which needs (F'SI) to be solved. To compute
completely substitution, we have to add two instances of (IdR). the rules (Fsto id — Fst)
and (Sndoid — Snd). Let & be the system obtained from Subst in this way: it is still
canonical so we may define &-interpretation. The next step is to add (Beta): bad step,
E+(Beta) is not even weakly confluent, due to a critical pair between (Ass) and (Beta),
which would compel us to reintroduce (IdR). The solution is to restrict ourselves to a subset
of ground terms such that this critical pair disappears when putting the terms in £-normal

“The method has been used independently elsewhere, e.g. in [BrT88]



form: this is the definition of D. We omit the formal definition of this subset, which is quite
technical, and refer to [Har89)].

Proposition 2 Let M € D bc an (IdR)-redex and N its reduct. Then, E(M) = E(N).

The proof may be found in [Har89]. Now, we build the interpretation of (Beta) on D, it is
called simfB and defined by: M — simﬁN if M — (Beta)P and E(P) = N.

Proposition 3 If M € D and M — (gua)N. then E(M) — sizn,@'g(N)'

It remains to prove the confluence of simf: it is easy because this interpretation looks like
the classical 3 and we can use Tait-Martin Lof method. From this result, we deduce the
confluence of £+ (Beta).

Proposition 4 1. £+4(Beta) is not weakly confluent.
2. Restricted to the subset D, £+ (Beta) is confluent.
3. Subst+ (Beta) is weakly confluent but not confluent.

4. Restricted to the subset of translations of A-terms, Subst+ (Beta) is confluent. More-
over, on translations of A-terms, simj3 coincides with 3-rveduction.

The proof is done by the interpretation method and may be found in [Har89].

3 The Ao-calculus

CCL is the first known term rewriting sytem, which fully implements substitution but it
is not completely satisfying: to study derivations of A-terms, we have to work with the
restriction to D and this is rather complicated. Moreover, functions and environments are
both represented by combinators but their semantic is quite different. To respond to these
problems, Curien designed first a calculus, called Ap [Cur88], containing two sorts: term and
substitution and then, extended it to obtain Ao-calculus[]ACCL89]. Ao is a term rewriting
system with these two sorts, it is composed of a rule (Beta), which starts the substitution
and of a sub-system, called o, which performs the replacement. This system was introduced
without references to CCL, but it turns out that, if we remove the sorts, this system is exactly
E+(Beta). So we explain now how this introduction of sorts leads to better confluence results.

Definition 7 The Ao-terms are inductively defined by:

terms an= X [1]ab]Nala[s]
substitutions s u=x |id|[|a-s|sot

where X et x are metavariables of sort term and substitution.
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o

A A-term ab is translated onto the CCL combinator Appo < a,b >. This combinator App
1s interesting from a categorical view point but it complicates the translation. If we accept
to zo away from the categorical world, then we may simply keep the application. Now,
the CCL composition plays two roles: first, it serves to push the substitution (see rules
(Beta),(DA)(Dpair), etc.). and so acts between a term and an environment, secondly, it
serves to make computations between several substitutions (see the rule (Ass) for example).
These uses are separated by the sorts: pushing an environment in a term is done by the
operator [ |3 while the composition of substitutions is still denoted by ”o”. Then the rule
(Ass) is duplicated on the rules (Clos), which introduces the composition of substitutions,

and (Ass).
(Clos) a[s][t] — a[sot] (AssEnv) (s, 082)083 — 53 0(s2083)

The pairing in CCL was used to code the A-application and the environments. The rule
(Beta) i1s now:

(Beta) (Aa)b— a[b- id]

The term a has to be evaluated in the environment defined by the substitution b - id.
Note that id is the right son of the binary operator - (called cons), it was the left son of the
pairing in the CCL version: this explains some transpositions in the rules. It is just a matter
of notational convention. Remark that the pairing of two terms is no longer a primitive
operation: Ao does not contain A-calculus with couples (but, as explained below, there is
still a surjective pairing problem). Now. the access: 1 was coded by Snd, here we keep 1;
n+1became, in CCL. Sndo Fst* and is translated here on 1[|"]. The role of 1 is given by the
following rule:

(ShiftCons) 1o(a-s)— s
The rule (Dpair) is replaced by two rules:
(App) (ab)[s] — (afs] bs])  (MapEnv) (a-s)ot— aft]-(sot)
The two instances of (IdR) used in & become the following rules:
(Shiftld) foid — | (Varld) 1{id] — 1
The rule (IdL) is now defined only for substitutions:

(IdL) idos — s

The rule (DA) is called here (Abs):
(Abs) (Xa)[s] — A(af[t-(soT1)])

So, the Ao-system is defined by:

30ne may read the term afs] as the terni @ in the environment defined by the substitution s.



(Beta) (Aa) b — a[b- 1d]
(App) (ab)[s] — (a[s] b[s))
(Varld) 1{id] — 1
(VarCons) 1la-s] —a
(Clos) als][t] — alsot]
(Abs) (Aa)[s] — Ala[t - (s01)])
(1dL) idos — s
(Shiftld) loid — |
(Shift Cons) fo(a-s)—s
(AssEnv) ($1082) 083 — 57 0(82083)
(MapFEnv) (a-s)ot — aft]- (sot)
d

The sytem Ao is ground confluent: the proof uses the interpretation method, see [ACCL89).
But. like £+ (Beta). it is not weakly confluent, due to the lack of the rule (IdR).

Comparing Ao and CCL, the sorted version has two important avantages: first, it allows a
clean semantic separation between terms and substitutions, secondly the Ao-ground terms are
exactly the A-terms, and so the sorts avoid the restriction to D. Moreover, the interpretation
of Ao by ¢ is exactly the J-reduction.

To obtain weak confluence. we have to add the following rules, getting the system Aogp:

(Id) alid] — a
(IdR) soid — s
(VarShift) 1. —1d
(SCons) 1[s] - (1os) —s

The rule (Scons) is a non-linear one and we encounter the same obstacle.
Proposition 5 1. Aosp is not confluent.

2. When restricted to Ao-terms containing no metevariables of sort substitution, Aosp
s confluent.

The proof of the first point is given in [CHL91], it is done with the interpretation method.
Our term used for the counterexample in CCL (sce [Har89]) was the translation of a term
of A-calculus with couples, it is no longer the case for the one we use here. However,
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this last term comes rather directly from a new counterexample in A-calculus with couples
(see [CH90]). The second point has been proved recently by Rios[Rio92], also with the
interpretation method.

4 The Aoy-calculus

The next step is to define a term rewriting system, as good as Ao for A-calculus, which is
confluent. The rule (IdR) is needed to solve the critical pair between (Beta) and (AssEnv)
(or (Ass)). The rule (Scons) (or (SP)), which destroys the confluence property, is needed to
solve a critical pair induced by the one between (Abs) (or (DA)) and (IdR):

(Ma)[id] — A(a[1- (ido1)]) — Aa[L-{])

We need the rule (Varshift) to solve this critical pair. But, (Varshift) has a critical pair
with (MapEnv) which needs (Scons).

In fact, we get these troubles because the rule (Abs) introduces the binary operator Cons.
This i1s to ensure correct computations of nuinbers: the first component 1s 1, ensuring that
bound numbers in « will remain unchanged and the second component is so 1, preparing the
update of numbers in s. There is no use to anticipate updates of numbers, when crossing a
A. Instead, we may only memorising the fact that a A has just been crossed. This needs the
introduction of a new unary operator f}. called /ift.

Here is the syntax of the Aog-calculus. iutroduced in [HLeS9]. We use de Bruijn numbers
instead of encoding them by 1[|"].

terms a:= X |n|ab|Aa]|a[s]
substitutions  su=x [id|]]a-s]|sot|N(s)

The constants n are integers greater than 1. The rule (Abs) is replaced by the following

rule, called (Lambda):

(Lambda) (Aa)[s] — Aa[fs])

We need rules to do updates of de Bruijn numbers when they are evaluated in an environment
defined by a substitution {}(s):

(FVarLiftl) 1[f(s)] — 1

(RVarLiftl) n+i{fi(s)] — nlso1]
and we rephrase the rules for cons with de Bruijn numbers:
(FVarCons) tfa-s]— a

(RVarCons) n+ifa - s] — n[s]
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A number is incremented with the following rule :
(VarShiftl) n[|] —n+1
The constant | may suppress a f} as follows:
(ShiftLift1) Jofi(s) — so]
Two substitutions having a f} as top-symbol may be composed:
(Liftl) fi(s)ofi(t) — N(sot)

Follows the complete system of rules of Aoy. Remark that this system includes the rule
(IdR) on substitutions and its version (Id) on the terms. If we keep the representation of de
Bruijn numbers by 1[1"], then rules (VarShift) and (RVar) may be removed.

(Beta) (Aa)b —  afb-id]
(App) (ab)[s] — a[s]b]s]
(Lambda) (Aa)[s] —  Ale[fhs])
(Clos) (a[shlt] —  afsot]
(VarShiftl) n[|] -— n+1
(VarShift2) njos] — n+1s]
(FVarCons) 1fa-s] — «a
(FVarLiftl) UM(s)] — 1
(FVarLift2) t{f(s)ot] — 1[¢]
(RVarCons) n+ifa-s] — nls]
(RVarLiftl) n+ifi(s)] — n[sof]
(RVarLift2) n+ifi(s)ot] — nf[so(Tot)]
(AssEnv) (sotyou — softou)
(MapEnv) (a-s)ot — aft] - (sot)
(ShiftCons) [o(a-8) — s
(ShiftLift1) Jof(s) — sof
(ShiftLift2) Jo(fMs)ot) — so(lot)
(Lift1) fMs)of(t) — MNsot)
(Lift2) f(s)o(f(t)ou) — fi(sot)ou
(LiftEnv) ff(s)o(a-t) — a-(sot)
(IdL) idos — s

(IdR) soid — s

(Liftld) ft(ed) — id

(Id) alidf — «
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The sytem o4 is obtained by removing (Beta) from Aog and is the system computing
substitution. This system is canonical but the proof of its termination cannot be deduced
from the one of Subst, which is, as we said previously, seriously difficult. Here, fortunately,
the termination of o4 can be etablished via a lexicographic ordering with two polynomial
components (see [HLe89] for details).

Proposition 6 1. The system Aoy is confluent.

2. The ground terms of sort term are exactly the A-terms.

[4)

3. The interpretation of Ao by oq is simf3, which coincides on A-terms with the classical
B-reduction.

The point a. was first obtained with the following lemma, coined in [Yok89] (see also [00s92]):

Lemma 1 Let R and S be two relations defined on a same set X, R being canonical and S be-
ing strongly confluent. Suppose that if f — sg and — gh, then g — p+k and h — p«sp».
Then, the relation R*SR* is confluent.

We use this lemma with S = ¢4 and a classical parallelisation of (Beta) as R (see [HLe89,
CHL91) for details). The proof of a. can also be done with the interpretation method (see
[Har92]). This is more complicated but gives the point c. of this proposition.

The system Aoy may be extended with data constructors and the corresponding rules. For
example, one may add two projections Fst and Snd, and a pairing operation <,> together
with the following rules. The termination and confluence properties remain valid.

(Fst) Fsl{<a.b>) — «

(Snd) Snd(<a,b>) — b

(FstEnv) Fst(a)[s] —  Fst(a[s)])
(SndEnv) Snd(a)[s] —  Snd(als])
(DPair) <a,b>[s] —  <als],b[s]>

5 mn-reduction in Ao-calculi

It is interesting to extend calculi of substitutions with a notion of -reduction: this is useful
for optimisations of code and also for computations of types in higher-order A-calculi, for
example. The theory A7 is confluent. So we expect to find a confluent extension. In CCC,
the extensionality is expressed by the uniqueness of the exponentiation and is given, in CCL,
by the rules (Al) and (SA). But £+(Beta)+ (SA) +(Al) is not weakly confluent, even when
restricted to D. The subterm M o Fst of the left member of (SA) makes critical pairs with
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several rules of Subst and an infinity of rules have to be added to ensure weak confluence.
Instead, we may define the relation cy by:

\(41)[) o<Al, Snd>) — cy N i NokFst =€ M

Clearly, cn contains the (SA) reduction. We may replace the reduction defined by (AI)
and (SA) by the transitive closure of the relation (Al) Ucy. We call it also ¢1).

Proposition 7 £ + (Beta) + ¢ is confluent on D.

The proof is done by the interpretation method. The interpretation of ¢ is a relation which
coincides exactly with n-reduction on translations of A-terms (see [Har87, Har89] for details).

The definition of ¢y extends immediately to Ao-calculi. Here, we have no longer to deal
with rule (AI). The rule (SA) is translated onto A(a[|]1) — « and we encounter all the same
difficulties. due to critical pairs. Therefore, the relation ¢ is defined as follows:

AMal) Loy i« =, 0[1]
Proposition 8 1. Aog+ ¢ is confluent.
2. Xo+ c¢n is confluent.

3. the interpretation of cn. defincd on oq(o)-normal forms by a step of cn-reduction fol-
lowed by a derivation to ay(o)-normal forms, coincides on A-terms with n-reduction.

The proof is done by interpretation and neceds the development of some technical lemmas
like the following one, which ensures the correctness of the definition:

Lemma 2 Let @ and b be two terms in ap-n.f. Let p > 0. If a["(1)] =0, b[NP(1)] then
a=b.
Let s and t be two substitutions in og-n.f. If so’(1) =g, to1°(1), then s = t.

A rather detailled proof is given in [Har92).

6 Conclusion

The Aogn-calculus is a first complete response to our request, which was to find a proper con-
fluent extension of A-calculus, computing explicitly substitutions and solving the names’problem.
From a rewriting view point, we have with the development leading from CCL to Aoy a real
word example of how to improve confluence properties by modifications of the term rewriting
system itself. Also. the interpretation method. which is a very simple trick, appears very
powerful: it permits to reduce proofs on ~complicated” terms to proofs on “regularized”
terms.

From a A-calculus view point, the two systems are very interesting: they are used to
describe and compare some abstract machines[ACCLS89Y, Ler90], which are based on classical
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[B-strategies. We have still to design new strategies, using their full power, that is, strategies
which contain computations between substitutions. This is needed for optimisations (see
[Bal86, Har87, Ned92]). These calculi are also a good framework to discuss about optimality
and sharing. We know that this is not possible to obtain Lévy’s optimality with these
systems[Fie90] because they are term rewriting systems so subterms, which code function’s
bodies, have to be unshared before 8-reduction. But, we may discuss about a new kind of
optimality, which refer to the number of elementary steps needed to compute the normal
form of a given term, whenever it exists. We have also to fully unterstand what are the
possible uses of the metavariables of Aoy, which bring a really new capability of calculus:
Aoy is a calculus of contexts. For example, if inetavariables represent names of macros in a
given text, then the preprocessing of a text is simply described by a first-order substitution
applied to these metavariables.

Some open problems involve the rewriting and A-calculus aspects: the most important
one is to prove the termination of Ao-calculi in a typed framework (see [ACCL89], which
contains type systems for Ao and may be extended straigthforward to type Aogy). This
problem seems rather difficult: to prove the termination of typed A-calculus is not so easy,
this is the same for the termination of Subst, and these two points are subgoals of the desired
proof.
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