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RFSIME

: Nous présentons les principales earactéristiques du langage
applicatif 0PSO, qui est fondé sur la théorie des algorithmes
séquentiels sur structures de données concrétes. Nous montrons comment
déclarer les structures de données en CDSO & 1°aide de quatre primitives
simples, et comment les manipuler par des programmes écrits sous forme
de définitions directes d‘algorithmes composées ‘4 1'aide de six
combinateurs. Nous étudions en détail la principale originalité de
rNS0o: les structures de données d’ordre supérieur sont traitées
exactement comme les structures de données de base. Nous décrivons les
sémantiques opérationnelles et dénotationnelles de NSO, et montrons
leur identité. FEnfin nous montrons comment .utiliser 1les oprimitives de
tNSO0 pour implémenter des primitives plus classiques et de plus haut
niveau. : .

ABSTRACT

We present the main characteristics of the applicative 1language
rnS0, which is based on the theory of sequential algorithms on concrete
data structures. We show how to declare concrete data structures with
only four simple primitives, and how to write programs using basic
sequential algorithms and six combinators. We investigate in detail the
structure of higher order spaces, which are treated exactly as ground
ones (this is the main originality of £NS0). We study- the denotational
and operational semantics of NSO, and show their identity (the ful)
abstraction theorem). We show how to use NSO .as a kernel language ' for
implementing high level primitives.
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1. Introduction.

We have presented in [1] a preliminary version of a new applicative
“language éalled ChS, which is directly issued from the authors theory of
sequential algorithms on Kahn-Plotkin’s concrete data structures
[3,6,10]. The implementatioﬁ 6? the language lead us to take an

intermediate step and to define a rather low-level kernel language CNSO,

which can be understood as defining an "abstract machine™ or "assembly
language" suited for any further development of CDS. Future versions of
CDS should have a ML-like syntax [8,5] and have their expressions

translated into CDSO at parse-time for execution.

~In the present paper we put the emphasis on three originalities of
CnDSO0: its power w.r.t. data structure‘definitiohs, the fact that there
is no distinction between ground and higher-order data structures, and
its full abstraction property. That last property expresses the identity
of the operational and denotational semantics, which are both presented
in some detail. We indicate briefly how higher—levél constructs can be

translated into CNDSO.

The €DSO (or €DS) data structures are simply the original Kahn-

. Plotkin (distributive) concrete data structures, or deds for short. They

'formlan unusually large world, and may be constructed from unusually few

primitives: enumeration of values, graft of data structures onto other

(*) The theory of sequential algorithms was actually, developed for
trying to solve the full .abstraction problem for classical sequen-
tial languages[16,13], which is studied in detail elsewhere in
this volume [#] and is still unsolved in its original form. :
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ones, recursion, exponentiatibﬁ, together with a simble calculus on cell
and value names. Constructs which are classically primitive are easily
derived here: records, sums, lists, arrays etc. Recursion (the key to
domain}equations) has a particularly simple theory: the decds themselves

form a complete partial order, and the data structure constructors are

just ordinary continuous functions. Hence domain equations are just
common fixpoint equations; moreover the solution to any domain equation

is an exact domain equality, not Jjust an isomorphism. One may also

define and manipulate infinite data structures (streams, infinite
arrayS...). But the main originality of CDSO concerns the

exponentiation (M->M’) of two data structures: that space is itself a

standard deds, not a space of "functions" or "closures". Hence it may

be handled in the same way as any other decds.

The CDSO basic computing agents are called sequential algorithms,

and may be viewed as simple output-driven programs written with oﬁly two
basic instructions. The set of algorithms between two dcds M and M’ may
itself be organizea into a deds, which is the exponentiation decds
(M->M") just mentioned. In that sense algorithms need not to be
primitive: they are just ordinary values - states in our terminology -
of ordinary dcds. According to the results of {31, an algorithm may
also be viewed as a pair of two functions: a classical input-output

function, and a control function which gives information about the way

the algorithm evaluates its arguments. Two algorithms may perfectly
well define the same input-output function and be distinet in €DS0
because their differ in their control part. For example a left-
sequential and a right-sequential (strict) boolean conjunction are
distinct objects in €NSO, and they may actually be distinguished at the
terminal (this does in no case prevent CDSO to have the "referential

transparency" property necessary to any decent language).

3

The CNSO expressions are build from states (or algorithms) by using
six simple .combinators: application, composition, fixpoint, pairing,
currying, uncurrying. These combinators are directly suggested by the
theory of cartesian closed categories, see [12,2,18]), and they permit

easy implementation of higher-level constructs such as lambda-binders.
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The denotational semantics of CDSO is directly given by the theory
of [3]. The semantics of any term is simply a state of the decds.
correspondingrto its type, hence a standard CDSO object. This has far-
reaching consequences: a higher-order type expression may be evaluated
on its own, without giving it arguments; moreover CDSO programs may take
the semantics of other CDSO‘programé as -argument. In some sense CDSO is
a tool for manipulating the semantics of CDSO expressions exactly as
LISP is a tool for manipulating the syntax of LISP progfams. We give

several examples of such manipulations.

[

CDSO admits two quite different operational semantics called CDSO1 -
and €DS02, which are both implemented. We study only CDSO1 here. The

semantics is given by a set of conditional rewrite rules in the style of

f171. The rules suggest two possible evaluation strategies: 1az¥
evaluation, which is natural on sequential machines (and is the actually

implemented strategy), and eager evaluation where algorithms may be

viewed as coroutines exchanging pieces of information of arbitrarily

complex data structures, and not just streams of tokens as in [9). This
style of implementation would be suited to parallel machines, but has

not yet been investigated in detail.

The full abstraction property expresses the identity of the
denotational and operational semantics (CNSO1 or CDSO2), this for any

expression of any type.

Section 1 treats the deds definition facilities besides
exponentiatién. Section 2 is devoted to algorithms: we introduce many
examples of these objects and introduce their denotational semantics
together with the decds exponentiation construct. We then study the CDSO1
combinators, give examples of program semantics manipulation’ and finish
with the translation of the lambdar~calculus into CDS0. The operational

semantics and the full abstraction thecrem are presented in section 4.

The implementation of CDSO01 and CDS02 was realized together with M.
"Devin, F. Montagnac and A. Ressouche. A prototype system is available

from the authors (it runs under Multics-maclisp and VAX-franzlisp).



2. Concrete data structures.

We first introduce the -concrete syntax used to declare finite
concrete data structures in CDSO. Then we define the notion of state
(amount of information) in a concrete data structure. We show how a
state may be declared as a constant, and have a first look to the
interpreter. Then we formalize concrete data structures as mathematical
objects, giving their abstract order-theoretical properties (the work of
Kahn-Plotkin). Finally we indicate how to declare infinite structures in
CDSO, using macrogeneration techniques, how to build new concrete daﬁa
structures from 616 ones, using a very simple grafting constructor, and
how to define concrete data structures recursively. We show that the
mathematical framework of concrete data structures gives a semantics for

the CDSO declarations.

2.1. Cells,values,events,enablings,states.

Declaring a'deterministic concrete data structure (deds for short)

in CDSO looks like specifying the rules of a very simple game, the goal
of which is to fill some specified places or cells with some specified
values, with at most one value per cell. Here are some elementary
examples of dcds declarations:
let 00 =
deds
cell O values T
end
The unique cell O may receive the unique value T. Putting the value T
" in the cell 0O produces the event 0=T, and the game has two possible
states: 0 empty, written {}, and 0 filled, written {0=T}.
let BOOL_PAIR = :
deds ' ,
cell B.1 values T,F
cell B.2 values T,F
end :
The two cells B.1 and B.2 may receive either T or F. This is very much
like declaring a two fields record of booleans. Here {}, {B.1=T} and

{B.1=T,B.2=F} are three possible states of the game.



let TT_BOOL_PAIR =
deds
cell B.1 values T
cell B.2 values T,F
end

In fhis more selective deds B.2 may still receive either T or F, but B.!1
may receive only T, thus restricting the range of values of the first
field of our "record". Notice that the states of TT_BOOL_PAIR are
states of BOOL_PAIR. Later on we shall see that TT BOOL_PAIR is included
in BOOL_PAIR. |

The game has one more rule: one may specify access conditions on
cells. Here is a declaration including such conditions:
let VARIANT =
deds
cell CHOICE values L,R
cell B.1 values T access CHOICE:=L
cell B.2 values T,F access CHOICE:=R y
end )
The cell CHOICE may receive either L or R, and may be filled by the
player at the beginning of the game since it has no access condition.
Suppose the player has filled CHOICE with L, provoking the event
CHOICE=L. From that point, the player can only fill B.1, since the
access condition is valid for B.1 and not for B.2. If symmetrically the
event CHOICE=R had occurred (i.e if the player had filled CHOICE’with
R), that would have enabled B.2 and disabled B.1 (*). Hence VARIANT is a

"record with variant®.

Once enabled, a cell may hold any of the values listed after the
keyword "values" in its declaration. Hence either B.2=T or B.2:=F may

occur after CHOICFE=R.

An access condition to a cell, also called an enabling, may consist
of several events. Then all these ebents must have occurred in order to'

enable the cell. Furthermore«a cell may have several access conditions,

(*) The reader familiar with Petri nets will feel that there are
some connections between concrete data structures and Petri nets.
Those were thoroughly studied in [15,21] in the more general
framevork of event structures.
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separated by the "or" keyword. It is then ‘enabled if at least one
condition is valid (i.e if all the events listed in one condition have
occurred) . Tt is essential to impose also that at most one access
condition is valid at a time, see [3]. This condition is called the
determinism or stability condition, and‘justifies the letter "d" in the

keyword "dcds". Here is an example of a.dcds‘with multiple enablings:

let MULT_ENAB =
deds
cell CO values 0,1
cell C1 values 0
cell C2 values 0 access C0=z0, €1=0 or CO= 1
end

A1l its possible states are:

{1

{co=0}

{C0=1}

{c1=0}

{c0=0,C1=0}

{c0=1,C1=0}

{c0=0,C1=0,C2=0}

{c0=1,C2=0}

{C0:1,C1=0,C2:0}
Notice that {C0=0,C2=0} is not a state, since C2 is not enabled, and
that {C0=0,C0=1} is neither a state, since CO can only hold one value in
a state. Notice also that the two enablings of C2 cannot occur
together, since it is impossible to have C0=0 and CO0=1 in the same

state.

To summarize, once a deds is declared, the player is allowed to’
start filling its cells, provided that each cell receives at most one
value and that the enablings are always satisfied. The player may leave
the play at any time, and any configuration of values in cells (events)
that it may reach is called a state. -

’

2.2. Evaluating in CDSO.

We have already enough to introduce the notion of interpretation

session. The interpreter receives expressions of the language, which
all denote states. After some static verifications, it enters a loop of

requests: it prompts the user for the name of a cell, checks that the
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cell name is correct, and checks if the cell ‘is filled in the
expression’s denotation. If yes, it returns its valde, and prompts the
user again. If it finds out that the cell is not filled, it returns no
value and prompts the user for another cell. It may also be involved in

an infinite computation and never answer.

The simplest_CDSO expressions are the state constants that we just
defined, so that we may show a sample session using one of the states
listed at the end of 2.1:

# {c0=1,C2=0};

request? COj;

-=>1

request? C13

-->

request? C2;

-=> 0

request? ;
The strings "#" and "request?" are respectively the prompts at. the top
"level and request level of CDSO, and the arrow "-->" 'precedes the
evaluator response. There is no response for C1 since it is empty. The
request loop is terminated by a single ";", returning to the expression

evaluator.

Of course we should have %yped our state constant, in order to
allow static verifications (correctness of the state and of the cell
names). In the present paper we shall freely forget about all static
aspects of this kind.

We shall also use abbreviations (macros) defined by a simple "let"

conétruct, as in
let TRUE_FALSE = {B.1=T,B.2=F};

Then TRUE_FALSE is macroexpanded at parse-time whenever it appears in an

expression, and is therefore not a dynamic variable.

Before defining more complex cds and expressions in CDSO, we show
that the objects defined so far may be formalized as mathematical

objects, and possess nice order-theoretical properties.
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2.3. Concrete data structures as mathematical objects.

2.3.1. Definition: A concrete data structure or cds M=z=(C,V,E,|-) 1is
given by

- a denumerable set C of cells;

- a denumerable set V of values;
- - a set .E of events included in CxV. An event .,is -written

indifferently (c,v) or czv;

- an enabling relafion |- between finite subsets of E and cells. An

element of |- is called a rule and is written e1,e2,..,en|-c. The
set (e1,e2,..,en} is called an enabling of c. A cell ¢ such that

|-c is called an initial cell.
A state x of M is a set of events such that

(i) (c,vT),(c,vg)Gx :? Vi3V,

(i;) (e,v)6x => e, e,

,..,encx for some rule eq,ez,..,enl-c.
The set of states of M is written D(M), and is ordered by set
inclusion, written <. Notice that two states X11%, have an upperbound

in D(M) iff (c,v1)Gx1, (c,v2)6x2 always imply VyEV,. The set union of

X, and X, is then their least upper bound (lub).

A cell ¢ is filled in x if (e,v)6x for some v. A cell ¢ is enabled
by x if x contains an enabling of ¢, and is accessible from x if it is
not filled in x and enabled in x. We denote by F(x) and A{(x) the sets of
cells filled in x and accessible from x. We write x<cy if x<y and if
cBA(x), c6F(y). We say that y covers x and write x-<y iff x<y and
x<z<y implies z=y. Hence x and y differ by exactly one event. We write

x-(cy iff x<cy and x-<y.

We always assume the following well-foundedness axiom (which

ensures the equivalence of our definition of state and of that of Kahn-
Plotkin [3,101):
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(WF) set'c_<_.Ec1 if (e,v) belongs to an enabling of c, for some v. The

reflexive and transitive closure of <., must be well founded.

We impose also the determinism or stability axiom:

(D) For any state x; any cell ¢ filled in x has exactly one enabling in

Xe

This axiom is essential in our construction. Without it, functiqnal
expressions in CDSO would not denote states. A cds satisfying (D) is

called a stable or deterministic concrete data structure, or decds for

short. In a deds the set intersection of an upperbbunded set of states

is a state.

The Kahn-Plotkin representation theory [10] relates the concrete
data structures to a subclass of complete partial orders. First it is
easily seen that the set D(M) of states of a cds M, ordered by
inclusion, is an w-algebraic coherent cpo, with the empty state as least
element, and the finite states as isolated elements. Moreover it

satisfies the following finiteness axiom:
(F) Anv isolated element dominates finitely elements.

Reciprocally, Kahn and Plotkin {10} have shown that a complete

partial order satisfying those properties and three more axioms (which

" concern the covering relation -<) is isomorphic to the set of states of

a c¢ds. The domains satisfying the Kahn-Plotkin axioms are called

concrete domains. Intuitively, the events are reconstructed from the

covering relation: if x-<y, then y'has only one event more than x. One
of’ the three axioms guarantees that covering chains betﬁeen two points
have the same length, which is classical in lattice theory. The two
other axioms recover cells, and 1nvp1ve-suitab1e equivalence classes of
pairs (x,y), where x-<y. Adding a diStributivity axiom yields the

correspondence with deds.

~ Winskel [21] has simplified and generalized the Kahn-Plotin
construction by weakening one of the axioms of concrete domains,

yielding the correspondence with event structures, which'are concrete

structures more general than the cds.
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We shall not need these powerful representation theorems here.

However they provide a solid foundation to the language CDSO.

The structures declared ‘1n CDSO are easily related with the
mathematical objects of this section, which provide a mathematical
semantics for the syntax of 2.1. The translation of a decds deelaration
as in 2.1 into an objecé' (C,V,E,|-) may be described formally by
straightforward denotational semaﬁtic equations, as will be shown in

2.5.

2.4. The language of declarations in CDSO.

We have seen basic deds declarations so far, allowing only to
declare finite decds in extension, i.e. by listing cells, values and

enablings. Now we show more complex deds declarations.

First we briefly indicate how some infinite  structures may be
declared, using macrogeneration of names. Further details may be found
in [1]. The following declarations successively define the ten first
natural numbers, all the integers, and the data structure with states

TN.1=m1} for all natural m, and {N.1=m1,N.2=m?} for all m, such that

1 1

0$m1510 and all integer m2:
"let FIRST TEN =
deds
cell N values [0..10] \
end

let INTEGER =
deds
cell N values [..]
end

let FOO =
deds
cell N.1 values [0..] |
cell N.2 values [..] access N.1=[0..10]
end

- Values may themselves be composite:
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let FRACTIONS =
dcds .
cell R values [..].01..] .
end _ ’ _ B
Here a value is a pair m.n, n>1 and the numerator and’denominatob are

defined or undefined together, unlike in a classical record.

We next define a very useful grafting constructor, which is used
for building new deds from old ones. Let us take an example. The decds
FOO above may clearly be decomposed into the deds of natural numbers and
into a copy or "graft" of the decds INTEGER, labeled with ".2", and
accessible from any state {N.1=x} with 0<x<10. One may alternatively.
define FOO in the following way:

let FOO =
deds S
cell N.1 values [0..]
graft INTEGER.2 access N.1=[0..10]
end
This of course becomes more useful if the grafted deds is ' more
intricate. What would for instance happen if one replaced INTEGER by
VARIANT in the above declaration? The obtained deds would be by
definition the following one:
let FOO_BAR =
deds
cell N.1 values [0..]
cell CHOICE.2 values L,R access N.1=[0..10]
cell B.1.2 values T access N,1=[0..10], CHOICE.2:=L
cell B.2.2 values T,F access N.1=[0..10], CHOICE.2=R
end
The cell declarations of the grafted decds are taken one by one, and the
following operations are (conceptually) performed for each of them: the
tag ".2" is appended to the cell names as indicated in the graft.
declaration, the original value 1list is kept, the access conditions of
the graft declaration are added to each access condition of the new cell
(where any cell of the grafted data structure receives also the ".2"

tag).

We are not bound to having finitely many cells: here is a way of

defining powerseries over fractions, where the nth coefficient is held
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in the cell (R.n) - see 3.8 for examples of powerseries manipulations:

let POWERSERIES =
deds
graft FRACTIONS.[0..]
end :
The graft construct allows to derive the product and sum constructors on
deds. Suppose M1,M2 are two decds identifiers:
let PRODUCT =
deds .
graft M1.1

" graft M2.2
end :

let SIM =
deds .

cell CBOICE values L,R

graft M1.L access CHOICE=L

graft M2.R access CHOICE=R

end

It is easily seeh that the set of states of PRODUCT is isomorphic to the
cartesian product of the sets of states of M1 and M2. The point is to
decorate the names of cells of M1 and M2 in order to ensure that they
are distinect, and to put the structures aside. Similarly, it is easily
seen that SUM generates indeed the usual separated sum of M1 and M2 in
the theory of cpo’s: the cell CHOICE acts as a switch, allowing to

access either a (tagged) copy of M1 or a (tagged) copy of ‘M2.

The declarations above may of course be parametrized. In this case
we call the formal dcds parameters *,#%#% %1 ... a3 in ML [8]: we define
. for example the product operator by
let ®*14%2 =

deds
graft *1,1

graft %2.,2
end » !

We shall freely use parametrized products and sums in the séquel.
Grafting may finally be recursive. Here is a parametrized

recursive definition of 1lists (as in ML, . denotes the empty decds which

could be simply declared by .=dcds end):
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letrec LIST(®) =.+(##LIST(*))

Replacing ., ‘# and + by their definition, one could equivalently write

letrec LIST(#*) =
decds .
cell CHOICE values L,R
graft ®*.1.R access CHOICE=R
graft LIST(*).2.R access CHOICE=R
end

We may define streamé of integers in the following way:

letrec STREAMS =
deds '
cell N.1 values [..]
graft STREAMS.2 access N.1=[..]
end
The access condition is erucial in that definition of streams. Notice
that STREAMS has infinitely many cells holding infinitely many values.

Such an object is not definable in ML without using functional types.

Generélly.speaking, complex data structures such as arrays etc. are
obtained by implementing explicit descriptors, as we did for SUM. See
{1] for details. (Notice that in most languages descriptors exist but
are more or 1es§ hidden from the user. This leads to awkward syntactic
constructs such as the T’'FIRST, T'NEXT and T’LAST constructs which give

access to array descriptors in ADA.) However the use of explicit

descriptors has its drawbacks. For example, when defining a list, the
user has to know about its denotation, which he would probably prefer to
be an "internal form" and not to have to cope with. If he means, for
example the 1list consisting of. integers 1,5,3, he has to type. the
following horrendous state of LIST(INTEGERS):

{CHOICE=R, N.1.R=1, CHOICE. =K, N
R

2.R R.2.R=5, CHOICE.2.R.2.R=R,
N.1.R.2.R.2.R=3, CHOICE.2.R.2. }

Of course the right solution is to hide the actual impleméntation of
1ists and to use an abstract data type definition for LIST, with the
classical NIL, CONS, NULL, HD, and TL constructors and destructors.
‘"This will be possible in future versions of CDS based on a ML-like

syntax for declafing abstract types.
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2.5. The semantics of decds declarations.

The classical techniques for giving the semantics of recursive
doma&h definitions involve fixpoint theorems in categories or in
universal domains, see [19]. The idea is the same as for fixpoints in
cp6’s, and the additional difficulties come from the fact that a domain
may usually abproximate another domain in several ways, the classicél

notion of approximation being that of embedding.

One advantage of the theory of concrete data structures is that it
leads to an extremely simple notion -of approximation between domains,
based on the fact that the complete definition of a deds contains a very
precise information about the wav things are named, which disappears in

‘usual theories of domains where objects are defined up to isomorphism.

The notion of approximation we use is simply that of inclusion:

2.5.1. Definition: Ye call DCDS the set of concrete data structures we
can build by resticting cell and value names to be integers,

identifiers, or 1lists of names separated by ".", as in our present

syntax. Given M, M’ in NODS, we say that M is included in M’ and write

McM’ if the following set inclusion holds: fef’, VeV, FeE’, [-cl-’.

Then D(M) is included in D(M").

2.5.2. Proposition: The set DCNDS ordered by inclusion is a coherent w-
algebraic complete vartial order. . The lubs are just obtained by unions
of the sets of cells, values, events and rules. The isolated points are

the deds with finjte sets of cells and values.

The same result holds replacing deds bv cds. Tt is of course not
hourd to our particenlar choice of a set of names. Tnclusions are indeed

~nlatad £o the classica’ rotion of embedding, see (3,191,

T+ vemains to be seen that deds declarations define continunus
Caantinpg on the comniate pDarfial corder DONS, The svntaw used so “ar for

“apYaraviara raw e formalized as “nllows. in oz TME Sares
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<NENS> t:= deds {<COMPONENT>}* end
_ <ID> _
CCOMPONENT> ::= cell <NAME> values <VALUE_LIST> <ACCESS>

graft <DCNS>.<NAME> <ACCESS>

<VALUE_LIST> <NAME> , {<NAME>}*

>|I —_— ——~— " - — 1

" CACCESS> (no access condition given)
access <FNABLING>
<ACCESS> or <ENABLING>
- ¢RNABLTNG>  ::= <EVENT>
<ENABLTING> , <EVENT>
<EVENT> s 1= <NAMED>=<NAME>

The <ID>’s represeht' formal arguments to the definition. Hence the
semantics of a decds declaration {s a function from DCDS environments
(mapping <ID>’s to DCDPS) to DCDS. Tt may be defined rigorously by
svntax—difected semantic equations: this is hqwever rather tedidus, and
we just indicate what is going on. Call M the fesulting deds. Any cell

declaration "cell ¢ values v ,...,vn access ACCRSSY produces trivially a

1
cell of M and some values and rules for that cell. The only delicate
situation appears in a "graft M .n access ACCESS" declaration. Let then
M=(n",V',E°,1-") as given by the environment. The graft declaration

genebates:

- a cell ¢’.n of M for each cell ¢’ of M3

- a value v’ of M for each value v~ of M’:
- an event ¢’ .n=v’ of M for each event ¢ zv’ of M":
- rules of M in the following wav: if c’1=v'1,...,c'n=v’nl-c' is a

“rule of M° and if c1=v1,...,cn=vn is an enébling of ACCESS (with

n>0), then the following rule of M is generated:

e’ .n:v’1,...,c'n.n:v'n,c

IV _ 4ese4yC =V _|=c
1 1? “n 'n

1

Hence the enablings listed in the ACCESS part of the declaration
are added to the original enablings of M’, where each cell receives

the mark n.

It is trivial that any deds declaration defines a continuous function

w.r.t. inclusion. Solving recursive domain equations is therefore no
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more than solving usual fixpoint equations in DCDS. Moreover
parametrized domain equations are just usual "recursive programs" in the

space DCDS. Notice also that the solutions are always exact, i.e. are

equalities and not just isomorphisms.
For example let us compute the solution to the equation
letrec INTLIST = .+INTEGER#INTLIST

which expands into (replacing CHOICE by S)

letrec INTLIST =
deds
cell S values L,R
graft INTEGER.1.R access S=R
graft INTLIST.2.R access S=R

ehd

The solution is obtained by iteration, starting from,INTLIST0=. One
obtains:

n ' n
- Cc = {s.(2.R), n>0} U {N.1.R.(2.R) , n>0}
-  E= {S.(2.R)"L, S.(2.R"=R | n30}

m {N.1.R.(2.R)"=p | n>0}

- |- S

- S=Rye..,S.(2.0)7=R 1= 5.(2.00™ for n>0

- S=Ry...,S.(2.R)%=R 1= N.1.R.(2.R)™* for n>0
Then INTLIST in indeed equal to .+INTEGERFINTLIST.

The semantics of arbitrarily complex declarations may of course be

treated in the same way.
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3. Sequential algorithms.

Once we have defined our data structures, we must write pbograms
for manipulating them. According to the théory of [3] our basic programs
will be sequential algorithms which output values in cells of an output
deds according to values read in cells of an iﬁput deds. We start by
presenting algorithms aé program texts. We show how to apply an
algdrithm to an input and how to compose algorithms. By an easy coding,
we tfansfoém the algorithms from M to M’ into stat:s o & new dadn
(M->M°) called ‘the exponentiation of M and M", This helps us in
formalizing sequential algorithms as mathematical objects. .We introduce

the remaining CDSO combinators (pairing, currying, uncurrying,
fixpoint). We show how to translate lambda-calculus based languages
into CDSO. Finally we give two examples which illustrate the unusual

expressive power of CDSO.
' “
4

-

3.1. Sequential algorithms as programs.

e

Sequential algobithms may be thought of as working in an output-
directed way: they receive requests for filling output cells, and
execute instructions for outphtting values or inspecting their input.
Assume first that the output decds M’ has only one cell ¢’. Then an
algorithm from M to M’ has the form:

algo
request ¢’ do
{instruction>

end
end

where the <instruction> has two possible forms:

(1) the output instruction outputs a value into the cell of M’.It is

written
odtpdt v’

(ii) the input and test instruction branches to other instructions

according to the value read in a given input cell c. It is written

3
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valof ¢ is
v1: <instruction>

vn: <instruction>
end

where vl , ..., vn are possible values of c.

Here are three very simple programs, defining respectively the identity,

an approximation of the identity and the negation on booleans:

let ID_BOOL: BOOL->BOOL =
algo
request B do-
valof B is
Ts: output T
F: output F
end
end

end ,
)

let APPROX_ID_BOOL: BOOL->BOOL =
algo .
request B do
valof B is
Ts output T
end
end
end

let NOT: BOOL->BOOL =
algo
request B do
valof B is
T: output F
F: output T
end .
end
end

And here are four sequential algorithms for

conjunction:

computing the

boolean
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let LEFT;AND: BOOL#BOOL->BOOL =
algo :
request B do
valof B.1 is-
T: valof B.2 is
T: output T
F: output F
end
F: output F -
end :
end
end

let RIGHT _AND =
algo
request B do
valof B.2 is
T: valof B.1 is
' T: output T
F: output F
end
Fs: output F
end
-end
end

let LEFT_STRICT_AND =
algo
request B do
valof B.1 is
T: valof B.2 is
T: output T
F: output F
end
F: valof B.2 is
T: output F
F: output F
_ end
end
end
end
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let RIGHT_STRICT_AND =
algo
request B do
valof B.2 is
T: valof B.1 is
T: output T
F: output F
end
F: valof B.1 is
T: output F
F: output F
end
end
end
end
These four algorithms differ in the way they test their arguments, or in
their behaviour on partially defined arguments. We shall see later on-
that they are all distinet in CDS, and that we may actually distinguish

them at the terminal.

What happens now if the output deds has more than one cell? If the
cells are all initial, an algorithm consists of different request
constructs,. one for each different output cell: independent parts of an
algorithm compute independent parts of the output. 1If an output ceil is
not initial, then it may become accessible in different ways, i.e from
different output states which have of course been obtained from
different input states. Independent computations mai start from these
input states. Fach of these computations is an 1nstruction enclosed in
a construct

from <input state> do
<{instruction>
end
The from constructg are themselves enclosed in a request construct.
Here is an example, taking BOOL_?AIQ aslinput and MULT_ENAB as output:
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let EXAMPLE =
algo .
" request CO do
" valof B.1 is
T: output 1
F: valof B.2 is
F: output O
end
end
end
request C1 do
valof B.2 is
T: output 0
F: output O
end '
end
request C2
from {B.1=T} do
valof B.2 is
T: output O
end
end 4
from {B.1=F,B.2=zF} do
output 0
end
end
end

(be aware that input states appear in the from’s, not output states).

Macro-generation may also be used for algorithms. For example

valof ¢ is.
&v: output &v
. end

macro-generates the instruction which tests ¢ and outputs the value read

in ¢, the name variable &v ranging over the possible values of c. That

instructioh being very common, we abbreviate it into

transmit c

Polymorphic identity or projection algorithms can then be declared as

follows:
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let IDENTITY: #.>*
algo. .
request &c¢ do
transmit &c
end
end

let fst: ®1#R2.5%
algo
request &C do
transmit &C.1
end
end

(We skip however a 1little difficulty here: some "from" parts are
missing; one may safely assume that a "requgst" without "from" parts
macro-generates "request ¢ from X do +e." for each minimal state X

enabling c¢).

One can also perform some arithmetic on names:

let PLUS: INT#INT->INT =
algo
request N do
valof N.1 is
&V1: valof N.2 is
&V2: output &V1+&V2
end
end
end
end

The addition is conceptually done at_macro-géneration time: the above
text is just an abbreviation for an infinite addition table.

There are some syntactic restrictions on algorithms, which will be
detailed in a moment. Basically one is not allowed to test an input cell
twice in the text of an instruction, and one must test only accessible
cells. These conditions will allow us to give the semanties of

algorithms by using only trivial textual translations.

3.2. Applying algorithms to input states. Composing algorithms.

The aoplication of an algorithm to an ' input state is a CDSO
expression, the semantics of which is a state, according to the

principle stated in-2.2. We use the symbol ".," for denoting application
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"in CDSO. The intuitive semantics is obvious, and we illustrate it by

some interpreter sessions:

# NOT . {B=T};
request? B;
-=> F
request? ;3

# NOT . (NOT . {B=T});
request? B;

-=>T

request? 3

# LEFT_AND . {B.1=T,B.2:=T};
request? Bg

-> T

request? ;

# LEFT_AND . {B.1=F};
request? Bg

-=> F

request?

# LEFT_STRICT_AND . {B.1zF};
request? Bj

-—>

request?

# RIGHT_AND . {B.1=F};
request? Bj;

-->

request?

We see at once how to distinguish between LEFT_AND, LEFT_STRICT_ AND, and
RIGHT_AND. But we must wait for the next section for distinguishing
between LEFT_STRICT_AND and'RIGHT_STRICT_AND, which always give the same

results when applied to the same arguments.

Let us investigate in detail what the above algorithm EXAMPEE'

computes, when given an input state:

# FXAMPLE . {B.1=T};
request? CO0;

-=>1

request? C1;

- »
request? C2; 0
-—=>

request?
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## FXAMPLE .
request? CO;
-=>
request? C1;
-
request? C2:
—-——>
reques?? H

{B\1=F}:

# EXAMPLE . {B.1zT,B.2=T};
request? CO;

-=>1

request? C1;

-=>0

request? 2

-=> 0

request?

# EXAMPLE . {B.1=F,B.2=F};
request? €O

-=> 0

request? C1;

-=> 0

request? C2;

-=>0

request?

The states {B.1=T},{B.1=F,B.2:=F} respectively

produce answer 1 in cell

€0, and answers 0 in cell €O and 0 in cell C1, which both enable C2.

The composition of algerithms is also intuitively simple, and we

use the symbol "{" for it:

# (NOT | RIGHT_AND) . {B.1z=T,B.2=T};
request? B:

->F

request? :

Clearly (NOT | RIGHT-_AND) behaves like the following aigorithm:
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let NOT_RIGHT_AND =
algo :
request B do
valof B.2 is
T: valof B.1 is
T: output F
F: output T
end _
F: output T
end
end
end

We shall see that (NOT | RIGHT_AND) and NOT_RIGHT_AND have indeed the
same semanties. Algorithm composition may be seen as coroutine
composition [91; in a composition flg, ‘any global request is given to g.
The "output" instnuctions of g answer such requests,,whiie the "valof"
instructions of g generate requests for f. We shall be more precise in

section y,

3.3. Sequential algorithms as states.

"One of the originalities of CDS is that there is actually no
difference between states and algorithms, or between gpound and higher-
order data structures. As an example we show how to tramsform the

algorithm EXAMPLE into a state.

An algorithm has a tree shape, while a state is a simple set. The
first operation is to get rid of the'tree structure of the text of each
‘instruction by codiﬁg its nodes unambiguously. This is done at each line
by recording the input s;ate read so far, starting with the empty state
at the first line if the instruction is directly enclosed in a reqﬁest
construct; if the instruction is enclosed in a from construct, then the
starting point' is the state 1listed after "from". ~ After that
transformation, EXAMPLE looks like this: |
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algo
request CO do
) ¢ valof B.1
{B.1=T} ¢ output 1
{B.1=F} : valof B.2
{B.1=F,B.2=F} : output 0
end '
request C1 do
{y - : valof B.2
{B.2=T} s -output 0
{B.2=F} : output O
end
request C2
{B.1=T} : valof B.2
{B.1=T,B.2=T} : output 0
{B.1=F,B.2=F} : output 0
end :
end

Next we distribute the output cells in the lines:

algo )
{lco ¢ valof B.1
{B.1=T}CO s output 1
{B.1=F}r0 : valof B.2
{B.1=F,B.2=F}C0 : output 0
{}c1 ¢ valof B.2
{B.2=T)C1 : output O
{B.2=F}(1 : output 0
{B.1=T}c2 : valof B.2
{B.1=T,B.2=T}C2 : output O
{B.1=F,B.2=F}C2 : output 0

end

Finally we replace ":" by "=", we add a "," at the end of lines, - and

replace "algo" by "{" and "end" by "}n:

# |
{ico = valof B.1,
{B.1=T1CO = output 1,
{B.1=F1CO = valof B.2,
{B.1=F,B.2=F}CO = output O,
{1c1 = valof B.2,.
{B.2=T}C1 = output, 0,
{B.2=F}C1 = output O,
{B.1=T}c2 = valof B.2,
{B.1=T,B.2=T}C2 = output O,
{B.1=F,B.2=F}C2 = output O
}; ’

request? {}CO;
-=> valof B.1
request?
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" As indicated Sy_the "request?" prompt, we have iﬁdeed written a valid
state of a new decds called the exponehtiatfon deds (BOOL_PAIR->BOOL) of

BOOL_PAfF and BOOL: its cells are pairs xc’ where x is a state of M and
¢’ is a cell of M’. TIts values have the form "valof c" or "output v’"
where ¢ and v’ are’respectively an input cell and an output value. An
event "xc =output von means "with input x aﬁd request c¢’, output the
value v'", while an event "xc¢’z=valof c" means "with input x .and request
¢’, ask for the value of c". What vwe have donev is essentially to
decompose the algorithm into quanta of algorithmic'information, in a way
that fits into the formalism of concrete data structures. Notice that
control instruction (valof’s) are as important as valué instructioné
‘(output;s) in that decomposition. See {21] for an analogous treatment of
function§ in event structures. Some ‘rules must be respécted_.when
writing the text of an algorithm to ensure that the obtained set of
events is indeed a state. We shall give them in 3.4 together with the

exact definition of the exponentiation decds.

The CDSO interpreter actually only knows -about states. Every
algorithm is translated at parse time into a state as we just did. This

state may hence be called the internal form of the algorithh. In other

words the syntax of sequential algorithms is nothing but "syntactic
sugar”". Now it makes perfect $ense to evaluate directly algobithms as

normal states, without applying them to.arguments:

# LEFT_AND:
request? {}Bs

-~> valof B.1

request? {B.1=T}B;

-=> valof B.2;

request? {B.1=F}B;

~--> output F

rédquest? {B.1=T.B.2=F1B:
-=> output F

request? {B.1=T,B.2=T}B;
-~> output T

request?

As a consequence,. we are now able to -distinguish between the two

-~ STRICT_AND algorithms, which we could not do using applications:
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# LEFT_STRICT_AND;
request? {}B:

--> valof B.1
request? 3

3

# RIGHT_STRICT_AND;

request? {}B:

-=-> valof B.2

request? ;
We get twd distinct answers for the same question, hence the two AND’s
are different in CDSO. The point is that they differ by their control, .
which is part of their semantics as well as their input-output

" behaviour. .

- Let us show how a composition behaves:

# NOT | RIGHT_AND;
request? {1B:

-=> valof B.2

request? {B,2=F}B;

-=> output T

request? {B.2=T}B;

-~> valof B.1

request? {B.2=T,B.1=F}B;
--> output T

request? {B.2=T,B.1=T)B;
-~> output ¥ '

request?
: [}

We have explored the whole state denoted by NOT | RIGHT_AND. The reader
may check that the intepreter answers are the same as those one would
obtain by evaluating NOT_RIGHT_AND. Hence NOT | RIGHT_AND  and
NOT_RIGHT_AND have indeed the same semantics.

That sequential algorithms are ordinary states has another
important consequence: it is not necessary to define new primitives such
as lambda-binders for defining higher-order algorithms, ﬁhich are
nothing but ordinary. algorithms taking as arguments  ordinary states,
hence are also ordinary states. Let us give an example of that unusual
fact: we may write a second order algorithm AND_TASTER which is able to
recognize all boolean AND algorithms. Its (rather long) text is given in
annex. Its input deds is (BOOL_PAIR-)BOOL) and its output deds is the

following one, just introduced for that "tasting" purpose:
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let TASTE =
deds
cell WHICH_AND values

IS_LEFT_AND,
IS_FIGHT_AND, .
'Is;LEFT_STRICT_AND,
IS_RIGHT_STRICT_AND,
IS_NOT_AN_AND

~end

. Let us experiment with AND_TASTER:

# AND_TASTER . LEFT_AND;
request° WHICH_AND;

-=> IS_LEFT_AND '
request? ;

We get similar answers for the other three logical and algorithms. But
AND_TASTER does not "taste" only exblicit algorithms:

# AND_TASTER . (NOT | LFEFT. AND).

1f-equest:'> WHICH_AND;

- IS_NOT_AN_AND
request?

# AND_TASTER . ((NOT | NOT) | LEFT_AND);
r'equest'7 WHICH_AND;

--> IS_LEFT_AND

request?

The two last experiments show that what is taken as input by AND_TASTER

is not an expression as a piece of syntax, bdt the state it denotes,

i.e. its semantics. In other words, CDSO is a tool for exploring the
semantics of - expressions, rather like LISP is a tool for éxploring their
syntax (which is actually also feasible in CDS, by delaring suitable
types for abstract syntax trees). We shall see later on funnier examples )

of the same kind.

3.3. Sequential algorithms as mathematicél objects.

Before presgnting the other CDSO primitives, we define algorithms
mathematically. Most of this sectibn recalls constructions and results
of [3,6], to which the reader is refered for details. The formalism of
[3]118 slightly rephrased, in order to match the concrete syntax of 
CDSO0.
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We first define fofmally the exponentiation of two decds M, M’, i.e.
tﬁe deds of sequential algorithms between M and M°,

3.4.1. Definition: Let M=(C,V,E,l-), M'=(C",V*,E’,|-") be two deds. The
exponentiation (M->M") = (C stV yoF >,|— ) is defined as follows:

(1) Cy = {xe” | x finite state of M, c’6C"}
(ii) v 5 = {volof » ! eor}

U {output v" | v’ev’}
(1ii) E = {(xe’, valof ¢) | c6A(x)}

U {(xc’, output v’) | (e’,v’)6E"}
(iv) (xe’, valof c)l-_>yc' iff x-<cy

(x1c 1+ output v 1),..,(xnc n’ output v n) I-_> xe

iff X=X1U. . .an

and (0’1,V'1),..,(c'n,v‘n)l—‘C‘

That (M->M°)  satisfies (WF) is easily’ verified. That it is
deterministic is not obvious. Tt is a corollary of the lemma 3.4.2. A
state of (M->M") is called a sequential algorithm.

In terms of sequential algorithms as programs, the conditions on
events and enablings may be formulated as follows: any cell may be
tested only once'in an instruction. Only accessiblelcells (wer.t. to the
input state read so.far) may be tested. A staté listed after "from" in a

from construct must be a minimal state producing all the eveénts of an

"enabling of the output cell specified in the enclosing "request"

statement. The two conditions (iii) and (iv) forbid any "hole"  while
reading input: if a cell is read, cells enabling it must have been read
before. Here are typically forbiddpn téxts:

valof ¢ is

. 3: valof ¢ is
' Ys.,..
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valof €O is .
0: valof C2 is
0: ...

(supposing that MULT_ENAB is the input deds)
the text of EXAMPLE where

from {B.1=T} do

end
is replaced by

from {B.1=T,B.2:=F} do
output 0
end
The reader may check that the set of events produced from an algorithm
text satisfying the restrictions mentioned so far is a state.
Reciprocally, in order to recover the text of an algorithm from a state

of M->M’, we have to recover the tree structure of an algorithm. The

following lemma is the key of that construction:

3.4.2. Lemma: Let M, M° be two deds, let X be a set of events of
(M=>M°). Then X is a sequential algorithm iff it satisfies for every

output cell c”:

(1) if xc”, ye’ are filled in X and if x, y are compatible, then x<y or

y<x. If x<y then there exists a sequence (called covering chain in

37 (zo,co),..,(zn;cn) s.t.

X=Z Z, =  ecee2 =X V¥
c n

~<
0 c0 1 1 cn

(zic’, valof ci)GX for all i s.t. 0<i<n

(ii),if x is minimal s.t. x¢” is filled in X, then there exist

x1,.;,xn, c’1,..,c'n, v’1,..,v'n, n>0, s.t
s.t. x=x,U...Ux_ and
1 n

(xic’i,output v'i)GX for all i s.t. 1<i<n

Property (i) is the indexed forest property of'[3], and is nothing

but an abstract order-theoretical definition of forests.
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The input-output function defined by a sequential algorithm is very

easily recovered from its staﬁe form: we set

a.x = {(c’yv’) | (ye', output v')Ga for some y<x}

which is easily checked ‘to be a state. Ve denote by & the function
“which associates a.x with x, and call it the input-output function of a.

The above equality of course defines also the mathematical semanties of

application in CDSO.

The function & is sequential in the sense of Kahn-Plotkin [31: at
any point x, for any cell c’6A(&(x)), either ¢’ is not filled in a(y)

/
for all y>x or & has at least one sequentiality index, i.e. a cell ¢

s.t.
x<y and a(x)<c,5(y) imply x<cy;

It is shown in [31 that any: sequential function is the _input-butput
function of at least one algorithm. Conversely, what structure must be
added to a sequeﬁtial function in order to specify -exactly  one
sequential algorithm? Consider the different logical conjunction
algorithms: they differ in the wav they choose sequentiality indexes, in
other words 1in their control strategy. That strategy ma& be easily

defined from the state form of an algorithm:

4.3. Definition: the index choice function of a is a partial function

3-0
i from D{M)XC° to € defined by

ia(x,c')=c iff (ye',valof c)6a for some y<x and cGA(x)

The pair (E,ia) is called the abstract form of a.

Reciprocally, it is shown in [31 that a pair of a sequential
function .and an'index choice function satisfying'some consistency and
minimality axioms defines a unique sequential algorithm. This
correspondence is actually an érder-isomorphism, if sequential
algorithms are ordered by the stable ordering [3] and index choice

functions by the natural ordering of partial functions (f<g if f(x)=g(x)
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whenever f(x) is defined).

The abstract form is well suited for defining the composition a‘la
of two algorithms, and hence the "mathematical semanticé of the

composition operation . : A ke

3.4.4. Definition: The composition a’la of a:M->M" and a’:M’->M” is
defined by

(i) (a‘la).x=a’.(a.x) for all x
(i1) 1a,'a(x,c )=c ;ff ia,(a.x,c )=c¢’ and ia(x,c Y=c

It is shown in [3] that these equations indeed define an algorithm, and
that the concrete data structures and sequential algorithms form a

cartesian closed category.

3.5. The CNSO combinators.

~ So far we have seen all O-ary CDSO expressions (the states), and
two binary combinators: application "." and composition (", We finish
the presentation of (DSO by studying = the rehaining combinators:

fixpoint, pairing, currying, uncurrying.

3.5.1. Fixpoint.

As for recursive functions, any algorithm a:M->M has a least
fixpoint determined by fix(a)=1ub{a".{}}. The fix operator is. primitive
in CDSO.

3.5.2. Pairing.

The product of dcds was defined in 2.5, and the product projections
programmed in 3.1. Given two states X, and X, of M1 and MZ; we call

(x1,x2) the state of M13cM2 defined by

(x-1,X2) = {(01.1,V1)‘ | (01,V1)Gx1}
U*{(cZ.Z,vz) | (c2,v2)cx2}
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Given two algorithms a1-:M->M’1 and aZ:M->M’2, we define the pair

<a,,a >:M=>M’ xM’_ in the following (abstract) way:

1772 1 2

(i) <a1,a2>.x=(a1.x,a2.x)
i O

(11) 1 LG0T D) = 1 (xye”)
<a1,a2 . 1

»(iii) i<a1,a2>(x’c 2.2) = iaz(x,c 2)

Describing the concrete form of <a1,a2> is easy and left to the reader.

The pairing operation <-,-> is primitivé in CDSO.

3

<

+5.3. Curr&ing and uncurrying.

These operations are classical with functions: curry associates
with any function f:M#M’->M” the function curry(f):M->(M’->M*) defined
by curry(f)(x)(v)=zf(x,v), and uncurry is the converse operation. The
definition is a bit more complicated with algorithms, but still easy on
their concrete form. It is given by the following'corresbondence between
cells and values of (M#M'->M™) and (Mq>(Mf-$M")), accordine to the

definition of an exponentiation deds.

(M#M“->M77) ' (M=>(M7>M7))
cells: (x,x")ec” x(x‘e”)
.values? “valof c.1 . valof ¢
valof ¢’.?2 output valof ¢’
' output v” . output output v”’

The primitive CDSO operators curry and uncurry realize respectively the
left-to-right and right-to-left. transformations. Consider for example .an
event: {x,x")e.” =valof cfm2 of an algorithm aG(M#M’-)M"}, That event -
indicates that ,a: tests the value of ¢’ in M’ whenever its input is
(x,x"). Consider now currv(a) with input x and request x‘c’. The
algorithm curry(a)(x) tests c’ if it is given input x’ and request c¢’*,

d

hence x“¢“ =valof ¢’ is an event: of curry(a)(x). This is precisely the

information output by curry(a) with input x and request x‘e”, as
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recorded in the event x(x’c’ )=cutput valof ¢’ of curry(a).

Let us do some experiments with the interpreter:

# curry(RIGHT_AND); -- type BOOL->(BOOL->BOOL)
request? {}{}1B; ’

--> output valof B

request? {}{B=T}B;

--> valof B

request? {B=F}{B=T}B;

-=> output output F

request?

Call ID_BOOL_BOOL the identity algorithm on (BOOL->BOOL)

# let app=uncurry(ID_BOOL_BOOL):

# app: == type ((BOOL->BOOL)#BOOL)->BOOL
request? {}B; '

-=> valof ({}B).1

request? {({}B).1=output T} B;

--> output T

request? {({}B).1zvalof B} B;

--> valof B.2 ‘

request? {({}B).1=valof B, B.2=T} B;

-=> valof ({B=T}B).1

request? {({B=T}B).1=output F, ({}B).1zvalof B, B.2=T} B;
--> output F

request?

Although it may 1look rather complicated, the 1last example 1is
particularly instructive: uncurry(ID_BOOL_BOOL) is nothing but the
application algorithm, which takes as argument (f,x) with f:BOOL->BOOL

.and x:BOOL, and which applies f to x. With empty argument and request B
as in the first'request, app asks f what it does with argument {} and
- request B. This is the meaning of the first interpreter response ("valof
({IB).1" for (f,x) islnothing but "valof {IB" for f). If f directly
outputs T as in the second listed request, theh app also outputs T. If ¢
asks for its argument as in the third request, then app asks for the
value of its second argument (the>argument of f). If that value is T as
in the fourth request, app asks f what it does with argument {B=T} and
request B. If f then outputs F as in the last request, then app also
outputs F. 'In short, app asks f what to do and then does it. '
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3.6. Extending the language.

The choice of the CDSO combinators is not arbitrary. It is

suggested by the -mathemat;cal theory of ‘cartesian closed. categdries
[12,3,2,18].7 The deds and sequeﬁtial algorithms form such 2 category
‘[37. We shall not give details here. But we shall indicate how our
combinators allow to "implement" easily more classical languages based
.for example on the lambda calculus, and we shall study compiet¢ly &)
example: Plotkin’s language PCF (Programming Computable Functions) [16],
also considered elsewhere in this volume fU4]. We shall pay no attention

to the efficiency of the translation here (improving it is a SUbJect in
itself).

l'q

PCF has two ground types i and o (integers and booleans), and
derived types (o->¢) for any types o and ¢. The primitive functions are
well-known: the inféger constants 0,1,—1,..,; the booleans "tt" anp
"ff", successor and predecessor functions "succ" and "pred", the test to
zero "iszero", the conditional "cond". The terms are bdild as usual by
application, lambda-abstraction (written with the symbol \, and fixpoint
(written Y). Here is a way to define integer addition in PCF:

Y(\f.\x.\y. cond (iszero x) y (f(pred x)(succ )

The basic types INTEGFR and BOOLEAN have already been defined in
€DSO. Integer and boolean constants. are simply interpreted as the
corresponding states. It is easy to define algorithms for the other

basic function symbols. For exampie:

let Succ =
aleo
request N do
valof N is
&V: output &V+1
end
end
end
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let IF_I = curry(curry(

algo
request N. do
valof B.1 is

T: transmit N.2

F: transmit N.3

- end ' '
end
end))

The main problem is the elimination of the PCF variables. We shall not

use the S and K combinators as in [20], but rather code the usual

manipulation of environments into CDSO, by defining appropriate decds.
For simplicity we shall forget about types. Let €ID be a new name

generator which generates all identifier names:

let VAR = -~ data structure for variables
deds -
cell NAME values €ID
.end
let ENV(*) = - data structure for environments over *
deds
graft *,81D
end

Hence ENV(*) is an infinite product of  the parameter * indexed by
Lvariable names. We need two (classical) algorithms for manipulating
- environments. The first one fetches the value‘of the variable x in an
environment, the second one changes tﬁat valhe:_we shall mainly use

their curried form.

let FETCH: VAR#/ENV-D>¥* =

algo
request &C do
valof NAME.1 is -- fetch the variable name
&X: transmit &C.&X.2 -~ fecth the value and give it back
end . -
end
end ’

let CFETCH=curry(FETCH)
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let SUBST: VAR#(ENVH#*).DENV =

algo .
request &C.&X do ~-= &C .cell, &X variable name
valof NAME.1 is -- fetch substituted var.
&X: transmit &C.2.2 -~ the same: value in *
&Y with not &X=&Y: -~ different:
transmit &C.&X.1.2 - feteh old value
end :
end
end

let CSIUBST=zcurry(SUBST) -=- type VAR-D>(ENV#%.>ENV)
We also néed the usual K operator:

let K: %1.>(%2->%1) = curry(
algo
request &C do

transmit &C.1
end '
end)
and a PFIX constant for interpreting Y (take for examplé
fix(curry(app!<snd,app>))), where snd is the second product projection.

Using the above operators, one could define for any PCF term M an

interpretation function [M].from environments to value in the following

P

way:
[t¥p) = F
‘for any.function symbol f with associated algorithm F
TYI(p) = PFIX
[x¥(p) = CFETCH. (NAME=x}.p

-for any variable x

IMNT(p) = (IMT(p)).(INT(p))

[\x.MI(p)(d) = [MI(CSUBST. (NAME=x}.p.d)

|

But these equations are not enough for defining algorithms, which are
not simply determined by their values on arguments. The next step is to
get rid of the meta-variébles p and d, using our combinators for

abstracting the above formulae into true €DSO1 expressions. One may
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write:

[fl = K.F |
for any PCF function symbol f with associated algorithm F.

fy} = K . PFIX

[x]

CFETCH . {NAME=x}

IMNT = uneurrv([M]) | <ID, IND> -
' (ID is the identity algorithm)

T\x.M] = curry([M]l(CSUBST.{NAMsz}))

This translationiis extensively studied in [2]. We leave to the reader
to check that the first formulae are indeed derived from the second ones
by applying suitable arguments p and d. For any M, the object M1 is ‘
now an a]gorithm from environments to values, the control part of which
tell%pg how M uses its free variables. (One may even go further, as
suggested in 3]: one may organize the PCF terms themselves into a deds,
and turn the mere function [ 3} into an algorithm, which really acts as

a PCF interpreter written in DS0!Y)

In the actual CDSO systems, we have several parsers: we indicate to
switech to PCF by the command "pcf:". We then type in PCF expréssions,
which are immediately:expanded into their CDS0 form, and evaluated as
any CDSO expression. Let us evaluate the above addition expression:

# pef: -- the prompt changes to $ in PCF

$ let lplus = Y(\f \X.\v. cond (iszero x) y (f(pred x)(eucc I

~$ 1plus 3 53

request? N3

-->8

request? 3
Of course we can evaluate lplus by itself, as any PCF term of any type.
We can therefore distinguish it from the right addition rplus which

recurses on y (remember that rplus and lplus have type i->(i->i)):
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$ lplus;-
request? {}{}IN;
-=> valof N

request? {N=3}{}N;
~-=>.output valof N

" request? {N=3}{N=5}N;
-=> output 8
request? ;

$ Y(\f.\x.\y. cond (iszero y) x (f(pred y)(suec x)));
request? {}{IN;

-=> output valof N

request? {}{N=5]}N;

-=> valof N

request? {N=3}{N=5}N;

--> output 8

request? 3

Hence CDSO may also serve as a tool for analyzing the control of PCF

programs.

Finally let us notice that lambda-definition may not be used for
defining non-functionnally monotonic objects such as AND_TASTER. 1In
that sense PCF-like calcu;i are strietly less powerful than CDSO.

3.7. Manipulating infinite objects.

In the translation of PCF ito CDS01, we have already manipulated
purely infinite data structures such as ENV; However- only a ?inite pért
of that structure was useful at a time. We come to a fully infinite
example (due to Kahn-Mac Oueen [9]). Remember the decds FRACTIONS and
POWERSFRIES of 2.4, We shall compute the exponential powerseries by the
following equation:

letrec EXP=INTEGRATE(1,EXP)

INTEGRATE(c,s) being the integral of s'with_constant c. It is easy to
remove the variable EXP on the right-hand-side, writing an actual CDSO

'expression:
let EXP:fix(curry(INTEGRATE).{N=1})

INTEGRATE is easily defined:
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1ét'INTEGRATE: FRACTIONS#POWERSERIES->POWERSERIES =

algo
" request R.0 do
transmit R.1 -- the constant
end : :

request R.&N with &N>=0 do
valof R.(&N-1).2 is '
. &P.&0: output &P.{(&Q*&N) -~ integration step . -
end - '
cnd
end
The state EXP is really infinite, all the cells of POWERSERIES being
filled in it; But its "computation" is still possible, since the
interpreter computes only on request: )
# EXP:
request? R.0;
--> 1
request? R.6:
-=> T20
request?
Notice that we used a direct-access representation of powerseries, not a
stream representation as in [9]. Tndeed there is no reason to impose
access conditions to coefficients. One could solve the following
equations:

letrec SINE = INTEGRATE(O,COSINR) _
and COSINE = INTEGRATE(1,MINUS(SINE))

Then the Uth coefficient of SINE needs not to be computed for computing
the 5th one. With streams, it would have to be computed anyway, just to
access the 5th one (this is the case in the Kahn-Mac Queen system). The

extra access structure of streams make them less lazy..

3.8. Editing program semantics.

We finish this section with an amazing example due to'F. Montagnac
and A. Ressouche. The prbblem is to define the fibonnaceci fUnctioh 1ﬁ
€DS0, without using variables at all (that would of course be easy in
PCF). The fibonnacci functional is defined by |
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Ffibo(f)(n)=if n=1 or n=2 then 1 else f(n-1)+f(n-2)

and the function fibo_is.just the least fixpoint of . that functional.
The technique we use for defining .direcﬁly Ffibo is close to the
technique used in LISP for tracing functions: one uses a LISP program
for inserting tracing instructions in the text'of the 1isp functipn f to
- be traced, in other words one edits the text of f. In CDSO, we shall

similérly edit the semantics of Ffibo’s argument f, and do some aurgery

on it. We give the text of Ffibo and explain it.

let Ffibo: (INTEGER-D>INTEGER)->( INTEGER->INTEGER) =
algo ‘ .
request {IN do
output valof N
end
-request {N=1}N do
output output 1
end .
request {N=2}N do
output output 1
end _
" request {N=&I with &I>2}N do
valof {}IN is
output &X: output output &X+&X
valof N: ’
valof {N=&I-1}N {is
output. &X:
valof {N=&I-2IN is
output &Y: output output &X+&Y-
end
end
end -
end
end

The idea is as follows: In any case Ffibo.f must test its argument,
‘hence Ffibo outputs "valof N" on the request {}N. 1If that arghment is 1
or 2, Ffibo.f always outputs 1, hencé Ffibo outputs the statement
"output 1" for the requests {N=1}N and {Nz=2}N. Given the request {N=&I}N
for &I>2, Ffibo must know what f"does, hence execute a "Valof {Inn
instruction. If f is a constant, i.e. outputs &X on {}, Ffibo outputs
the instruction "output &X+&X". If f does "valof N", call &X and &Y the

values f(&I-1) and f(&I-2). Then Ffibo outputs the instruction of
ouputting &X+&Y. Let us try:
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# fix(Ffibo);
request? {IN

-=> valof N
request? {N=1}N;
-=> output 1 .
request? {Nz20}N;
-=> output 6765
request?

4. The CDSO1'operational semantics.

At the time being we have two different interpreters of CDSO, named
© CDSO1 and CNPSO2. They are based on two quite different operational
semantics. Both interpreters use question-answer mechanisms: a question
to a an expression is understood as a request for the value of some cell
it denotes, and an answer is simply a valus of that cell. In higher-
Qrder types (types containing -the -> operator)) cell names ‘contain
states. 1In CDSO1, questions are always extensional, i.e. are such that
'the states they involve are pure CDSO states as sets of events. On the
contrary, CDSO2 questions are intentional: the states are themselves
CDS02 expressions, and the cell associated with a question is obtained.
by replacing each expression by its denotation, which is a state. We
shall only study CDSO1 here. We shall nof treat name variables, which

are handled bv straightforward pattern-matching techniques. -

4.1. Ihtuitive presentation.

The CDS0O1 evaluation mechanism raises non-standard problems which
we study in a rather long discussion based on examples. The mechanism is

best understood in terms of communicating agents or coroutines [14,9],

Consider for example an application A=T.U, where T has type (M-)M‘) and
I has type M. Then three commdnicéting agents are generated: a main
agent A corresponding to the application node, and two subagents
'computinglrespectively T and 1], also called T and UJ for simplicity (they
are of course generated by induction on the structure of the terms T and
7). The agent A communicates with T and U, which ignore eachother:

moreoVer A maintains a local memory containing a state x of'M, which is'

the currently computed approximation of the denotation of !J. The agent U
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produces events in x, and x itself is used by A for generating questibns

to T.

célling agent

As an example, let us analyze a possible evaluation of
T.UzLEFT_AND.{B.1zT,B.2=F}, when A receives the request B from its
caller. The state x is initially embty, and A starts by asking T the
value éf xB={}B. The answer being "valof B.1", A asks (I the value of
B.1. The answer "T" is recorded in x, which becomes {B.1=T}. Then A asks

T again the value of xB={B.1=T}B. The anwser being "valof B.2", A asks U
the value of B.2, and after U’s response "F", x becomes {B.1=T,B.2=F}.
Now the question xBz{B.1=T,B.2:=F}B to T generates the answer "output F",
and the result "F" is output to the calling aeent. The strategy used

here is call by need: ask T what needs to be done and do it. We shall

see that other strategies are possible.

The question now arises of the status of x when the computation'is
finished: should iﬁs cufrent value be kept, or should x be reinitialized
to {}? That question is actually delicate: keeping the current value of
x uses much storage, but has a "memo function" effect: if later on A is
called again with the request B, the first question to T will be simply
xB={B.1=T,B.2=F}B: it will generate at once the response F, with no
further request to 1. On the contrary resetting x to {} would use less
storage but more time, since x would have to be completely recomputed.
This is a fairly classical time-storage exchange problem, which in usual
lénguages is solved by not using memo-functions: one observes that most
of the time memo-functions keep tod much unnecessary information, as in
the  classical recursive fibonnacci examble {(when computing fib{(n),
memo-functions keep all the values fib(0) to fib(n-1), while keeping
only two values would suffice). However the situation is less clear in

CDSO. Consider the following example:
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let M =
deds
cell C1 values O
cell C2 values 0 access C1=0
end

and let ID be ‘the identity on M:

let ID:M->M =
algo , )
request C1 do_transmit N1 end
request C2 from {C1=0} do transmit C2 end
end

‘or in state forﬁ:

{{1ca = valof C1,
{fc1=0}c1 = output 0,
{c1=01}c2 = valof C2,
{€1=0,02=0}02 = output 0}

Consider the term T.U=ID.{C1=0,C2=0}. The request C1 to A leads to the
-answer 0 with x={C1=0}. Now if x is kept to that value and if A receives.
the .request C2, A asks T=zID the value of xC2={C1=0}C2. This is a
perfectly valid request to ID, which returns "valof C2", and the
computation continues normally until 0 is output with x={C1=0,C2=0}. On
the contrary assume that x is reset to {} when A receives the request
C2: now {}C2 is indeed empty and even not enabled in ID. Therefore A
should first reconstruct the state x={C1=0}. In that case this step is
feasible, since one sees in the definition of M that C2 depends upon C1.
However that reconstruction process is not feasible in arbitrary deds,
as shown by the next example:
let STABLE =
deds .
cell C1 values T,F
cell C2 values T,F
cell C3 values T,F
cell C4 values 1,2,3

access C1=T C?PF or (2= T yC3=F or C3zT,C1:=F
end
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let DISCRIMINATE: STABLE->STABLE =
algo :
request C1 do transmit C1 end
request C2 do transmit C2 end
request C3 do transmit €3 end
request C4
from {C1=T,C2=F} do
valof CU is
1: output 1
end
end
from {C2=T,C3=F} do
valof C4 is
1: output 2
end
end
from {£3=T,C1=F} do
valof CH is
1: output 3
end
end
end

The deds STABLE is actually stable (deterministic), but has the annoying
property that the predicate which tests whether Cl4 is enabled in a given
state is a stable but not sequential function, see [3). The
DISCRIMINATE algorithm deserves its name, since in discriminates which
"from" part has enabled C4 in the output. 6onsider then a term
DISCRIMINATE.U! where U is some state of STABLE where CU is enabled; If
clt is given as a question to that term with x reset to {}, one does not
know how to reconstruct the approximation of U which enabled Cl: the
reconstruction process would involve at least one of the questions .-C1,-
C?, €3 to U, and there is no way to choose which one a priori: if one
chooses C1, then U may be such that €2=T,C3=F,Cl=1 while C1 is empty and
the question C1 to U actually leads to an endless computation {the
actual construction of such an 1! is given in [7]’. The interpreter would
then loop instead of giving the correct answer 2. The situation is
similar for C2 and C3. :

There are now two solutions: to forbid STABLE, or to keep x. The

first solution involves the definition of sequential concrete data

structures and will not be treated here (it is however necessary for

CDS02). We choose the solution of keeping x.
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We ére then faced with another problem, which is however simpler.

Condider another example:

let T_PAIR =
deds . i
cell 0.1 values T
cell 0.2 values T
end

Let ID be the identity on T_PAIR. Tt is the following state: ’

{{}1(0.1) = valof 0.1
{0.1=T}(0.1) = output T
{}(0.2) = valof 0.2

- {0.2=T1(0.2) = output T}

Consider ID.N with U={0.1=T,0.2=T}. A first request 0.2 generates the
answer T with x={0.2=T}. Now a request 0.1 generates a request
x(0.1)={0.2=T}H(0.1) to ID, and again that cell is not enabled in ID. But
here the situation is simpler than before: instead of having not enough .
information in X, we have too much information: the. information 0.2=T is
simply irrelevant w.r.t. 0.1, and definitely not cumbersome. Hence the
normally incorrect question {0.2zT}(0.1) to ID may safely generate the
same answer "valof 0.1" as would the correct question {}(0.1). Notice
that the role of the computation stategy ia.of an algorithm is precisely

. to take care of that fact: here one has
1ID({},0.1)_= iID({O.2=T},0.1) = 0.1

To treat formally that problem, we shall use the fact that {} is the
biggest state z below {0.2=T} such that z(0.1) is filled in ID. For
‘this purpose it is convenient to introduce.an ordering of cells, ‘induced
by - the ordering of stétes, saying {1}(0.1) < {0.2=T}(0.1) A very last
difficulty appears when ID is curried: the questions {}(0.2) and
{0.2=T}(0.1) are then transformed into {}{}(0.2) and {}{0=T}(0.1), and
the useless information 0=T appear§ in the second state of the question.

The ordering on cells must therefore be defined inductively.

ﬂ.l.l} Definition: The cell names in DCNS may have the following form:
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(1) a token or number
(i) a pair xc’ where x is a state anf ¢’ a cell name

(iii) a 1list of cell names, where only the first name may contain

states For example xyc’.1.2 is correct, but xc’.yc’.2 is not
Then we define an ordering < on cells as follows:

is equality for tokens or numbers

(1)

In

(ii) ¢ is defined componentwise for lists

(111) x,e”,<x,c’, holds iff x,<x, and ¢’ <e”)

4.1.2. Definition: Given any state x and any cell name c, one easily
checks that the set {c1le159 and ¢, =v is in x, e=v is in E} has a least

upper bound when it is not empty. This least upper bound is called the

projection of ¢ on x: it corresponds to an event c1=v of x, and we set
x(e)z=v. The function x is called the extended evaluation function of x.

In the above example, setting x=ID and e¢={0.2=tt}(0.1), one sees
that the projection of ¢ on x is {}1(0.1), so that x(c)=valof 0.1 as
required. Setting x=curry(ID) and ec={}{0=T}(0.1), the projection of c
on x is {}{}(0.1) with x(c)=valof 0.

4.2. The CDSO1 rewrite rules. The full abstraction theorem.

The behaviour of an application was discussed rather informally in

the previous section. We shall be much more formal here, and we shall

define the CNSO1 semantics by conditional rewrite rules as in M17].

We first define the €DSO!' expressions. They resemble the CDSO

ones, except that nodes may have local storage according to their form.

The set of €NSO1 expressions is defined inductively:

(1) Any CDSO state of type M is a €DSO1 expreésion of the same type.
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(i1) TIf T is a CDSO1 expression, then curry(T) and uncurry(T) are

CDSO1 expressions (same: types as in CDSO).

(iii) 1f T1,T2 are CDSO1 expressions, then <T1,T2> is - a CpSO1

expression (same types as in GDSO).

(iv) If T,U are CDPSO1 expressions with T-of type (M->M°) and U of type
M, if x is a state of M, then [T.U,x] is a CDSO1 expression of
type M’.

(v) If T is a CDSO1 expression of tvpe (M->M), if x is a state of M,
then [fix(T),x] is a CDPSO1 expression of type M.

(vi) If T,T  are CDSO1 expressions of type (M->M’) and (M ->M’"), and
' if F is a set of pairs x,x’ of states of M,M’, then [T|T",F] is a
CDSO1 expression of type (M->M").

Hence local storage 1is used only for application, fixpoint and
composition. The rather complex form of the composition local storage

will be explained later on..
The objeots involved in the rewrite rules have two pbssible forms:

(i) questions T?c where T is a CDSO1 term anc ¢ is a cell name (of the
deds corresponding to the type of T)

(ii) answers T!v where T is a CDSO1 term and v is a value (CDSO1 terms
have to ke kept in answers to take care of 1local storage

modifications)

Computations will of course lead from questions to answers, through
intermediate questions. A question T?c¢ will receive an answer v

whenever T(c)=v, in the sense of 4.1.

We start by giving the simplest rules, which simply mimic

denotational semantics
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State:

x(c)=v
X?¢ ~>. xlv

Pairing:

»
rd - ]
T?¢ => T1.v1

<T,M>2e.1 => <T,,0>1v

1

: »
?7¢ => H1!V

<T,U>?c.2 > <T,U1>!v

A question is transmitted either to T or to U according to its suffix.

Currying:

»
T2(x,x")e” = T1!valof c.1

curry(T)?x(x'c") -> curry(T1)!valof [

*
T?2(x,x")e” > T,!valof e’.2

curry(T)?x(x°c”’) =) curry(T1)!output valof ¢’

*
T2(x,x")e”" => T1!output v

curry(T)?2x(x‘c’") => curry(71)!output output v*’

Tneurrying:

»
T?2x(x’c”) => T1!valof c

uncurry(T)?(x,x " )c” -> uncuréy(T1)!valof c.1

*
Tx(xe”) > T1!output valof c¢”

uncurry(T)2(x,x")e’ -> uncurry(TT)!valof e’.2

» .
T2%x(x°e”) = T1{output output v°°

uncurry(T)?(x,x’)e” -> uncurry(T1)!output v’
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Next we study application and fixpoint, which ‘involve simple 1local

storage.

v Application:

~

The local storage retains the information computed so far from the

- application argument. The rules are as follows:

*
T?%c " <> T1!output v’

[T.U,x)?2¢" => [T1.U,X]!v'

» »
T?%¢” => T1!valof c e > U1!v

[T.U,x]%¢ > [Tl.ﬂ1,xU{0=V]]?c

In the first rﬁle; x contains already enough information for T to output
a value, and that value is simbly returned. In the second rule, this is
not the case and T asks for the value of a cell ¢ in U. If that cell
contains v in U, the event c=v is added to x and the'computation may

resume from that new partial information on the value of 1,

Fixpoint:
Again the local storage contains an appro&imation of the argument’s
value., . ' ’

»
T?XC «> T1!output v

[Fix{(T),x1?2c -> [fix(T1),x]!v

* »
T?xC => T1!valof c, [f‘ix(T,l),x]?c1 -> (fix(Te),y]!v

[f‘ix(T),x]?c1 => rfix(T?),yn{c1=v}]?c

Composition:

That last cpmbinator is slightly more complicated. To understand
why, let us explain intuitively how a composition T°|T is computed. Any

request has the form xc’’, where x is an explicit state. It is clear
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that x acts as an input for T while ¢’ acts as a request for T'. One

rule for composition could be:

: » )
T’?2T(x)e” <> T'1!valof c’ T?%¢’ => T, !valof ¢

1
T I1T?xc” => T'1IT1!valof c

But such a rule is not permitted, since T“?T(x)ec” is not a valid CDSO1
question, T(x) not being an explicit state. The local storage will
contain enough information to reconstruct an adequate approximation x°
of T(x). It will consist of sets of pairs (xyx°). Given such a set F

and a state x of M, we write

(y,y")=0{(z,z")6F | z<x}
Of course (y,y )=({},{}) if the set on the right-hand-side is empty.
Here are the rewriting rules:

» ,
T?29°¢”” > T'1!output v’

[TIT,F]?2xc”" -> tT’1|T,F]!output v

» *
T?2%’e¢” > T’1!valof c’ T?ye’ = T1!valof c c@F(x)

[T7IT,F]?xc” => [T1|T’1,F]!valof c

* » :
T ?2v’e” > T'1!valof c’ T?ye’ > T1!valof ¢ c=zvex

[T IT,Fl?2xc” > [T1|T'1,FU{(xU{c=v},v'}]?xc"

* * .
T2y’ > T'1!valof e’ T?ye’ => T1!output v’

[T71T,Fl7xe ™ > [T, 1T, F0{(x,y Ul =v 1)) 17xc”

»

A computation by the above rule is simply a deduction in the formal
system they define. Set for example X=LEFT_AND and Y={B.1=T,B.2zF}; here
is a computation of X.Y
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X?2{1B. -> Xtvalof B.1

Y?B.1 > YIT

MX.Y,{}1?B > [X.Y,{B.1=T}1?B

X?{B.1=T}B -> Xtvalof B.2

Y?B.2 => Y!F

IX.Y,{B.1=T}1?B ->[X.Y,{B.1=T,B.2=F}]?B
X?{B.1=T,B.2=F}B -> Xloutput F
rX.Y,{B.1=T,B.2=F}1?B -> [X.Y,{B.1=T,B.2=F} IF

. .
Hence one has [¥X.Y,{}1?B -> [I¥X.Y,{B.1=T,B.2=F}]IF. by transitivity,
meaning that the actual anwer is F. 1Up to trivial interversion of some

steps, the given deduction is the only possible one.

4.3. Sessions and the full abstraction theorem.

We have ijust seen what a computation by the rules is, and we have
now to define what an interpretation session is. IntuitiVely a session
is given by‘a starting CDSO term and a sequence of question-answers,
mimicing the terminal sessions considered before. We shail firét
consider total sessions where the interpreter always yields back a value .

(as usual, we omit types).

4.3.1. Definition: A session is a sequence

T3
request? c
Ca=d V.
request? ¢

-=> V2

1!

2:

request? ¢ ¢
n
— YV
n

where the foliowing conditions are satisfied, writing Xi={c‘=v1[j£i}:

(1) For each i>0, e, i3 enabled by Xi

.

(ii) call TO tﬁe €NS01 term obtained from T by adding empty storage

units. There must exist ADSO01 terms Ti such that for each i one has

]
T.?¢, => T, v,
i i i+l i

Hence we require that each question is enabled bv the state got so far.
(Notice that' we forget here about the ordering of cells, which is

meaningful only inside the interpreter’s computations.)

>
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The essential full abstraction result shows theé identity of the
denotational semantics of CDSO and of its operational semantics CDS01.

We just state it here, see [7] for the proof.

4.3.2. &he full abstraction theorem: Let T be a CDSO term, let [T} be

the state denoted by T as given by the denotational semantiecs. Then

(¢,v)6IT] if and only if there exists a session

T3
request? ¢
-—> Vv
request? c,

- v1

0

request?c
-—> v

We still have to .treat the case of empty cells. By the full
* .
abstraction theorem, T?c¢c->Ulv .is impossible for any U and v if ¢ is not

filled in TT]. Then there are three cases:

(1) The cell c is not enabled in [T). This is detected by the type

checker (not- implemented presently).

(ii) A1l reductions from T?c are finite: the interpreter detects that
fact and responds with "-->".'This happens typically in X.Y where
Y is an explicit state: if X asks for the value of ¢, in Y and if

1
c1 is empty in Y, one may deduce that ¢ is also empty in X.Y.

(i1i) A1l reductions from T?¢c are infinite: then the interpreter loops.
This happens typieally in fix(In).

The CDS02 semantics has exactly the same properties. But is is
simpler in some respect: there is no need to ask only for enabled cells

in a session: any cell is a valid question at anv time.

4.8. Lazy versus eager evaluation. Rvaluation versus reduction.

The CDSO1 rewrite rules that we have given force lazy evaluation.
Consider for example a question [T.U,x]?%”. By the second rule of

application evaluation of U?c is possible only if T?xc’ outputs a "valof
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c" statement, and it becomes then necessary. The situatioﬁ is similar
for composition and fiprint. The rules are indeed sequential in the
sense that there is always one critical operation to perform; Hence only
one of our computing agents needs to be active -at a time. Our

implementation on-a sequential machine uses that fact.

However one may imagine totally different eager evaluation

mechanisms in which the agents really work in parallel, each at his own

pace. Replace the applicatibn rules by the following ones:

* .
T?%¢” => T1!output v’

[T.U,x]12¢” > [T1.n,x]!v’

*
M2e -> n1!v

TT.U,x12¢” => [T.U1,xn{c:v}]?c'

Then T and 1] become really independent, and U may produce values in
advance, even before the application T.Il is called at all. Here is for

example an evaluation of T.U=LEFT_AND.{B.1=T,B.2=F}:

17B.2 -> MF

rr.uy,{}1?” -> [T.u,{B.2=F}]?B

1?B.1 => UIT -

fT.u,{B.2=F}11?B - {r.v,{B.2=F,B.1=T}1?B
T™{B.2=F,B.1=T}B -> Tloutput F ,
[rt.,{B.2=F,B.1=T}178 ->A[T.U,{B.2=P,B.1=T}]!F

Here U starts computing B.2, which is not the first cell that T would

ask.

The problem of what ! should compute has not been investigated vet,
but one could use the techniques of [111. One could also profitably
intermix'both evaluation mechanisms. From time to time, T could consult
the intermediate Vvalue x. If T?xc’->T1!vslof ¢, one mav send a signal to
I that it should compute ¢ in priority. Any computation strategy would

then be cprrect.

1
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Our evaluation strategy leaves (CDSO terms basically unchanged,
except in the evolution of their locai storage units. On the contrary,
in classical combinatory calculi one uses term reduction, wiﬁh formulae
such as Kab->a and Sabc->ac(bc). All these formulae are perfectly valid
in CDS0, and it is generally useful to apply some of them at "compile
time" in order to simplify the CDSO terms to evaluate (especially when
they are obtained by translation of higher-level constructs). Actually
evaluation and term reduction may be freely intermixed at any time.
There is much work to do in order to understand what are the best

possible strategies.

5. Coﬁclusion.

We put the emphasié on two aspects of CDSO: the manipulation of
higher-order objects and the mathematical semantics. In the full
abstraction theorem, we showed the coincidence of the denotational and
operational semantics. To our knowledge, CDSO is the only sequential
language for which such a result exists, at least if we require the

denotational semantics to be somewhat natural.

With respect to implementation aspects, we are working on making
ChSO0 relatively fast. The DS02 interpreter is quite promising there,
and we are planning to build a LISP-like €DS02 compiler. The ‘efficiency
should become comparable to that of more classical languages. One

should also try distributed implementations, as suggested in 4.4.

The CDSO language is low-level at least as far as computable terms
are concerned, and its syntax is heavy. Ue are currently working on a
high-level version called simply CDS and based on a ML-like external
svntax. We have shown how to translate lambda-calculus based languages
into CDS01, but the translation we gave is not very efficient. Progress

can certainlv be done there.
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ANNEX: the text of AND_TASTER

let AND_TASTER: (BOOL#BOOL->BOOL)->TASTE = algo request WHICH_AND do
valof {}B is

output T: output IS_NOT_AN_AND

output F: output IS_NOT_AN_AND

valof B.1:

valof {B.1=T}B is
output T: output IS_NOT_AN_AND
output F: output IS_NNT_AN_AND
" valof B.2:
valof {B.1=T,B.2=TIB is
output F: output IS_NOT_AN_AND
output T:
valof {B.1zT,B.2=F}B is
output T: output IS_NOT_AN_AND
output F:
valof {B.1=F}B is
output T: output TIS_NOT_AN_AND
output F: output IS_LEFT_AND
valof B.2:
valof {B.1=F,B.2=T}B is
output T: output IS_NOT_AN_AND
output F:
valof {B.1=F,B.2=F} is
output T: output IS_NOT_AN_AND

output F: output IS_LEFT_STRICT_AND
end

end
end
end
end
end

valof B}Z: cee -~ symmetrical
end
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