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CONCEPTION ET REALISATION

D'UN 30US SYTEME D'INTEGRITE EXTENSIBLE

Eric Simon et Patrick Valduriez
Projat 3SABRE.  INRIA
LLE CHESNAY, France

Rasume :

Ca papier pra2sentz l2 sous systeme 4'integrite impleménte Jans le

systame basess de Jonnees SABRE. Le langage de specification est siuple;

. 11 permet d'exprimer des contraintes individuelles a2t ensemblistes avac
vou saas agregzats. L'alzgorithme de controla de 1'integrite est gensral

v et evalue, 2n particulier , des contraintes raferentizlles ainsi jqu2 des
contraintes temporelles. L2 systeme zerz autonatiquament des points de

reprisz 1'integrite. Nous proposons un2 methode efficaoe pour evaluzr

des contraiantss avez agragats. Unz analyss gqualitative nontre les
parformnances das alzgorithmas 2t ,en gzenaral ,que notre ﬁethode 23t

neilleure que la methode par modifica tion de quastion pour avaluar les
contraintes e domainz. Enfin, Jdas masures ra2ellas montrent le coub

ajout= par le controles d'integrits par rapport au cout de la raquate da

misz a jour 2lle mene.
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DESIGN AND IMPLEMENTATION

OF AN EXTENDIBLE INTEGRITY SUBSYSTEM

Eric Simon and Patrick Valduriez
SABRE Project. INRIA
LE CHESNAY, France

Abstract :

) Tais paper presents a powarful integrity subsystenm, which is
implemented in the SABRE database system. Tha specification language is
3inple. The enforcement algorithm is generél ; in particular, it
handles referential dependency and temporal assertions. Specialized
strategies efficiantly treat each class of assertions. Tas systenm
automatically manages integrity checkpoints. Also, an efficient method
is described for processing assertions involving aggrezates. An
analysis exiibits the valua of the algorithms. 1% is shown that, in
Zenaral, this nethod is better than the guery modification method for
Jomain assertions. Measures have also been done for 3ziving tha cost
added for controlling integrity 1in comparison with the cost of the

request itself.



1.  INTRODUCTION

An important aim of a database system is to guarantee database
consistency. A database state is consistent if the database satisfies a
set of assertions, called samantic integrity assertions. These
assertions are specified by the user. Maintaining a conéistent database
requires various functions sucii a3 concureenty control,. reliability,
protection and semantic integrity control. Semantic integrity control
ansures database consistency by rejecting update transactions waich
would 1lead to inconsistent states of the database. In ot%er words, the
updated databass must satisfy the sat of integrity assertions.

Thz main works on this subject focus oa formalizing the concept of
semantic integrity; such  as the model which is based on abstract data
types proposed by [BROD731, and formulating and classifying intezrity
constraints [HAMM75]." Also, saveral methods for controlling semantic
integrity have been propos2d. The main problam encountered is generally
its high processing cost. Diffarent solutions have than been giQer for
designing an iategrity subsystem by combining optimization stratezies.
Taeir purposz is to restrict the aumber of assartions to test, to
simplify them at enforcement time and to improve their processing cost
Dy using the capabilitiss of the databasa systen.

Relevant solutions baszd on heuristics or other stratezies have
been proposad to efficiently handle certain classss of intagrity
constraints such as domain of an attribute or constraints involving
aggrezate expressions (AVERAGE, MAX, MIN, ...).

These methods are based on simplification techaiques [BLAU31,
NICO79, STONT75] or on particular tools, such as Hoare logic [3ARD79] or
entity-relationship model [HAMM73], wused Ffor data, transaction and
assertion definitions. However, the implemented solutions suffer from a

lack of generality since thay ara restrictad to a particular szt of



assertioas. Also, they‘ often ars little extendible bscause of their
particular implementation in a system environment. Finally, a faw
complete cost analysis exists. - \
This paper deals with the design and impleamentation aspacts 6f a
general and exteadible integrity subsystem that iategrates specialized
%tratezie§ far ~ach cluss-af 1332rtions. This sabsystem is implemented
in the SABRE databasz system [3ARD331, actually funning on MULILCS at
INRIA. The architecture preszated in section 2 locatés the place of the
intezrity subsystam in the SABRE systeh. The generality of the proposed
method 1is illustrated in saction 3 by giviag a formulation and a
classification of the accepted assertions. Section 4 describes the
concépts of the method in comparison with existing methods. The
enforcement algorithm on update requasts 1is spacified . The new
features of the method , discussad in a qualitative analysis are, in
particular, the handlingv of tamporal assartions  and integrity
checkpoints. The. last section is a quantitive analysis of the
anforcement algorithm , by gziving cost functions for the principal
classes‘ of assertions. A comparison with the query modificatiosn method
for enforcing domain constraints shows that our method 1is zenerally
batter. Finally , measures performed with the SABRE systam exhibit the
processing cost of thz enforcament relétively to the procassing cost of

the update itszalf.

2. SYSTEM ARCHITECTURE

The environment ia which the integrity subsysten is includedAis ths
SABRE database system [GARD33]." SABRE 1is actually lmplemented on
MULTICS at INRIA and is being ported on a multi-microproceassor
architecture. Several features of the ‘systeﬁ architecture, such as

maintaining a workspacz for transactions, will be shown as useful tools

1



for the integrity processing. The SABRE system is organisad in a
logical machine and a physical machine, as portrayed in figurs 1.” The
logical machine realizes the mapping functions betwesen the user
interface and the relational algebra interface, waich is the input of
the physical machine. Tae umanipulated objects are meta-data such as
view predicates or statistic data about relations. The physical nachine
is a storage and retrisval subsystem which works on underlying data
storad on disk units. Some repatitive operations of the physical
machine can bz optimized by using spscialized componzants whilz those of

thz logical machine do not need it.

LOGICAL MACHINE

Lexical View
SE . INTEGRITY r
USER analysis______i authoriz. . Query
INTERFACH . PROCESS Optimiser
parsing process

/

RELATIONAL ALGEBRA

‘(,/”

PHYSICAL MACHINE

Figure 1 : Architecturs of the SABRE system
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The logical machine is composed of four main components. The first
component is the most external of the system. It performs the lexical
analysis and the parsing of user queries , expressed in a SQL Like'
language [ASTR75], and preseats the results to the user. The acond
component manages the views. It wmainly maps requesﬁs on derived
relations into requests on underlying relations, by applying . an
algorithm basad on query modification .[310N75]1." [t also  checks
authorizations on relations.> The next component 1is the integrity
subsystem} xernel of fhis paber. Tts first task is to process
defianitions of integrity assartions, which aré expressad  as query
qualification predicates. Asse%tioﬁs'may bz défined at anytime during
the 1lifetime of a relation. A Then, the compatibility batween the
integrity constraint and tha current state of the relation is
conﬁrolled. Assertions ara stored in compiled form in a meta-base
relation. The other task is to =nforce samantic integrity of data whén
updating a databasz. The szt of tuples violating integrity.constraints
are given back to the user with some expianations about their rejection.
The last compohent of the logical machine is a gquery optimiser. It
decomposes a multi-relation query into a tree of relatlonal operations.
It then restructures the treé in an optimal tree by using statistic
informatidns -about relations and indexes. AThe selected tree is
rapresented by an execution plan, which consists in relational.operators
and synchronization variables.

The physical machine includass several components whose the malnv
Functioné are nerein remaindéd. It First realizes tha reslational
oparators for querying and updgting"databases. The operators .are
optimized by specializel components such as filters or join p%oces§5rs
[VALDSM].‘ A multidimensional access mathod basei on pradicate trees

" [GARDSU4] is also employed to restrict the search to only ralevant data.



The other basic function 1is the wmanagement of transactions, which
includes algorithms for éoncurrency control [VIEMB2], defarred updates
and recovery facilities. The last function of the physical machine is
to manage a virtual memory where transactioans worképaces arz maiatained.
A transaction consists in saveral raquests. The workspace associated
with a transaction insures that updates executed by' a request 1 are
visible by all requests 1+j. The absence of such a strategy implies
2ach request in a transaction to se2e the database in the same state as
at the beginning of the transaction. This is avoided in most systems by
an  expansive solution 'hat coasists in  committing each request and
managing a "before" image log. The nanazgament of workséaces is basad on

1

differential files, updates being rzally committed at the 2nd of a
transaztion. This strategy 1is optimizad by using a large memory for
storing tewporary ralations, resulting from operations on underlying

relations.

3. SPECIFICATION OF INTEGRITY A3SERIIONS

An  integrity assertion is expressed in the data wanipulation

languaga of 3ABRE, with an A3SERT comnand. The language is based on
tupla relational calculus. Each assertion 1is seen as a query

3,
ag

qualification which is 2ither truz or false far each tuple in ¢

. cartesian product of the relations determined by tuple variablss. Thus,

T

he specification of an integeity assertion requirzss thas defiaition of
tuplz variables and a query qualification referencing thess variables.
Two key-words, NEW and JLD, are also introduced ian order to express

Lemporal constraints ia a similar way to {ASTR76].‘

1

The integrity assertions can be classed into three categories
depending on e complexity and tha cost of their eaforcement

algorithas. For each of thesz categoriss, an anforcement algorithm and



cost functions can be defined.

(a) individual asseriions ¢ these are mono-relation constraints that
can be either mono-variables or multi-variables. The first dnes only
refer to tuples to be updated (e.z. domain or tamporal constraint) whilz
the others express intra-relation dependencies (e.zg. functional
dependency) .

\0) seu wrlented assertions : thess are multi-variable :multi-relation
constraints. They define structural proberties of data reprasented by
semantic links between relations, 2.z. refarential dependencies [DATES1]
or inclusion dependencies axpressing a concept of generalization such as
"a drinker is a person".

(c) assertions involving azgregates : they nead a particular processing

ecausa of the cost of avaluation of ths aggregates.

Generally, an intezgrity constraint is seen as an assertion varified
by the data. A set of assertions A being associatad with a relation R,
@ach update reguest u on R changing the state D of the database to the

[}

state Du must bz such that Du satisfiss A." Then, A mustc be chosen as
small  as possidle. . A solution proposzd by several authors [BLAU3T,
CREM33, NICO32] is to isolate assertions that are aot coacerned with a
type of update. Certain assartions, defianing condicions on the domaia
of an attribute, only refer to tuples to b2 added to th; databasa.
Othaers, like referential dependancizs, which spacify that the presence
of tuples ia a rzlation R1 dzpends on the presence‘ of iuples “in 2
.relation R2, :nust be validated whan adding tuplas in Rf or waen daleting
tuplas _from R2." More genaerally, to esach assertion of class a, b or ¢,
one oOr several integrity assertions can bz associated with a relation

and with a given type of manipulation chosza anong insert, delete and

~

eplace. Thus, to an assertion of refarential dependency from R1 £ R2

corresponds an integrity assertion for insertiang in R1 and an integrity



assartion for deleting from R2.' This approach is applied in SABRE.’
Each assertion concerns a relation for a given typs of manipulation,
wnich permits to limit the set of assertions to enforce.-
We now illustrate the specification of integrity assertions by
neans of examples using ths following database :
WINE (WINE#, VINEYARD, DEGREE)
PARTY ( DATE, CITY, WINZ#, DRINLTR, SLANTITY)
(a) specification'of a domain constraint:
Tae degree of a wine is between 11 and 14.°
V = VINS ;
ASSERT on V when inser
V.DEGREE > 11 and V.DEGREE <18
(b) spacification of a temporal constraint
The degres of a wine can only decrease.
V = WINE ;
ASSERT on V when replace
NEW.DEGREE < OLD.DEGREE ;
(e) refarential dependency
A wine drunk at a party must exist.
V = WINE ; :
‘P = PARTY ;
ASSERT on P when insert
P.WINE# = V.WINEH ;
ASSERT on V when delste
COUNT (V.WINE} where V.NINE#=P.WINE#) = J;

4.  ENFORCEMENT ALGORITHM

4.7 Principles
Aa  integrity coantrol method can  ba expressad by answering four
questions: what, where, when and how to enforce.
(2) what to enforce
The type of accepted assertions and th2 choice of the st of
assertions to enforce at each update héve baen spacified ia section 3.
(b) where to enforce
Two basic methods permit to reject inconsistént-updates. The first

method is based on dataction of inconsistencies like in [ASTR 75]." Tae
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update u is exzcuted and the database state D is changed éo a state Du.
The enforcement algzorithm verifies that all relevant assertions nold ‘in
that state. If Athe state Du is inconsistent, the database must meet
again a consistent state D'u or D.’ This approach leads to undo updates
by wusing a log mechanism. The second method is based on prevention of
inconsistencies, like in [STON75]." An update is executed only if it
changes the database staie to a consistent state. This approach is less
expansive since it 13’ seldom n=zcessary to undo an update. Our method is
vasead on prevention and guarantees that it is never necessary to undo.
It is compared with the mephod of INGRES in section 4.3.°
(¢) when to enforce

Theorastically, integrity coastraints should Dbe enforced at

fransaction end, since tha transaction is the basic unit of consistency,

v
i.2 an atomic unit of concurency, security and integrity. A transaction
consists in several requests. The taxonomy of integrity assertiohs'
exhibits that certain types of assertions could be enforced_ when the
update request 1is processad (e.g. individual assertions) whilz others
ust be checked at transaction and (e.g set orisnted assertions). Ia
the latter case, a deepsr analysis permité to determians posslblé
enforcament points in tﬁe-transaction. The method is basad on automatic
checkpoints, which avoids a long transaction to be compietely rejected.
At each integrity checkppint, the set orianted assertions are enforced.
In case of inconsistency, the transactioh is undone wuntil 1its most
recent chekpoint.

‘The integrity checkpoints ars automatically determiqed within tha
transaction by the folldwing algoritam. L2t wus consider G(R,A) a
directed graph, where R is a set of »elations of a databasz and A is a
set of arcs rapressnting sat oriented dependéncies between ralations. G

is stored in a compiled form in a relation of the wmetabase and is usaful
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for other purposes. The detection of directed subgraphs permits to
determine integrity checkpoints. G 1is constructed by the successive
requasts in the transaction by associating to each request on relation x
a set of arcs (x,y) where y€R.' In particular we can have x=y. If ,
for n successive requasts, the graph G'(R',A'), where R'eR and A'={(x,y)
associacved with €31 »xess: |, 11 ss2h tﬂ;b:

V(x,y)eG', 3 z€&R /(x,2)e G',

then the end of the request n is an integrity checkpoint.

If the schema of the database is acyelic and if the requests in a
transaction are ordered in dependency  order (deletions before
insertions) then all the assartions involved oy a given request may be
enforced bafore processing thz next one.

(d) how to enforce

The enforcement algorithin is the subject of section 4.2.°

4.2 Enforcament algoritim

The enforcement algorithn is 2xecuted on an update request. First,
a retrieval request wnoses predicate qualifies tuples to update is
triggered. The result of the request is either a temporary relation
that contains tuples to be inserted (TR1) or a temporary relation that
contains tuples to be deleted (TR2)'or both TR1 and TR2 if it is a
replacement. A raplace command is treated, as a Jdeletion of tuplas
present in TR2 followed by an insertion of tuples preseat in TR1.' A sat
of assertions is then checkad anong this or these temporary relations by
denerating a retrisval request with a qualification conposad of oans or
more inverted pradicates of the constraints. he aumber of constraints
added in the qualification deéends on the management of errors. Our
2rroc mechanism allows to give back rejected tuples with specific
messages for each violated constraint. The generated requast raturns a

temporary relation TR3 containing rejected tuples. If TR3 is ampty then



1"

"the_update is validated. A validated .update becomes visible by the
sucessive requests, using the workspace.which is managed in the physical
machine. If, .~ at some integrity checkpoint i, a éet oriented assertion
'does not hold, the transaction is back oub‘to the point i=1 and all
Lemporary felations associated with requests between 1 and i-1 are
simbly deléted. The validated tuples in teﬁporary rzlations are really -
updatad in the databass at transaction end, using a two step éommit
protocdl. |
Thé.method has common points with wmethods based on assertion
simplification EBERN81,NIC682].' Only tuples that are to be updated are
chacked,since the database in a stabler state is consistent and

simplified assaertions are generated.

4.3 Properties of the algorithm
4.3.1. Generality and Extendibility
All algebraic formulae can be expresséd as lategrity constraints.
With_a method based on quary modification, the tuplas which are subject
Lo -update are not isolated; this removas the capabiiity of specifying
that an éssertlon must be tasted after duplicate elimination [STON75]. "
Inconsistencies can then bé introduczd in the database'wheh testing
assertions involving aggrezates without detection by the iIntegrity
subsystem. By isolating the tuples to update in temporary relations,
our -methodv allows detecting duplicates bafore. testing assartions.
Furthermore, the distinction between new‘tuples and old tQples makas
efficient the controi of temporal constraints. Unlike INGRES,ws2 =zan
.control referential dependencies by formulating constraints "od delete”,
-The request execution is separated frdﬁ integrity control.
The3sbecificatlon of our integrity>subsysteﬁ implies tha modularity
of the enforcament algorithm. This algorithm permits £o adapt the
control st?ategy. In»partiéuiar, it is posSible to défine specialized



algorithms to each class of constraint, (individual, set oriented or

involving aggregates). Thus, the method is extendible.

4.3.2."Qualitative anélysis

We now analyze the désign and algorithmic aspects of the integrity
control method. First, the possibility of expressing assertions for a
given type of update significantly reduces the number of assertions to
test at enforcenent time, Otherwise, all assertions invoLQing the
updated relation must be enforced . One of the main advantages of the
quary modication method is that constraints are only tested on new
tuplss concerhed,by the updata. By iSolating‘ tuples concerned by
updates 1in temporary relations,our method provides the same advahtage
and furthermore permits to test assertions on old tuples . The gain is
iﬁportant if the size of temporary relations is small relatively to
permanent relations.

The extendibility of the 'nethod allows specializing the enforcement
algoritim according to sach class of constraints. First, individual
assartions are checked auring request processing,\before tha raquest is
validated for domain constraints and just after the validation‘ of the
request for the other individual coastraints. The method is adapted in
case of a replace command and i3 very simple. Tha enforcement 1is done
in two steps:checking for ths replace assartions and then for the insert
assertions.

Sscondly,the control of sst orizsnted assertions is afficisatly
nelped by integrity checkpoints. A partially enforced transaction caa
then be commited.

Finally, assertions involving aggregates are enforced during
request procéssing by modifying them and maintaining aggregates values.
The épecification of an assertion involving aggregates generates

redundant information maintainad in the database for the kaowledge of
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the current valuss of the aggregates. The assertion is then modifiad.
L2t us consider the foilowing @xample:
V = WINE ;
ASSERT on V when insert
AVG ( V.DEGREE ) < 12 ;
Two aggregates valuszs are stored in a relation: the sum of degrees,

SUMDEGREE and the number of wines, NBWINES. The qualification becomes:

SUM ( V.DEGREE ) + SUMDEGREE <12

CONST + NBWINE
.where' CONST will be the number of tuples to insert. V specifies tuples
to be inserted. Such é modifie& cohstraint can bé tested during request
processing. The aggregate is always evaluated on the temporary relation.
waich is, in general, much smaller than the permansnt relation .

The implementation of integrity control in a system maintaining
workspaces for transaction leads to never undo validated requasts. The
gain is very high in comparison with a method based on detection and
significant in comparison withA others methods based on prevenbion

[CREM33]."

5."ANALYSIS

5.71." Analysis criterisa
Th= evaluation costs of the enforéement algorithm for various

classes of constraints, pointed out in saction 5.2, requires the precise
definition of analysis criteria. The éost evaluation is based on the
1/0 aumber, that Qe consider as the basic and most critic performance
.parameter. An I/0 operation is a page transfzr betwsen a disk unit aﬁd
the cache memory. Tha following notations are needed to aostimate che
proposed algor ithm:

n : number of pages of an operand rélation R,

RS : selectivity Ffactor of a restrict operation over R,dafined as:
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size of Reétrict(R)/n,
JS ¢ selectivity factor of a join oparation,over R1 of n1 pages and
R2 of n2 pages,defined as: |
size of (R1 join R2)/{(n1 * n2).
The following architecture dependeat paramaters are also needed:
q : naumber of page frames: in cache memory used For a complax
operation [2.3 inin)
Tio : time for input or output a paze,
Fr : probability of a page fault when accessing a pags in the caczhe
memory,
Fw : probability of a page fault when writing a page.
In SABRE, Fr and Fw are maintained low by the cache manager of tha
paysical machine., Thz I/9 time of a read oparation is given by Tr whera
Tr= Fr * Tio. S3inilarly, the I/9 tinz of 3 weike Ooperation is Tw, where

Tw = Fw * Tio.

5.2."Evaluation
The I/0 nunber of the eaforcement algorithm is =zvaluated for two
distinect types of assartions, that ws consider as reprasentative., Thesa
are domain constraints and raferantial constraiats. The I/D aumbar for
reading assasrtions is supbosed to be the same for each Cype of assertion
and thus, is omitted. Furthermore, the method for 2nforcing domnain

assertions is compared witin the w2ll known quary nodification nethod,

5.2.7." Domain assertions

Domain assertioas are ‘enforced on iasert or replace requests. Wa
distinguish two types of inserts. The simplest one is the idsertion of
Luples ziven Dy the user in a temporary ralation. The othar one 1is ths
calculated'insertion of tuples already existing in the databass and

Spacified by 4 query qualification. Enforcing a domain assertion on



raplace is equivalent to a calculated insertion.
The I/0 cost of a simple insertion is incurred in reading the

temporary relation of n pages to insert and in writing thz relation

resulting from a restrict operation using the assertion qualification of

selectivity factor RS." Thus, the 1I/0 ndmber of a simple insertion is ¢
n*Tr +n* RS * Ty |

A éalculated insertion is done in two steps. A temporary relation
is constructed by selecting a subset of the database by a retrieval.
This ﬁemporary relation contains tuples to insert as in the case of a
simple insertion. As a result of the axecution of the enforcanent
algorithm,a relation contains rejected tuples. For simplicity, we
consider a calculated insertion where the query qualification is a
restrict operation over a permanant relation S with a selectivity factor
notad RS'. W2 suppose that the number of_pages of relation S is n/RS!'.
The result of the rastrict opsration returns n. pages. RS is the
selectivity factor of the assertion qualification. The I1/0 cost is
given by the cost of the restrict obération , noted C1, and the cost of
inserting the reastricted relation, noted C2." C2 is the cost of a simple
insertion. Then,the cost of the calculated insesrtion is C1 + £2,where :

C1 {(n/RS")*Tr + n*Tw

C2 = n*Tr + n¥RS*Tw

We now compare' 6ur method with the query modification method
[STON75],since it is generally considered as thz bast known wethod for
handling domain éonstraints. Ihe quary moﬁification method acts in two
steps. The first step adds the assertion qualificatisa to the restrict
qualification by an AND operator and selacts tuples satisfying the
modified'qualificatibn. The szcond step is needed for ratriesving tuplss
that do not_métch the ihtegrity assertion to give them back to the user.

A qgualification with the restrict qualification AND the inverted
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assertion qualification of salectivity factor (1 - RS) is created for
selecting those tuples. Thz I/0 cost of the method is the sum of the
I/0 costs of the two selections,noted C1 and C2 :

C1 = (n/RS')*Tr + (n*RS*RS')*Tw

(n/RS")*Tr + (n/RS')*R3¥(1 - RS)*Tw

C2

1000 ¢
RS =0.8
n=-10
100|
. Query modification
.Q’
F S
-3
x; proposed algorithm
e
[2al
.RS'
10
2 L I 1 i 1 i 1 i ]
0 0,1 0,5 1

Figure 2: 1/0 number versus restrict salesctivity factor
Figure 2 illustrates the 1I/0 number of the two methods versus
varying restrict selectivity factors RS'. Tae parameters are fixed as
follows : n = 10 , RS =9.8 and Tr is supposed equal to Tw. Other
calculations_have been done for weaker RS and other values and sinilar
results have oeen found. Our ‘method is better as RS' becomes smaller.
When RS' bacomes greater than J.5,then the query modification is better.

Remark that this value is high sincz it selects half of a relation,

Generally,such a RS' is very small. The difference is due to the fact
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that the quary modification method requires two selections on tha
permaﬁent relation wnilz our algorithm requires a single selaction on
the permanent relation and another sélection on a smaller relation.
Wnen R3' is high, our sacond selection has a higher cost. Similaf
calculations can be done with a query involving a join operation instéad'-
of a restrict opsration. The same rinciple is applied and the query
modification Method requires two joins, one fof salecting relevant
tuples and one for selecting rejected tuples. The same observation can
oe seen  according to the selectivity factor of the join. Generally,
selectivity factors are weék and our method is better than the quar

modification method.

5.2.2. Refzrential dependency assertions

Enforcing a -referential asssrtion requires joining the temporary
relation noted R1, that contains tuples to update, with the permanent
relation noted R2, involved in'ghe assertion. In SABRE;.several join
algorithms are implamentad, =ach ha?ing an'application domain [VALD34]."
In case of referential assertion, the temporary rzlation is almosb
alwayé small and fits éntirely in cache mamnory. If the number of
distinct values of the attributs involved in the assertion is small then
the sami-join algoritim is the bast one. Otherwise, the nested loop
join algorithm is chosen. ;We Supposs  that this Latter algoritam is-
applisd since it is more general. The I/0 cost of the algoritha is thz
cost of reading R1 and R2 and writing the result. R1 (of a1 pages) is
read ona-time. R2 (of a2 pages) is read n1/{q - 2) times by using (q -
1) page frames for input pages, ((g - 2) for R1 and ons for R2), aad oné'
for output ?he'result. The result ls'of size a1*n2*%JS pages waere JS is
tha éelectivity factor of th=2 join ;orresponding to  thz laverted
assertion. Taus, the I/0 number for eanforcing a refarential ass;ftion

is
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n1¥Tr + n1/(q - 2)*n2¥Tr + n1*¥n2%JS*Tw
The formula exhibits the value of having n1 small for decreasing
the nunber of readings of R2." Isolatinz tuples to update in a temporary

relation wnakes nl small.

5.3. Measuranents

Rzal measures have been dons with the integrity subsystem of SABRE
implamentad on MULTICS on a toy database. Relatibns arza relatively
small (n = 5 pages of UKbytes), which is sufficient for obtaining
relavant observations. These measures are usafull for knowing the added
cost of integrity control in comparison with the resquest itself for
different types of assertioas. Therefore, execution timas of requasts
with and without integriﬁy control are measured. The time for readiang
assertions is taken into account. Selectivity factors of assertions are
high (RS = 2.8) since a lot of tuples match the assartions. The nunber
of paga framas in cache meﬁory, q, is 4. Also, the I/0 timnes Tr and Tw
are approximately 4 and 1dus.

Figure 3 illustratzs the execution tine of a sinple insert rzquast
with a jonain constraint varsus tha size of the temporary relation to
insertg, Esszntially, integfity control adds the reading of assartions.
Tae increasing difference batwaen the twd curves is 'due £y  the
inéreasing probability of paze faults on writing.

Figura 4 depicts ths execution time of a calculated insert with a
domain constraint versus the selectivity of thz ratrieval . rsqusst
triggerad for finding quayified tuples. The retrisval is supposad to be
a join whosz selectivity factor is JS.' The tine of integ%ity control
increases like a restrict operation on a relation whosz size is
proportional to JS.' Therefore, the cost added to the raquast incr=asas
»as'JS approaches 1.°

Figure 5 deseribes the execution tine of a simple insert raquest
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with a referential conspraiﬂt versus the size of the temporary relation
to insert; Inﬁegrity control costs 4 joid between the temporary
relation and thes permanent relation (of 5 pages). Whan th2 size of tha
temporary ralation increases,}the cost of integrity control bacomes very
high. In this case, the ratio execution‘ tine of integrity control
varsus reduest is the highest |

Figure 5 shows the execution tims of a calculated update (insart or
delete) with a refereatial congtraint Qersus the sélectivity factor JS
of thz ratrieval raquest, supposed to be a join. As JS approaches 1,
the 'time of integrity control increases like a join operation oa a
ralation whose size is proporﬁional £o JS." Whzn JS = 1, the size of the:
tehporary relation is thz biggest ( n = 25 pazges) and the addad coét is
that of a join of n*n pages with a selectivity factor 1 -RS = 2.2." Tha
total cost of the request is bounded by one and a half times the cost of

the raquest itsz21f.
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5. CONCLUSION

This paper has described the integrity subsystem implemented in the
SABRE database system. This subsystem allows for an instantaneous
enforcement of all temporal oé static assertions. The method is
preventive and exploits assertion simplification strategies for each
class of assertions (individual, set oriented or involving aggregates).‘
The integrity control of user transactions is greatly improved by an
élgorithm which  automatically manages integrity checkpofhts. An
analysis shows the general superiority of our method in comparison to
the well known query modification method. Real measures of the systen
exaibit the cost of integrity control raslative to the cost of the update
itself. It is clearly seen that referential dependency assartions gzive
the highast cost.

The method here presanted can handle a lot of types of assertions

1

and can b2 still extended for managing dynamic assartions. Ia
particular, using' triggers or =zquation constrainis o introduce a
dynamic control of consistency is compatible with our approacn.
Equation assertions can improve databasa systam capabilities in enhanced
computing envirommsnts and the efficiency of integrity control for
complex constraints., The intezrity subsysteh is modular ani can b2 szen
as a basic tool for integrating more capabilities in order to i?prove

the usability of databases.
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