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Résumeé

L'unification dans les théories équationnelles, c’est-a-dire la résolution
d'équations dans les variétés, est particuliérement important en démonstration
automatique. Les résultats récents sur les systérmes de réécriture, comme dans
[Peterson et Stickel 81] et [Hsiang 82], reposent sur I'unification en présence
d'opérateurs associatifs et commutatifs. Stickel [75,81] a donné un algorithme
d'unification associative-commutative, mais sa terminaison dans le cas général
était toujours questionnée. Iei nous donnons un cadre abstrait pour présenter
les problémes d'unification, et nous prouvons la correction totale de
I'algorithme de Stickel.
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ASSOCIATIVE-COMMUTATIVE UNIFICATION

Frangois Fages

CNRS, LITP 4 place Jussieu 75221 Paris Cedex 05,
INRIA Domaine de Voluceau Rocqiiencourt, 78153 Le Chesnay.

ABSTRACT

Unification in equationai theories, that is solving equations in
varieties, is of special relevance to automated deduction. Recent
results in term rewriting systems, as in [Peterson and Stickel 81]
and [Hsiang 82], depend on unification in presence of associative-
commutative functions. Stickel [7581] gave an associative-
commutative unification algorithm, but its termination in the gen-
eral case was still questioned. Here we give an abstract framework
to present unification problems, and we prove the total correct-
ness of Stickel's algorithm.

The first part of this paper is an introduction to unification
theory. The second part is devoted to the associative-commutative
case. The algorithm of Stickel is defined in ML [Gordon, Milner and
Wadsworth 79] since in addition to being.an effective programming
language, ML is a precise and concise formalism close to the stan-
dard mathematical notations. The proof of termination and com-
‘pleteness is based on a relatively simple measure of complemty for
associative-commutative unification problems.

1. -Unification in equational theories

1.1. Equational theories

We assume well known the concept of an algebra A = <4, /> with 4 a set of
elements (the carrier of A) and F a family of operators, given with their arities.
More generally, we may consider heterogeneous algebras over some set of sorts,
but all the notions considered here carry over to sorted algebras without
difficulty, and so we will forget sorts and even arities for simplicity of notation.
With this provision, all our definitions are consistent with [Huet and Oppen 80].

We denote by 7(F) the sct of (ground) terms over F, We assume that there
is at least one constant {operator of arity 0) in /" so that this set is not empty.
We also assume the existence of a denumerable set of variables V, disjoint from
F, and 'denote by T(F,V) the set of terms with variables over F'and V. When F
and Yarc clear from the context, we abbreviate 7(F,V) as T and T{F) as G (for
ground). We denote terms by MN,.., and write V (M) for the set of variables
appearing in M.

We denote by T (resp. G) the algebra with carrier T (resp. G) and with opera—
tors the term constructors corresponding to each operator of F.

The substitutions are all mappings from Vto 7, extended to T, as epdomor—
phisms of T. We denote by S the set of all substitutions. If 0€S and ¥e7, we
denote by oM the application of o to M. Since we are only interested in
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substitutions for their effect on terms, we shall generally assume that ox=x
except on a finite set of variables J(o) which we call the domain of ¢ by abuse of
notation. Such substitutions can then be represented by the finite set of pairs
f<x,0x> | x€D{(0)}. We define the range F(g) of 0 as:
E{o)= U Wox).
xEXo)

We say that o is ground iff R(0)=¢. The composition of substitutions is the
usual composition of mappings: (gop)x=0(px). And we say that ¢ is more general
than p : o<p iff 3p noo=p.

An equation is a pair of terms M=N. Let ¥ be a set of equations {axioms), we

define the equational theory presented by F as the finest congruence over T con-
taining all pairs cM=0oN for M=N in ¥ and oin S. It is denoted by = An equational
theory presented by F is axiomatic iff £ is finite or recursive.

An algebra A is a model of an equation M=N if and only if vM=vN as elements
of A for every assignment v (i.e. mapping from Vto 4 extended as a morphism
from T to A). We write A |= M=N. Ais a model of an equational theory Eiff A|= F
for every E in E. We denote by M(£) the class of models of E, which we call the
variely defined by £.

F-equality in Tis extended to substitutions by extensionality:
o=p iff vxeVox = px

We write for any set of variables V:

v
= p iff V€V ox =
oEplff xEVoprx.

In the same way, o is more general than p in E overV,
‘ v v
<pi =
aipﬁan n00 = p.

"I;he corr\}espondi‘r}g equiv%lence relation on substitutions is dencted by

= ic. o =P iff a%p and p % c. Wc will omit Vwhen V=V, and £ when E=¢.

1.2. Funification

1.2.1. Historical

Let F' be an equational theory. A subqtltutmn o is a B-Unifier of terms M and
Nif and only if oM = aN

Hilbert's tenth problem (aolvmg of polynomial equations over integers,
called Diophantine equations) is the unification problem in arithmetic. Livescy,
Siekmann, Szabo and Unvericht [79] have proved that Associative-Distributive
unification is undecidable, and thus that the undecidability of Hilbert's tenth
problem [Matiyasevich 70, Davis 73] does not rely on a specific propcrty of
integers.

We denote by Uy the set of all F-unifiers of M and N:
Ug (M\N) = {veS | aM'—f} oNj.

Axiomatic equational theories are semi-decidable, and Uy is always recur-
sively enumerable, but of course we are mostly interested in a generating set of

LB
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the E-unifiers (called Complete Set of £-Unifiers by Plotkin [72], and denoted by
CSUg), from which we can generate Uy by instantiations. Or better by a basis of
Ug (called Complete Set of Minimaé' Unifiers and denoted by uCSUg) satisfying

the minimality condition g#0' => 0% o'

So we shall make the difference between unification procedures which
enumerate a CSUg (the exhaustive enumeration procedure in semi-decidable
theories enumerates Ugp entirely), unification algorithms, which always ter-
minate with a finite CSUg, empty if terms are not unifiable, and minimal
unificalion procedures or algorithms which compute a uCSUg. :

Unification has been for the first time studied in first order languages (the
case £=¢) by Herbrand [30]. In his thesis he gave an explicit algorithm to com-
pute a most general unifier. However the notion of unification really grew out of
the work of the researchers in automatic theorem-proving, since the unification
algorithm is the basic mechanism needed to explain the mutual interaction of
inference rules. Robinson [65] gave the algorithm in connection with the resolu-
tion rule, and proved that it indeed computes a most general unifier. Indepen-
dently, Guard [64] presented unification in various systems of logic. Unification
is also central in the treatment of equality [Robinson and Wos 69, Knuth and
Bendix 70]. Implementation and complexity analysis of unification is discussed
in [Robinson 71], [Venturini-Zilli 75], [Huet 78], [Baxter 77], [Paterson and Weg-
man 78] and [Martelli and Montanari 82]. Paterson and Wegman give a linear
algorithm to compute the most general unifier.

First order unification was extended to infinite (regular) trees by Huet [76],
who showed that a single most general unifier exists for this class, computable
by an almost linear algorithm. This problem is relevant to the implementation
of PROLOG like programming languages [Colmerauer 72,82, Fages 83].

‘ In the context of higher order logic, the problem of unification was studied
by Gould [68], who defined "general matching sets” of terms, a weaker notion
than that of CSU. The existence of a unifier is shown to be undecidable in third
order languages in [Huet 73], and at second order by Goldfarb [B1]. . The general
theory of CSU's and uCSU’s in the context of higher order logic is studied in
[Huet 76, Jensen and Pietrzykowski 77].

Unification in equational theories has been first studied by Plotkin [72] in
the context of resolution theorem provers to build-up the underlying equational
theory into the rules of inference. In this paper Plotkin conjectured that there
existed an equational theory £ where a uCSUg did not always exist. Theorem 1 in
the next chapter proves this conjecture. '

Further interest in unification in equational theories arose from the prob-
lem of implementing programming languages with "call by patterns"”, such as
QA4 [Rulifson 72]. Associative unification (finding solutions to word equations) is
a particularly hard problem. Plotkin [72] gives a procedure to enumerate a
pCSU, (eventually infinite), and Makanin [77] shows that the word equation prob-
lem is decidable. Stickel [75,81] and independently Livesey and Siekmann
[76,79], give an algorithm for unification in presence of associative-commutative
operators. However its termination in the general case was still questionned
since some recursive calls are made on terms having a bigger size than the ini-
tial terms. Theorems 3 and 4 in this paper prove the termination and the com-
pleteness in the general case. Siekmann [78] studied the general probiem in his
thesis, especially the extension of the AC-unification algorithm to idempotence
and identity. Lankford [79,83] gave the extension to a unification procedure in
Abelian group theory.
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In the class of equational theories for which there exists a canonical term
rewriting system (see [Huet and Oppen B80]), Fay [79] gives a universal pro-
cedure to enumerate a CSUg. It is based on the notion of "narrowing”, as
defined in [Slagle 74]. Hullot [B0] gives a similar procedure and a sufficient ter-
mination criterion, further generalized in [Jouannaud and Kirchner 83]. Siek-
mann and Szabo [82] investigate the domain of regular canonical term revwriting
systemns in order to find general minimal unification procedures, but we show in
[Fages and Huet B3] that even in this framework uCSUz may not exist.

Termination or minimality of unification procedures is much harder to
obtain than completeness. However the main applications of unification in equa-
tional theories to the generalizations of the Knuth and Bendix algorithm, such as
in [Peterson, Stickel Bl and Hsiang 82], are covered by the associative-
commutative unification algorithm. :

'

1.2.2. Definitions

* Let M,NeT, V= M)UWN) and W be a finite set of "protected variables”. Sis a
Complete Set of E-Unifiers of M and N away from W if and only if :

a) VoS D(0)CV and R(o)nW=¢ (purity)

b) SC Uz (M.N) (correctness)
v

¢) VecUg (M\N) 3ocS o <p . (completeness)

Furthermore S is a complete Set of Minimal E-Unifiers of M and N away
Jrom W if additionally :

v
d) Vo,0'€S g#0'=>0 X (minimality)

Remark that the most general unifiers in first order languages are 1CSUy
reduced Lo one elemenl. The reason Lo consider W is Lthal in many algorithmes,
unification must be performed on subterms, and it is necessary te separale the
variables introduced by unification from the variables of the contezt. 1t is the
case for instance fer resolution in equational theories [Plotkin 72], and for the
generalizalion of lthe Knulh and Bendix cormplelion procedure in congruence
classes of terms [Peterson and Stickel 81]. It is easy to show that there always
exists a CSUg away from W, by taking all £-unifiers satisfying a).

We may add to the definition of CSUE :

v
d') Vo,0'€S o#g' => oi o' (non-congruency)

Such CSUg still always exist but we loose the property that if Uy is recursively
enumerable then there exists a recursively enumerable one. For example, in

undecidable axiomatic equational theories Uy is recursively enumerable but in

general the CSUy satisfying d') are not.

1.2.3. Existence of basis of the F-unifiers

It is well known that there may not exist a finite CSUg. For instance
a*x=x*a in the theory where * is associative [Plotkin 72]. When there exists a
finite CSUp, there always exists a minimal one, by filtering out redundant ele-
ments. But it is not true in general :

Theorem 1 (non-existence of basis) : In some first order equational theory K
there exist E-unifiable terms for which there is no uCSUE. )

“

»
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Proof : The proof is in [Fages and Huet B3], where it is shown that there may be
infinite strings of F-unifiers more and more general. And thus that minimality
d) may be Incompatible with completeness ¢). The- example is
E={1{0,x)=x , g(f(x.y))=g(y)}, for terms g(x) and g(a). :

‘ v
However when a uCSUy exists, it is unigue up to =

Theorem 2 (unicity of basis) : Let M and N be two terms, U, and Ug‘}')e two uCSUg

of M and N. There exists a bijection ¢ : U, » Ug such that VvoeU, ¢ ? p(0).

v
Proof : YocU, FpcU, p =0 since Up is complete. We pick-up one such p as ¢(0).
v
Vo'€Up Jp'el, p' < o'. We pick-up one such p' as ¢¥(o").
. .
Thus VvoeU; 9(po) <0 so Y(p0)) = ¢ by minimality,

v v v
v(0)) o= p(o)ie o = ¢(0).

2. ML as a programming language for the term structure

ML is an applicative language with ezceptions in the line of ISWIM [Landin
66], POPR [Burstall, Collins and Popplestone 71], GEDANKEN [Reynolds.70]. Func-
tions are "first class citizens”, the type inference mechanism allows Junctionals
at any order, and polymorphic operators. Primitive types are : void, bool, int
and string, and type operafors are : cartesian product X, sum + and function -5.
Type variables are denoted by * ** ... The declaration of an abstract type con-
sists in the definition of constructors and external functions. For instance, the
polymorphic list type, *list = woid + (*x ¥ list), is predefined with the con-
structors nil and cons (noted . in infix), and the destructors hd: *list- * and
tl: *list> *list. Variables can be structured in lists and pairs, bindings are then
made by matching. We refer to the LCF manual [Gordon, Milner and Wadsworth
79] for the syntax and semantics of ML,

The composition of functions is an infix operator o: (**» *##)x (¥ ¥¥)s ¥ waw
It could be defined by : ' .
mlinfiz o',
let (fog)z=f(gz); 4 .
The curried function map : (*>*%)- *list- **list returns the list of the fune-
tion applications to a list of arguments. It is equivalent to :
letrec map f 1 =if | = nil then nil else f (hd 1) . (map f (1L 1)),
Particularly important is itlist: (*-»#*>*#),% [igf %, %% which iterates the
application of a function to a list of arguments, by composing the results :
itlist f [Lnalg] x = (FL(fly - (flhx) - - )= ((F1)o(f l)o...o(f 1) x. Tt is
defined by ; . ,
- letrecitlist flz = if l=nil then x else f (hd 1) Gtlist f (#11) x),;
For example flatten : *list list- *list which eliminates the first level parentheses
in alist can be defined by :
let flatten I = iltlist oppend I nil;;
We generalize itlist to the iterative application of a curried function on two lists
of arguments, with:
letrec itlist2f k| z = if k=nii then z else f (hd k) (hd 1) (itlist2f (tL k) (H 1) z);;
We will not detail the abstract types related to the term structure, we keep
previous notations related to them, and define the function op: T-F which.
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returns the head symbol of a term, and largs: T-7 list which returns the list of
the arguments.
abstype F'= ..}
abstype V="
gbsrectype T=Fx Tlist+V :

with ... andop M = ... ond largs ¥ = ... andisvar M = ... and equal(M,N) = ...;;
lettype S = -1, mlinfiz '« lelrec z«M = ...,; .
Since substitutions are functions from terms to terms, the composition of sub-
stitutions is exactly the composition of functions o, and the identity function I
serves as the identity substitution.

If we suppose defined the function occurs : 7x7-bool which recognizes if a
variable occurs in a term, the unification algorithm of Robinson [65] may be
defined by the function uni : 77> S with :
letrecuni(M\N) = -

if isvar M then if equal(M,N) then [
else if occurs(M,N) then fail else M« N
else if isvar N then if occurs(N, M) then fail else N M
else if op M#op N then fail
else (itlist2 unicompound (largs M) (largs N) I)
and unicompound A B o = uni (6 A0 B)o o,

3. AC-unification

3.1. Connection with the solving of linear homogenéous diophantine equations

A binary function + is associative and commutative iff it satisfies (in infix
notation) :

X+y = y+x
(x+y)+2z = x+{y+2z)

The set of those function symbols is denoted by Fc. We will not consider them as
symbols of variable arity in order to stay in the term algebras formalism, but we
define the function largAC: T- T list which returns the list of the AC-arguments,
that is the list of the arguments after the elimination of parentheses on the head
symbol if it is AC. For example with M = (x+(x+y))+(f(a+{a-+a))+{b+c)) where
+€Fxc, we have opM=+, largsM = [x+(x+y); f(a+{a+a))+(b+c)] and
largAC M= [x; x; y: f(a+(a+a)) ;b; c]. :

Let two terms M and N beginning with the same AC head symbol to be
unified. Stickel [B1] proved that the elimination of common arguments, pair by
pair, does not change Uj(M,N). For example the unification of
M = (x+(x+y))+(f(a+(a+a))+(b+c)) and N = ((b+b)+(b+z))+c, where +€F,, is
equivalent to the unification of the arguments lists [x;x;y:f(a+(a+a))] and {b;b;z],
obtained by eliminating the common arguments b and c¢. If a variable is elim-
inated in this operatidn, it must be added to the set of context variables W.

' Unification of (non-ordered) lists of arguments is the problem of solving

equations in the free abelian semigroup, which is isomorphic to the solving of
homogeneous linear diophantine equations )} ajx; = 3, byy; over N-{0}. Thus for
any AC-unification problem, we associate such an equation by associating integer
variables to distinct arguments, with their multiplicity as coefficient. For
instance 2x;+Xp+xg = Ry,;+y, in"the example. In return the solutions to the
diophantine equation induce the unifiers of the lists elements, that are still to
unify with the effective arguments.

Stickel [76] and Huet [78] give an algorithm to solve homogeneous linear
diophantine equations, which enumerates a basis of solutions, by backtracking

1))
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with a certain bound on the value of the variables, and elimination of the redun-
dant solutions. The best bound, is double :

1) vi xiSm]'éx'bk . VY yjsmlax a)
- lem(ay,b;) or ve< lem(ay,b;)

i = R Bl b]

R) Vi ]

The basis of solutions can be represented as a matrix with as many columns
as variables in the equation, and as many lines as solutions in the basis. For
example the equation 2x,+x;+x3 = 2y, +ys admits as solutions basis the matrix :

X] Xz X3 V1 Y2

s 011 1 0
s 0°0 2 1 0
ss 002 0 1 0
s, 1 00 1 0
5 0 0 1 0 1
se 0 1 0 0 1
s, 1 0 0 0 2

Any linear combination of the seven elements of the basis is a solution to the
equation. However, because the absence of a zero in the unification problem, we
must consider all subsets of the solutions basis, with the constraints that the
sum of the coefficients in a column must be non null, and equal to 1 if the
corresponding term is not a variable.

Hullot [B0] gives a method for a constrained enumeration of partitions, in
order to reduce the high complexity of this computation. We refer to his thesis
for details of this technique which is crucial in an implementation. In the exarn-
ple, among the 27=128 solutions, only 6 are to be considered, Let us examine
§54,55.56.57) © X; = Sg+Sy, Xp =86, Xg =S5, V; = S, Yo = Ss+8g+s; . We deduce a
unifier from it, by associating to each solution s; a new variable uj :

0 = {xebtug , zef(at(ata))+(y+(ur+us)) , wey . usefa+(a+a)) , ug«bl.

3.2. The algorithm in ML

The unification of non-ordered lists of arguments, described in the previous
chapter, may be - defined with the function unilist
T listx T listx P> T listx (T list list) as
let unilist (LM,IN.f) = let lAmatriz,n = dio (elimcom (IM,IN))

inlA, trad (f , lA, partit (matriz,n)),;

where elimcom : T listxT list- T listx T list eliminates common terms to the two
- lists of arguments; dio : T listxT list- T listx (int list list)xint solves the diophan-
tine equation associated to the two lists of arguments, and returns the simplified
list of arguments with variable arguments first, the matrix of integer solutions
that forms a basis (with variable arguments columns first) together with the
number of variable arguments; partit : (int list list )xint- (int list list list )
enumerates all the partitions of the basis satisfying the constraint that the sum
of the coefficients in a colurnn must be non null, and greater than 1 for the non-
variable arguments (last columns); and where trad
FXT listx (int list list list)- (T list list) expresses each solution attached to a par-
tition as a list of terms built on f and new variables, that are still to unify with
the effective arguments in l1A. :
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We give the AC-unification algorithm as the ML definition of the function
uniAC : 7X7-S list which returns as a list a finite CSUyc of its arguments, empty
if they are not unifiable :

letrec uniAC(M,N) = ' '
if isvar M then if equal(M, N) then [I] . {case 1}
else if accurs(M, N) then nil fcase 2}
else [M«N] fcase 3]
else if isvar N then if occurs(N, M) then nil : fcase 44
_ , else [N« H] fcase 5}
else if op M#op N then nil {case 6]
else if iSAC (op M) then fcase 7

let IAUS = unilist (largAC M,largAC N,op M)
in (flatten (map (1S . itlist 2 unicompound IALS [ 1)) ULS))
else (itlist2 unicompound (largs M) (largs N) [1]) fcase 8}
and unicompound A B tg = flatten (map continue lo) '
where (continue o0 = map compose (uniAC (o Ao B)
where compose p = po a); :

3.3. Ameasure of complexity for AC-unification problems

We give here a measure of complexity for AC-unification problems, which is
at the basis of our proof of termination and completeness of uniAC, In order to
define precisely this measure of complexity, we see terms as labeled trees, and
we define the set of occurrences of a term M, O(M), as the set of nodes of the
tree, designed by integer lists [Huet and Oppen 80). ¢ is the empty list, -
occurrences are denoted by u, v, w, ...

O(M) = {e} if M is a variable or a constant
O(f(M,,....Mp)) = fgjutiu| 1=<i=n & uc (M)}
We denote by M/u the subterm of M at occurrence u :
M/e=M
(M. . Mp)/iu= My/u

We are not interested in occurrences of a AC symbol inside a small homo-
geneous tree such as ;

Accordingly, we say that an occurrence ue O(M) is admissible if and only if u=¢
or op(M/u)#F e or u=v.i i€N & op(M/u)#op(M/v). In the above example, the cir-
cled occurrences of + are not admissible.

An occurrence is strict if it is not the occurrence of a variable. The set of
strict and admissible occurrences of a term M is denoted by O(M). For example,
let M = (x+a)+{f(x)*b), Fac = §+.*] and x€V The occurrence 1 is not admissible,
1.1 and 2.1.1 are occurrences of variables, therefore O(M) = fe, 1.2, 2, 2.1, 2.2}
We denote by SUBT(M) the set of the non-wariable admissible subterms of M :
SUBT(M) = {M/u | ueO(M)].

' We want also to distinguish the variables having occurrences immediately
under al leasl lwo different function symbols. The sel of immediole operalors of
atermN in aterm M, is the set Op(N,M) = fop M/u | ucO(M) & ZieN M/u.i = Nj.

The complexity of AC-unification of two terms M and N, is a pair (1,7), _
denoted by Cac(M,N), where v is the number of distinct variables in M and N, .
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having'occurrences immediately under at least two different function symbols :
v = card{x€ V| card(Op(x,M)uOp{x,N))>1}, and 7 is the number of distinct non-
variable admissible subterms in both M and N : 7= card(SUBT(M)USUBT(N)).
That is 7 is the number of non-variable nodes in the minimal graph of represen-
tation of M and N where AC symbols are represented as operators of variable
arity. :

For example, consider +€F,¢, f¢Fyc, M = (x+x)+f(y+(x+x)) and N = f(y).
Only y has occurrences under + and f, and we count four admissible non-variable
:(subterms. Cac(M\N) = (1,4). If + was not AC then Cac(M,N) would be equal to
1,5). - -

We shall use the lexicographic ordering on comiplexities :

v <) if v<v or v=v &T<T

Lemma 1 < is a ncetherian ordering.
Proof : < is the lexicographic extension of two ncetherian orderings on terms,
: , ! . .

Now we express that the complexity of two admissible subterms in two
terms is strictly smaller.

lemma 2 Let M,NeT-V, ue O(M)-{z}, veO(N)-{¢}. We have Cac{M/uN/v)<Cac(M.N).

Proof : Let (v,7)=Cye(M/u,N/v) and (v*.77)=Cac(M.N). Obviously v<v’. Since u is
in O(M), SUBT(M/u)CSUBT(M). Similarly SUBT(N/v)cSUBT(N). Since uze, M is not
a subterm of M/u. Similarly N is not a subterm of N/v. Either M is not a subterm
of N/v, in which case M&SUBT(N/v), or N is not a subterm of M/u, in which case
NeSUBT(M/u). Therefore since MESUBT(M) and NeSUBT(N) (they are not vari-

ables), we get 7<71".
n

Remark that in this lemma, the hypotheses on u and v are necessary. For
example for M=N=(a+b)+c where +&Fyc, Cpe(M.N)=(0,1), M/l=e+b, N/2=c and
Cac(M/1,N/2)=(0,2). But 1 is not an admissible occurrence in M.

The next lemma exhibits the elementary substitutions that are composed
by uniAC as it will be shown in theorem 3, and proves that they do not increase
the complexity of the initial terms.

Lermma 3 : Assume M and N are two terms, W is a finite set of variables, and o is
an elementary substitution of one of the four forms : -

1) MeN (resp. NeM) if M (resp. N) is a variable not appearing in N (resp. M),

2) x«T where (Op{x,M)uOp(x,N))N{(Op(T,M)UOP(T,N))) #¢ and x& KT).

3) x«T where x2 V{M)U V(N)UW,

4) xexy+. X+ T+, +T,  where  m+n>1, +€Fc,  +€0p{x,M)UOp(x,N),
+€0p(Ty, M)UOP(T,N) , x;# MYUVN)UW and x¢WT)). :
We have Cyc(oM,oN)<Cyc(M,N).

Proof : '

Let (v,7)=Cyc(M.N) and (v',7')=Cpe(oM,0N). In case 1 v'=v and 7=1. In case 2
V'<v. Suppose v'=v and T¢V. Since T is a subterm of M or N, the set of non-

variable subterms of M and N is the same as the set of non-variable subterms of

oM and oN. Furthermore, if some occurrence of T was admissible in M or N, then
it will stay so after substitution; otherwise let +=op(T), all occurrences of Tin M
and N are immediately under +, the same for x because v'=v, thus all new
occurrences of T in oM and oN are still not admissible. In all cases

~ SUBT(eM)USUBT{oN) = SUBT(M)USUBT(N) and 7'=7. Case 3 is trivial, v'=v, 7'=T,

In case 4 the first subcase is m=1, n=0, where trivially Cac(oM,0N)=Cpc(M,N).
Otherwise since x#VM)UV(N), we have Op(x;,6M)UOp(x;,0N)={+} and since
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+€0p(T;, M)UOp(T;,N), we have v’sv. Furthermore if v'=v, since x¢UTj), we must
have card{Op(x, M)qu(x N))=1, thus Op(x,M)uOp(x,N)={+}, and similarly to case

2 we conclude that 7°=7.
n

Corollary : Assume W is a finite set of variables. For any terms M and N if
o=0, 0 -+ o0, is the composition of elementary substitutions satisfying the
hypotheses of lemma 3 on M, N and W for o,, on oyM, o,N and W for oz, ... , on
On_1 - M, 0p—; - - - 0;N and W for oy, then Cpc(oM,oN)<Cpc(M,N).

Proof : By n applications of lemma 3.
‘ n

The last lemma expresses some kind of stability by context of these proper-
ties. It is needed in the induction steps for the proof of termination.

Lemma 4 : Assume P and Q are two terms, M and N are two subterms such that
Op(M,P)nOp(N,Q)#¢, and W 1is a finite set of variables such that
KP)UUQ)CWUKM)UWN). If ¢ is a substitution satisfying the hypotheses of corol—
lary of lemma 3 on M, N and W, then Cuc(0P,0Q)<Cac(P,Q).

Proof : We just have to prove that the hypotheses of lemma Jono M, Nand W
are equivalent to the hypotheses of lemma 3on g, P, Q and W. Case 1 with M and
N is identical to case 2 with P and Q. Case 2 with M and N remains the same with
P and Q since M and N are subterms of P and Q. Case 3 and case 4 are also

wunchanged because UP)uURQ)TWUVM)UV(N),
]

3.4. An example

Let M=x+{y+(z+f(x.,y,2))) to be unified with N=u+(v+(w+i(u,v,w))) where
+E€F ¢ and f&Fsc. Cac{M,N)=(8,4). _

This example corresponds to the case 7 of the algorithm. M and N do not
share arguments, WM = [xy:z:f(xy,z)], IN=[uv;w:f(u,v,w)]. The function dio
solves the associated diophantine equation, uj+upgtugtus=v,;+ve+vg+vy, and
returns the list 1A of arguments with variables first ; '

X y z u v wixyz)f{avw)
together with the matrix of solutions (with variable arguments colurnns first) :
1 1

COO0O0O0O0O0OOOQOO

QOO0+~ OO0
[eNeRoReo ol e NeRe No o No Nl ol
QOO QDO FR,R OO0 O0OQ

SO, OO0 QOO0 0
OO0 OO0 0-=00
e, 000000000000
P OO QOQOoOOrr 000000

and the number of variable arguments, here 8. The function partit returns the
list of ali the partitions of the 16 lines of the matrix that satisfy the constraint
that only variable arguments are affected by a sum of coefficients greater than
1, and no column has a null sum. Let us consider such a particular partition by

“,

]
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keeping only lines 1,2,3,5,6,7,9,10,11 and 168. The traduction of this solution is
the list :
[+ (xp+x5): Xt (Xs+36): X+ (Xe+Xg): X+ (XgtX7); Xo (Xs+Xg); Xa+(Xe+Xo): X107 Xiol,
where {x,,...,X,0} are new variables attached to the 10 solutions of the partition.
The terms of this list are then recursively unified with the terms in 1A. First
recursive calls are simple instanciations of X,y.z2,4,v,w and X;jq, but the last recur-
stve call relates to two terms of greater size than M and N, and containing
simultaneously more wvarisbles and more distinct subterms, that is
F(x, +{x2+X3), X4+ (X5+Xg), Xp+(Xg+Xg)) with f(x 1+ (%4+X7), Xp+(xs5+Xg), Xg+(Xe+Xg)).
However the complexity is (0,8) < Cpc(M,N). Unification goes on with
X1 +(xz+X3) and x;+(xy+X7) of complexity (0,2), and so on ...

3.5. Proof of total correctness

There is a netational difficulty in proofs of correctness, connected to the
set'W of protected variables. In the implementation W is implicit for a gensym
like mechanism; this is what we expressed by "new variables" above. In the
preofs-below we must be more precise and give explicitly W as a third argument
of uniAC. ' : :

Theorem 3 : Assume W is a finite set of variables. For any terms M and N
uniAC(M,N,W) terminates.

Proof : The proof consists in showing that all recursive calls uniAC(M',N',W') in
cases 7 and 8 of uniAC(M,N,W) are such that either M'€V, or N'€V or
Cac{M' N')<Csc(M,N). In the first two cases, they terminate immediatly. For the
third case, we have to show also that any o in uniAC{M'N'W') satisfies the
hypotheses of the corollary of lemma 3 on M, N and W, this by neetherian induc-
tion on Cyo(M,N).

In cases 3 and 5, 0 is of the form 1 in lemma 3.

In case 8, let k be the arity of op(M), op=I, We=W and for 1Is<i<k, let
M=oy - - oy ML, Ni=ojy - 0y N/ Wis(Wi Ul g - - - 0y MU o5y - - - 0yN))-
(UM;)UHN)) and o; be any unifier in uniAC(M; N, W;). We prove by induction on i
that CAC(Ui ey M,Oj R ¢ 5 N)éCAc(M,N)

By induction on i, Cac{oiy - 0y M,05-y - - - 07 N)=Cac(M,N). Now either M;eV, or
Ni€V, or by lemma 2 we get Cuc{M;N;)<Cysc(M,N). '

Furthermore, by ncetherian induction o; satisfies the hypotheses of .corollary of
lemma 3 on M;, N; and Wj, thus also on oy, - - - oM, 0,; - - - o;N and ¥; by lemma
4, CA(;(O']' R/ 5] M.O’i R 7] N)SCAc(M,N).

In case 7, let +=op(M), and lAlS=unilist (largAC M, largAC N, W). Assume
JA={M;; MMy oMy ] and 1S=X,;.. X, ] is an element of 1IS. X,....,X, are terms
built on + and some new variables (not appearing in VM}UVN)UW). ¥,,....M, are
variables and Mp4y,...,.My are arguments not headed by +. The first n recursive
calls are simple instanciations of the form 4 in lemma 3, so the complexity of M
and N does not increase. The last recursive calls are performed on either one
new variable and a term in lA, leading to a substitution of form 3 or 2, or either ‘
on two non-variable arguments of 1A, namely ¢;_; - - - 0;M/j and o;_, - - » o ,N/k,
and the proof is the same as in case B, or on one non-variable argument of 14 and

a term headed by +, thus leading to a failure.
B

Remark that if variable arguments were not instanciated first, next recur-
sive calls could be done on two terms headed by +, and the proof of termination
would be a little more complicated. For this, uniAC is nearer Livesey and
Siekmann's algorithm [76,79] than Stickel's one [75,81]. They differ theinselves
only on this point. ’
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Let U(M,N,¥) be the finite set of substitutions returned by uniAC(M,N,W) and
restricted to V=YM)UKN),
Theorem 4 : Assume M and N are two terms, and W is a finite set of variables dis-
joint from VM)UWN). U(M,N,W)is a CSUuc of M and N away from W.

Proof : We show by ncetherian induction on Cyc(M,N) that :
1) YoeU(M,N,W) L{o)CV and R(o)nW=¢
2) U(M,N,W)C Urc(M.N)

v
3) Vp€ Upe(M.N) 3o U(M,N,W) ¢ 2p.

Cases 1,2,4,6 are trivial. '

Cases 3,5 : If M (resp. N) is a variable having no occurrence in N (resp. M), then
the substitution M« N (resp. N«M) satisfies the three properties.

Case B : Let k be the arity of op(M). We show that the set

S={ayo...001y | 01 €UM/ 1, N/ 1, W), 0,€U(0, M/ 2, 0, N/ 2, W), -
0y EU(O)— - - 0y M/ Kk, 03y - - - 0y N/ Kk, Wi

is a CSUj of M and N away from W, with Wy=W and for 1si<k
Wi=(W, U0y - - o M)UAoiy - - o N))-(Kojy - - - 0, M/ 8)UuW oy, - - - 0N/ 1))
Notice that that for any i WCW;.

1) D(ako.,,oalw)gv, E(ako...oalw)cgjll?(ai), and by ncetherian induction
R(o;)nWi=¢. Thus K {oyo...00,)NW=¢, since WCW;.

2) By ncetherian induction Vi i<ign o; - - - al-M/iA=c g; oy N/i,

thus oy - o, M/i=o0y - 0, N/i,ie.op0 - oo,wis a AC-unifier of M and N.
3) Let pcU A&(M.N). M and N being AC-unifiable. We show there exists c€U(M,N,W)
such that o<p, by ncetherian induction on k.

k=0 trivial since U(M,N,W)={1]. , v

k>0 by ncetherian induction 3x;1€5 Aj-,005-;0...00, L

But Aj_l i1 ' Oy M/i = 1 1 i -1 25} N/,
. vy
so by induclion SoiEU(UH oy M/ZLoy oy N/ZLW) o g Ai-1

with \G=V(0'j 10y M/l)UV(O, l'v' * 05 N/I)
D(o;)CVis0 0; < = N1 and 0;0...00; £p
Therefore oy0...00, Ascp.

Case 7 : Let l1A=[M,,...My] and lS=[IS,....IS,] be the solutions returned by
unilist (largAC M, largAC N, W). By isomorphism with the solving of the equation

ax; = Zbly] over IN-{0], we prove with the same inductions than in case 8, that

i=1
the AC—umﬁers of the effective arguments in lA with the terms in the solutions 1S

in 11S form a CSU,c(M.N,W).
=
In general U(M,N,W) is not a uCSUc of M and N, but because it is finite, it
suffices to eliminate the redundant unifiers (by AC-matching) in a final pass to
get one.

Y

A

O

L)

»
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3.6. Extension to identity and idempotence

In {Fages B3] we describe the extension to a unification algorithm in pres-
ence of operators that may be associative (A), commutative (C), idempotent (1)
with unit (U), with the only restrlctlon that an associative operator must be
commutative.

Unification of terms built over only one function symbol ACU or ACUI, is stu- .
died in [Livesey and Siekmann 76,79]. These authors show that the case 7 in the
algorithm is simplified since the presence of a unit permits to consider not all
subsets of the solutions base, but only the sum, and idempotence allows to solve
the asseciated equation in 0,1 rather than over integers.

However in the general case of unification in presence of operators Uorl
case 6 is no longer a fail case. For example if 1 is the unit of f, {(x,y) and g(a,b)
are unifiable with the CSUy {{x«1,y<g(a,b)}, {y«1,x«g(ab)}}. If fis also idempo-
tent, {x«g(a,b),y<g(ab)} is another Ul-unifier, and so on ... The cases 6 and B
must be changed in this way.

Termination can be proved as for AC—umﬁcatlon since the only introduced
symbols are unit constants and new variables under the same function symbol.
The combinatory explosion in the case 7 on the computation of partitions is
eliminated when the AC function has a unit. The possibility of having more than
one smgle most general U-unifier comes from the cases 8 and 6, which con-
versely introduces a new combinatory on the arguments especially if both head
functions are idempotent.

Conclusion

We have shown that varieties defined by a set of associative-commutative
function symbols are finitary for the unification problem, by proving the termi-
nation and completeness of Stickel's algorithm. In the "formel" system, under
development at INRIA, we use an implementation in Maclisp originally written by

“J.M. Hullot [79,80]. In this program the constrained generation of partitions,

coded by the binary representation of bignums, allows to treat efficiently very
large AC-unification problems.

In [Fages B3] we show that the sharing of common subterms is possible by

representing terms by ordered graphs, and we extend the algorithm to unify
finite and infinite rational terms modulo associativity-commutativity, identity

" and idempotence. In presence of Abelian group operators, the existence of a

unification procedure extending the one of Lankford [83] which would terminate
in the general casc is an open problem.
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