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Résumé: _ _
» Dans ce rapport, nous analysons comment des spécifications sémantiques
écrites & 1'aide .de reégles d'inférence peuvent étre exécutées. Nous présentons
un nouveau formalisme de spécification sémantique, appelé Typol, fondé€ sur les
notions de recherche de motifs, de régle d'inférence et de sémantique
opérationnelle. Les programmes Typol sont compilés en Prolog afin de générer
des vérificateurs de types, des interpréteurs, etc..., directement a partir de leur
spécifications. Nous présentons deux expériences réalisées & 'aide de Typol: la
vérification des. types dans un langage de type Algol (Asple), et l'inférence de

types en ML.

Abstract:

In this report, we discuss how semantic specifications written using infer-
ence rules may be executed. We present a new formalism for specifying seman-
tics, called Typol, based on notions of pattern-matching, inference rules and
operational semantics. Typol program are compiled into Prolog to create exe-
cutable type-checkers, interpreters, etc... directly from their specifications.

~ We present two experiments carried out with Typol: static verification of an

Algol-like language (Asple), and type inference in ML. ,
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1. Introduction

The Mentor system, developed at LN.RILA., is a general syntax-
directed editor ([Dhkll75], [Dhk18B0]). It is interactive, programmable,
and language-independent [KlmmBZ] and it allows the simultaneous mani-
pulation of several formalisms. It is used for a large variety of activities
such as developing of new languages, of programs and technical reports,
building preprocessors, translation, po.rting programs, etc... The con-
crete and abstract syntax of new formalisms are specified in the meta-
language Metal [Kimm82]. Up until now, however, tools such as type-
checkers have been written in‘ the low-level Mentor :manipulation
language Mentol.‘ It is desireable to introduce into such a system a
specification .laﬂguage for the semantic aspects of programming
languages.

Qur first experience in this area was a language named Formeol
[DesBB] Formol is an Ada-like specification language specially designed
for writing denotatlonal semantic definitions of programming languages.
This language has been used to write the formal definition of Ada
([Inria80], [Don82]). However, specifications written in Formol are very
large programs. They are heavy and exceedingly low-level to oﬁr taste,
and we have been looking for a more convenient spec1ﬁcat10n language.

In this paper, we present our second experience. The new language,
called Typol, is based on notions of pattern-matching, inference rules and
operational semantics [PloB1]. It is a powerful and compact formalism
for specifying semantics. Typol programs are compiled into Prolog to

create executable type-checkers, interpreters, etc... directly from their

specifications.



2. Operational semantics and inference rules

In the most recent and more abstract approach to o'pérational
semantics, one uses inference rules to axiomatize the transitions of an
abstract machine [Plo81]. We recall here the main aspects of this
method, using the well known example of binary numbers. Binary

numbers are sequences of 0 and 1 satisfying the following abstract syn-

tax:

i}

number ::= digit | nunber number

1

digit 0| 1
We use two syntactic sets:

‘ NUMBER = non-empty sequences of digits
DIGIT [_0. 1}

and one semantic set:

- INTEGER = IN .

The semantic value of the (syntactic) numeral 0 is the ihteger 0, and

the length of this string is 7, so we write:
6:0 1 (éi)
In the same way, we have:
11,1 ' | (A2)
A1l and A2 are axioms. An inference rule describes how to compute

j’.he semantic value of other numbers:

- - (R1)

n, n’ € NUMBER
v, v', L, I' € INTEGER

Rule R1 may be paraphrased as follows:

- if v is the value of n, and lA its léngih
- if v' is the value of n’, and !’ its length
then the semantic value of n n’ is v2"+v', and its lengthis I + 1’.




Compared with formalisms used in attribute grammars ([Knu68],
[PauB1], [RepB2]), inference rules are very compact and elegant. Their
compactness comes from the fact that the propagation of information is
done by pattern-matching. In the attribute grammar tramework, this
propagation is described explicitely. It seems to us more natural to
describe and understand how things work using inference rules rather
than attributes.

To derive the semantic value of any number in this deductive system

we just need to build a proof tree. For 'eXémple, the semantic value of

101is:

There are several abstract repi‘ésentations for a given binary
number, because of the abstract syntax we have chosen"but for each

representatlon there is a single proof tree der1v111g its semantic value.

This method of associating a semantic value to.a syntactic obJect is
very general and elegant and seems particulary intuitive in the context
of type-checking. It has been used in many theoretical papers ([Dm82],

[MqsB82]); here we have attempted a direct implementation.

3. Typol: a spemﬁcatlon language for the Mentor system

~ To implement the method we have just described, we have deﬁned a
specification language, called Typol, for writing inference rules. Since
Typol specifications are used to give the semantics of formalisms, we

have to describe the syntactic constructs of these formalisms. .



3.1. Handling of syntactic constructs

The objects manipulated by Mentor have a tree structure, and all
primitives in the system are defined with respect to this structure. In
other words, abstract syntax trees are the standard representation of
programs in Mentor. Hence the basic objects manipulated by Typol pro-
grams are tree-pattefns or schemes. We give here several examples of
schemes, in which lowercase identifiers denote operators (nodes) of the
abstract syntax, and ‘uppercase identifiers denote tree-variables. -atom

‘is a tree constructor for atomic trees (leaves), -list and -pre are tree con-

structors for lists.

fixed arity operator: ifthenelse(EXP, STM1, STM2)

nullary operator: void(')
atomic operator: id-atan(X), id-atam{’a’)},"
number-ntoﬁ(45) '
list operator: ids-list(()) (empty-list)
' ids-list((ID1,1ID2)) (list of two elements)

ids-pre(ID, IDLIST) (ID followed by IDLIST)

Schemes may be as deep and complicated as necessary. The
abstract syntax of a given formalism is introduced in a Typol specification
By a use clause that imports information from ‘the relevant Metal
specification. At this point, it is also possible to rename some of the
operators to avoid ambiguities when more than one formalism is used. A
dot notation may be also used to refer to the operator of a given abstract

syntax, for the same reason.

With the following declaration:

use PASCAL renaming program in'pp'rog;

both pprog and program.PASCAL denote the Pascal operator pro-

gram.

3.2. Variables and types

The second class of objects in Typol is variables. These variables are
typed variables and must be declared (although tree-variables in pat-
terns do not need to be declared). Types of variables may be predefined
(INTEGER, BOOLEAN) or private (these are implemented in =1:5!her
. language, Pascal for example). A type may also be a formalism, if the

values of this type are abstract syntax trees.




use PASCAL; ' _
n : INTEGER; --predefined type

env v: ENV,; --private type
t . PASCAL; --formalism

3.3. Inference rules
The body of a Typol specification is a collection of inference rules.

The upper and lower part of these rules are made of predicates.

Pl & ... & Pn |
=> ‘ or Pl & ... & Pn=>Q
Q o _

A rule with an empty upper part is an axiom. Predicates come in two

kinds, as in the following example in which we describe the semantics of .
binary numbers. ' } '
program BINARY-SEMANTICS is

use BINARY-NUMBERS; »
v, v', v", I, L', 1" : INTEGER;

= (digit-atan(0) : 0, 1);
=> (digit-atan(7) : 1, 1):

N w1 & (N e, 1) & (v L= (v, v L 1))

<
”

. (nunber(N, N') .':-'u", i").‘

- end;

- The Isredic'ate (N : v, 1) may be read as: using the inference rules we
can deduce the value v and the length 1 from the tree N.

The predicate (v”, 1" = f(v, v', L, I')) may be read as: let <v”, 1'"> be

the value of f(v, v', I, I'). In this predicate, fis an auxiliary function‘théf.

has to be defined in another section of the Typol .program: flv, v, L 1I')=

<y 2P L+ >,



3.4. Modularity

An inference-rule system is a pretty way of specifying a semantic
function. Within this system the semantic functions are not named, and
are heavily overloaded. (This idea of not giving names to the semantic
funcvtion..s has been suggested in [Pra?6].) However, if we want to use
another (external) semantic function from inside a system, we need to
name thls semantic functlon In other words, we need to switch to
another inference systern to prove a parficuiar predicate.

In Typol, it is possible to give a name to a collection of rules and to

switch from one set of rules to another.

set UPDATE is

.--this set describes the updatie

--operation on enviromnents

end;

UPDATE(env, id-atan(X), type : env?) (P1) |

Predicate P1 may paraphrased as follows: Prove (env, id-atem(X ), type :
env?) using the set of rules called UPDATE, or switch to the set UPDATE

- to prove this predicale.

35 Actions

Sometimes, we need to execute an “action when some partlcular rule
is used. Examples of such actions are printing error messages, debug-
ging... These actions might be side effects of auxiliary functlons.called in
the upper part of the rules, or spec1a1 predlcates But such actions a're
not part of the semantic specification, so that we much prefer to attach
them to the inference rules, to make it clear that they do not interfere
‘with proof trees. - | .

. This stategy is already used in other systems, such as Yacc [Joh78],
which is a system for generating parsers. In this system, it is possible to
attach actions to the productlon rules of the grammar. These ections
may be used, for example, to bu11d the abstract syntax tree of a program
during parsmg _

We have 1nelud'éd’ this mechanism in Typol., so that it is possible to
attach an action to an inference rule. Such an actioﬁ is executed when-
ever the rule is used. An action can take as parameters the objects used

inside the rule, but it cannot modify them. Thus the pure rule is




separated from its side effects.

(r = square(s))
T
(s : 7); fif 7<0 then

. p'r'i.nt(v'hmm, there is a bug somewhere’)}

3.6. The Typol compiler
To be executed, Typol programs are translated mto Prolog [Bjm 83].

The two languages are very similar, but there are significant differences.

- Types

Typol obJects are typed ‘while Prolog doesn’t have any static type-
checkmg. A further difference is that Typol distinguishes in and out
parameters in a predicate. Out-parameters are objects which are
deduced from 'infparametefs; this deduction may be done only if in-
parameters are bound. In a Typol predicate, in and out parameters are
separated by the colon sign: in-parameters are on the left of the colon,
while out-parameters are on the right. Note that the parameters of a
pred1eate are not only variables or constants, but may also be tree-
patterns.

We call the p'roﬁle of a Typol inference rule the types of the parame-
ters of the predicate in the lower part of the rule, together with their 4
kinds (in or out parameters) The profiles of the inference rules are not
| given exp11c1t1y by the users, but are deduced by the compller Since
-predicates may have different profiles, predicates and inference rules are
objects which are heavily overloaded. In particular, the colon sign of the
. predicates is overloaded. ' |

Let us show an example in which it is natural to use overloadihg. The
nsemantics" of an identifier (i.e., what has to be done with it) may depend
on the context. If an identifier occurs in a declarative part, you have to

declare it with its type in the current environment, to get a new environ-
ment: '

(e’ = declare('X’, e, t))
(R)

> -
> -_ ——

(id("X'), e, t : e’)




On the other hand, if an identifier occurs in an expression, you want
to obtain its type in the current environment, (and perhaps declare it

with a special type if it was not already declared):

(t, e’ = t.ype—of(’X'»e))
=D - (R3)
(id{('X'), e : t, e')

The profiles of rules R2 and R3 are:

R1: TREE x ENV x TYPE - ENV
R2: TREE x ENV - TYPE x ENV

Much of the elegance of Typol (and of the inference rule formalism) is .
~ based on this systematic use of overloading. However, to avoid ambigui-
ties in the generated Prolog program, the Typol compiler must resolve

this overloading, and generate different names for different occurences

of the colon sign.

- Order of rules

We discuss now the problem of chosing which rule to apply to prove a
particular predicate. Some schemes may be instances of more than one

other scheme. And this may create ambiguous choices, as in the follow-

ing example:

= - | | (R4)
(f(X, int-atam(71)) : ...)

=> - - (R5)
(f(int-atem(0), Y) : ...)

With these two rules, what is the semantic value of
J(int-atom{0), int-atam(7)) ?

Both rules R4 and R5 can be applied. If the system of rules is not
confluent, these two rules may give two different results. Thus, as the
semantic value of f(0, 7) is expected to be unique, we have to prove that
_ the ,systein is confluent. To keep clear of this problem, we add a third

rule to our system:




(Rs)

=>—. -

(f(int-atam(0), int-atem(7)) : ...)

. Now, there is no more problem, because rule R6 is a best matching

choice. In fact we have closed our set of patterns in the lower part of the

rules under unification.

This strategy is general in Typol: we want to chose the best maiching
choice. Thus we extend the notion of closure under unification to all the
'm-parameters of the predicates in the lower parts of the rules. (We have
to be careful in this exte_nsmn because Typol variables are typed, and two
variables with different types do not unify.) The Typol compiler checks for
the existence of a best-matching rule. This may seem a strange con-
’straint, but in fact it insures that the order of rules in a Typol
specification is not significant. -

- In Prblog, the order of clauses is important because the ﬁrst encoun-
tered anatching rule is applied, even if i_nore than one clause matches.
Thus the Typol compiler has to sort the generated clauses, so that the

best matching choices always occur first.

- An example

As an example, the translatmn of the Typol program given above is:

BINARY_SEMANTICS(digit(1), INTEGER(1), INTEGER(1))-//.
BINARY-SEMANTICS(digit(0), INTEGER(0), INTEGER(1))-//.
BINARY-SEMANTICS (number( *N1, *N2), INTEGER(*v), INTEGER(*l))
_BINARY-SEMANTICS(*N1, INTEGER(*v1), INTEGER(*L1))
_BINARY-SEMANTICS(*N2, INTEGER(*v2), INTEGER(*12))
_f(INTEGER(*v1), INTEGER(*v2), INTEGER(*l1), INTEGER(*12),
INTEGER(*v), INTEGER(*1))-//. . '

The first Typol compiler was written in Pascal. Then the compiler was
rewritten in Typol itself. In fact, the formalism is quite adequate for this

purpose.



4. Static semantics of Algol-like languages

Most experiments carried out with Typol until now have dealt with
static verification of programs. Inference rules seem to be a very elegant
and compéct way to specify type-checkers. One of the reasons is that an
important part of type-checkers consists of navigation in the abstract
syntax tree. In Typol, control is achieved by pattern-matching and very

little energy must be devoted by the programmer to navigation.

We give here examples of rules for the static semantics of the pro-
gramming language Asple [Dk178]. This language is a toy languége with
simple” statements such as the while-statement, if-statement, assign-
ment, and declaration of variables. Possible types for these variables are
predefined types (integer, boolean) and references, as in Algol68. The
complete speciﬁcation of the static semantics of Asple in Typol is given in

[DesB83] and contains 23 rules or axioms.

An Asple program contains two parts: a declarative part and a state-
ment part. During elaboration of the declarative part an environment is
built, which is then used to check the statement part This is specified in

Typol by the following rule:

(e0 = init-env()) & (DECLS, e0 : el) & (STMS, el :)

="
-

(program(DECLS, STMS) :);

The nullary function inii-env returns an empty environment.
Treatment of lists is also easy, since élaboration of declarations is

linear in Asple. This is expressed with two rules:

(e, FIRST-DECL : e!) & (ef, LIST-DECL : e2)
=> J— — B T,

(e, decl-s-pre(FIRST-DECL, LIST-DECL) : e2):

=>(e, decl-s-list(()) : e);

Declaration of variables 'Inay.be done in the following way:

10




(e, ok = declare(e, X, TYPE))
' - (R7)

="
Pa

(e, var-decl(X, TYPE) : el):
fif not ok _
then printerror('identifier already declared’ ,X)}

In rule R7, declare is an auxiliary function returnihg a pair of values.
The first is the result of declaring the identifier X with type TYPE in the
_énvironment e. The second is a boolean value that indicates whether the
identifier was already declared or not. This function may be written
apart from the Typol program, for example in Pascal or Prolog. Alterna-
tively, one may describe environments, and operations on environments,

in Typol with inference rules. In this case, the upper part of the rule

given above will be:

DECLARE(e, X, TYPE : ef, ok).

This mean that we have to switch to the inference-rule system called

DECLARE, and in this system prove that (e, X, TYPE : e, ok).

We givevnow; the checking rule for a while-statement:

(e, EXP : t, n) & (e, STATEMENT :)

=D -
(e, while(EXP, STATEMENT) :);

{if ¢t # 'bool’
then printerro'r('type of expression must be boolean',EXP))

Checking an expression returns a pair‘ <t,n>, where n is the number
of references (0 for a constant, 1 for an integer or boolean variable, 2 for
a ref variable...) and ¢ is the basic type of the expression. Checking

expressions is specified by the following rules:

11



=>(e, number-atam{N) : 'int’, 0);
=>(e, boolean-atam(B) : 'bool', 0);

(t, n = type-of(X, e))

-—> e v

(e, ident-atom(X) : t, n);

{if t = 'error’

then printerror(’undeclared identifier’', X)|

(e, EXP1 : t1, nt1) & (e, EXP2 : t2, n2)
& (t, n = result—type(t!, nt, t2, n2)

=> e ———_—— —_

(e, plus(EXP1, EXP2) : t, n);

fif ¢t = 'error’ and {7 # ‘error’ and t2 # 'error’

then printerror('baed mizture of types',plus(EXP1,6EXP2)}

It is clear that the description of the static semantics of Asple by
inference rules is very easy ‘and natural. This is also the case for more
complicated languages such as Pascal with blocks, procedures... Han-
dling of environments is indeed more complicated, and the number of

rules increases, but the description remains clear.

5. Type inference in ML

Most usual programming languages require the declaration of which
objects will be used and what their types are. A large part of static
semantics of these languages is type-checking. However, in ML, the
meta-language of the LCF proof system [Gmw79], objects do not need to
be declared. The ML interpreter must compute (deduce) the types of
objects according to their use.

ML objects may be polymorphic. Thus ML types may be polytypes,
i.e. may contain type variables. Since an ML expression may have many
valid types, the types computed by the interpreter must be as general as
possible ([Mil78], [Dm82]).

We discuss here the type inference problem for the applicative part
of ML, which contains in essence the whole problem of typing in ML. Our

sub-language contains the following expressions:

12




<ezp> := <ident> | <number> | true | false
(<ezp> <ezp>) v -- application
A <ident> . <ezp> -- abstraction

let <ident> = <exp> in <ezrp>

if <ezp> then <exp> else <ezp>

where <ident> are the usual identifiers,

and <nunber> are integers.

Possible type expressions for this language are:
<s> = <i>

| V <v> <s>

<E> = <v>
| int | bool
| <t>-list
] <E> - <>

where <v> are type wvariables

(noted with greek letters)

Let ezp be an ML expression. If exp has type s (we write exp : s) then
erp has every type obtainéd_ by substitution of types for bound type vari-
ables in s. Thus, if z has type V « (a), it also has the following types: |

int, bool, 8~ B8, VB8 (8 ~ B)...
As examples, we giVe the types of some predeﬁned identifiers:

nil : V a (a-list)

céné :+ Va (a~- (a-1list » a-1list)
head : V a (a-list -» a) |

tail :.V o (a-list - a-iist)

null : V¥ a (a-1list - boal)

Let A be a set of assumptions of the form (z : o]. We define
A=A -{z:0]. ' “
Let 0= Vg 7, and o' ='Vﬁ~; ', where T =S7 and S is a substitution of

types for some of type variables g«;, and the §; are not free in o; then o'<o.

13



The problem is to give an inference system for deducing types of ML

expressions. Let us consider the system given in [DmB82]:

TAUT: A |- 2 : o (z:0 in A)

A |- e o
[NST: —————————— (a>o.t)
A |- e g’
Al-e: o |
CEN:  ——mmmmmmm (a not free in A)

A |- e T'or A|- e T’
COMB :
Al|-(ee') : T
Ay U fz:T" ) |- e T
. ABS': : — '
A |- Az.e : T'o7
Al-e: o Ay U fzia} |-e' : T
LET:
A |- let z=e ine' : T
A |- el : bool A |-e2: 71 A]-e3: T
IF: —— . B

A |- if ef then e2 else e3 : T

(The IF rule was added to this system.)

This system is adequate for proving the type of expressions, but it is
not adequate for computing these types. In this system rules INST and
GEN may be applied at any vtirne, and there is an ambiguous choice
between these two rules. Both of them have the same in-part in the bot-
tom predicate. Thus, this system is not accepted in Typol.

We replace this system by another ome in which instantiation and

generalization are done explicitly where they are needed:

14




- The TAUT rule is always followed by an instantiation.
- The ABS rule is always followed by a generalizatiomn.

These modifications come from the fact that all occurrences of a A-
bound identifier must be -ascribed the same type as their binding
occurence, and that let-bound occurences of an identifier must be
' ascribed types which are possibly different instances of the type of the

binding occurence. Thus, free variables coming from A-bound identifiers

must be bound outside A-expressions.

TAUT': A |-' = : o' (z:0 in 4 and ¢’ < 0)
A [-" e : g'»0 A |-" e : @
coMB” ; —
A|-" (ee’) : o
A, v fz:Td |-" e s
ABS’ :
A |- raz.e : Voo (T-a)

(free varzables of T are bound)

_ Al-"e:a Ay vilz:a] |-T e o
LET" : '
A |-" let z=e in e’ : o'
_ - A |-" ef : bool A|-' e2 : a0 A |-’ e3 : o
IF": - N— — e

A |-'" if el then e2 else e3 : @

These two systems are not, strictly épeaking, equivalent, but if A‘|-
' ¢ :0 then Al-e:o (the new one is sound) and if A |- e :0 then A |-’ e : ¢’ with
o’>c (and it is complete). Notice that the new system computes a more

general type that the first one because types are generalized. For exam-
ple, we have: ' ‘ o
|- Az.z o-a

[-* Az.z :Va{o-a)

Now this new system is an écceptable Typol program. The Typol com-
p11er produces mechanically an ML type-checker that works as expected.

In fact, this type-checker works in a manner that is similar to the type

15



assignment algorithm "W" given in [DmB82]. In the algorithm "W", instan-
tiations are done by the unification algorithm of Robinson [Rob85], which
is used in Prolog systems too, but it seems easier to write and under-

stand an inference system than an algorithm like "W".

6. Other applications of Typol
We have written in Typol a type-checker for a substantial sub-
language of Pascal. In an interactive programming environment such as
Mentor, it is not reasonable to check a whole program after each
modification. So we are interested in making the type-checker incremen-
tal. To make a type-checker incrémental,'we must know how far program
modifications propagate. This may be computed dynamically, as in the
- Synthesizer, a system using attribute grammars [RepB82]. We choose to
compute the propagation statically in the Typol program, using a depen-
dence graph on parameters of the predicates in the inference rules.
Nothing needed to be changed in the 6rigina’1 Typol program to make it
incremental. This is a highly desirable feature. -
Further experiments have been carried out and will be described in a
forthcoming paper:
- specification of the dynamic semantics of Asple, and generation of an
. interpreter for this language,
specification of the dynamic semantics of a subset of P-code and
genération of a P-code interpreter,
specification of Asple - P-code translation, and generation of an

Asple » P—code translator.

7. Conclusion
In this paper we have presented three main ideas:

- Semantic specifications written using inference rules may be exe-
cuted. The method may be compared with the approach taken in the
SIS system of Peter Mosses [Mos78].

- AProlog system is adequate for executing such a specification.

- Intensive use of overloading make semantic specifications easier and
more elegant.
Typol seems to be a very intuitive way to introduce semantic

speciﬁcationsx_into a system like Mentor. We would like to use more of

Prolog’s power (backtracking for example) to specify the static

16




semantics of programi:ning languages with overloading, such-as Ada.
Other examples will be needed to improve the Typol formalism and to see

exactly what its limits are, both from a theoretical and a practical stand-

point.
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