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‘AN _OVERVIEW OF THE MULTIDATABASE SYSTEM

MRDSM

Witold LITWIN o
INRIA, B.P 105, 78153 Le-Chesnay, ‘Fran'ce

ABSTRACT.

MRDSM is a prototype relational multidatabase system developed within SESAME
project at INRIA. The system provides functionalities for management of
callections of relational databases. Such systems will be highly needed since many
databases are now available. The system is an extension of the well known MRDS
detabase system (Multics Relational Data Store). We overview informally the main
MRDSM functionalities and the corresponding implementation techniques. Most of
these functionalities are yet unknqwn toother systems.
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PRESENTATION DU SYSTEME MULTIDAT ABASE

MRDSM

Witold LITWIN
INRIA, B.P 105, 78153 Le-Chesnay, France

RESUME.

MRDSM est un prototype de systéme relationnel multibases, développé dans le
projet SESAME a I'INRIA. Ce systéme offre des fonctionnalités permettant de
- gérer des collections de bases de données relationnelles. De tels systémes seront
nécessaires, car de nombreuses bases.de données sont désormais disponibles. Le
systéme est une extension du systéme de gestion de base de données MRDS (Multics
Relational Data Store), bien connu. Nous présentohs informellement les principales
fonctionnalités de MRDSM et les techniques d'implementation correspondantes.La
plupart de ces fonctionnalités sont encore inconnues des autres systémes.



1. INTRODUCTION

The idea in the database approach to data management is that data to be managed
together should constitute a database /ANS75/. Formal aspects and some verbalism
taken apart, a databese is aset of jointly managedfiles. Joint management basically
consists of twofunctionalities : (i) one may define multifile (interfile) dependencies,
(ii) one may simultaneously manipulate several files. These functionalities lacked
to file _management systems. Files in those systems were, in this sense,
independent. The need for joint management appesred when files became widely
used. Many users (applications) began then to have data of interest in several
files. One had then to face problems such as combinstion of data in different files
into user defined structures, mutual consistency of data in different files, _
redundancies, privacy ,... As long as the facilities for joint management are then not .
provided, the user has to solve the corresponding problems by himself. This may be
annoying, since the problems are complex.

Depending on the data model database files are called tables relations, record
tvpes..... Any database is defined in intension by its gonceptual schema, shortly

schema /ANS75/. The schema is also a partial extension of the database name.
Data in the database, also called content, ere an exéensionof the schema. Content
and schema constitute the conceptual level. This (logical) level hides the internal
levels that constitute the database implementation. The whole database, is a
model of some_real universe. Basically, the universe is shared in some way by a
community of interrelated users (spplications). Typically, it is an enterprise
/ANS75/.

A concept central to the database approach is the one of a privileged user called
(datsbase) admln;’gggor. The administrator defines the schema and, in this sense,
the whole database. During this prework, usually called data integration process,
the administretor is expected to remove inconsistencies, redundancies, data type

_differencies,... that could appear among independent files (or even existed in files
used by the applications prior to the database creation). Also, he is expected to
define privacy requirements and optimal internal files. If application data existed
in independent files, they are recreated in database files. Onetime the detabase set
up, the administrator may further tune it, through changes to logical as well as
internal levels.

All these capabilities mean that the administratar overpowers and, in this sense,



controls all users. This transfer of power is nevertheless assumed beneficial. At
first to the community as a whole. Next, hopefully, to particular users. The
community interests are basically identified with those of its managers (the ones of
the enterprise).

The system that manages the database is called database (management) system

(DBS). A DBS may manage independently several databases. Also, many databases
are now independently accessible through computer networks. In particuler,
videotex systems, like Prestel, Telelel or Telidon etc. provide databases about
almost everything (cinemas, restaurants, banking, trains, sirlines, law,...) at disposal
of virtually everybody. Not very surprisingly for someone aware of the database
concept origin, many users start to have data of interest in several databases
/MOUBL/, /LIT82/. For reesons largely similer tothose sncountered eerlier by file
users, thissituation callsfor some possibilities of joint management of databases.

In order to deal withsuchsituations one may first envisageto reapply the database
approach. This means that one envisages to integrate all involved datainto asingle
database. However, in contrast tothe situation when data were in independent files,
it seems frequently impossible to envisage a redefinition of data in new, more
efficient, internal files. One has to rather use as implementation the existing
databases. The conceptual schema is then typically called global schema. The
single database defined by this schema, through integration process perfarmed by
some global administrator, is a kind of distributed databese. It is physically
distributed when data are at different sites. Else, it is only logically distributed. A
non-distributed (classical) database is then called a centralized database. Users do
not see any difference between a distributed database and a centralized one with
the same schema. For instance, there is no difference at the conceptual level
between a distributed relational database and a centralized one. Thus one works
with a distributed relational database as one would work with a classical relational
database.

However, one may essily observe that this approach may not suffice. This, precisely
because, as years ago the files, the databases become widely spreaded. Therefare,
no matter h_ow many databases constitutes a distributed one, a user will freqdently
find & distinct, centralized or distributed, database and data of interest in bath
Next, the task of definition of global schema may obviously be very complex when
many databases are involved. Furthermare, one may simply not wish any global
administrator, even if a distributed database could technically be created. More



reasons are discussed later on.

More general approach may then be to admit that, at least sometimes, one needs to
manage jointly several visibly distinct databases, i. e. without global schema. These
databases may be centralized as well as distributed. Since the idea inthe database
approach is thet detato be managed together should constitute one (centralized
or distributed) database, the envisaged approach is an extension of the database
approach. Since, by the same token, database systems are intended (and effectively
designed) only for joint management of data in a dateha=e, one needs a new type of
systems. New functionalities to be provided by such systems should basically
correspond to (i) and (ii), since many of the underlying problems are obviously quite
similar. However, since one deals now not only withfiles, but with whole databases,
the concept of file should be basically extended to the one of a database.

This approach to deta management was called multidatabese approach. Its overall
goal is to be a mare general methodology for database design, better adapted to
user needs than the database approach slone. It was developed in /LIT79-83/ (see
also /WIEB3/). New functionalities were called multidatabase functionalities. The
corresponding systems were called multidatabsse systems. The term itself was
introduced in /LIT82/. In eearlier papers we spoke about systems for logically
distributed data without global schema. The term is now quite spreaded /BREB4/,
/DAYB3/, IDAY8B4/, /LEF84/,....

The correspbnding research started within SIRIUS project on distributed detabases
/LIT82/. It now continues in SESAME prOJect at INRIA, specifically devoted to
multidatabase systems. The project goal are the corresponding demgn techniques.
This includes first determination of fundamental multidatabase runctionalltles For
this purpose one particularly analyzes limitations of basic concepts of the database
approach and develops mare general ones. Special care is exercised on best
concordance of new proposals with general user needs. Next, one searches for
efficient implémentation techniques. The outcomes are validated through design of
a prototype relational multidatabase system MRDSM. This system is a
generalization of the well known relational database system MRDS (Multlcs
Relational Data Store) /MULB2/. Most of MRDSM functionalities are yet unique to
this system.

Below, Section 2 enters more into the details of the principles of the multidatabase
approach. Then, Section 3 informally overviews the multidatabase functionalities



provided by MRDSM.  Section 4 discusses some points relstive to the
implementation. Section 5 concludes the overview.

2. THE MULTIDATABASE APPROACH.

2.1 The principle.

The principle of the multidatabase approach is that data to be managed and, in
particular, manipulated together, should constitute one or more centralized or
distributed database. One may then need to know several conceptual schemas.
Then, one may need to define dependencies between some databases. Finally, one
may need to formulate joint manipulations of data in differemt databases. For
instance, when one wishes to retrieve restaurants and cinemas at the same street
from two, centralized or distributed, relational databases RESTAURANTS and
CINEMAS /LIT82/. Or, when one wishes to update both databases in one query when
the name of astreet changed.

Joint manipulations of different databases were called multidat abase queries. More
examples of multidatabase queries will be shown later. Deeper discussion may be
found in /LIT84b/ and /WONB4a/.

2.2 Application domain.

The application domain of the multidatabase approach includes of course the one of
the database approach. fn addition, it includes all cases of data to be managed
through distinct schemas and, in particular, manipulatedtogether. This case should
be typical : ‘

- of large sets of databases on sites or networks. A global schema may in this case
be envisaged far a reasonably small subset. However, especially for the network
case, it is unlikely that an administratar will even only understand all schemas ina
reasonable time. No one is typically able to understand even all data of only one
enterprise.

- when administrators do not wish eny global administrator, because of the
corresponding constraints.

- when administrators model differently the same universe and wish to keep their
models. Data type and/or value incompatibilities may then impede any useful global
schema. Especially, since there is not yet general solution to the update problem and



it is evenstrongly doubtful that any such solution exists.

-in pérticular, when an administrator prefers some data type, values or physical
data structures in a database, in spite of inconsistencies, redundancies or
perfarmance inefficiencies at the community (interdatabase) level. This
corresponds to a fundamental inversion of priorities with respect to the database
approach. In particular, there is no mare reasons for the global integration process,
" since its goal is exactly opposite.

- when frequency of multidatabase queries is too small for the effort of the global
schema definition.

- when frequency of changes of dstabase schemas covered by the global one and/or
of the number of such databases is toorapid (these changes must lead to the ones of
the global schema and/or to the ones of the mapping between this schema and the
- detabase schemas).

On the other hand, it may be advantageous to create more than one database,
provided existence of multidatabase queries. This, even when a centralized or
‘distributed database may be envisaged. This case may occur :

- when one has to manage data of quite different nature. It is a natural tendency to
do not integrate such data, but rather to separate them. Provided however the
possibility of multidetabase manipulations from time to time.

- when one wishes to perform sophisticated operationé. Such operations have
‘tendency to betooslow on large databases.

- when one wishes to know the source of manipulated data that in oc»currence isthe
database name. The subjective impartance attached to data values may depend on
that. Far instance, many persons have a preferred restaurant guide.

- especially, when one wishes to keep personal data distinct from any other. For
instance, when one wishes to separate private data about restaurants from those
contained in a public restaurant guide.

- when one wishes to totally control some data, especially personal ones. By analogy
to /LINB1/, one may speak about total database autonomy.

Summing up, the multidatsbase approach on the one hand includes the database
approach. On the other hand, it applies to situations where the database approach
fails. Finally, it applies to situations when both approaches may work, but, provided



the existence of muitidatabase queries, one prefers more than one databsase.

2.3 Backaround motivations.

These motivetions eppear particularly well from the analogy at the cover of
JULLB3/. Although probably partly involunterily, this analogy is highly
representative, of ‘vices andvirtues" of the detabase approach. The datebase is a
roast chicken. The administrator is nafurally the cook. Other users have no access
tothe chicken itself. They (only) perceive different odours (views).

In this analogy, the intention in the muitidatabase approach is to allow a user to
freely choose and mix odours of different chickens. Especially, to allow himtoknow
who cooked the chicken, since, as someone said, all cooks are equal, but some are
more equal than others. For a cook, it the right to.cook typically differently. In
particular, it is a recognition of importance of freedom to cook one's own
(personal) chicken. Especially, since one has then the oppartunity to téste no} only
odours, but the chicken itself. Note that one usually prefers the latter opportunity.

More seriously, one background motivation for the multidatabase approach is the
belief that wider scale integration is frequently either constraining to users
/HAM79/, or useless or even impossible. Main reason for that is that the idea of
integration seems to be mainly founded on the assumption of existence of a unique
(global, total) truth (reference), same for all users. This unique truth should be
found by the administrator and then should be kept pure (consistent) through his
power and the DBS. Different particular users' truths may then only be (partial)
derivations from the unique one. Yiew mechanisms are intendedfor this purpose.

While this assumption looks reassonable for quite small universes, it seems too
restrictive for larger ones in general, and for the multidetabase environment in
particular. It seems that one should rather consider then the existence of multiple
truths, relative (subjective) to differemt users and/or to particular database
administrators (different observers of some universe). These truths meay be
incompatible, (appreciations of a restaurant for instance). As in the relativity
theory, there may then be no unique truth. If one tries then to enfarce some unique
truth, it may be considered as false or useless by any user (if arestaurant is bad for
one user and good for another, the apprecistion “average" may be considered as
false or useless by both). In particular, there may be no way to derive user truths,
leaving users unsatisfied.

These reasons, and not technical ones, seem already most responsible for the



current failure of the concept of avery large database (one per enterprise). It does

‘not seem so most appropriste to use similar ideas for the management of even
larger collections. In contrast, unnecessity of unique truth and priority to multiple
truths, as defined by distinct schemas of even the same universe, seems a nd'.ttal
advantage of the multidatabase approach.

Some background motivations are also relative to ultimate consequences of the '
idea of wide scale integration. They may appear sad and, might be, dangerous.
Uniform landscape that one may imagine s consequent to some very large global
schema, may strangely resemble an orwellian one. The global administratar may
look like Big Brother. Especially, since he should enforce the community needs over
user needs, the community being represented by its managers. It does not seemthe.
hazard that probably the first book on the subject is /K AL84/. Note also, thet an
enh'ancement of control over users, was already frequently presented es
particularly attractive aspect of the detabase concept, when one marketed this
concept to entreprises. Fortunately, wide integrationstayed until now adream. -

2.4 Main concepts.
2.4.1 Multidatabase.

A multidatabase is aset of databases or of multidatabases where :
(1) - one may perform multidatabase manipulations,
(2) - eventually, one may define multidat abase (int erdatabase) dependencies.

A particular, although optional, kind of multidatabase dependency is the
multidatebase name. For instance, a multidatabase that includes databases about
restaurant guides may be named R-GUIDES /LIT84b/. Dsatabases on &8 DBS, in
particular on any well known relational DBS, are not a multidatabase. No DBS
provides indeed neither (1) nor (2).

The functionalities (1) and (2) ere straightforward generalizations of (i) and (ii),
characteristic of the concept of a database. However, a multidatabase is defined by
a collection of schemnas, insteﬁd of one conceptual schema. By the same token, a
multidatebsese has basically no administrator. If multidatabase dependencies are
(explicitely) defined, they mainly result from ponctual (local) egreements among
detabase administrators or users. In particuler, it may be that no one hes the
. knewledge of the whole set of definitions of data and dependencies.

Note that users perceive a multidatabase diﬂ‘eréntly of a database, since they see



i
'y

several schemas. Note also that, with respect to the concept of a database, the one
of a multidatabase gives more importance to data manipulation than to data
definition. This trend characterized in fact also the databsase approach. However,
only since the relational model was proposed.

First, one may consider arelational database as aset of (flat) files respecting even
only (ii). Next, the whole model may be seen as postulating quite elementary data
structures, versus powerful (sssertional) data manipulation languages. Earlier
models postulated in contrast a lot of schema structuring, in particuler with
respect to interfile dependencies definition, and quite elementary (navigational)
manipulation languages. (i) was then not possible with these models, since a
navigational language manipulates only one record and so one file at the time. It is
clear that the enormous success of the relational model results mainly fromthe idea
of (ii). It is then natural, while conceiving new general concepts, to take at once to
account the postulates of this model.

The relational model is, for us, representative of the dynamic (data) integatioh

principle. In contrast, earlier models represent the static integration principle. The
static integration largely needs human (administrator) prework and the
corresponding power transfert. The dynamic integrationrelies in contrast mostly on
sophistication of data manipulation capabilities. The way we conceived the concept
of a multidatabase expresses in particular the conjecture that, inthe multidatabase
environment, dynamic integration will prevail over the static one.

2.4.2 Multidatabase system.

A multidetabese system (MDBS) is a system providing to users the following
functionalities /LITB2/, /LITE3/ :

(a) - all those of a DBS,
(b)- alanguage for multidatabase manipulations,
(c) - eventually, a language for multidatabase dependencies definition.

A general architecture for an MDBS is described in /LIT83/. This architecture takes
to the account also other particular functionalities that one may require from an
MDBS. Especiaily, those relative to multidatabase views and/or data model
translations at internal levels, when databases are heterogeneous with respect to
data models. A view, may in particular present some databases as one database.
Like through a distributed DBS, one may then manipulate the carresponding data



using (mono)database queries only. One calls suchviews superviews /MOT81/.

The main functionalities of an MDBS have'to be supported by many secondary ones.
One has to deal thus with aspects relative to prwacy, concurrency, rehablhty,
performance optimization, etc.

Note that it is not mandatory for an MDBS to deal with heterogeneous data models,
as some people could think from literature. In contrast, the functionality (b) is a
fundamental. It means in particuler that multidatabase queries should be at user
disposal. It also means thet a system for the work only through a global schema is
not an MDBS. 1t is only a logically and, may be, also physically, distributed DBS.

Inthis clessification, the system, like for instance, INFOBASE /L'YN83/, is an MDBS
for semantic data model databases. MESSIDOR system /MOUB1/ is a multidatabase
system for heterogeneous bibliographic databases. The system MULTIBASE
/CHAB3/, /LANB2/ is an MDBS iff convenient multidatabase extensions to Daplex
database mampulatlon language are available to users (papers we could see do not
speak about such extensions, but they may exist). The SDD-1 system /BERS0/ or
DELTA system /LIT82/ are (distributed) DBS. Same thingfor R* /WILB2/, althogh
this systern is closer to the ideas in MDBS through the some aspects of the concept
of "site autonomy” /LIN81/ and the possibility of formulation of multisite qeries.

However R* site isnot a database, at least in the sense discussed here. Might be,

only not yet, since the meaning of the term "site" in R* seems to evolve towards
mare logical sense.

Indeed, from the classical (physical) meaning of netwark node in /LINB1/, this
concept evolved into a more logical interpretation as "database instance" /SEL84/.
Nevertheless, even this meaning does not carrespond (vet ?) to & database in the
sense discussed here. It designates rather a participating DBS and/or arelational
~ datastore inthe sense of MRDS /MULS2/. Especially, since notions like permanent
identification of data through their "birth" site name or like transparency of data
migrations, etc., may concern umlemertd,xonb levels only. If data migrated at the
conceptual level, for instance from their “"birth" database RESTAURANITS, into
another database, let it be MY-FAV—RES_T, then: (i) such migration would not
be transperent by its meaning itself ; (ii) logical and physical schemas of
MY-FAY-REST would not contain "birth" database name RESTAURANTS. The
whole notion of "birth" database would even seem debatable, since imagine only that
& database whose data could migrate anywhere should disappear or should be



renamed for somereasons...

2.4.3 Multidatabase system types.

One may foresee several types of MDBS, depending on involved databases and/or
systems. Withrespectto system sspects,an MDBS may in particular be:

- monosystem. This means that all databases are managed by the same DBS. This is
for instance presently the case of MRDSM.

- system homogeneous. Databases are then managed by different copies of the same
DBS. Typically, at different sites.

- system heterogeneous. Databases are managed by systems that differ to some
extent. The differences may concern data definition and/ar manipulation languages
within the same data model. Or, - the data models themselves and/or secondary
functionalities. This is the environment assumed for MULTIBASE and ADDS
systems /BREB4/, as well as in /POP84/.

Withrespect to data model aspects, it seemsthat MDBSs for relational databases
will be particularly important for obvious reasons. We called them relational
multidatabase systems. A relational MDBS may in particular manage databases
that are internally (locally) meanaged according to another model.

2.4 4 Multidatabase manipulation lanquage.
2.4.4.1 The concept.

The data manipulation language of an MDBS was called multidatabase meanipulation
lanquage (MML). While a data(base) manipulation language (DML) may be
navigational, an MML must be assertional. The reason is that as multidatabase
manipulations involve, by definition, several databases, they must involve, at least
in intension, more than one records. Therefore, in particular, the multidabase
approach has nosensefar navigational language based data models.

2.44.2 Databsse naming.

An MML should on the one hand provide a database manipulation facilities. This
simply means that any MML should contain a DML. On the other hand, it should at
least provide a way to identify detabases to be manipulated together. This means in

particular that, in contrest to any DML, an MML should allow to refer to database
names.
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2.4.4.3 Types of manipulations.

An MML should obviously allow at least all types of manipulations analogous to
those already characteristic of a DML. It thus, should allow multidatabase
retrievals, updates, insertions and deletions. These operations will be discussed
mare in details later on.

2.4.4.4 Types of information flow. ‘

In the multidatabase environment, one has to consider two basic types of

informatignflow /COD71/:

(é) - between databeses and workspaces (outside world). This is the only type of
infarmationflow considered by the database approach.

(b) - between databases.

Note that (b) type flow renders the traditional clear-cut distinction between the
concepts of retrieval and the one of modification less sharp. The reason is that
retrievals involve modifications of some (terget) databases. This type of
multidatabase manipulations was called interdatabase manipulations.

2:4.4.5 Inheritence/conversion,

The emergence 6f interdatabase manipulations restricts the universality of the
inheritance rule /COD71/. We recall that through this rule one assumes in any
modern DML that & workspace or, more generally, the result of aquery, inherits the
retrieved deta (subj)schemas. This assumption was possible because workspaces
are, by definition, created by the queries. Database schema may in contrast preexist
the incoming data and one may wish it to remain the same afterwards. One may
therefore need to move data between different schemas. Inheritance rule does not
apply thus to some cases of (b) type flows, as dataschemas need to be corwerted
tothe target schema

2:4.4.6 Simplicity.

It should be simple for users to formulate their queries. One interpretation is that an
infarmal query (user wish) should then lead to shortest understandable to the user
(formal) query. In particular, @ multidatabase wish should lead most frequently to
only one muitidatabase query.

This interpretation of simplicity seerﬁs useful and general enough. First, it is
already implicitly one of the gdals of the relational data model /CODBZ/. Next,

11



relational queries are typically simpler than navigational ones, according to both:
our sense and general perception. Furthermare, the universal relation interface
queries may be even simpler, again by both criteria. Note that "simple" in our sense
does not mean "natural language expression”. Note also, that shorter expressions are
simpler only if they are understandable. A good language should thus allow longer
expressions for novices and sharter ones for ex perienced users.

2.4.4.7 Typical environment.

Detabase languages were designed for data assumed defined by an adnumstrd.w
One goal assigned to this humen intervention was to smooth differences and
redundancies between data structures and/or velue types of different users (the
static integration work). A multidatabsse has basically no administrator. A
universe may then be described from database to database through different naming
conventions and/or value types and/or data structures etc. This, even if all
databases are data model and DBS homogeneous.

A good MML should therefore provide simplicity also in this environment. Since
such environment was not foreseen for a DML, general enhancements to expressive
power of present manipulation languages are needed. These enhancements should
particularly concern the power of dynamic integration. For relational dats, it is easy
tosee tt:at agood MML should be mare than complete.

3. MRDSM SYSTEM.

3.1 The goal.

MRDSM systemn is a prototype relational multidatabase system. It provides at
INRIA site the multidatabase management of databases of the well known Multics
Relational Data Store (MRDS) database system /MULB2/. The goal of the prototype
is to experiment functionalities resulting from the multidatabase approach. In
particular, to test the implementation techniques. Finally, to show that to extend a
relational database system into a monosystemn, MDBS may be arather easy task.
One wishes to convince in this manner that, on the one hand, it should be warthy to
modify in this sense existing systems. On the other hand, that, new relstional
Systems should be systematically multidatebase ones, as the cost of basic
multidatabase features should be only a small fraction of the overall ones.

3.2 Overall architecture.

MRDSM is an extension to MRDS done without changes to this system. For MRDS,

12 .



MRDSM is a user among others. For MRDSM, MRDS is the exclusive server of

databases and of relational operations. The way in which multidatsbase operations

are implemented will be described later on.

The system consists of various components providing functionalities discussed
below. The corresponding system architecture and mutual interactions sre’
described in details in /WONB4/.

3.3 Mainfunctionalities.
3.3.1 Data definition,
3.3.1.1 Multidatabases. . - o
All MRDSM detabases constitute il"nplicitly'a"n'i\‘ultidatabas'e.named, by default,
INRIA. However, the elements of this multidatabase are not difectly databsses, but
project multidatabases, constituted each of all databases within one Multics project
(besic user community). Then, each project multidatabase contains all

multidatabases of project members (Multics users). A user multidatabase may be
structured further, as it may contain databases only.

The project and user multidatabases bear respectively the corresponding project
name and user name. The user multidatabase is also called user universe. Within its
universe, a user needs only relative (multi)database names. Far other databases, one
invokes also the corresponding user names and, if needed, the project names.
Relative names are completed to the absolute names by the system.

This way of structuring and naming multidatabases was chosen mainly because of
naming principles of MRDS and of Multics in general. Examples of multidatebase
definition are in /WONB4/ and /WONB4a/.

3.3.1.2 Databases.

Dsatabases are defined using t.he standerd MRDS f‘acmtxes This includes in
particular the accessrights.

2.3.1.3 Multidstabase dependencies.
Presently, one may declare two types of such dependencies :
- manipulation dependencies that interrelate mam'pulations of different databases,

- privacy dependencies that are constraints on matcmng of data from different
databases.
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Description of these dependencies is postponed to Sections 3.3.3 and 3.3.4, since it
requires concepts of Section 3.3.2.

3.3 2 Datamanipulation.

3.3.2.1 MDSL language.

The muitidatabase manipulation language of MRDSM was éalled MDSL (the one of
MRDS is called DSL). MDSL is SQL-like type language. It includes DSL and offers
verious multidatabase manipulation functionalities. Full description of these
functionalities may be found in /LIT84b/. Some of them, although developed for
multidatabase usage, turn out to be interesting for a DML as well.

MDSL queries (we recall thet in our terminology a query may be any manipulation
andso in parti_culér an update) may be classified according to verious criteria. These
criteria are not always disjoint. Besically one may use the following types of
queries : ‘

- all DSL queries,

- multidatabase retrievals, modifications, insertions and deletions,
- interdatabase queries,

- elementary multidatabase queries,

- multiple multidatabase queries,

- incomplete queries,

- queries with dynamic attributes,

- queries with new standard(library) functions.

MDSL provides also some auxiliary commands. For instance faor query
preprocessing, for multidatabase schema displaying etc., /WONB84a/. Finally, one
may call any Multics command. Thus one may call text editors, execute or compile
programs etc. ' '

Detailed description of DSL possibilities may be found in /MULB2/. Below, we will
only overview multidatabase possibilities of MDSL.

' The corresponding queries are formulated using MDSL (and DSL) commands :
retrieve, modify, insert and delete. The difference with respect to the corresponding
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DSL queries is that the clauses -where and/or -select refer to relations and
attributes in different databases. If two relations share then a name, they may be
prefixed first by the corresponding database names. Next, if necessary, by the
multidatabase names, until the designations are unique.

3.3.2.3 Interdatabase queries.

In such queries both the source andthe target are databases. The command type may
beretrieve, insert or delete. The effects are as follows :

- retrieve command replaces the existing target relation(s) withthe selected tuples
and the corresponding schema(s). It thus applies the inheritance rule.

- insert command adds the selected tuples to the existing target relation(s). It
needed, the corresponding attribute order and/or types are converted The source
database(s) remain(s) unchanged. '

- delete command acts like insert, except that the source is changed as typically for
adelete.

The multidatabase delete corresponds to the needs of users who, although wishing to
delete datafrom a database, still wishto archive these data elsewhere.

3.3.2.4 Elementary multidatabase gueries
An elementary multidatabase gquery produces arelationina workspace. Basically, it

is & usual relational DSL query except thet :
-select and or -where clauses refer to more than one database.
-some interrelational joins may not be specified.

For instance, assume that R(name, sirset, tel..,} is the relation about restaurants
in RESTAURANTS database and C (hame. street. tel..} is the relation about
cinernes in CINEMAS. Then, the query ‘retrieve names of restaurants and cinemas at
. the same street" is an elementary muitidatabase query. See /L1T84b/ or /WONM&/
for the corresponding MDSL ex pression..

In what follows, a usual relational query or an elementary multidstabase query will
be jointly called elementary gueries.

3.3.2.5 Multiple multidatabase queries.

3.3.2.5.1 The concept.
A multiple guery is a query to be repeated for some datsbases or for some sets of
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detabases. The set of all concerned databases is called the scope of the query. Each
step (one repetition) gives rise to one elementary subquery. Any subguery is
evalusted with respect to the carresponding database(z). Eventualy, its predicate is
adapted. In particular when it refers to sttributes that are not in the database. A
subquery that may finally extract some content, is qualified as pertinent. Theresult
of a multiple query is typically the one of all pertinent queries. Multiple queries
create or modify thus basically sets of relations.

For example, the query asking for a modification of some Ze/ in both Rand M isa
multiple query. This query replaces two relational queries. In general, one multiple
query may avoid even very many elementary queries. Multiple queries are thus
simpler for multidatabase users, in the sense of the Section 2.4.4.7. From general
point of view, this concept is one of the enhancements to the power of dynamic
integration, we spoke about in that section.

In fact, it seems that multiple queries will be among facilities most desired by -
multidatabsese users. This functionality characterizes presently only MRDSM and
INFOBASE systems. One also calls such gueries diffusion queries or broadcast

queries.

In MDSL, multiple queries ere formulated through the application of several new
concepts. In particular, one may apply the following ones, described more in
/LITB4b/ :

- multiple identifiers,
~semantic variables with explicit or implicit domains,

- options onthe target list.

2.3.2.3.2 Multiple identifiers.

We called designator a name that one uses in a query in order to designate some
data. In known DMLs, designators are unique identifiers that means that they
univocally identify an object (an attribute, a relation, an entity or record types,
etc.). In MDSL, this is also a necessary property of any elementary query (and
sufficiet when all joins are specified). However, one may also use muitiple
identifiers. Such identifiers designate some objects sharing the same name in the
- Query scope. For example, the designator 26/ would be the multiple identifier of
both R.éeland of Citel objects, if the scope involves both databases.

A query may invoke several multiple identifiers. Any multiple identifier means then
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that the query concerns all objects it designates. The corresponding multiple query
is equivalent to all pertinent subqueries resulting from all possible choices of the
corresponding unique identifiers. For instance, a query "modify ... Z¢/..." would be
equivalent to two relational queries : "modify ... A'le/..." and "modify ... C.tel...".
A multiple query with multiple identifiers simplifies thus the formulation of
multidatabase manipulations of objects bearing the same name in different
databases. '

Note that this notion reveals useful also for the database approach. As lbng as the
same attributes bear the same names in different relations, usage of multiple
identifiers may provide the referential integrity.

22.2.2.3 Semantic veriables,

A semantic variable is a designator whose values’are object names called semantic
variable domain. The domainmay be :

- explicit which means that it is explicitly enumerated inthe query,
- implicit whichmeans that it is deductible fromthe sernantic variable name.

- A query may invoke several semantic variables, together with multiple identifiers.
Any semantic variable means that the query concerns all names in its domain.
These names may in particular be multiple identifiers. The corresponding multiple
query is equivalent toall pertinent subqueries resultingfrom all possible choices of
- the carresponding unique identifiers.

Semantic variables allow basically to replace with one query several similar
elementary queries concerning objects named differently. In particular, they may
express dynamically implicit or explicit abstractions or generalizations. The exact
manner in which semantic variables are defined in MDSL is described in /LIT84by/.
As a simple example, assume that one wishes to retrieve all cinemas and
restaurants in discussed databases. One may say in MDSL "retrieve X" with X’

4

~

being a semantic variable ranging over values /& and C. X stays here for an
implicit generalization, let us call it Interesting-Fiace. '

3.3.2.5.4 Options onthe target list.

The target list is the list in the -select clause. ln’a relational DML, it means
implicitly that all the carresponding objects are wanted. This assumption appears
not always justified in the multidatabese case. One reason is that the user will
sometimes not know in detail all the corresponding schemas. Options on the target
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list allow thento precise :

- whether a given object is mandatory or optional. For instance, a multiple query
may precise that one is interested by restaurants from a database only if they are
characterized by ¢&/ attribute.

- attribute priorities. For instance, one may say to select s¢reet for restaurants ina
database only if there is no attribute ¢e/.

-etc. /LITB4b/.

Options may be used jointly with multiple identifiers and semantic variables.

3.3.2.6 Incompletely specified ‘gueries.

An MDSL query is incompletely sget:ified or, in shart, is incomplete, when some
interrelational equijoins are not defined in the -where clause. Basically, one may
avoid equijoins on relation keys. Undefined joins are called jmplicit joins /LIT84/.
They are deduced by the system from the database schema. This deduction is called

comnpletion process. The result is called acornplete query. A cdmplete query may be
an elementary query or a subquery of amultiple query.

This facility further simplifies MDSL query formulation intwo ways :
- query formulation may be shorter, |
~some multiple queries must be incomplete.

The latter property results from the fact that one may express a manipulation in a
form more independent of the manner in which some databases sre structured into
relations. The completion process provides then the corresponding details for each
database. If one had to formulsate only complete queries, then it could be no way to
express all different details in the same query.

The goal of the concept of incomplete query is clearly to some extent similar tothe
one of the concept of universal relation /KENB3/, /MAI83/, /ULL83a/. However,
MDSL does not assume that the schema consists of only one relation.
Corresponding consequences are described in /LIT84/. One major consequence is
that one may perfaorm not only retrievals, but also modifications.

2.7 namic attributes.

Dvnamic attributes are transforms of actual attributes that are defined
dynamically for the purpose of a query. A transfarm may consist of a farmuls, of a
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dynamically defined table, of a call to a8 dictionary or of a program in any Multics
programming language. Once defined, a dynamic attribute is manipulated as any
actual attribute. Detailed description of this functionality mey be found in /YIGB4/.

Dynamic attributes are ancther functionnality enhancing the power of dynamic
integration (section 2.4.4.7). They respond mainly to user needs that cannot be
determined in advance and/ar may change from query to query. In such cases, view
concept appeafs inademate, because of its static nature. In particular, dynamic
_ attributesrespondto the following needs :

- - instant transformation of attribute value type according to user needs. For
example, an actual curfency may be transformed into an arbitrary one. The
exchange rate may furthermor_e be totally subjective and different from query to
query. For instance, it may first reflect user opinion about $ value inthree months,
then in a year. Note the fundamental inadequacy of view concept to the whole
currency exchange problem (daily varistion of rates, number of possible
conversions,...)

- dynamic\ transformation of some attributes into one attribute. For instance, if
needed, one may instantly define the attribute ‘month-salary from actusl
ettributes :dey-salary and number-of ~working-days-per-month.

- instant and subjective homogenizations of different attribute types. In particular,
of those with fuzzy relationship. For instance, a user of databases, let themn be
MICHELIN and GAULT-M, representing the famous restaurant guides Michelin and

- Gault-Millau, may ask for restaurants that are "good" in his opinion. For that, he
may say through the appropriate dynamic attribﬁte, that “"good" means, in this
query, "***" inthe restawrant quality rating of MICHELIN and at least 16/20 inthe
GAULT-M scale. ;

Dynamic attributes may be defined for retrievals and/or for updates. Presently,
when a dynamic attribute is used for both purposes, the user has to basically supply
both trensforms. In the future, update transforms should be deduced typically
automatically. This, through usage of an expert system.

3.3.2.8 New standard functions.

. Case study show that, in the multidetabase environment, & number of new stahdard
(library) functions are useful. The main resson ere the basic properties of
- multidatabases, discussed in the section 2.44.7. Currently MDSL provides the
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following functions :

- NAME function. It provides either the name of a given object, or of its container
(ex. relation for an sttribute) and so on. In particuler, it allows to respondto gueries
for object names, like for instance, "Guides recommending restaurant Maxim's". It
the restaurant is recommended by MICHELIN and GAULT-M, the response will be
the names of these databases (note that actually Maxim's is not recommended by
Michelin).

- EXTEND function. This function dynamically extends a relation with an erbitrery
value as new attribute. In conjunction with NAME, it allows in particular to convert
an object name into its attribute. For instance CINEMA may become an attribute of
C, indicating then explicitly that any tuple of < models a cinema.

- NORM functions. These functions merge into one tuple all tuples retrieved by a
multiple query and corresponding to the same real object. For instance, all tuples
corresponding to a restaurant recommended by more than one guide (note thet a
restaurant is not always recommended by all gdides,and that the recommendations
may differ, so it is not a simple redundancy). The recognition of correspondence to
the same real object results from the equality of values of some attributes called
normalization key. Note that tofind such keys may be a non-trivial problem.

= UPTO function. This function limits multiple information relstive to the same
object. For instance, one may ask for at most two recommendations of arestaurant,
or for at most one indication of its telephone number etc. In particular, one may
express preferenceto MICHELINand GAULT-M recommendations, if any.

Mare about MDSL standard functions may be found in /LIT84b/ and /ABDS84/.

3.3.3 Manipulation dependencies.

Two manipulations ere dependent if one triggers another. In MRDSM, one speaks
then respectively sbout source and complement. This dependency may be
multidatabase, as a query to a database may trigger a query to other databases.
Also, the source and/or the complement may be multidatebase queries.

The execution of & complement may precede or may follow the end of the source
manipulation. In particular, it may be deferred. One source may have several
complements. A complement may be a source for other complements etc. For
practical reasons and in order to avoid (infinite) cycles, one should nevertheless
limit the number of complements that a source n\way in definitive trigger. Current



limit is about 200 complements /REG83/.

3.4 Multidatab Y]

Case studies show that mult.idatabase privacy constraints should mainly prohibit to
collect too much data about the same real object from various databases. For
instance, the French law would typically prohibit queries to too many databases if
one looked far data of a citizen. In general, the quantity of information permitted
depends on user name and/or data concerned. Typical constraints may require
/ACHB4/ :

- that the scope of amultiple queiy does not exceed a givensize, -
- that the scope does not include given databses,

~ that some values do not appesr inthe result,

-etc. '

MRDSM allows to define arbitrary privacy procedures. The procedures should be
written in one of Multics programming languages (i.e there is no MRDSM language
dedicated for this purpose). Each procedure is declared for & given user and/or
command type and/or data. It is then called when a query corresponds to declared
arguments. Same arguments may trigger several procedures.

Presently MRDSM does not keep history of queries. A procedure that should
prohibit users from trying to accumulate data through several small scope queries,
hes thus to constitute the corfespondlng history data by itself.

4. IMPLEMENTATION ASPECTS.

Details about implementation of discussed functlonahtxes are inreferences. Below,
we describe only afew guidelines to query processing.

4.1 Elementa_ry complete gueries.

The main assumption for the system design was that MRDS is the exclusive server of
relational store. The objective was of course to avoid the cost of reprogramming
relational operations. However, MRDS is able to execute only monodatabase
queries. One way to use then MRDS for multidatabase operations w1th
multidatabase joins is to dynamicallyrender the corresponding data a database. The
following solution applying this principle was therefore developed for elementary
complete queries :
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- MRDSM looks whether the query is a multidatabase query. If not and it is a
monodatabase query, then it calls MRDS. If it is an auxiliary or Multics command,
then control is passed to appropriate subsystems.

- Else, MRDSM decomposes the multidatabase query into a set of MRDS queries.
Each of these queries selects data designed inthe original query that correspond all
to the same database. The selection expressions ere optimized /CORB4/. The
optimization consists mainly from performing restrictions first. In the case of
updates, the finel selection expressions involve key attributes, even if the the
original -select clause did not mention them.

- The selected data end up in a dynamically created database called working
database /GUEB1/. The schema of this database involves attributes designated in
the query and, eventually, key attributes.

- MRDSM produces a query tothe working database. This query involves operations
that were not performed through previous selections andrestrictions. In particuler,
the multidatabase joint expressions within the original -where clause.

- For retrievals, this query produces the final result. For updates, update queries to
source databases are furthermore produced. The corresponding tuples are identified
through matching of working database keys values onto the ones in source
detabsses.

- The working database is destroyed, unless MRDSM needs it for further purpose.

4.2 Incomplete gueries.

The completion process, i. e. the research for implicit joins, consists in an
examination of connections through domains /LIT84/. For this purpose, both the
query and schema &re considered as defining a graph which nodes are relations.
Joins that should complete the query correspond then to minimal trees over given
sets of nodes. Basically, these nodes are names of relations designated in the query..
Each tree leads then to one subquery. The resulting complete query is the union of
subqueries that are always union cornpatible Or, it is amultiple query that is aset of
such complete queries.

4.3 Normalization functions.

NORM functions are processed through extensive use of various types external
Joins. Since, external joins ere unknown to MRDS, algorithms for efficient

22



processing of such operations have been investigated /ABD84/.
2 CONCLLUISION.

We have presented an informal overview of the prototype relational multidatabase
system MRDSM. We focused on the general philosophy of the system and on its main
functionalities. Most of these functionalities are yet unknown to other systems.
Nevertheless, databases becoming widely spreaded, such functionalities should be
soon required by many users.

Most of these functionalities constitute new possibilities at the level of data
manipulation language. They enhance manipulation simplicity and possibilities of
dynamic integration. The corresponding needs result from growing availability of
many independently administrated detabases. In particuler, the public videotex
systems, like Prestel, Telelel or Telidon etc. will soon provide hundreds of
detabases et virtually everybody disposal. This situstion is new far the detabase
approach that guided the features of the current languages. The proposed concepts
are intended to be a response to main user needs in this new environment. Various
kinds of multiple queries, dynamic sttributes, and interdatabase queries should
reveal particularly needed.

Future work will concern basically the same directions. More effart will
nevertheless be devotéd to more bonctual consequences of the already identified
general notions and to the corresponding implementation techniques. In particular,
more attention will progressively be devoted to knowledge processing techniques,
since they appear best tool for many envisaged developments. For example, an
expert system should be able to avoidto some extent the needfor bothretrieval and
update declarations of dynamic attributes. It should indeed be frequently able to

deduce one of the declarations from the other one. |
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