N
N

N

HAL

open science

SIGNAL: a data flow oriented language for signal
processing

Albert Benveniste, Patricia Bournai, Thierry Gautier, Paul Le Guernic

» To cite this version:

Albert Benveniste, Patricia Bournai, Thierry Gautier, Paul Le Guernic. SIGNAL : a data flow oriented
language for signal processing. [Research Report] RR-0378, INRIA. 1985. inria-00076178

HAL Id: inria-00076178
https://inria.hal.science/inria-00076178
Submitted on 24 May 2006

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépot et a la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche francais ou étrangers, des laboratoires
publics ou privés.


https://inria.hal.science/inria-00076178
https://hal.archives-ouvertes.fr

orts de Recherche

SN

o2

e

TN ey Y

S

S IRL

SIGNAL:

A DATA FLOW
ORIENTED LANGUAGE
FOR SIGNAL PROCESSING

Albert BENVENISTE
Patricia BOURNAI
Thierry GAUTIER
Paul LE GUERNIC

% TANIEAT
RNALH

gy

RS

5O

Mars 1985

SIS L



‘ R I S a INSTITUT DE RECHERCHE EN INFORMA "QUE

_ET SYSTEMES ALEATOIRES

Campus Universitaire de Beaulieu
Avenue du Géneral Leclerc

. e ..
35042 - RENNES CEDEX Publication Interne n°® 2U6
FRANCE . — ‘
. : (99) 36.20.00 .
Tel : (89) 3 (@] Janvier 1985

Telex : UNIRISA 95 0473 F

ABSTRACT :

RESUME :

62 pages

SIGNAL : A DATA FLOW ORIENTED LANGUAGE FOR SIGNAL

.._—.----_..-—--_-—-——--———---—---——-—-——---—-——-—-—

Paul LE GUERNIC, Albert BENVENISTE, Patricia BOURNAT
Thierry GAUTIER

IRTSA/INRIA
Campus de Beaulieu
35042 RENNES CEDEX

We present the language SIGNAL, which is a data-flow oriented real
time, synchronous, side effect-free language suited to the expression
and recovery of the parallelism in signal or image processing algo-
rithims. The language is intended to be at the same time an executable
simulation language, and a specification of a virtual machine imple-
menting the algorithm. The language is semantically sound, and is
suitable to perform program transforms, a major requirement when the
ultimate goal is an aid to the architecture design.

Nous présentons le language SIGNAL qui est un langage temps réel,
synchrone, orienté flot de données, adapté & 1'expression et & 1'ex-
ploitation du parallélisme dans les algorithmes de traitement du
sigral et de traitement d'image. Le but du langage est d'étre a la
fois un langage de simulation et une épécification de la machine
virtuelle sur laquelle sera implanté 1'algorithme simulé. Le langage
est défini formellement et permet des transformations de programmes,
ce qui est indispensable 1orsque.l'objectif‘ final est une zide 2 la

conception d'architecture.
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1. INTRODUCTION.

The need for a fast implementation of signal or image processing algorithms
is growing up very rapidly. The maiﬁ concerned aréas are: real-time control of
industrial processes, telecommunications, videocommunications, speech and
image coding, speech processing_ and real-time computer vision, ‘biomedical
applications, and mostly signai and image processing encounteréd in radar and

_sonar systems: | | ,‘ o
On the other hand, the availability of -
o. new specialized microprocessors, such as the audio-bandwidth range ‘signal'
processing oriented microprocessors, |
* faster technologlessuch a5 VHSIC,
* new silicon compileré
' is increasing even more rapi&ly.

But a too long delay still remains for the ﬁeldinngt these new tools and pro- '
cessors when the signal processihg task deflnition and specification is con-
sidered as the entry point of the chain. This delay is mostly due to the relative
lack of CAD tools from signal processing task specification to architecture
specification.

|
Hence, there is a need for a coherent set of tools with

* as input: formal specifications of signal processing tasks,
* as output: tomial descriptions of multiprocessor architectures, or special pur-
bose architectures {such as systolic ones),

and turther providing a (partial) validation of the correctness of the implemen-
tation with respect to the specification. For such a purpose, a basic tool is a

suitable language for signal brocessing task specification and execution: the
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purpose of the present paper is to present such & language, the language SIG-
NAL. ' '

Complex signal processing tasks, such as encountered in speech and image
prdcessing. typically involve 4 v
1/ the trgnstorm otﬂsignals bf highly regular elezr'lentary- ;Igorithms (Alters,
LPC, FFT....) ' '
- 2/ some decision rules based on the monitoring of the various signals (tests,...).

thus eventually resulting in the runmng of sxgnals with different clocks.
Consequently our main objectives in designing our language were the following:

* SIGNAL should be able to describe ahy real-time signal processing task, involv-

ing pos51b1y the running ot mgnals with different clocks;

* SIGNAL should a.llow the programmer to specxfy. and the CAD system to recog-
nize in an easy way the parallelism present in a given task. _

By the way.. the SIGNAL specification of a task should be considered as the
description of é viz;tual machine implementing this task. Finally, SIGNAL should
be more than a specification language, nhmeiy an executable .language' this
would allow the programmer to use SIGNAL as a sunulatxon language for the vali-

datlon of the algorithms at the mghest level.

The paper is orgapized as follows. In the first section, the basic principles
supporting the langu;ge are presented. The second section is devoted to the
presentat.i.oﬁ of the tools for constructing block-diagrams, i.e. static networks on
which the vgrioué éignals flow. ‘.In the third section, the synchronization meéh&n—
ijsms of SIGNAL {i.e. its temporal aspects) will be ;?resented. In the fourth sec-
tion, we shall discuss the recovery of the dependence graph. Finally. the fifth

section will be devoted to the presentation of some examples.
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1.1. Basic principles supporting the language SIGNAL.

Recall the main objectives we have in mind in designing the language SIG- '

NAL.

(i) SIGNAL should be able to dascribe any real-time task (relevant to signal
processing), that is to say, according to Young (1982), "any information process-
ing activity or' system which has to respond to éxterna.uy generated input
stimull within a finite and specifiable delay”.” By “specifiable”, we ba&e in mind
that it is possible to kn:iw in advance this delay priér to the running of the task. .

(ii) the timing mechanisms should be described in an entirely synchronqus
way. The major reason for this requirement is that our pnmarv mterést lies in
the speciﬂcation of algorithms independently of their eventual implementation,
so that we can consider that every action is instantaneous, i.e. has a zero dura-
tion. As a matter of fact, this is the most easy way to prevent from any non-
determinism in the language, due to the unknown duration of the actioﬁs (as it

?

has been pointed out by Berry & al.(1983),(1984)).

(i) The specification, or ezecution, o fa task 5ho¢d not require any prior
knowledge of a universal time reference. The time has rather to be nothing but
the ordering of the input stimuli or data of the given task. Hence, the modularity
of the language (a highly desirable feature) requires that the noﬁion of time be
multiform, since the cooperation between several subtasks (with their own local
timing) will result in t}-e modification of their time references, as it will be shown

later.

(@) SIGNAL should allow: the programmer fo specify in an easy way the

parallelism present in q Fiven task. In other words, the expression of the task
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- in SIGNAL should reﬁgct as much as possible the dependencies between the ‘d‘ata'
and operations. This teature will be of primary interest for the recovery of paral-
lelism and pipelining capabilities/.‘

Finally, as any modern language, SIGNAL should provide all the state of the
art characteristics to ensure modularity, strong typing. teada.bility. security.

Moreover, the temporal 'mstructiops of SIGNAL should be buﬁt from a small set

of primitive statements, for which a formal semantics must be given.

Some existing languages (Young(1982);ESTEREL, Berry & al.(1983)) almost
satisty these conditions. ﬁelated to the classical real-time languages , these
- languages concentrate on a microscopic and explicit description of the timing of
the actions. As & consequence, the recovery of the data dependenc;esbec,omes

difficult for complex tasks {point (iv)).

On the other hand, wppl-ica.tiva languages are tailored to express_ the paral-
lélism existing in a task (LISP, Mc Carthy (1966); LUCID, Asheroft {1877). FP,
Backus (1978); DSM, Cremers & Hibbard (1982)). But these languages are hot.
well suited to the timing pfoblem_s. ' ‘

Related to the family of the applicative languages is the family of the data .
flow languages (Den.nis (1974); Kahn (1974); VAL, Mc Graw (1982); Ackerman
(1979); CAJOLE, Hankin {1981)). In the data flow languages, the instruction fAring
rule is simply based on the.availabilit.y of data. These languages are suited to the -
processing of infinite files of data. They do not require any explicit spepiﬁcaticn
of the timing of each action, thanks to this automatic firing rule. However, pure

data fiow langu_agés are asynchronous, so thaﬁ they do not tulfill the requirement

(ii):
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The lahguage SIGNAL exhibits several of the interesting features of both the

real-time and data flow languages. These are obtained in the following way.

A SIGNAL program is

(a) the hq:em;hical specification of @ process, i.e. of a static oriented nat-
work (or block-diagram in the framework of signal processing) expraessing
ezactly the data dependencies. Data flow along the paths of the network: at the
nodes, actions are performed by (sub)procésses. or black-boﬁes in the signal
processing framework.

(b) the description of tﬂe elementary processes, referred to as generators,
acting at each node. Among jthe set of all the gener’aﬁors, we shall distinguish the
temporal gene‘r_utors". which are spt_.e"ciﬁc to SIGNAL. The purpose of these tem-
poral generators is to express the relative timing of the various signal flows in an
entirely synchronous way.Thus the availability of a signal is completely charac-
terized by a clock, so that we shall be able to refer precisely to the time at
which a given action is perfgrmed. |

(¢) among the set of the actions wich are performed at the same instant,
the firing rule is determined according to the principles of data flow (i.e.
automatic tlnng through the availability of data at the inpui ports). Thanks to
this last principle, the timing is completely specified by the static relationships
between the various clocks iﬁvolved in a task; the internal timing of a clock (i.e.
the detailed specification of the events subject to a given clock) can be com-

pletely implicit, contrary to the classical real time languages.

To summarize, SIGNAL is a real time, synchronous, side eflect free language

Suited to the expression and recovery of parallelism.
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2. WNSTRUCTION OF THE STATIG WORKS.

n order to improve the undepstggq;gg_ the reader wb,o is tamiliar with sig-

XELE LBWNDIG

nal processmg or automatic control can refer to the building of block diagrams |
, through the mt.erconnecuon of black boxes. The formal semantics of this part ot

the language is given in Le Guernic (1982).

2.1. Processes and generators.

-2.1.1. Generators.

A generaeor is .s'peciﬁed by

* itsname |

* a list of named input ports

*  alist of named output ports

fig. 2.1: graphic description o J a generator

+ b

* Usually, generators mll be completely specified by SIGNAL expressions. For
example c:= a+b wﬂl refer to the generator depicted in the figure 2.1. 'l‘he
naming of the input ports is free, but the naming of the output. ports is subject
to the tollowxng cc straint

(C.1) two dtﬂerent output ports must have dr,ﬂ'erent names.

The mot.ivahon tor mt.roducmg the condmon (C.1) le be enlightened later. The
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generators will be the elementary prototype processes.

2.1.2. Mems. |

A process is a network of interconnected generators. These connectlons are sub-
ject to the following constramt

(C.2) an input port can be connected to at most one output port.

This condition is intended to Prevent from an unknown shuffling of the data at
the considered intput port, a situation which would result in nondeterminism in
the language. On the other hand, an output port can be connected to one or
several mput ports; in the later case, the same data will be broadcasted to these
input ports.

A process is characterized by

* aname P {optional)

* alist of named ioput ports, denoted by, say, ?a,b,c,...

* alist of named output pofts satisfying (C.1), denoted by, say, 'x, y.2...

e a body describiﬁg hoir the network was constructed.

The symbols ? and !, together with the corresponding list of named input and
output ports, define the interfaces of the process. These interfaces are subject
to the following constraints. No constraint is imposed for the naming of the out-
put ports but

(C.3) a nonnamed mpu.t port must be cmﬁected to some internal output port of
the procass~ conversely, a named 'mpw port cannot be connected to any mtemal

oulput port o f the process.

The first part of the condition is 1ntended to prevent from a possxble starvation;
the second part of the condition prevents from a possible further connectwn of

this input port to some new output port {which would result inn a shuffling of the
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data at this input port, a situation we want to avofd). The interfaces (i.e. the set |
of named input and output ports) will be used to interconnect processes. thus
resuiting in a hieraiféhicalconstruct.iqn of new processes. The figure (2.2) shbws

the interfaces of the process P, and gives a graphic description of its body.

fig. (2.2): block-diagram of the process P{?a.b ‘c,d}, P= body’

2.1.3. Connecting processes: the basic p@c@a.

Th'e_se principles are the following:

. an eristing qbnnect‘ix_m carnot be rem.ove_d,'

* connections of processes gre obtained through the identity of the name_s. of
their corresponding 6utput and input ports.

'I'he.interconnections of por;s of sevefal processes result in a new process. This

is exactlj .t.he way fo build hierarchically new processes from generators or

already defined processes. Thé next paragfaphs will be devoted to the descrip- |

tion of operators for connecting processes, we shall refer to as ivzterg:ionhection

apardtﬁfs. V 4

In the sequel, we sha; use the following notation. Given a process

P{?list!list] .
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we shall denote respectively by
2 (P), or simply ? P (! (P)orsimply! P)

the set of the input {resp. output) ports of P,

2.2. Primitive operators.

These operators are the only operators for which a formal semantics has .
been given in Le Guernic (1982) and in Gautier (1984). We shall here present
these operators in an informal way. In order to know the result of an operétor, it
is suﬂicien£ .to know the interfaces of the involved processes. There are three

primitive operators.

2.2.1. Binary cperator PARALLEL.

Given two processes P and Q, the operator PARALLEL replaces any pair of
input ports of P and Q with the same name by a single one, thus broadcasting
the same values on these two different ports. The result is a new process if and

only if it satisfles the condition (C.1).

Notation: given P and Q,
R=P&Q

ls defined if and only if

! Pn ‘Q =g,

In this case,

?PR=? PU? Q and! R=! Pu! Q
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' ﬂg (2.9): operutar PARALLEL graplw.'ul cznmph

| mmccamras S8 ¥

properties: PARALLEL is commutative and associative.

- 2.2.2. l-ary opemtoerP

vaen a process P and a name X belongmg to both sets of named input and
output ports of P, the operator LOOP connects the output port named x toall
the inpﬁt. port(s) named x. The result is a new process. In any other case, LOOP
has no effect. | |

that.ioh: given

P{? x list1! x,list2} .

where x is neither a member of list1 nor of list2, then
Q=PE&x

results in

"Q?lstlt x list2}
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£i9.(2.4): operator LOOP, graphicai ezample
0 .

2.2.3. l-ary operator RELABELLING.

Tha operator RELABELLING modlﬁes the names of the ports of a process
- The pu.rpose of this operator is to prepare future connections, or to prevent
from future connections. The relabelling of a port by no name results in the
masking of thibs po.rt.. if this port is an output port, &nd has no etfect in the case

of an input pbrt (because of the condition {C.3)).

Notation: given a proéess P,
"Q=P?a:b (resp.Q=P! x:y)
results in the substu.uuon of b to a (resp. y to x) in the list of the names ot the

input ports (resp output ports) of P.
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fig. (2 5): operator RELABELLING, g-raplucal ezampla

Fe ] oy

. 2.2.4. Pnority rules between operators
¢ The 1-ary operat.ors have pnonty over the bmary operators

* There is no need for parentheses when several 1-ary opetators are successively

used t.he pnonty is. mdicated by the posmons

* There is no priority between different binary operat.ors pa.rentheses must be

used.‘

These are the only primitive operators of thls part of the language SIGNAL.
The next paragraphs are devoted to the presentatmn of denved cperators All

these operators will be defined as macros from the primitive ones.

2.3. Denved operators.

They will generally be presented accordmg to the following scheme: infor-

mal presentation ,notation, formal definition as a macro, graphical example.

2.3.1. Operators derived from RELABELLING.

‘* Notation and definition:

P! L(resp. P? L)
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where L is a list of no}."aticns' q:bgl z‘ésgi&s in a‘aimult'an;eoy.s substitution of !8
(resp. 2b¢) to ! (resp. '?a.,.) in the interfaces of P. For example
P?a:b.b:?:_??_a:x?b:e? x:b | |

which is different from P? a:b? b: ¢,

[ 4

P/L
where L is a list a,, . .‘a.,. of names result in the masking of all the labels !a;
in P; the input names are not changed because of the condition {C.3).

F": L
where L is a list a;,...,a, of names result in the masking of all the output labels

of P, except the mentioned ones.

2.3.2. Operator derived from LOOP.
POL,
where L is a list ay....,an of names is equivalent to

Po a,@u.,,

2.3.3. Binary operator COMPOSITION.

Given two processes P and Q, the COMPOSITION connects the output ports of
P (resp.Q) to the input ports of Q (resp. P) with the same name. If the result

satisfles {C.1), a new process is obtained.

* Notation;

R=P|Q

* Deflnition as & macro: let us consider
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P{? Zy...2p.listep | Y1 Y liship -

and

list,prilist g=¢

&st,qnlistwri¢

h’.stlpnl‘ist,q=¢i

Choose

Yi.-Y

such that

yl.;...y‘,nz.l.....znga,

Then

Plqs=

(Pl yuV i ¥iVe ¥Q? W W’x-----y; Ye)
oviidemm

| ¥y ynYe Y
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fig.(2.6): operatar COMPOSITION, graphical ezample

~

* Properties: QQMPOS_ITION is c’ommutati\{ef:a_x;_dw a§§bc'iative‘.

2.3.4. Binary operator SEQUENCE.

Given two processes P1 ;md P2, their SEQUENCE is always defined, and is 4
obtained as follows: every named output port of Pi is connected to the input
port(s) of P2 with the same name; then, the condition {C.1) is satisfled through
the automatic uiasking of every named output port of P1 with a name occurring

in the set of the named output ports of P2.

* Notation:

'Q=P1:P2

* Formal definition as a macro: given
PLE? lstopi ¥ 2,...2p Y1, g 21, 25 list py | and
P2 {? Yie o YqiZ ..., 2p listypy ! Ty, Zp,2 ... 2 bist pg |,

where different symbols refer to different names, and
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listipy N listipe = 9

[

e

choose

2 Zp s Z e

such that z“‘-,,....z', Hz, ..... zp -= ¢

z’,...‘.,z', Nnz,..2z.=¢

then

P1;PR=
(P11 z;2'y,...2p 2,212 1, . . . . 292y
&
P2? 2.2'...20:2)

@ y;,...,y,,z'l....,z',.

. Propert;esi S..QUENCE is associative, but not cormnmutative. It is always
defined. inside a sequence, names of ports can be used almost like variables

in classical sequential languages. For example,



a:=b+c;c:= b-}-a
can be interpreted as the éorrespbnding sequence of Pascal instructions;

the only difference is that the values carried by the input port ¢ are saved.

2.3.5. Regular arrays of processes.
We give here facilities for constructing regular arrays of processes

indexed by a parameter.

* Notation: the generié syntax is the following .
‘do until n of P(i) od | |
where
...= parfor PARALLEL
seq for SEQUENCE
 com for COMPOSITION

n is a parameter of integer type, 1< i < n is an integer, and P{i) is an

indexed process with parameter i.

* Formal definitions as macros.
dopar i until n of P(i) od = P{1) &...& P{n)
doseq i until n of P(i) od = P( 1) i...: P(n)

docom | until n of P{i) = P{1) l..] P{n)

* Graphical exam ‘les: let.
P{? xy! xy)
P = "body”

be given.



19-

1/ Then
{ doseq i until n of | '
" (doseqjuntitm ot P? yiylj] t yy{j] od)
o xxli] ! xx(i] |
od) . : Y
:x{1)...xinly(i)....ytm]
is the tollowing rectangular array of copies of the process P:

fig. (2.8): rectangular array with DOSEQ
x(4) x(2) xcn)

I o Rt | y ()
1( 4 ?
| : _
i i
y(m) am—  fe-o- - - yt)
= 1) - ;érn)

2/ second example:
doseqitonof Pod

is the linear array:
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fig.(2.9): linear array with DOSEQ="

X

~ -

e - -

J

3/ Third example:

_ ( docom i to n of

- Y
- - P

Prx:x[1)y:y[i+1 ]t x:x[i+t Jy:y[il

od)
:y[1]x[n+1]

is the cascade:

fig. (2.10): linear array using DOCOM

x(1)

3

The following table summarizes the interconnection operators.

zZ(n +:'1)

g(m- 1)
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L _ CONNECTION OPERATORS o
riam;a ! 1 syntax W-
LooP I' | P@x : see fig {2.4) l
| | P@List -
RELABELUNG - Pfablxy © see fig (2.5)
P/a | '
Pa
PARALLEL | P&Q see fig (2.3)
COMPOSITI‘ON ‘ PQ | see fig (2.8) |
SEQUENCE - P1.P2 | seefig(27)
IE?EGULA.R ARRAYS % dopaz.' i until n of i’(i) ; P(‘r.)éc...&l?(p) :
| doseq i until n of P(i) P(1);....P(n)
| docomiuntilnot P{D) | P()i-{Pin) |

v L

Recall that the primitive operators are LOOP, RELABELLING, PARALLEL.

\

These operators are sufficient for constructing any static network. Ve
have described the first part of the language SIGNAL. Note that these static
networks are entirely abstract, as it is clear in the corresponding formal
model presented in Le Guernic (1983)and Gautier (1964). As a consequenée.
_ this part of the language could Be used for the desctiption of static net- -
works of completely diﬂerent_nature thé.n the presérit énes.‘F‘or,example. it
could be used for building continuous time signal flow grapps, or block-
diagrams for the specification of plants (see Elmqvist (1978)). provided that
the corresponding static network be oriented; this is however not the case
when the nodes realize eciuilibriums described by implicit equatiéns of the

form F(x,y)=0, as in Elmqvist (1878).
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3. THE TEMPORAL GENERATORS AND um comnsmnnmc msmucnon |
~ SET OF SIGNAL

This is the most important and origirial part of the language SIGNAL.
Among the whole set of generators of SIGNAL, we shall 'distinguish two sube-
lasses: | ' -

* the subclass of functions : this subclass contains the elementary instan{'
taneous tranformations on the.data (+, * and, or,.). Functions are not
specific to SIGNe.L. but are chosen for a vspeéiﬂc version of the language,
according to tpe target applicat_ion. For example, the software simulation of |
.signal processing algorithms could require the »class;’.cal FORTRAN- or
PASCAL-like arithmetic and beolean operators. But, for the study of the
roundmg eﬂects. it can be desirable to provide the programmer with "mult“
or "add” mth a specx.ﬂable precision.

* t.ha subclass of temporal gemerators : temporal generators are specific to
SIGNAL, what.ever the version of the language is concerned. These genera-
tors are the basic tools for the description of the synchronization mechan-
isms between the various signals. The pfesent chapter wul emphazise on the

presentation of the temporal generators of SIGNAL. -

3.1 SIGNAISAND CLOCKS: THE CLOCK ALGEBRA.

3.1.1. lntormal ¢ scription of the synchronization mechanisms.
They are based on the following notions:

*flow: a flow is an ordered file of typed data of unspecified length. Given a
process (i.e. a static network built according to the precediﬁg chapter),

ﬂow§ run a!ong‘the paths of this process, and are transformed at the
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generators according to the principles of synchronism we shall now
describe.

*» clock : to every flow is associated a clock, i.e. a.relatiue specification of
the instants at which successive values of the .ﬂow are available; values are
available at these instants only, i.e. are not persistent , unlike variables in |
classical languages. The specification of the clocks is relative in the sense
that clocks will only be constrained to satisfy some relationships defined in
a static way. These relationships between clocks will be a byproduct of the
interconnection of temporal generators.

"m'.gnal : roughly sg;eaking, a signal is a pair {flow, clock], where the clock

speciﬁeé the instants at which the data are available.

| The reason for avoiding any absolute definition of clocks (i.e. any refer-
ence to some "universal" clock) is the following. It is desirable and natural
to consider that every process has its own local time reference (usually the
ordering of its input stirﬁuli). But the interconnection of" précesses can
result in a modification of this time reference, through an ernbedding in
‘ariother tumng environment. As a consequence, the use of any universal
clock is a major drawback wheﬁ modularity is desired for the language.
Hence, we join the approach developped in ﬁerry (1984). As a difference, we
‘require the relationships between the various clocks to be specifled in a
static wair. ‘A formal definition of clocks will be presented . We shall now
-mtroduce the calculus we need for specifying the timing mechanisms: the

clock algeb'ra. .

8.1.2. The clock algebra.

We shall first introduce informally and motivate this calculus. Then, we
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shall summarize the objects and axioms of this algebra.

* The partial order on the set of the clocks: given two signals x and y, we
shall say that x is dominated by y, and denote it by

X<y
if the set of the instants at which x is avallable is contained in the set of
the instants at which y is available (i.e. x is more seldom tﬁan y) whatever
the values carried by z and y. are. Hence, the relationship x = y can be |
checked in a static way, before the runmng of the pi‘ogram. Note thaft.his
order is different than the order used by Caspi & Halbwachs (1982). the
- later one }eter?mg to the relative precedence of events, and being intended
to the study of the causality.
It x<y and y< x, we shall sajr that x and y are simultaneous and we
shall denote this propert} by | ‘
Xsy
Clearely, "=" is an equivalence relation, and we shall refer to clocks to dis-
tinguish the corresponding equivalence classes. The set of the signals,
. endowed with the partial order < is generally not a lattice as we shall see
later, for the'following reason: somé processes accept signals for which the
relative timing ot. their input signals is not specified. Such processes are
said to be non synchronized and cannot be ran as main programs, while the

others are szﬁd to be synchronized .and can be executed as main programs;
We shall say that two signals x and y are compatible, denoted by
X~y

if there exists another signal a which dquﬁnates both x and y. Note that "~" "~

is not an equivalence relation, for the transitivity beihg not satisfled. On the

other hand, by Zorn's lemma, the set of the signals dominated by a single
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one is a 1att.1ce with respect to the partial order "s" we have defined. In this
case, it will be possible to introduce the usual operations, t.he "sup” and

“inf", respectively denoted by
un
Note that, since there is no universal maximal element, there is no reason-

" able definition for "not”, a difficulty we shall further investigate later.

* The set of pure clocks: among the set of the signals; we shall distinguish
the pure clocks , which are signals with a constant dummy value (which has
no importance). Obviously, pure clocks are typical candidates to represent

a clock, i.e. an equivalence class of simultaneous signals.

This simple algebra will be sufficient for deriving all the poésible clocks
dominated By a single one. Further developpments will be necessary to
allow the oversampling of signals. This will be achieved by introducing the
‘multiplering of signals. However, the underlying timing mechanis-msl are
diﬁicul£ to properly define, and this notion is further under investigation.

Its presentation will be the subject of a subsequent paper.

3.2. THE PRIMITIVE TEMPORAL GENERATORS OF SIGNAL.

. We shall here present the primitive temporal generators of SIGNAL.
Some of these primitive generators will not be provided to the prc;grammer.
more usertriénd macros will be provided instead. Hence, the syntax we shall
mtroauce for denoting these geheratcrs has to be considered as a formal
calculus rather than as an instruction seﬁ. Following Berry & Cosserat
{1984), a formal semantics of these generators and of the synchronization

mechanisms wll be presented in a subsequer_xt paper.



-28-

The primitive generators will be introduced according to the following
organization: \' ;
-' syntax
* list and type of interfaces: ? list of inputs, ! list of cutputs
* iniorm& description of the resdtiﬁé effect

'*+  constraints on the clocks of the input and output signals, written in

terms of the clock algebra ofvthe precediné paragraph.

3.2.1. The DEIAY.

* x:=y(n)$m ()

* 2?2y, of type T arbitrary; !x of type T" (a vector of dimension n over T),
where n and m are parameters of mteger type ‘

*  writing y as follows

Y-m-n+1-.. Yo (initial conditions), y,, . .. .y....(signal)
the signal x is defined by '

% = (Yeomo Yt -mn1)
* Ix=7%

- COMMENT: the DELAY do not refer to any universal ;:lcck. but is nothing but
a .shjft register with a specified length and memory, associated to a given
signal. This differs from the usual real time languages, and also from
ESTEREL (Berry & Cosserat {1984)), where the primitive instruction wait

refers to a specified time unit.

(t) time i3 money, hence the notation.
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'3.2.2. The FILTER generator. =

s+ x:=yia |

*+  %yanda, of arbitrary types; Ix, of same type‘as y.

* when both y and a are available, then y is delivered at the output x.

* %y~ Ix = ?y N %a. | |

COMMEN'f: this generator will be »a componént of the IF statement we shall

provide to the programmer.

3.2.3. The MERGE generator.
; x:=ath o
. ?aand b .of the same type; !X, of the sazhe type as a
*  the signals a and b are merged, mth a pripﬁt.y to a (i.e. b is lost whena
| and b'a.re available simultaneously), and delivered at the output x
. ?av~ %, x=?au?

COMMENT: the FILTER and MERGE generators are sufficient for realizing the

operations in the lattice of the signals dorminated by a given one.

5.2.4. The SELECT generator.

*  h:=tt{c)

* % of boolean type: 'h pure clock

. ﬁ_he occurrences '‘true” of c are delivered., wheréaﬁ the occurrences
| ) "false" are ;ost. |

*» ih=s tt(?c), which implies h<c unless c'is the constant "true” (it)

(1) this dednes informaily the xap 1" which essociztes to every toolean signel the clock of
its occurrences "true” '
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COMMENT: together mth the FILTER generator. this generator will be used

to define the IF statement provided to the programmer

3.2.5. 'l'he.l"UNC'l'IONS.

* f(generic notation)

* ?f, !f generic notation of the input and ,odtput signals, respectively.

*° not ;peciﬂed

* =72 for every input_and output.

COMMENT: a typical example is the adder a := b+c. Note that, in this case,
the constraint introduced on the clocks of the interfaces of any tuncuon'

resultsin a strong synchronization of the input signals (here aand b) This

remark will be of great importance for the sequel.

[

Among the set of functions, we shall distinguish the constant functions
, denoted by
const{x)

where the signal x is the input, and the output value has the constant value

“"const”. Note that const{c) differs from tt {c) for a boolean signal c.

We have presented all the primitive temporal generators.

3.2.8. THE CLOCK CALCULUS OF A PROCESS.

To every process, we shall aésign a set of equations of the clock algebra
of its signzils, and we shall refer to this set of equations as the clock calculus ‘
of the process. The purpose of this clock calculus is to verify the corréct-
ness of the synchronization mechanisms specified by the programmer, and
to prepare the compilation. In order to illustrate this point, let us begin

with the investigatibn of the following simple errored example.
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An errored example

Consider the following program , . o

P{i?;ealic.y!realz;

booleah ¢, pure clo;:k h}

p=lc :=x<y:h:=tt(c):u:=x&h;z‘:=‘u+‘y) 1z
end P | |

" An informél_déséript.ion of this program is

“keep X only when x<y, and add the result to y"

The timing of this program is clearely errored for the tolloW'reason:
the st.atémént. c:=x<y requires that x and y be simultaneous; then u is

undersampled with respect to x; but z:=u+y requires again that uand y be

simultanecus, which is clearely not satisfied tor arbitrary values of the

input signals x and y ! Obviously, the problem arises from the active role in
the synchronization mechanisms played by the "tunctions”. On the other
hand, this active role is clearely necessary ‘what could be the meaning of
z=u+y if u onlyi's available?). . |

This simple example justifies the necessity o_f a static veﬁﬁcati§n of the
timing of a SIGNAL program. Moreover, as we shall see l.ater. this static
veriﬁcation will improve the efficiency of the execution of this progra.fn.

The clock calculus will be the basic tool of this static verification.

A process is specified as tollows:

P §§? list of inputs ! list of outputs {

synchro %set of clock equations?, other specifications ]
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P= zbody% v .=

end P
*

The body of P provides the compiler with

¢ a set of primitive generators resulting in the transformation of clocks,

according to the rules described before
*  primitive interconnection operators resulting in clock transfers.

Together with the set of equations given in the chapter "synchro”, the whole
results in a set of equations we refer to as the clock calculus which has to

be solved by the compiler as we shall indicate later.

We shall now recalil the clock equations caused by ‘primitive generaﬁobs.
‘and indicate the clock transfers caused by the primitive interconnection

operators.

3.2.7. Clock equations caused by generators.

We summarize them in the following table

CLOCK EQﬁAﬂONS CAUSED BY GENERATORS
generator G set of equations EQ(G)
RS :=vy[n]3m =2y
Xi=yia | %y ~%,'x =% "%
x:=yta y~%a, lxs?% Y’ i
h:= ttic) h = tt{c)
, [ functionf | 28 = 1{f) i
| _

The case of the constents: as a convention, constants have an unspeciﬂed
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clock, but cé.n be synchronized by functions as illlus*.ratéd by Vthe following
" examples:
X :=y+z+l
stands for
X:= y42+ Yy)
(recall t.hét. 1(y).is the signal which takes the constant vaiue 1, and whose
clock is the same as y), and is correct provided that y.and z do not have

different clocks. On the other hand

y:=3+7.2:= x+y

gives z=X=y, éince the assignmenﬁ y:=3+7 do not specify any clock for y,

the clock of y being (possibly) specified by the second generator.
U_nspeciﬂed clocks will be properly handled by the clock calculus.

3.2.8. Qlock transfers caused by int._erconneét.ion operataors. -

They are summarized in the (ollowing table; the corresponding
justification will result from the formal semantics of SIGNAL we shall

present in a forthcoming paper. In this table,

EQ(P)

denotes the clock calculus of the process P, i.e. the set of its clock equa-

tions, whereas

" EQ(P){a/b}

denotes the clock calculus obtained by substituting b to a in the clock cal-’

culus of P.



.32-

|  CLOCK TRANSFERS |
3

Q{P%x ) = EQP){%a/7x] |

EQ( P!b:y) = EQ(P){!b/!y} |

EQ( P @x ) = EQ(P){?x/'x}

EQ(P&Q) = EQ(P) v EQ(Q)

COMMENTS: the rule of P@x reflects the fact that every output named x is’

connected to every input with the same name. The rule of P&Q expresses

that the & results in the union of the corresponding clock caleuli.

3.2.9. Some examples.

We shall not present here any formal result about the clock calculus
(this will be the subject of a forthcoming paper), but we shall rather illus-

trate on simple examples how this calculus works.

Back to the errored example.

Recall the errored program we have introduced before.

P §{{? real x.y ! real z ] boolean ¢, pure clock h }
P=(c:=x<y ;h:=tt{c);u:=xih;z:=u+y):z

end P
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‘First, the body of P is rewritten in terms of the primitive interconnection

operators:
‘P=(c:=x<y&h:= tt{c)&u:=x+h&z:=u+y)@chu:z

A bottom-top processing of the syntactic tree produces the following inter-

mediates stages of the clock calculus: -

EVOLUTION OF THE CLOCK CALCULUS
current instruction current state of the clock calculus
¢ := X<y w=%=lc
& take union with the next equation
h:=tt(c) XS ?Sr = I, 'h = tt(%c)
& ' take union with the next equation
- u:=xsh 7x=?y='c, 'hatt(?c), ?7x~?h, lu=?xn%h
& take union ﬁth the next equation
Z .= u+y 2x=%s=le, 'h=tt(2c). 2x~2h, 'u=?xn?h,
usysiz |
@c,h.u ?xa?y_s!c’. 1hstt(lc), ?x~th, lu=?xnth i
| lus?y=!z

At this step, an error is detected, since the last set of equations imply
7% = ?x N tt{le), le = %X
which turns out to imply

2% < X
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a contradiction,

Specification of a simple IF statement.

An informal description of this process is as follows: given the signals x,
y. and a condition ¢ (x. y, ¢ simultaneous). select x or y according toc is
true or false, and deliver the result at the ouput named z. This program is -

written as follows.

IF§? xy. bool ¢! z] synchro?x = % = % |
IF=(th=tt(c) &fh=f(c) & w=xith&v=yi.th&z=utv)
@th,fhhuv:z

end [F

Here, ff {c) stands for short instead of tt {not c). The corresponding final

clock calculus is the following
?x=7%y=%, !th=tt(?c), !fh=f(?c), lu=?xn!th, 'v=2ynith, lz=!uuly
which is a correct clock calculus. Using the rules

b=hif { baxr\h and h<x)

tt{c)ut{c)=c

we get the following final form with the minimal set of different clocks:

H=%s?%ys%=!z, H'slths!u, H'=!fhslv,
where

'=tt(%) , H'=f!%).
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This is the typical desired form for the clock calculus of a process, namely
. alist of clocks nested through conditions (here H,H'.H" related through
" the condition ¢, with H as masfer clock , L.e. as the only free clock in
the corresponding éystém of equations)
e for every clock, the list of the signals belonging ta it.
A systematic stu&y of such "norn;al forms" will be ptovidéd in a forthcoming

paper.

Specification of a counter.

We shall presenﬁ the specification of the macro n counts x" we shall
lnttodlice in the next paragraph. The aim of this process is to count the
past occurrences of a signal; the usefulness of such an instruction comnes
from the fact that the time is implicit in SIGNAL, so that it has to be expli-

citely generated when it is really needed. A possible program is as follows.

COUNT {{ ? x! n} synchro 'ns?x}
COUNT=(n:=zn+l|2zn:=n8i):n

end COUNT

This example illustrates the following fundamental remarks. First the pro-

cess
n:=zn+l|zm:=n¥!

has only outputs as interfaces; as a consequence, no clack can be assigned
to the outputs of this process. This is consistent with the fact that, once the
initial condition is known, a counter can be fired infinitely many times".
‘Hence, strictly speaking, the corresponding output data are all available at

the initial instant "zero”'. Another conséquence is that the body of the
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 process COUNT does nat inuolve the input signal z ! The link between ?x and
'n is concentrated in the specification of the 'synchronization of these sig-
pals, namely in the statement “synchro n=x", which speéiﬁ.es ihat both sig-

nals are simultaneous.

CONCLUSION: These examples illustrate the usefuiness and the power of the

clock calculus. Static verifications can be done on the timing of a SIGNAL

program; at the same time, the number of different clocké can be reduced
as much ;‘s possible, which will result in a dramatic reduction of the
number §f states and possible transitions when a finite st;te automateon is
chosen as a target for the compiler (as for ESTEREL, Berry & Cosserat

(1984), tor example).

3.3. THE TEMPORAL GENERATORS PROVIDED TO THE PROGRAMMER, AND *

THE CORRESPONDING INSI'RUC}I'IONV SET OF THE LANGUAGE SIGNAL.

Rather than to provide the primitive temporal generators to the pro-
grammer, we preferred to provide to him higher level instructions, derived
as macros from the primitive ones. These instructions will be organized in 4

chapters:

* thedelay

*  the purely synchronizing instructions
*  the IF statement

*  the MUX statement.

They will be presented according to the following scheme
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»  syntax and types of labelled ports
s informal description

+«  formal definition as a macro.

3.3.1. The delay.

* gyntax

x is y(n) $m

%y of arbitrary type T !x vector of dimension n over 7;

(n) is optional: "x is y 8m" stands for "xis y(1) Srn'.'.

* ﬂormd description

x is the m-step delayed sliding window of dimension'n overy.
* formal descriétion

The delay is primitive, see the corresponding paragraph, where it was

‘denoted by "x := y(n) 3m".

COMMENT: The reason for introducing the new notation "x {s...” instead of
the operator-like notation "x :=.." is precisely that we want to avoid the
delay to be used as an operator inside an expression. Operator-like instrue-
tions (such as +,* and, or,...) will be allowed for describing only functions,
i.e. memoryless transforms of signals. On the other hand, temporal instrue-
tions will generally be constrained to be used as processes, which is the

case for the present expressions of the delay.

3.3.2. Purely synchronizing instructions.
These instructions are useful fdr the following reasons. First, in SIGNAL,

values never are persistent: this is a drawback when a past value has to be
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kept available for some unspecified time {like variables). Second, the time
{s implicit, which can also be a drawback, if a modification of some task at a

specified instant is searched for. Hence the following instruction set.

EXTRACTS

*  gyntax

y extracts xat b

?%,b compatible (?x~?b), of arbitrary types; !y of same tpe as "?x
*  informal description

y delivers the current value of x when both x and b are available (hence the

values of the signal b are irrelevant for this instruction).
*  formal description.
This instruction is nothing but the primitive generator FILTER of the

preceding paragraph.

EXTENDS

*  syntax

y extendsxatb

7x,b compatible, of arbitrary types !y of the same type as x.
*  informal description |

The last received value of x is delivered at the output y when x or b is avaii-

able; this is the basic instruction for constructing variable-like signals.

. formal definition as a macro

¥ extends x at b {§{?x,b !y} synchro %b~?x, !y=?bu?x |

y extends xat b = ( y:=xtzy |2y is y 81):y
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end

COMMENT: again, let us emphazise on the key role played by the synchro
specification, since the body of the process does not involve the input.»b.
and does not specify completely the clock of the output y (the only conse-
quencé of this body is the 'mequélity ly<=?x ). This instruction allows the

' programmer te build variable-like signals.

The COUNTERS.
There are three counters.
* syntax
(a) ncounts'y
(b) n counts y from a
(¢)n co.unts y after a
?y.a of arbitrary tﬁes 'n of integer type
*  informal description -
(a): n counts the past occurrences of the signal y
(b): n counts the occurrences of y which are not anteriof to the last
occurrence of a

(¢): n counts the occurrences of y which are posterior to the last

oczurrence of a.

* formal definition as macros.

n counts y {{?y ! integer n} synchro nsy]
ncountsy =(n:=zn+i!znisnsi)n

end
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n counts y after a {{?y.a ! integer nj synchro y~a, n = yvaj
n counts y after a = {(n:=m+1|znnisn 81| zn:= -1(a)tzan):n

end A

Recall that -1(a) denotes the signal whose clock is the clock of a, and

whose value is the constant value -1.

n counts y from a {{?y.a ! integer nj synchro y~a, n=yuva}
ncounts y froma = ('n:=zn+1 |znnisn 81|
((2zn:= -1{a)tznn & x := yia); u:= 1{x)*0(a); zn:=zzn+u )):n

end

. SELECT
* syntax
h selects Zboolean expression”

? signals involved in the boclean expression (a and b if bool exp = a<b, for

example), 'h pure clock signal. . o

*  informal description

the pure clock signal h selects the instants where the boolean expression

can be evaluated, and is true (the signals involved in the boolean expression

do not need to be simultaneous, but only compatible).
*  formal description as a macro

Denote by boolexp(a,b) a boolean expression involving the signals a and b.

h selects boolexp(a,b) {{?a.b ! pure clock hj synchro a~b}

h selects boolexp(a,b) = ({aa extracts a at b & bb extracts b at a);
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¢ := boolexp(aa,bb) ; h:=tt(c) ):h

end

This macro definition can be obviously extended to boolean expressions -

* involving an arbitrary number of signals.

3.3.3. The IF statement.

As we shall see, the IF statement do not act on signals _bﬁt o'n.
processes. :
. syntax
ifcthenPelseQfi
¢ is a boolean signal or a condition, P and Q are processes
% = cU?PU?Q ! = IPU!Q where, as before, ?P denotes Vthe set of the outpﬁts
of the process P.
"then P'; or "else Q" are optional.
. informal d‘eécription
The processes P and Q are always active, independently of thg condition ¢;
the IF statement acts on the outputs of the proc-ess‘e; P and Q in the follow-
ing way. Given an output port of P (resp.Q), f.he value carried by this port at
a given instant is delivered at the output of the resulting process it and only
if c is available and true (resp. false); if two output ports of15 and Q héve the

same name, their filtered signals are merged to give a single‘ port of the

~ resulting process. This is summarized in the diagram below.
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fig.(3.1): IF statement, graphical ezample

*  formal definition as a macro (corresponding to the diagram above)

if ¢ then P else Q fi §§? bool ¢, ?P,?Q 'x.y.z} synchro ¢ ~ {(P) ~ !(Q)}
ifcthenPelse Qfi=

(((P:(y extracts y at select ¢ & x1 extracts x at select ¢))&

(Q;(z extracts z at select nof. ¢ & x2 extracts x at select not ¢))):
X:=xX1*x2)xy.2

end
two typical examples are:

it x>0 then y:=x else y:=-x fi

it x>0 theny:=xfi

In the former example, the result is simply y:=[x| with the same clock as x,
whereas in the second example, the process delivers x only when x is posi- ‘

tive, and nothing in the other case, so that y is undersampled with respect
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3.3.4. Synchro statements.

These stalt.emg‘nt.s are introduced in the specifications of the process,

as we have seen many times in the definitions of the above macros. These

synchro specifications are expressed in terms of the clock algebra we have -

introduced; in order to cope with the problem of the visibility of the names
of the signals internal to a given process (a single name can represent
_ different signals at different locations in the body of the process), such

“synchro” statemenis cen involve only interfaces of the process. Although

we used many times such synchro statements in the definition of the mac-

ros, their use is expected to be very seldom, thanks to the instruction set

we have provided to the programmer.

3.3.5. The Multiplex.

We shall not give any instruction for the multiplex in this report;
further studies are required to define properly what is the clock of a multi-

plexed signal; this will done in a forhtcoming paper.

We shall now give a summary of the temporal instruction set of SIGNAL.
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TEMPORAL INSTRUCTIONS
_.Lname l syntax |, eflect
DELAY y is x(n) $m see 3.3.1
IF ifcthenPelseQfi see 3.3.3
EXTRACTS y extracts xat a see 3.3.2
EXTENDS y extends xat a see 3.3.2
SELECTS h selects "boolexp” see 3.5.2 ;
1 COUNTERS | n counts x {from/after) a see 3.3.2;

4. THE DEPENDENCE GRAFH OF A SIGNAL PROGRAM.

The aim of this clhapter is to introduce the reader to some subtleties
related to this dependence graph. Some of the problems we shall encounter
have been investigated in a formal manner in Berry & al. {1964) for the ,
language ESTEREL; the corresponding formal study for SIGNAL will be the
subject of a forthcoming paper. Our current purpose is only to illustrate

these difficulties.

4.1. The case of a SIGNAL process with a single clock.

This corresponds in fact to a wellknown situation where the only tem-
poral generators are delays. The derivation of the associated dependencé
graph is straightforward and wellknown in both areas of computer science

and network theory; we refer the reader to the classical book of Oppenheim
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& Schater (1976).'to_§ a clgssical treatment in the framework of the network
theory. Roughly s.peaking. the derivation of this dependence graph is as fol-
lows.

First, reorganize the static network'describecL in the SIGNAL program

as depicted in the tollbwing figure.

fig.(4.1): a process with a single clock

In this figure, the $'s represent a set of DELAY generators in parallel,
i.e. of fifo registers; the main block named MLP (for MemoryLess Process)
involves only functions , i.e. instantaneous transformations of the signalsf
'fhen the dependence graph is simply obtained by replacing every $ by two
nodes: the first one delivers the past value §t the corresponding signal (and
" thus has the level zero in the precedence graph, exactly as the inputs of the
process), whereas the second one delivers the current value of the same
signal and hes the level in the precedence graph corresponding to the pro-

duction of this value. The result is shown in the following figure.

. walier e
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fig.(4.2): the corresponding Ziependence graph.
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The automatic production of the dependence graph from the SIGNAL pro-

gram is straightforward, and is not described here.

Unfortunately, the derivation of the dependence graph is much more
involved when the SIGNAL program involves several clocks; A complete
study of this problem will be presented in a subsequent paper; we shall only

illustate the difficulties in a simple example.

4.2. Derivation of the dependence graph when several clocks occur in the

SIGNAL process: an example.

Consider the following' SIGNAL program:

P {{? real y ! real x | par real muj
P = (it y>mu then y:=y fi; ( x:=.5%x+y’ | zx is x $1)): x
where

real zx.y’'
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end P

This program selects the instants where y>mu, and generates at the
corresponding clock the recurrent equation x := .5*x + y. It is apparent on
this example that it is not possible to assign to the signal zx the level zero
in the corresponding dependence graph, since the instants at which this

‘si‘gnai has to be delivered depends on the values of the input signal y. To-
present a convenient solution, we shall detail how the clock calculus and the |

dependence graph are simultaneously obtained. -
First, the body of the program is rewrittén in terms of the primitive

operators.

(if y>mu then y':=y i ; { x:=.5%2x+y’ | 2x is x .B81)): x

S ((hu=tt (y>rnu)'& y:=y+h& x=5%x+y &zxisx$1) @hxy zx ) X

To derive the dependence graph, the following rules are applied.
»  for every generator, except the delays, a direc‘ted branch is assigned -
to every iﬁput output pair, which originates at the input node and ter-

minates at the output node.

*  the effect of the connection operators are the same as for the clock
calculus (hence the simultaneous derivation of the dependence g;aph
and the clock calculus.)

* the input of a DELAY generator is not a source node of the dependence
graph, but a directed branch is created which términates at this node,
and originates at the node of the clock of the interfaces of this DELAY:

to this branch is assigned the label * 8.
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. .td 'evéry clock is assigned a node in the graph. According to the previ,-l.

ous analysis, a clock is either the clock of an input signal, or create&

by a condition. In the former case, a directed branch originates at the

input signal and terminates at the corresponding clock. In the later

case, the dependence is created by applying the first rule to the 'gen'-‘

erator “tt{)", and to the corresponding branch is assigned the label " tt

\ *

The following table describes the simultaneous derivation of the depen-

dence graph and the clock calculus in the former example. In this table, a

directed branch of the dependence graph is denoted by {originating node,

' terminating node}, whereas a marked branch is denoted by {,:"8" or "tt"{.

DEPENDENCE GRAPH AND CLOCK CALCULUS -

S
current instruction

current graph

current clock calculus

“Ix.'2x: 88

h:=tt(y>mu) {(?y>mu),'hitt} th=tt{?y>mu)
Cy:=yih 7hty'] $2y.0y') ly'=?h %y~%h
x.=.5%x+y' §2y".'x} §72x.!x] %y’ =7%2xs!X
zxisx 81 §7x.lzx: 8} . lzx=7X
{ & ) take the union of take the union of
| the preceding subgraphs the preceding subcalculi:
N Dby XK §2yomul.hitt] th=tt{?y>mu)
| | fhty'] $2y.1y') ly'sih
| fyix) fase el ly' =l2x=!X
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To obtain the final graph, the branch labelled."'$" has to be modified as fol-
lows: its t.ermmatmg node remains unchanged, but its origin is replaced by
the node of the clock of the corresponding signal , ie. the clock of 'x,

“namely 'h The figure (4.3) shows the corresponding dependence graph.

fig. (4 3): an ezample of dependence graph for a multiple clock process.

The complete method will be presented in a forthcoming paper, where

the formal semantics of SIGNAL will be detailed.

5. EXAMPLES. -

In this chapter, we shall try to illustrate both aspects of the language
SIGNAL, namely the construction of the static networks, and the synchroni-
zation mechanisms. Moreover, this will be the opportunity to introduce the

reader to the structure of SIGNAL programs.



-850+

5.1. Concurrent matrix multiplication.

This is a wellknown cldssroom exampi:. which was used by. numerous
authors, see H.T.Kung (1962), the WAP of S.Y.Kung & al. (1982); this presen- o
tation follows P.Quinton (1984). '

Consider two nxn matrices A and B, and let C = AB. Then the matrix

product

oy = ;:% by.lsijsn (s)

can be rewritten as follows

cy(k) = cylk=1) + ay(k) b;(k) | - (62)
. where a; and b; are respectively the i-th row of A and the j-th column of B.
This form suggests ‘

*  to consider the index k as a time index

*  to assign a single process to the computation of every cy coeflicient.

The result corresponds to the so-called Uniform Recurrent Eguations.
(Quinton (1984)), which are depicted in the following diagram. ‘

" fig. (5. 1): matriz multiplication.
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We shall now describe the corresponding SIGNAL program. According to
-the equation (5.2). we shan consider the i-th row a; of the métrix A.gs a
scalar signal whose k-th occurrence is a{k) = ay. The value of the cy
coeflicient of the matrix C will be the n-th occurrence of the signal cy. as

computed by the equation (5.2).

MULT §{ ? [n] real AB! [n.n] real C} par intn |
(doseqiuntilnof
{ doseq j until n of NODE ? b:B{j] ! b:B{j].c:C{i.j] od)
? a:A[i] ! a:Afi]
od)

:C
where. .

process
NODE {{? real a,b ! real a,b,c}}
NODE =
(k counts a & (¢ := 2¢c + a*b | zc s ¢ $1)/2zc);
¢ extracts ¢ at k=n
where
real zc, int k

end NODE

end MULT
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Let us comment this program (%...% denotes comments). Its general

structure is as follows.

PROCESS-NAME

{

flist of interfaces]

‘type cf interfaces, and related parameters

synchro specifications on the interfaces

3

% body of the process %

where Zthe ordering of the forthcoming paragraphs is arbitraryz

end

Z types of internal signals %
% parameters, such as initial conditions to start up delays,... Z
process

SUBPROCESS-NAME {{ interfaces | local specif. related to
interfaces |

SUBPROCESS! = % body %
SUBPROCESS2 = % body %

- % SUBPROCESSi denotes different processes with the same
interfaces specifisd in SUBPROCESS-NAME {{}] %

In the example above, the body of the main program MULT,
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together with the knowledge of the interfaces of the black box NODE,
entifely specifies the rectangular array depicted in the figure (5.1). On
the other hand, the subchapter "process” in the chapter "where"

specifies the inside of the black box NObE. This structure is suitable for

ahierarchical description of signal processing algorithms. |

- The program we have presenged specifies the matrix muitiplica-
tion in terms of the Uniformly Recurrent Equations, according to the
framework of Quinton {1984). To get an lmplement.atidn of this algo-
rithm on v.the Wavefront Array Processor (S.Y.Kung & al. (1984)), con-

sidered as a virtual machine, this program is modified as follows.

MULTWAP §§{?(n) real A,B !(n.n) real C} int par nj
((dopar ] to n of (B[j] is BIj] 8j-1));
(doseqitonof |
(ALi] is ACL] 861 ;
doseq j to n of
(NODE; (a is a 81 & b is b §1)) ?b:B{j] 'b:B{j].c:C[1.]]
od 2a:ALi] ta:A[1])
od))
c

where % same as before 2

The delays appearing in (NODE....) describe the pipelining, whereas
the other delays appearing in the cascades "dopar”’ and “doseq” syn-

chronize the inputs at the boundaries of the array. For the initializa-
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tion of the delays, we abplied the toﬂowing hplicit rule:
*  a delayed signal can be imtiauied in the f"‘vhere" section of the
program; ' |

" * if no initialization is given, an implicit initialization to the value
| "zero” is assigned for a real {or integer, or complex,...) signal.

A major difference with the pure data flow approach {as used in the
WAP by Kung & al (1982)) is that additional delays are zl'equired‘to expli-
citely synchronize the phases of the clocks of the input signals; such a
synchro\niéat.ion is automatically_ realized in the pure data flow
approach (a counterpart is the lack ot synchronism in pure data flow |

approaches).

5.2. On-ine detection of jumps in the mean of a signal, using Pﬁge‘s .
stopping rule |
See Basseville & Deshaye; (198¢4) for the theory behind such algor-
ithmes. This algorithm is a prototype of processing reciuired for the
monitéring of signals or systems for the purpose of fault detection or
pattern recognition. This example has been chosen for to illustrate the
synchronization mechanisms.
An informal description of this algorithm is as follows. Denote by \

(y¢) the signal to be monitored.

' Step 1:for t>0do
me = mey + gty —my )
Step 2: for t=tmax do in parallel

S = Sttl + (Y =my ~jmin)
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M = maz{S,"sst)
Tt = arg max (S, :s<t)
test: Mt = S > u? -
and
Si = Sy + (ye~my —jmin)
My = min(S,":sst)
Ty = arg min (S, :sst)
tést: Sg=My > u?
Step 3: when test=true deliver T* or T~ according to which test was

positive, and go back to step 1.

The two thresholds are jm‘l_'.n.(minimum size of the jurrip to be
detected) and mu {threshold of the test);_mg is the current estimate of
the mean; ¥*-S* (and the other with "-") are the loglikelihood ratios
of the alternative hypothesis a negative jump occured (resp. positive)
against the null hypothesis no jump occured.

This example exhibits few parallelism, so that it is easely
described using a cénventional sequential language like PASCAL.
Nevertheless, our purpose isA here to illustrate how the timing mechan-
isms describe the different clocks running the 31gnals The SIGNAL pro-

. _gram is as follows:

PAGE'S TEST { {? real y ! real m; int T} par real jmin,mu.g ; int tmax |

(n counts y:
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(((MEAN & TT extends T at y); if n-TT>tmax then TEST+ & TEST- )]
if (M1 - S1 > mu)or (S2- M2 > mu)
then INIT & if M1 - S 2 mu then T:=T1 else T:=T2
else STATE |
a)

_‘ )m.T
where
int-n,TT,T1.T2
process

MEAN {{? real y,zm ! real mj}
MEAN =
m:=2m + g*(y-2m)

end MEAN

TEST+ {{? real m,y.z51.2M1; int n,2T! ! real S1,M1: int T1 {}

TEST+ =

Ul

1:= 231 + (y-m+jmin);
if St = zM1
then M1 :=S1 &T!l:=n

else M1 := zM1 & T! := 2T}

end TEST+
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TEST-. ¢{? real m,y,z52,zM2 ; int n,2T2 ! real S2,M2 ; int T2 |}
TEST- = o
S2 := 252 + (y-m-jmin);
it S2 < zM2
then M2:=32 & T2:=n
else M2:=2M2 & T2:=2T2
f

~ end TEST-

INIT {§? int n ! real zm,2z51,2S2,2M1,zM2; int 2T1,2T2 {}
INIT =
zm:=0 & 251:=0 & zS52:=0 & zM1:=0 & zMR:=0 & zT1:=n & zT2:=n

end INIT

STATE {{? real m,S1,52,M1,M2 ; int T1,T2
| real zm.zS1.252,2M1,2M2 ; int 2T1,2T2 §]

STATE =

zm ism 3! & .

251is S1 81 &252isS2 9! &

2M1 is M1 $1 & zM2 is M2 81 & zT1.is Ti 81 & 2TR is T2'81

end STATE

end PAGE'S TEST

As in the previous example. the statement "where” is used for a

hierarchical description of the process. For example, the main pro-
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gram describes the block diagram depicted in the figure (5.2).

fi9.(5.2): block diagram of PAGE'S test.

This figure shows clearely the initialization procedure: the signal
flows through INIT instead of through STATE. The patheé connecting the
black boxes carry signals with different clocks: for example the output
of the block TEST+ & TEST- is undersampled with respect to the global
input y, whereas the global output T is delivered only when a change
has been detected; which corresponds also to an undersampling. The
clock calculus associated to such an example is r_ather‘ complex. More -
comélex algorithms, such as used in some TV coding schemes (see
" Richard & al {1984) for an exafnple). can involve more than 100
different clocks, thus requiring a tremendeous effort to describe them
in a conventional language like FORTRAN or PASCAL; in such cases, the
sym:hronizaﬁon mechanisms of SIGNAL reduce this effort in a dramatic
way.

However, we should point out the following. If the programmer is -
interested in restarting the monitoring procedure at the estiniated o

instant of change, rather than at the instant of detection, then the
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corresponding algorithm can no more be dsscri.baq in SIGNAL. The rea-
soﬁ is that, to implement this algorithm, a bufler of unspecified length
is required. so that this algorithm is no zﬁore a real time algorithm as
defined in the introduction, and hence, cannot be described in
SIGNAL.This restriction is at the same time a drawback and an advan-
tage, since a SIGNAL specification is a guaranty for an algorithm to be

‘real time.

6. CONCLUSION

We have presented the language SIGNAL, which ié a data flow
oriented. real time, synchronous, side effect free language suited to
the expression and recovery of the parallelism in signal or image pro-
cessing real time algorithms. This language is fnteﬁded to be an entry
point of a CAD chain for the implementation of complex signal process-

" ing tasks on multiprocessor architectures.

The main contributions of this new language are the following:

®* a static {i.e. before running the program) verification of the

correctness of the timing is performed by the SIGNAL compiler.

*  Starting from the SIGNAL program, the compiler is able to derive
the corresponding dépenden e grapﬁ. which is of primafy interest
when the ultimate objective is the implementation on a muitipro-
cessor architecture. Let us emphazise that the clock caleulus we
have introduced for the verification of thé timing is in fact a part °

of this. dependence graph.

i
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An interesting result is that a correct SIGNAL program can be con-
siderad as a virtual single token pass data flow maching; here, "'virtua.l"

means that every action in this machine has a zero duration.

The version of the language SIGNAL we have presented he;re should
be considered as a v0 version, Lé. as a preliminary one. The first com-
_plete version will be the 01 veraion; which will include the MUX (muiti-
- plexing) operator, thus allowing the oversampling of signals. The ver-
sion vJ will Allow tﬁe progr’a;nmer to specify (and execuie) any real
time task relevant to signal _oi‘ image processing. This claim will be sup-
ported by the currently developped formal semantics of the language
SIGNAL. The version v of the' language will be oriented to implementa-
tion. For example, we intend to provide to the programmer

parametrized elementary functions to simulate rounding effects.

Because of the constraint we imposed on the algorithms to be
described, namely to be real time, it will be desirable to extend the
language to a non real time version v2 oriented to pattern recognition.

This will be the subject of a future research.
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