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THE PARTITION MODEL : A FUNCTIONAL APPROACH

Nicolas SPYRATOS
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Abstract - We study the partition model introduced in [7] from a
functional viewpoint, whereby attributes are modeled by -special
functions mapping the set of nonnegative integers into its power set.
We then use the partition model in order to study database equivalence

and, more specifically, database decomposition.

Résumé - Nous &tudions le moddle de partitions présenté dans [7] d'un
point de vue fonctionnel, ol les attributs sont modélisés par des
applications de 1'ensemble des entiers positifs dans son ensemble de
parties. Ensuite, nous wutilisons le moddle de partitions afin
d'étudiér 1'équivalence des bases de données et, plus
particuliérement, la décomposition d'une base de données,
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1. AN INFORMAL INTRODUCTION OF THE MODEL

Most of the formal database studies that are under way at
present are concerned with the relational data model introduced by
Codd [2]. One notable feature of this model is its being almost devoid
of semantics. One approach to remedy this deficiency is to devise
means to specify the missing semant;cs. Mathematical logic provides a
formal framework for such an appr'oach.v It has been used in query
languages, integrity modeling and ma.intenance, query evaluation,
database design through dependencies, representation and manipulation

of deduced facts, and incomplete information.

In this paper, we study the partition model introduced in [7]
from a f‘unctlonal viewpoint. We assume that the set of all objects
that can possibly be of interest is a countable set, say w. The main
innovation in this report is to model attributes of the objects in w
by some special functions mapping w into the set Py = {rl T & w}, the
set of all subsets of w. These functions, that we call Eartitionings,
can be "multiplied" anci "added". The set of all partitionings turns
'out to be a lattice, under product and sum of partitionings, The
database model introduced in this paper is based on the lattiée of
partltionmgs. Some of its underlying concepts were first introduced
in [7] '

In this section we present an informal introduction of the
model using an example. Think of an enterprise, say a small tourist
agency. Suppose that, at a given time, the objects of interest to the
agency‘ are the four automobiles owned by the agency and the five
persons employed by the agency. Moreover, assume the following set of
nine integer identifiers : ¢ = {1,2,3,4,5,6,7,8,9}, where 1,2,3, and
4, are the identifiers of the four automoblles of the agency, and
5,6,7,8, and 9, are the identifiers of the five employees of the
agency. From now on we conf‘use objects with their identifiers and we
assume that 1,2,004,9 are the objects of interest to the agency. Of
course the set ¢ changes during the‘ life of the enterprise. For
example, the agency may acquire additional automobiles, or increase
the number of its employees, or even expand to new activities. Here we

are interested in a specific moment in the life of the enterprise (in




a "snapshot" of the enterprise), where the nine objects of the setl g,

listed above, are the only objects of interest to the enterprise.

Some attributes of the objects in the set ¢ may be of ‘interest
during the operation of the enterprise. Examples of such attributes
are the TYPE of an automobile or the DEPOT to which an automobile is
assigned, and the RANK or the SALARY of an employee. We assume that
TYPE and DEPOT are undefined for empioyees, and that RANK and SALARY
are undefined for automobiles. We may view each attribute of objects
in € as a function associating objects of the set ¢ with convenient or
familiar identifiers, as shown in Figure 1. Of course, two or more
objects can be associated with the same identifier, under a given
attribute, For example, the objects 1 and 2 are associated both with
the identifier "bus", under TYPE, as shown in Figure 1, However, the
essential information here is that the objects 1 and 2 are associated
with the same identifier. The identifier itself is of lesser interest,
as it may depend, for instance, on personal taste (a Greek would
rather prefer "AemfopeTo" as identifier, instead of "bus"). Thus a
more fundamental point of view is the following : each attribute of
objects in ¢ denotes a function, assdciating each object x in e with
the set of all objects in € that are associated with the same
identifier as x. This point of view is depicted in Figure 2. Thus, the
identifier "TYPE" denotes the function T, the identifier "bus" denotes
the set {1,2}, the identifier "limousine" denotes the set {3,4}, and
the identifier "undefined" denotes the empty set. In this way, we have
set up a one-one correspondence between the identifiers in the range
of attribute TYPE and the sets in the range of function T, as
follows :

bus we—» {1,2}
limousine ————> {3,4}

undefined --——— §

Given an identifier t, we call interpretation ofbt the set of

objects corresponding to t. We denote the interpretation of t by i1(t).
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FIGURE-1, Attributes of objects seen as functions associating objects.
with identifiers :
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(1,2 = 1 | T
2 —= {1,2,3} / \
g T P,
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B — > {4} | )
> {5} «e—ou -
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FIGURE -2, Attributes of objects seen as functions assbciating objects
with sets of objects.
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Thus 1(bus) = {1,2}, i(limousine) = {3,4}, and 1i(undefined) = @. In
the opposite diﬁection. given a set of objects 1, we call nameméth
the identifier corresponding to 1. We denote the name of 1 by w(1).
Thus v({1,2}) = bus, v({3,4}) = limousine, and v(@) = undefined.
Actually we can view v as-a function naming sets, and 1 as a functioﬁ

interpreting identifiers, as shown in Figure 3.
{1,2,3,4,5,6,7,8,9}
T TYPE
v

{{1,2},{3,4},0} — {bus,1imousine,undefinéd}
- —

1

RIGURE..3. Naming of sets and interpretation of identifiers, seen as
functions

From this point of view, the attribute TYPE can be obtained by
function composition from T and v, namely TYPE=v T. Similarly, the
function T can be obtained by function composition from TYPE and 1,
namely T=1°TYPE. We consider the function T as essential information
about the objects in e, whereas the function TYPE is useful but
" name—dependent information. Let us note that the function T .satisfies

the follo&ing interesting properties (see Figure 2)

(a) ¥x€e T(x) #0 =>x € T(x)

(b) ¥x€e ¥yé€ce T(x)v# T(y) => T(x) f\T(y‘) =0

We call partitioning function, or simply Qantitioning, any function on
e satisfying these properties. In fact all functions of Figure 2 are

partitionings. The important pfoperty of a partitioning is that given

a naming, it is transformed to an attribute (see Figure 3).
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Let us return to our example of a tourist agency; Suppose that
we would like to define a new attribute, called ASSIGNMENT, that
associates each object in € with its TYPE and its DEPOT. Consider, for
exémple, the object 1 (Figure 1). This object has the éame ASSIGNMENT
as 2, .because 1 and‘2 have the Same TYPE and the same DEPOT. On the
other hand, 2 and 3 have the same DEPOT but diff.. nv TYPE, so 2 and 3
do not have the same  ASSIGNMENT. These examples motivate the
following definitions (refer to Figuﬁe 2). Two objects x and y are
.equivalent with respect to T and D, denoted by x £ y, if T(x) =.T(y)
and D(x) = D(y). The product of T ahd D, denoted by T.D, is defined as
follows : ' '

¥xe€e (T.D)(x) =9, if T(x) =8 or D(x) = 0
| (1)

={y € e|x 2y}, otherwise

Let us observe that T(x) ¢/ D(x) is the set of all objects that have
the same TYPE and the same DEPOT as the object x. Thus we can rewrite
the definition of the product as follows : '

¥x€e (T.D)(x) = T(x) A D(x) ' (2)
For example, referring to Figure 2; we find

(T.D)(1)_= {1,2} , following (1)

= {1,2} m {1,2,3} , following (2)

These two equivalent representations of (T.D)(x) give rise to two
equivalent representations of the product of T and D, as shown in
Figure 4, The first representation, denoted by T.D, shows the product
before cémputing intersections. The second representation, denoted by
A, shows the product after computing intersections. Of course T.D = A,
but there is an important differénce betwéen the‘two represenﬁations
when it comes to naming them. Indeed, we can name T.D using the
identifiers that appear in Figure 1, and a naming éonvention. For
example, let us adopt the following naming convention for nonémpty
sets (the empty set will glways be named by "undefined")
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if y is a naming of T and v is a naming of D then the name of
the set T(x) M D(x) is the identifier u(T(x))|v(D(x)), where the

vertical line segment denotes juxtaposition

Thus tne name of the intersection {1,2} ~\ {1,2,3} is "bus]Louvre";
because the name of {1,2} is "bus" and the name of {1,2,3} is
| "Louvre". Proceeding in this manner we can name all the interesections
appearing in the range of T.D. The resulting names are shown in Figure
5, and they constitute the 'ra'nge of the function TYPE.DEPOT. Thus we
have been able to name the function T.D using old—-namés and a naming
convention. However, this is not possible for the function A as the
nonempty séts appearing in its range have not been previously named.
Thusv, if we want to name the function A we must introduce new--hames
for the nonempty sets {1,2}, {3}, and {4} that appear in its range.

Assume the following naming

{1,2} «¢——————» groups
{3} ~€————— intown

'{u} -~ outoftown

Using this naming and the function A we obtain the function ASSIGNMENT

shown in Figure 5.

Some important remarks are in order at this point. First, we
remark that the product T.D is also a partitioning, as it satisfies
the properties (a) and (b) mentioned earlier. Second, although the
functions T.D and A are equal, their named representations TYPE.DEPOT
and ASSIGNMENT are not. That is, T.D or A carry the essential
information, whereas TYPE.DEPOT and ASSIGNMENT are two different
name-dependent representations of that information. Third, the
function A carries "finer" information than the function T in the
sense that, if two objects of ¢ are associated with the same set under
A, then they are associated with the same set under T. This is denoted
by A £ T, and it is defined formally as follows ‘

AST iff ¥x€ e Alx)g T(x)




T.D A

.1 1

T 1, N {1,2,3} T {1,2}
2 — ' 2 ——
3 = (3,8 A(1,2,3} 3 ———— {3
b —— (3,0 A A {4}
5 5
6 | 6_\ |
7 —> g 7 —;—; ]

FiGURE.. .4, The product of T and D before and after computing
“intersections (denoted T.D and A, respectively).

TYPE.DEPOT ' ASSIGNMENT
! > bus | Louvre T groups

3 ———> limousine | Louvre — > intown

= w

-4 ——— limousine | Versailies ~———> outoftown

5 : ' 5

6 \ | 6 \

7 ——> undefined 7 =———> undefined
8 7 8 7

9 9 :

FIGURE--5, Two denotations of the product of T and D : using old

names, or new names
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Finally, we would like to remark that partitioning functions provide
us with a notion of truth, if the empty set is called false and a
nonempty set is called true. Following this convention, a name is
cailed false if its interpretation is the empty set and it is called
true, otherwise. Thus, in Figure 1, the name "bus" is true,; dbecause
its interpretétion is the nonempty set {1,2}. Similarly, the name
"bus| Louvre" in Figure 5 is true, because its.interpretation is the
nonempty  set {1 2} r\{1 2,3}. On the other hand the name
"bus |Versailles" is false, because its interpretation is the set
{1,2} M {4} which is empty. We shall use frequently the terms fast and
data instead of the term'"name", and so we shall talk of true and

false facts, or of true and false data.

The attribute ASSIGNMENT that we have defined earlier is
"finer" than either TYPE or DEPOT in the following sense : if two
objects of e have the same ASSIGNMENT then they have the same TYPE and
the same DEPOT. Suppose now that we would like to define a new
attribute, called CONDITION, which is "coarser" than either RANK or
SALARY (see Figure 1), in the following sense : if two objects of ¢
have the same RANK eor the same SALARY then they have the same
CONDITION. Consider, for example, the object 5 (Figure 2). This object
has the same CONDITION as object 6, because 5 and 6 have the same
SALARY. Similarly, 6 has the same CONDITION as 7, because 6 and 7 have
the same RANK . Thus 5, 6, and 7 have the same CONDITION. On the other
hand, 7 and 8 have neither the same RANK nor the same SALARY, so 7 and
8 do not have. the same CONDITION. These examples Imotivat.e the
following definitions (refer to Figure 2). Two objects x and y are
s—equivalent with respect to R and S, denoﬁed by x 4 y, if there is a

sequence of objects X=X X ey x =y, such that, for i=0 1,...,n 1,

1’ )
either R(x;) = R(x, ) or 8(x,) = S(xi+1). The sum of R and S, denoted

by R+S, is defined as follows :

® , if R(x) = @ and S(x) =

¥ x € e (R+S)(x)
, (3)

{y | x £ y} , otherwise

It follows from this definition that if (R+S)(x) = {y1,...,yn} then

(R+$)(x) = R(y)U «+- UR(Y ) US(Y DU .. US(Y)  (0)




For example, referring to Figure'z; we find

(E=8)(5} = {5,6,7} , following !3)

]

(5} U (6,7} U (6,7} U (5,6} U (5,6} U (7] . following (4).

These two equivalent representations of (R+S)(x) give rise to two
equivalent representations of the sum of R and S, as shown in Figure
6. The first representation, denoted by - R+S, shows the sum before
COmputing unions. The second representation, denoted by C, shows the
sum after computlng unions. Of course R+S = C, but there is an
important difference between the tWwo representations when it comes to
naming them (as was the case for the product). Indeed, we can name R+S
Vusing the identifiers that appear in Figure- 1, and a naming
convention. In fact, we only need to generalize the naming convention
that we have used for naming the product. :

if u is a naming of R and v is a naming.of S then the name

of the set R(y1)u.f.UR(y)uS(y1)u...uS(y) is

the identifier {u(R(y )),...,u(R(y ))}l{v(S(y )),...,v(S(y 1)}

Consider as an example the image (R+S)(5), seen earlier. We have :

(R+S)(5)

{5,6,7} ]
R(5) U R(6) LUR(T) U S(5) U S(6) U S(7)
{5} v (6,7} U {6.7} v {5,6} v {5,6} v (7}

Using the namings of R and S from figures 1 and 2, and the above
naming convention, we obtain the following name for the image
(R+S)(5)

{clerk,guide} | {high,average}
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R+S C
1 1
~. \
2\\,_0 2 — %
37 37
y Y
5 5

6 —> (5)U6,TIUL6,TIV(5,6}U5,60U(T)  § 3 (5,6,7)

7/ .

8 8
T (8,91 U (8,9} U(8,9) U(8,9) i

8,

FIGURE- 6. The sum of R and S before and after computing unions
(denoted R+S and C, respectively) '

RANK + SALARY CONDITION
1 \ | \
2 2 ——

undef ined undef ined

\
\

4 4

5 5 \

6 —> clerk,guide|high, average 6 —— rich
7 : o 7 /
:> driver |low : ; poor

FIGURE-7. Two denotations of the sum of R and S : using old names, or
new names
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Proceeding in this manner we can name all  the unions appear1ng in the
range of R+S, The resulting names are shown in Figure 7, and they
constitute the range of the function: RANK+SALARY. (For simplicity, we
have dropped the curly brackets). Thus we have been able to name the
function R+S using old names and a naming convention. Howaver, th,s is
not possible for the function C as the nonempty sets appearing in its
range have not been previously named. Thus, if we want to name the
function C we must introduce new names for the nonempty sets {5,6,7}
and {8,9} that.appear in its range. Assume the following naming

{5,6,7} <———3 rich
{8,9} ~<———> poor

Using this'naming and the function C we obtain the function CONDITION

shown in Figure 7.

Some important remarks, similar to those for products, are in
order at this point. First, we remark that the sum R+S is also a
partitioning, as it satisfies the properties (a) and (b) mentioned
earlier, Second, although the functions R+S and C are ‘equal, their
named representations RANK+SALARY and CONDITION are not. That is, .-R+S
or C carry- the essential information, whereas RANK+SALARY and
CONDITION are two different name~dependent representatiods of: that
information. Third, the function C carries "coarser" iﬁformation than
the function R in the sense that, if twd objects of e are associated
with the same set of objects under R then they are associated with the
' same set of objects. under C (that is, R £ C). Finally, the
interpretation of a fact such that {clerk,guide} I{high,average} as
implied by  the definition of the sum of R and S, is as follows : the

facts "clerk", "guide", "high", and "average are all true and there is

an ordering, say a;» 35, a3, a,, such that the facts a1]a2, 2la3,
a |a are all true. As we can see from flgures 1 and 2 this ordering
(1n our example) is the following : i—clerk, 2—hlgh, '3—gu1de, and
au=average. Indeed, the facts "%lerdhigh", higdguide", and

"guide[ average" are all true. Very roughly speaking, the above

'interpretation can be put into words as follows :
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there are clerks and guides and they have high and average

salaries

This kind of ambiguous statements constitute frequently the main

scurcas of information in the enterprise.

Let us return once more to our example of a tourist agency.
Suppose that some information, concerning the automobiles owned by the
agency and the persons employed by the agency, needs to be recorded
for daily use. Moreover, suppose that the attributes TYPE, DEPOT,
RANK, and SALARY,_ are atomic attributes, in the sense that any
'information about the objects of interest to the enterprise will have
to be expressed in terms of those attributes. Let us suppose that the
attributes that are currently of interest to the enterprise, are the
following composite attributes : TYPE.DEPOT, RANK.SALARY, and
RANK+SALARY. Assume that the information that needs to be recorded
consists of all facts of the attributes of interest that are currently
true. This information is obtained by observing (true) facts in the
enterprise and recording them in a storage medium, The set of all
recorded facts of the attributes of interest is whaﬁ we call current
database. The set of attributes that are designated as atomic is what
we call the database universe., In Figure 8 wevsee an example of a
current database. The convention that we use in such a pictorial
representation of'a database is the following : for each attribute of
interest Q, write down Q and, under Q, list the observed (true) facts
of Q. In this way, the current database can be viewed as a function,
say de’ which associates each attribute of interest Q with a set of
facts of Q, say de(Q). Let us emphasize that the definition of the
function d€ depends on the conditions under which facts are observed
and recorded. For example, the person(s) collecting information in the
enterprise may fail to record some facts that' are currently true.
Thus, two different sets of conditions may produce two different

current databases.
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RANK.SALARY RANK+SALARY
e L Y
clerk Ihigh ‘ clerk,guide | high,average
guide | average driver | low

driver | low
FIGURE 8. - A current database of the tourist agency.
The database model introduced in this paper is based on a

single concept, that of a partitioning function. Such a function goes

" from the.set u of nonnegative integers into the set of all subsets of

- w, and satisfies the postulates that we saw earlier in this section.

The important property of a partitioning function is that, given a
naming, it is transformed to an attribute., In Section 2, we give the
formal definition of our model. The main tool is the lattice of
partitionings. A database is defined as a function on a finite
Sublattice. Section 3 shows how new facts may be derived from facts.
that were expllcltly introduced in the database. The deductive process
uses two sources of information. First, assumptions on the. conditions
under ‘which facts are observed and recorded in the database. Second,
dependenc1es among facts, expressed as lattice equations. Section 4
has to do with deductive query answering in an important class of
databases, called conjunctive databases. Section 5 shows how the
relational model and various semantic models can be embedded into our
model. Section 6 contains some concluding remarks and suggestions for

further work.

2. THE FORMAL DEFINITION OF THE MODEL

In this section we give the formal definition of our model. The
basic building block is a function called a partitioning. The main
tool that we use is the 1attiée of partitionings. In Section 2.1 we
give the formal definition of a partitioning and we study the laﬁtice
of partitionings. In Section 2.2 we show how databases can be seen as

functions on finite sublattices of the lattice of partitionings,
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23 -THE-LATTICE-OE-PARTITIONINGS

Let w be the set of all objects that can possibly be of
interest to any husan enterprise, We shall refer to w 23 the.world. We
assume w to be a countable set, hence we can think of w as being'the
set of nonnegative integers. The main innovation in this report is to
model properties of the o.bjects in w by some special functions,

'mapping w into the set Pw = { 1|1 & w}, the set of all subsets of w.

Definition-1. A partitioning is a function A from w into Pw such
that :

(i) ¥x€ w A(x) #0 =>x € A(x)

(1) ¥ x€ w ¥ye w A(x) #A(y) = Alx) NAly) =0 o

The domain of a partitioning A, denoted by 6(A), is defined as

follows :
§(A) = {x € m|A(x) £ @)

When we define a partitioning A, we only give the images A(x) such
that x is in the domain of A. In the following example we give the
definition of a partitioning A

A(2) = {2)3’5}9 A(3) = {2!3’5}, A(7) = {718’9}) A(g) = {7:8v9}

The understanding here is that : &§(A) = {2,3,7,9}. Therefore, A(0)=0,
A(1)=0, A(4)=0, etc. The partitioning A, Just.defined, is shown
pictorially in Figure 9. Two other partitionings, B and C, are shown
as well., Let us note thét the partitioning C satisfies the following
propertyA :

¥xEw ¥yeau (COIM and y € C(x)) = Cly)id

As a consequence, the range of C is a partition of its domain. Let us
note that Definition 1 does not require that a par*tit.ioning.satisfy
this property. For exémple, the partitioning B of Figure 9 does not
satisfy this broperty. Indeed, we have :
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' B(3)40 and 2 € B(3) and B(2)=0

We shall come back to this remark shortly.

The range of a partitioning A, denoted by p(A), is the image of
the domain &(A), that is,

p(A) = {A(x) |x € &(A))

Thus in Figure 9 the range of A consists of the sets {2,3,5} and
{7,8,9}. It follows from Definition 1(ii) that if the range of a
~part1t16ning, A is nonempty then- it contains nonempty and mutually-
disjoint subsets of w. A partitioning is called finite if its rénge is
a finite set. For example, the partitionings of Figure 9 are all
finite partitionings; Let us note that the domain of a finite
partitioning is not necessarily a finite set. For éxample, consider

the partitioning A defined as follows :

¥x€uw A(x) ={ye€uw|xmod 2 =y mod 2}

The range of A contains only two sets, namely the set of even integers
and the set of odd 1ntegers. Therefore A is a finite partitioning.
Yet, the domain of A is the set ® which is infinite.

A B C
2 2
\\\\*‘{2 3,5} B {2,3,5} 3 (2,3,5}
2D 22, ———— 13
7 7 T
{7’8,9} \ {7'8,9} 8 — {7)8’9}
FIGURE 9. -~ Three partitionings with domains : §(A)=1{2,3,7,9},

5(B)={3,5,7,8}, and 6(C)={2,3,5,7,8,9]
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Two special partitiongs, defined below; play a central role in

our model.

Definition-2. The bettom and the top partitioning, denoted by ¢ and

1, respectively, are defined as follows :

¥x€ o ¢(x)=80 and 1(x)=w o

The Justifieatibn of the terms "bottom" and "“top" will be given
shortly. For now, let us note the following :

§(¢)=0, p(¢)=08, &(1)=w, p(1)={w}

Partitionings whose range contains zero or one element, such as the
partitionings ¢ and 1 just defined, are the most elementary and they

deserve a name.

Definition-3. A partitioning f is called a faet or a datum, if its
range contains at most one element. A fact f is called false if f=¢,

and true if f#¢. Given a fact f and a partitioning A we say that f-is-
a-fagt—of-4 if

¥x€uw F(x)D => £(x)=A(x) o
For example, consider a partitioning f defined as follows :

The range of f contains a single element, namely p(£)={{2,3,5}}. It
follows that f is a fact. Moreover, the fact f is true because f # ¢.
Referring to Figure 9, it is easy to see that f is a fact of C;
However, f is neither a fact of A nor a fact of B. In the opposité
direction, it is easy to see that every fact of A and every fact of B
is a fact of C.

Returning to Figure 9, let us note that, although the domains
of A,>B and C are different, their ranges are the same. We call two
partitionings A and B name=eguivalent if their ranges afe equal that
is, if p(A)=p(B). This term is justified by the fact that, in reality,
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what we store in a database are names of sets in the ranges of
partitioningsl Individual obJects in w associated with the same name
cannot be distinguished on the basis of this name. Now, let Nw be tne
set of all part1t10nings.~1t is easy to see that name*equlvalence is
an equivalence vrelation on the set Iw. Thus name-equivalence
classifies partitionings into equivalence classes. The equivalence
class of a partitioning A, denoted by [A], is defined as follows :

[Al = {B € | p(A)=p(B)}

For example, all three partitionings of Figure 9 belong to the same
equivalence class, as their ranges are equal; Of course, as far as
names are concerned, a single designated ﬁepresentative of each
equivalence class would be sufficient for our purposes. Let us note
that, for each partitioning A, there is always a partitloning A in [A]
such that :

¥ X6w ¥yBw (A(x)40 and yeA(x)) => A(y)é0 (1)

In the example of Figure 9 Aﬂis the partitioning C. Let us note that
the partitioning X enjoys two interesting properties. First, it
follows from (1) that, for every B in [A], if f is a fact of B then f
is also a fact of K: Thus charries all the relevant information of
the equivalence class of A. Second, it follows from Definition 1 that
there is only one partltlonlng in [A] satisfying (1). That is, the
partitioning A is unlque. We designate this unique partitlonlng as the

representative of the equivalence class and we dignify it with a name.

Definition--4., A full-partitioning is a function A from u into Pw such
that :

(1) ¥ x€w A(x)#0 => xEA(x)
(11) ¥ x€w ¥ yBw A(X)AA(y) => A(x) AA(y) =

(111) ¥ x€w ¥ yéw (A(X)#0 and yeA(x)) => A(y)#0 o
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Let us note that the bottom ¢ and the top 1 are both full
partitionings. Let us also note that Definition 4(iii) can be restated

as follows :
¥ x2w A(x)FE => A(x) £ 6(A) or ¥ x€w A(x)F0 => A7 A ) =alx)

It follows that, for every x in w, A(x) is the domain of a fact of A.
The range of this fact is {A(x)} if A(x)#@, and it is empty otherwise.

It follows from Definition 4 that the range of a full
pardéitioning is a partition of its domain. Thus a full partitioning is
completely defined if we are given‘its range. In fact, we can set up a
one-one correspondence between full partitiohings and certain families

of subsets of w. Let us call disjoint family any family of sets which

either is empty.or it contains nonempty and mutually disjoint subsets
of w. For example, the family {{2,3,5}, [7 8,91} is a disjoint family.
Note that the range of every partitlonlng is a disjoint family. Thus,
if we let Fw be the set of all full partitionings and Jw be the set of
all disjoint families, then we can set up the following one-one

correspondence between Fw and Jw :

- with every full partitioning A in Fw associate its range p(A) in Juw

- with every disjoint family é in Jw associate the full partitioning

AE defined as follows :

(A ) = U{o | o€E}
¥ x€m A (x) = 1, if x€1 and t€¢

=0, otherw1se.

Note that, in this correspondence, the bottom ¢ is associated with the
empty family. An important consequence of the one-one correspondence
- between full partitionings and disjoint families, is that a full
partitioning can be "denoted" by, or "identified" to, a disjoint
family of sets in Pw. If, moreover, every object x in w is "denoted"
by, or "identified" to, the singleton {x} in Pw, then everything can
be modeled within the "universal" domain Pw. However, in order to keep

the presentation simple, we shall continue to use symbols, such as X

or A, to denote objects of w and full partitionings on w. In fact, we
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shall confuse symbols and the things denoted by the Symbols; In doiﬁg
80, the underlying assumption, throughout the paper is thevfollowing
uniquef—nama——assumption : different symbols denote different things
unless explicitly stated otherwise. For example, let A and B be two

partitionings of Fu. When we writé "A=B" we must interpret this as
"the partitioning (denoted by) A and the partitioning (denoted by) B
are the same partitioning". Returning to full partitionings,'let us
emphasize, once more, that full partitionings are sufficient for data
_ modelling. Thus, from now on, we shall consider only full
partitionings, and the term "partitioning™ will stand for "full
partitioning".

Every partitioning in the set Fuw induces. an equivalence
relation on the set w as follows : two objects x and y in w are called
equivalent with respect to A, denoted by x=y(A), if A(x)=A(y). Using
the equivalence relations on w induced by the partitionings of'Fw, we
can define the product ang the sum of partitionings.

Definition-5. Let A and B be two partitionings in Fw. Two objects x

and y in o afe called Eﬁeguivalent with respect to A and B, denoted by
x2y, if A(x)=A(y) and B(x)=B(y). The product of A and B, denoted A.B,
is defined as follows :

¥ x6w (A.B)(x) =@ , if A(x) =08 or B(x) =0

= {y6uw | x2y} , otherwise o

It follows from Definition 4 that the product A.B is also in Fw and
that its domain is the intersection of the domains of A and B. That
is, 8(A.B) = 8(A) N §(B). It follows from Definition 3 that if 51 and
a2 are facts of A then a1fa2=¢. The behavior of the bottom and top

partitioning, with respect to product; is as follows :
¥ A€Fw ¢.A=A.¢=¢ and 1.A=A.1=A

This follows easily from definitions 2 and 5. An immediate consequence
of Definition 5 is the following equivalent definition of the product
of A and B :

¥ x€w (A.B)(x) = A(x) A B(x)
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It follows that if a is a fact of A and if b is a fact of B then a,b
is a fact of A.B. Conversely, every fact f of A.B can be written és
f=a.b, where a is a fact of A and b 1is a fact of B. A first
consequence is that every fact of A.B is “"finitely represehtable" in
terms of facts of A and B, A second consequence is that if all the
facts of A and B are named then we can use their names in order to
derive names for all the facts of A.B. For example, if the name "Bus"
stands for the fact a of A and if the name "Louvre" stands for the
fact b of B then we can use the name "Bus.Louvre" to stand for the
fact a.b of A.B.

Definition 6. Let A and B be two partitionings in Fw. Two objects x

and y in w afe called s—equivalent with respeét to A and B, denoted by
xgy, if there is a sequence of objects x=xo,x1....,xn=y, such that,

for i=0,1,...,n-1, either A(xi)-A(xi+1) or B(xi)uB(x ). The sum of A

i+
" and B, denoted by A+B, is defined as follows : for all x in w,

(A+B) (x) = @, if A(x)=@ and B(x)=0

= {y |X %y}, otherwise - o

It follows from Definition 6 that the sum A+B is also-in Fw and that
its domain is the union of the domains of A and B. That is,
§(A+B)=8(A) \WS(B). The behavior of the bottom and top partitioning
with repect to sum is as follows : for all A in Fu,

dp+A=A+¢=A and 1+A=A+1=1

This follows easily from definitions 2 and 6. An immediate consequence
of Definition 6 is that, if A(x)#8 and B(x)#@, then x ¥ y if there is
a sequence of facts f,,f ,...,f of A or B such that : x€8(f,),
y€6(fn), fi'fi+1 # ¢ , i=0,1,...,n-1. It follows that for any two
objects x' and y' in the set §(f() U ... U 6(f ) we have : x' 2 y',
Let us define a chain, with respect to A and B, as follows :

(1) - ¢ is a chain with respect to A and B

(2) If f is a fact of A or B then f is a chain with respect to A
and B
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(3) Let CH be a chain with respect to A and B. Let g be a fact of A
or B, If g.CH#¢ then CH+g is a chain with respect to A and B

() Nothing else is a chain with respect to A and B..

A chain CH; with reépect to A and B is called maximal if, for every
fact g of A or B, not appearing in CH, we have : g.CH=¢., It follows
that -the bottom ¢ is a maximal chain with respect to A aﬁd B, Let us
note that, for every maximal>chain CH#é¢ and for every x in 6(CH) we
¥ y} = 6(CH). It follows from Definition 6.that the sum

of A and B can be defined (equivalently) as follows : for all x in w,

have :.{y | x

(A+B)(x) = @, if A(x)=0 and B(x)=0
- = 8(CH), if CH is a maximal chain and XE€8(CH)

It follows that every maximal chain with respect to A and B (including
the bottom ¢) is a fact of A+B. Conversely, every fact f of A+B can be
expressed as f=CH, where CH 1s'a maximal chain with respect to A and
B. It follows that if all the facts of A and B are named then we can
use their names in order to derive names for all facts of A+B. For
~example, suppose that the names "Clerk" and "Guide" stand for the
facts a, and a. of a4, respectively, and that the ‘names "High" and

1 2
"Average" stand for ~the facts b1 and b2 of B, respectlvely. Ir
a1+b1+b2+a2 -is a maximal chaln with respect to A and B, then we can

use ' the name "Bus+ngh+Average+Guide" to stand for the fact

1 b1+b2+a2 of A+B Finally, let us note that if A and B are infinite
partitionings then a maximal chain may contain infinitely “many facts.
It follows that if f is a fact of A+B then f is not always "finitely

representable" in terms of facts of A and.B.

We have seen so far the definitions of the product and the sum
of two partitionings. We have also seen that the set Fu is closed
under product and sum. That is, if A and B are two partitionings’in Fw
then A.B and A+B are also‘parti;ionings in Fuw. Moreover, the product
and the sum of partitionings satisfy the lattice postulates, This is
stated formally in the follow1ng proposition whose proof is omltted

as it is an immediate consequence of the deflnltlons.
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Proposition 1. For all partitionings A,B, and C in Fu the following

is true :

Idempotence : A.A = A and A+A = A

Commutativity : A.B=B.A and A+B=B+A

Associativity : A.(B.C) = (A.B).C and A+(B+C) = (A+B)+C
Absorption : A.(A+B) = A and A+(A.B) = A a

It follows from this proposition that the set Fuw is a lattice [4].

Some important remarks on notation are in order at this point.
First, for notational convenience, we -shall assume that the producﬁ
has priority over the éum. Thus, for example, we shall write "A+B.C"
instead of "A+(B.C)". éecond, we shall often write a finite
partitioning as ﬁhe .sum of its facts. Let wus recall that a
partitioning is finite if its range is a finite set. For example, let
be thebonly facts of A.

A be a finite partitioning and let a, and a

1 2

Then a .a2=¢ and Definition 6 implies that A=a1+a . Moreover, as thé

1 2
sum is commutative, the order in which the facts appear in the sum is
immaterial. Third, we shall often -write the sum of two finite
partitionings, say A ahd B, as the sum of the maximal chains with

a2, and a., be the only

respect to A and B. For example, let a1, 3
- be the only distinct facts

distinet facts of A and let b., b,, and b,
of Bf Assume that §1+a2+b1+b2 and a3+b3 are the two distinct maximal
chains with respect to A and B. From what we have seen on chains
earlier, it follows that

A+B = (a1+a +b

5 1+b2) + (a3+b3)

where parentheses are used to delimit maximal chains.

We have seen that the set Fw is a lattice under product and sum
of partitionings. The lattice operations induce a partial ordering on
the set Fuw, defined as follows :

Definition 7. Let A and B be two partitionings of Fw. We say that A
is finer than B (or that B is coarser than A), denoted by A £ B, if
A.B=A (equivalently, if A+B=B). _ a
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The following equivalent definition of the_ordering'is an,immediate
consequence of definitions 5 and 7 : ‘

ASB iff ¥ x8w A(x) € B(x)

It follows that if A < B then the domain of A is a subset of the
domain of B that is, 6(A) = 4(B). With regards to greatest lower
bounds (glb) and least upper bounds (lub) we have :

glb(A,B) = A.B and  lub(A,B) = A+B

The behavior of the bottom and top partitiohing, with respect to the
lattice ordering, is as follows :

¥AEFw ¢SASH

Thus ¢ is the first element of the lattice and 1 is the last element,
a fact that justifies their names as "bottom" and "tob", respectively.
It follows that the lattice Fu is bounded. However, this lattice is
not distributive, as the example of Figuré 10 shows. Indeed, we can
verify easily that A.(B+C)=A, whereas A.B+A.CFA. Therefore,
A.(B+C) # A.B+A.C and thus the lattice Fu is not distributive.

A : B o ' A.B+A.C

1 1 —— {1} 1 — {1,3} 1 —— {1}
| (1,21 | |

2 | 2 _ | 2 —fLs (2} 2 — {2}
(2,3} '

3 —> (3} 3 — 3 3 — (3}

FIGURE-10. The lattice Fuy is not distributive as A.(B+C) # A.B+A.C

i

Although the lattice Fw 1is not distributive, certain useful
inequalities hold - in _it.' They are summarized in the following
" proposition : ' '
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Bnopesitieamz; Let A,B,C and.D be partitionings of Fw. Then we have :

(a) If ASCand BSD then A.BsSC.D and A+B S C+D
(b) A.B+A.C S A.(B+C) and A+B.C S (A+B).(A+C)
(c) A.B+B.C+C.A S (A+B)(B+C)(C+A)

(d)  A.B+A.C S A.(B*A.C) o
Proof--s
(a) It follows immediately from the definitions of product and sum

(b) Since A S A and B § B+C, it follows from (a) that A.B §
A.(B+C). Similarly, we obtain A.C < A.(B+C). Then (a) implies
that A.B + A.C S A.(B+C). The second inequality can be proved

by a similar argument.

(¢) Since A S A+B, B S B+C, and A S C+A, it follows from (a) that
A.B § (A+B).(B+C).(C+A). By similar arguments we obtain B.C =
(A+B).(B+C).(C+A) and C.A § (A+B).(B+C).(C+A), and then (c)

folloﬁs from (a).

(d) Since A.B £ B $ B+AC and A.C S B+A.C, it follows from (a) that
A.B+A.C S B+A.C. On the other hand, since A.B S A and A.C S A,
it follows from (a) that A.B+A.C < A. A new.application.of (a)
on these two results yields-(d); a

We have seen so far how the set Fup of all (full) partitionings
can be turned into a lattice. Let us recall that a partitioning A of
Fuw is uniquely determined given its range p(A). However A 1is not
uniquely determined given only its domain §(A) unless the range of A
contains at most one element. Let us recall that partitioﬁings of Fu
whose range contains at most 6ne element are called facts. Thus, if f
is a fact then f is uniquely determiqed given its domain; Indeed, if
8(f) = @ then £ = ¢ else p(f) = {&8(f)}. Using this property of facts
and the lattice operations we can derive many useful properties of
facts. We give here a non-exhaustive list of examples. The proofs are
omittéd as they follow immediately from the definitions. Let a, b, and
¢ be facts of Fu. Then we have :
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a.b # ¢ =>(a#¢andb # ¢)

a.b # ¢ <=> 8(a) M §(b) # 3

a Sb<=>a.b=ac<=>6(a)<sb)
a.b = ¢ <=> §(a) N &(b) = § (c)
atb = ¢ <=> §(a) U§(b) = §(c)
a+b = ¢ => (a.c = a and b.c = b)

a.(b+c) = a.bta.c and a+b;c = (a+b).(a+c)

The last property implies that, if we restrict our attention to facts
only, then distributivity hblds. Now, if we. assume that the facts a
and b are facts of the»partitienings A and B, respectively, then we
have the following additional properties : '

(A=B 'and a.b # ¢) => a = b

(A SB and a. b4 ¢) =>ash
(A.B = A and a.b # 0) => a,b =a
(A+B = B and a. b £ ¢) => a+b = b

Let us emphasize again that the list of properties given here is by no
means exhaustive. Nevertheless, it is sufficient in order to indicate
how deduction is done in the 1lattice Fw. Here is another example
revealing the deductive nature of our model. Let A, B, and C be three
partitionings of Fw. Suppose we are told that the fact a. b of A.B and
the fact b.c of B.C are both true, that is, a.b # ¢ and b c # ¢. Based
on this. 1nformat10n alone, we cannot say whether the fact a. b ¢ of
A.B.C 1is true. Suppose now we are told that A.B= B. As a. b#¢, it
follows that a.b=b and, therefore, a.b.c = b. c. As b ¢ is true we
deduce' that a.b.c is true too. Note that we can reach the same

‘conclusion if we are told that B.C=B, instead of A.B=B. .Thus we have :
(a.b # ¢ and b.c # ¢ and (A.B=B or B.C=B)) =) a.b.c # ¢

This kind eof deductive reasoning is one of the basic features of our

model.

Given a partitioning Q of .the lattice Fu, we shall be

interested in "instances" of Q, defined as follows
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Definition 8. Let Q be a partitioning of Fw. A partitioning R of Fu

is an instance of Q (or less defined than Q) if, for all x in w,

R(x) # @ => R(x) = Q(x). o

In Figure 11 we see two partitionings R and Q such that R is an
instance ofld. Intuitively, we think of the instance R as made up by
some of the facts of Q. For example, think of the domain of Q as being
a set of persons and suppose that Q gives the age of each person. Then
the instance R of Q gives the age of some of the persons in the domain
of Q. Another way to 1look at instances is to think of Q as a
partitioning of interest to some enterprise. That is, the enterprise
is interested in collecting facts of Q and recording them in some
medium. Then we can think of the instance R as made up of the recorded
facts of Q. Of course, one or more (true) facts of Q may not be
recorded thus R is made up by some of the facts of Q, namely by those
facts of Q thét were actually "observed" during the fact-collecting

process.

(1,2}

\/ \/ -

7 3
8 Y
7

{7,8}

FIGURE 11. R is an instance of Q
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It follows from Definition 8 that if R is an instance of -Q then every
fact of R is also a fact of Q. Moreover, R s Q (trivially) and thus
6(R) = 4(Q). Now, let R, and R, be two 1nstances of Q It follows from
Definition 8 that :

§(R,.R,) = 8(R,) N &(R,) and p(R,.R,) =.§(R1) N p(R,)
8(R;*R,) = 6(R;) U 8(R,) and P(RI*R,) = p(Ry) U p(R,)

The interesting pdint here 1is that the product and the sum act- as
intersection and union (respectively) not only on the domains but also

on the ranges of R1 and R2. In fact we can even define the difference

R1-R2 as follows :

Definition 9. Let Q be a partitioning in Fw.\Let'R1 and R, be two
instances of Q. The difference of R1 and Ra, denoted by R1—R2, is

defined as follows

¥ x8uw (R1-R2)(x) = R1(x). if x e (5(R1)—6(R2))
= @, otherwise o

It follows from this definition that the differencée of two ihstances
of Q vis also an instance of Q. Furthermore, the difference of two
instances of Q acts as set~theoretic difference on he domains and on

the ranges of the two instances. More precisely, we have :
6(R1—R2) = 5(R1)-6(R2) and p(R1—R2) = p(R1)—p(R2)

If R is an instance of Q then we refer to the difference Q-R aé the
complement of R with respect to Q. Giveh a partitioning Q of Fy, we
denote by I(Q) the set of all instances of Q. Within the set I(Q) the
product, the sum and the difference behave as ° set-theoretic
intersection, union, and difference, respectlvely. Thus I(Q) is a
distribututive 1lattice under product and sum of partitionings. We
state this formally in the following proposition :

Proposition—-. Let Q be ‘a partitioning of Fw. Let I(Q) be the set of
all instances of Q. Then I(Q) is a distributive lattice under product

and sum of partltionlngs. . . o}
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In practice, the facts that are stored in a database are used in order
" to derive information about the objects of interest to the enterprise,
Let ¢ denote the set of all objects of interest to the enterprise.
This set is a subset of w, the'set of all objects that can possibly be
of interest (to any enterprise). Now, every partitioning Q of Fuw
carries information about the objécts of €. This information can be

found by restricting the function Q to the set ¢, as follows :

Definition 10. Let Q be a partititioning in Fw. Let ¢ be a subset of

w. The e-iﬁstance of Q, denoted by Qe' is a partitioning defined as

follows :

¥ xCuw Qe(x) = Q(x), if xE€e

= @ , otherwise - _ a

Loosely speaking, Qe is a partitioning that "agrees" with the
partitioning Q on the set ¢, and it is "undefined" everywhere outside
€. Let us note that Qm = Q. In general, the partitioning QE is not a
full partitioning. To see why, suppose that e is the set of persons
employeed by an enterprise, and that Q is a partitioning corresponding
to "Marital Status". Suppose that the range of Q contains three
subsets of the world w, corresponding to "single", "married", and
"other". Suppose also that the persons employed by the enterprise are
either éingle or married. That is, suppose that the set € contains
only single or married persons. Now, in order for Qe to be a full
partitioning, the set € must contain all single persons and all
married persons of the world w, and this is not the case in general.
If Qs is not a full partitioning, then we can replace it by its
(unique) equivalent full partitioning. As we have explained earlier,
this repiacement makes no difference as far as facts are concerned.
Thus, without loss of generality, we assume henceforth that QE is a
full partitioning that is, we assume that Qe is in Fw. Under this
assumption, it follows from Definition 10 that QE is an instance of Q.
The following proposition states an important property of e-instances
that we shall wuse shortly. The proof is omitted, as it follows
immediately from Definition 10 and the definitions of product and sum.
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Proposition-ll. Let A and B be two partitionings in Fuw. Let € be a
subset of w. Then (A.B) = A 'Be and - (AfrB)E = 1\8+BE .o

In conclusion, in this section, we have .introduced the concept of
partitioning and we have seen how the set Fu .of “all (full)
partitionings can be turned into- a lattice. We have also introduced
the concept of a fact and we have shown that ever‘y finite par't'itioning
can be written as the sum of f'acts. Finally, we have introduced the
concept of an instance and that of an e-instance. Roughly speaking, an
instance of a partitioning Q is any restrlctlon of Q and the
e~instance of Q is the restriction of Q to a specific set e. We are

now ready to deflne the concept of a database.

2v2.—-THE-FORMAL-DEFINIT-ION.-OF-A DA TABASE

The basic building blocks in our defmltlon of a database 1s
what we call atomic partitionings, or simply atoms. These terms are
Justified by the fact that all ot her partltlomngs involved in the
definition of a database are built-up from atoms using product and
sum. What is r'equlr'ed from each atom separately is that it carry same
1nf‘ormation about the obJeots in w. That is, each atom must be
dif‘f‘-erent than the bottam ¢. What is required fr'om the atoms.
collecétively is that they form a meaningful universe of dlscourse.

' That is, the product of all atoms must be different than the bottom ¢.

' To explain this requirement, let us return once more to the example of
a touwrist agency that we discussed in the introduction. Referring back
to Figure 1, recall that the attributes TYPE and DEPOT are undef‘lnedv
for employees, whereas RANK and SALARY are undeflned for aut;omoblles.~
Therefore it makes no sense to talk about, say, the DEPOT and the
SALARY of an object, as there is no object for which both DEPOT andv
SAL.ARY are defined. Thus the requirement that the product of all atoms
be different than the bottom ¢, corresponds to the following intuitive
statement : "there must be an object of the world w for which all
atoms are defined". Of oour-se, a set of atoms that does not satisfy
this requirement can be always decomposed into subset:s (eventually,
singleton subsets) that - do satisfy this requirement. For example,
referring back to Figure 2, we note that the set {T,D-,R,S} is not a

meaningful universe, as T.D.R.S = ¢. However, its subsets {T,D} and
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{R,S} are meaningful universes, as T.D # ¢ and R.S # ¢. We summar ize
our discussion so far in the following definition :

Definition 11. A universe is any finite nonempty subset U of Fw such
that glb(U) # ¢ o

As we have already mentioned, the elements of a universe are called
atoms. Loosely speaking, the atoms are the basic attributes of the
objects of interest to the enterprise. Composite attributes are
built-up from étoms using product and sum. Thus, given a universe U,
its closure under product and sum contains all attributes that can

possibly be of interest to the enterprise.

Let U be a universe. The closure of U under product and sum is
denoted by L(U). For example, if U = {A,B,C} then we have : '

L(U) = {A, B, C, A.B, B.C, A.B.C, A+B, B+C, A+C, A+B+(, A+B.C, B+A.C,
C+A.B, A.(B+C), B.(A+C), C.(A+B)}

As the universe U is a finite subset of Fw, the set L(U) is a finite
sublattice  of Fu. The partitionings of L(U) that are not in U are
called composite partitionings, as they are built-up from atoms using
product and sum. In our previous example, A+B.C 1is a' composite
partitioning. A partitioning Q of L(U) is called conjunctive if either
it is an atom, or it is the product of atoms. Otherwise, Q is called
disjunctive. For example, if U = {A,B,C} then the conjunctive
partitionings of L(U) are the following : A, B, C, A.B, B.C, A.C, and
A.B.C. All other partitionings of L(U) are disjunctive. A fact of an
atoﬁic partitioning is cailed an atomic fact. A fact of a composite

partitioning is called a composite fact. A composite fact can be

conjunctive or disjunctive. For example, if a and b are atomic facts

then a.b is a composite facf which is conjunctive.

Let € be the set of all objects of interest to the enterprise.
This set is a subset of the world w, the set of all objects that can
possibly be of interest (to any enterprise). As we have explained in

the introduction, the set € changes during the life of the enterprise.
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Nevertheless, here we are interested only in a specific moment in the
life of the enterprise, at which moment the set of all objects of
interest is €. We use the term'"current" to refer to that specific
moment. Thus, e is the set of all objects currently of interest to the
enterprise. Now, every partitioning 'Q of L(U) carries information
about the objects of e. This information is represented by the
e-instance of Q, denoted by_Qe'(see Definition jO). In other words, Qe
is the "part" of Q concerrning e. In principle, the e-instances of all
partitionings‘of L(U) are currently of interest to‘the enterphiée. In
- reality, only the observed facts of some "convenient" partitionings
are recorded. Of cdurse, given a partitioning Q of L(U), the observed
facts of Q are not necessarily all the facts of Q .« Some facts of Q
may not be observed and, therefore, may not be recorded, What is
actually recorded in the database is an instance of Q . Thus. if we
let I(Q ) denote the set of all instances of Q , then we have the
follow1ng definition of a database :

Definition 12, 'Let € be a subset of w. Let U be a universe., A

database on € and U is any function d from the set L(U) into the set
Fw such that : ¥ QeL(u) d Q) e I(Q ) E o

If e 1is the set of all objects currently of interest to the
enterprise, then any given database on e and U will be referred to as
"the current database". Morevover, if d is the current database then,
for each 'Q in L(U), the instance d (Q) Will be referred- to as "the
current database instance of Q". The domain of a database de' denoted
by dOmfde), is defined as follows :

dom(de) = {QEL(U) [de(Q) 4 ¢}

When we define a database d » We only give the instances d (Q) such
that Q is in the domain of d . For example, let U = {A,B, C}. Then the
following is an example of database definition :

d (A,B) = a1ab1 + a2.b2
d (B C) = b1.c1 + b3 3
de(B+C) = (b1+b2+c )+ (b c )




e e

—32_

The understanding here is that : dom(d ) = {A.B,B.C,B+C}. The database
Jjust defined can be represented pictor1ally as shown in Figure 12. The
convention that we wuse in order to derive such a plctorial
representation of a database is the following : for each Q in the
domain of de, write down Q and, under Q, list the facts of de(Q)f A
database is called conjuntive if every partitioning in its domain'is a
conjunctive partitioning. Otherwise, the database is called
disjunctive. For example,'the database of Figure 12 is a disjunctive

database.

A.B B.C B+C
.b b1..c1 b1+b2+o1
.C. “te_ +
2.b2 b3'03 b3 02 c3

FIGURE 12. A database on universe U = {A,B,C}

Two special databases, defined below, play an important role in our
model. '

Definition 13. The empty and the full database on € and U, denoted

by ee and’fs,'respectively, are defined as follows :

¥ QEL(U) eE(Q) = ¢ and fE(Q) = QE o

It follows from this.definition that dom(es) = ¢ and,dom(fe) = L(U)T
Let us recall that, in our discussions, the universe U and the set ¢
remain fixed. We denote by De the set of all databases on ¢ and U. The
lattice strdcture of partitionings induces a lattice structuro on

databases in a very natural and straightforward manner.

" Definition 14, Let De be the set of all databases on ¢ and U, Let d
and d' be t b . p !
e wo databases in De. The product and the sum of d and dE

denoted by d d' and d +d', respectlvely, are d¢fined as follows :

¥ QEL(U)  (d_.a)(Q) = d _(Q).d' (Q)
¥ QLIU)  (4.+d1)(Q) = d_(Q)+d1(Q) o
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It follows from Definition 14 that the product d .d' is also in De and
that its domain is the intersection.of the domains or d and d'; That
is, dom(d .d') - dom(d )N dom(d'). The behavior of the empty and the
full database with respect to product, is as follows T '

-¥debe e .d =d.e =e and f .d = d f = d
€ € E € € € . € € € € £

Similarly, it follows from Definition 1U4, that the sum d +d' is also
in De and that its domain is the union of the domains of d and w
That is,, dom(d_ ) = dom(d ) LJdom(d'). The behavior of the empty and
the full database with respect to sum, is as follows :

¥deDe e+d =d+e =d and £ +d =d +f = f
€ ‘ € € € € € £ € € € £

It is easy to see that the product and the sum of databases satisfy
the lattice postulates (see Proposition 1). It follows that the set De
is a lattice. The lattice ordering can be defined, using the lattice
operations, as follows P

Detinition 15. Let d and d' be two databases in De. We say that d
is less defined .than d' (or that d' is more defined than d ). denoted
by d < d', if d - d .d' (equivalently, if d' - d' + d ) ‘0

Roughly speaking, de is less defined than d' if all facts stored in d
are also stored in d' (but d' may also contain additional facts that
are not contained in de). The following equivalent definition of the
ordering is an immediate consequence of definitions 14 and 15,

dels d; iff ¥ QeL(u) de(Q) s dL(Q)

It follows that if dE S d; then the domain of de is a subset of the
domain of d'w That is, dom(d ) < dom(d'). With regards to greatest
lower bounds (glb) and least upper bounds (1ub) we have :

' ' " ') = -
glb(de.ds) " de'de and IUb(defde) d€+d;
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The behavior of the empty and the full database with respect to the
lattice ordering is as follows :

¥depe e_sd_sTf
€ € € €

Thus, eE is the first element in the lattice De and fs is the last
element. It follows that the lattice De is bounded. The lattice De is
also diétributive. This is an immediate consequence of Definition 14
and Proposition 3. .

| .

In conclusion, in this section, we have introduced the concept
of a current database on a set of objects € and a universe U. We have
also seen how the set Dg, of all current databases, can be turned into
a bounded lattice. The 1last element of this lattice, is the full
database fe and it can be considered as ‘the current database on ¢
anq U. Any other database de of De is less defined than fs and can be
considered as an "imperfect" specification of fs. Starting from a
database ds we can "“improve" it by deducing new facts from those
explicitly stored in the database. This deductive process is the
subject of the following section. . .

3. -THE DEDUGTIVE - PROCESS

A database represents our knowledge of the enterprise coming
from the observation of individual facts. This knowledge can be
"improved", if we use other sources of information in order to deduce
new facts from those observed and recorded. The main sources of

information are :

(1) " The definition of the database model being used, referred to as

model-oriented information, and

(2) The application being modeled, referred to as application-

oriented information.

Model-oriented information is fixed, once thé,model is fixed. In this
paper, model-oriented information is whatever we have seen in Section

2. For example, if A is a partitioning and if a, and a, are facts of A
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then we know that a.a, = ¢ (it follows from the unique 'name
assumption). On the other hand, application-oriented information is
not fixed but varies with the application being modeled, In this

section we discuss two sources of application-oriented information :

(2a) Assumptions on the conditions under which individual facts are

observed and recorded in the database, and

(2b) Information inherent in the facts being observed, such as "an

employee is female or male but not both"

In® the remaining of ‘this paper, model-oriented information and
application-oriented information are referred to, collectively, as

external information.

3.1. ASSUMPTIONS

The first source of information is the set of assumptions that
can reasonably be made on the current database d e These assumptions
are necessary because observation and recording of facts is a human
activity susceptible to errors. The assumptions that we discqss in
this section ensure that :

(1) All conjunctive facts that have been recorded in the database

are currently true facts

(2) All atomic facts that are currently true have been recorded in
the database

(3) All disjunctive facts are maximal chains

We introduce our assumptions using an example. Let U = "{A,B} and

consider a database d€ defined as follows :

a1.b1 + a2 b2
+
(a1 b1+b3) + (a2+b2)

de(A.B)
‘d (A+B)
€
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This database is shown pictorially in Figure 13. The conjunctive facts
recorded in the database de are the following : a1.b1, a2.b2, a a5,
b1, b2, and b3. Now, it is conceivable that some of these facts are
false and that have been accidentally recorded in the database.
However, by Jjust looking at the database de we have no means of
knowing which facts are true and which are false. Hence the following

assumption :

Assumption 1 : True Conjunctive Facts.

Let de be a given database on universe U. For every conjunctive
partitioning Q in L(U), if a fact g of Q is recorded in the database
then q is a true fact of Qe o

If we adopt Assumption 1 ;hen we know that all facts recorded in the
given database de are true. However, we have no information whatsoever
about facts that are currently true but have probably not been
recorded in the database. The following assumption says that, although
some composite facts that are currently true may have not been
recorded in the database, all atomic facts that are currently true

have been recorded in the database.

Assumption 2 : Complete Atomic Facts.

Let de be a given database on universe U. For all Q in U, if q is a

true fact of Qe then q is recorded in the database d€ n]

The significance of this assumption can be better understood in
conjuncéion with Assumption 1. Indeed, if we adopt assumptions 1 and
2, then the following statement is true : for all Q in U, q is a true
fact of Q€ iff q is recorded in the database de. Thus, referring to
our example of dE (see Figure 13), if we adopt assumptions 1 and 2
then we know that a, and a2 are the only true facts of A8 and that
b1,b2 and b3 are the only true facts of_BE. It follows that the only
facts of A.B that can possibly be true facts of (A.B)€ are : a1.b1,
a1-b2, a1.b3, a2.b1, a2.b2, and az.b3. Two of these facts, namely
a1.b1 and a2.b2 are recorded in the database de' It follows from

Assumption 1 that a1.b1 and a2.b2 are true. However, the remaining

four facts, namely a1.b2. a1.b3, a2.b1, and a2.b3 cannot be proved
true or false based on assumptions 1 and 2 alone.
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-One further asumption is needed for disjunctive partitioningSQ
To see why, refer again to our example 'of‘-d (see Figure 13) and

consider the sum a1+b1+b3 recorded there. This sum 1s supposed to be a

fact of (A+B) . That is, the sum a1+b1+b3 is supposed to be a maximal

chain with respect to A and B. However, it is conceivable that, while

the maximal chain is actually the sum a1+b1+b3+bu,<only part of it has

been observed and recorded, namely the sum a1+b1+b3; Hence the

following assumption :

Assumption-3-: Maximal Chains.

Let de be a given database on universe U. For every disjunctive

partitioning Q in L(U), de(Q) is given as a sum of maximal chains a

Let wus recall that maximal chéins in a sum are delimited by
parentheses. Ir we adopt Assumption 3 in our example of d (Figure 13)
then we know that the sums a1+b +b3 and a2+b2 are max1mal chains with
respect to Ae and BE. It is important to note what happens if we do

not adopt Assumption 3. Indeed, two problems arise in that case :

(i) It is conceivable that the sums a +b +b3 and a2+b2 may not even

be chains

(ii) Even if we assume that a1+b1+b3 and a2+b2 are different chains,
we have no means of knowing whether they are parts of the same
maximal chain (unless we adopt Assumption 2 in conjunction with

Assumption 3).

In the remaining of this paper we adopt assumptions.1 and 2
when we discuss conjunctive databases, and assumptions: 1,2, and 3
when we discuss disjunctive databases. In practice, ho&evef, the
particular set of assumptions td be adopted in an appllcatlon is
determined by the conditions under which facts are observed and
recorded in the database. For instance, we may .decide not to adopt
Assumption 2, in a specific application; if we are not sure that all
currently true facts have been recorded. No matter which éssumptions
are adopted, it is important to remember'that assumptions can be used

to deduce new facts from thbse that were explicitly introduced in the
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database. This is shown pictorially in Figure 13, where starting from
a database d8 and assumptions 1,2, and 3, we have derived a new

database d; as follows :

(a) the conjunctive facts a1,a2,b1,b2, and b3 are recorded in the
database d . It follows from Assumption 1 that they are all

) = ' =
true. Therefore, d (A) a,*a, and de(B) b1+b2+b3 .

1.b1 and a2.b2 are recorded in d . It

follows from Assumption 1 that they are true. The unique name

(b) the conjunctive facts a

asumption (from Section 2.1) implies that b1 and b3 are

different facts of B, It follows that b1.b3 = ¢. It follows

from Assumption 3 that the sum a1+b1+b3 of de(A+B) is a maximal

chain. As b1.b3 = ¢, it follows (from the definition of a

' ' = .
chain) that a1fb3 # ¢. Therefore, dE(A.B) a1.b1+a2.b2+a1.b3

(e) it follows from Assumption 3 that dL(A+B) = de(A+B).

It is lmportant to note that the facts recorded in d' are all those

facts that can be proved true using d and assumptlons 1, 2, and 3 It
follows that de s d;.

A+B A B -A.B
a1..b1 a1+b1+b3 a1 b1 a
a, b,
b a
3

FIGURE--13. The given database d€ and assumtions 1,2, and 3 imply a
new database d;.

3.2, DEPENDENCIES

Observation and recording of current facts of the enterprise
results in a database, say de’ This database belongs to De, the set of
all databases on ¢, and represents our Kknowledge of the enterprise

coming from the observation of individual facts. In a sense, the
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vdatabeee de is our starting point. Using the assumptions.adopted we
can improve our -knowledge of the enterprise in the sense that,
'_starting féom d e we can derive a new database d' such that d s d'

Our knowledge of the enterprise can be further improved based on
information inherent in the facts being observed. Examples of such

information are the following :

an employee is female or male but not both

an employee can work in only one department

This kind of information is expressed in our model in the form of

equations called dependencies.

" Definition 16. Let U be a “universe., A dependency on U is any equation

of the form g=r such that q and r are instances of partltionlngs of
L(u) .o

For example, if U = {A,B,C} then the equatlons A.B=C and A = B +C
are dependencies on U, Similarly, if a,b, and ¢ are facts of A,B, and
C, respectively, the the equation a = b+c is a dependency on U. Let
us recall (from Section 2) that an equation such as A.B=C must be
interpreted as follows : the partitioning denoted by A.B and the
partitioning denoted by C are the same partitioning. Let us élso
recall that, for all Q in L(U), the following equations are true
Q=Q.Q and Q=Q+Q.. We shall refer to such equations as trivial
dependencies. It is important to understand how an information such as
"an employee has one and only one salary" can be represented by an
equation. So, let us consider the universe U = {E,S}, where E stands
for "employee" and S stands for "salary". Let vae a fact of E and let
f be a fact of S, where j stands for "John" and f stands for "forty
thousand"., Now, suppose that the fact J.f is true that is, suppose

that "John earns forty.thousand" is true. Then we have :
(E.S = E and j.f # ¢) => jJsr

It follows that for every fact t of S we have : t # f => Jet = ¢. For
example, if  t stands for "thlrty thousand" then "John earns thirty
thousand" is false.
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From our previous example of employees and salaries it is clear
how dependencies are used in the deductive process. Here is another
example of deduction, using dependencies. Let U = {A,B,C} and consider

a database de on U defined as follows :

ds(A.B) a1.b1

d (B+C)
€

(b1+c1+c2)

Let us recall that we use parentheses in order to delimit maximal
chains. Thus, in the above definition of de, the instance de(B+C)
consists of a single maximal chain, namely b1+c1+02. As the database
ds Just defined is disjunctive, we shall adopt assumptions 1,2, and 3.
Moreover, suppose that we are given some general information in the
form of the following equation : A=B+C. Using the database de, the
assumptions adopted, and the given equation, we can derive a new
database d; as shown in Figure 14, Here are some examples of how the

facts of d; are deduced from the facts of d€ :

A,B, and C : It follows from Assumption 1 that the conjunctive facts
a.s b and c, are all true. Therefore dL(A) =a,, dL(B) = b1, and

17 21 % 2
d;(C) = ¢,*¢c,, as shown in Figure 14,

A.B and B.C : It follows from Assumption 1 that the conjunctive fact

1 1

Assumption 3 that the sum b1+c1+c2 of d€ is a chain. Therefore the

facts b1.c1 and b1.02 are true (from the definition of a chain). It

follows that dL(B.C) = b1.c1+b1.c2, as shown in Figure tl,

a .b1 is true. Therefore, dL(A.B) = a .b,. It follows from

A.C and A.B.C : As a1.b1 is true, it follows that a1.(b1+c

true too. As A=B+C, it follows that a1=b1+c1+c2 that is,

+02) is

1

(A=B+C and a1.(b1+c1+c2) £ ¢) => a, = b1+c1+c2

It follows that a,.c, # ¢ and a .c, # ¢. Therefore, d;(A.C) =

.c,*a_.c_. O = i
a -c *a .c, n the other hand, as a,=b,+c +c, and b .c, £ ¢, it

follows that a1.b1.c1 # ¢. Similarly, we can deduce that'a1.b1.c2 # ¢
That is ,
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(a -b1+c1+c1 and b 1°%4 £ d) => a;.b 1°C £ ¢
(a -b1+c1+c2 and b1.c o) = a1.b1.c ¢
Therefore d;(A.B.C) = al.bI.c1 + a1'b1’°2’ as shown in Figure 14,
A+§ : It follows for assumptions 1 and 2 that a is the only true
fact of A and that b1 is the only true fact of B . As the fact a b
is true, lt follows that a +b 1s a maximal chaln with respect to A
and B ¢+ Therefore d'(A+B) - (a *b, ) as shown in Figure 14,

1

A+B,C : It follows from‘assumptions 1 and 2 that a

1 is the only
true fact of A » and that b .c1 and b .02 are the only true facts of
(B, C) On the other hand, the facts a .b1.c1 and a1.b1 ; are true.
It follows that a, +b .C +b1 5 is a maximal chain with respect to A
and (B. C)e' Therefore d'(A+B C) = a, +b c1+b1..c2 as ‘shoyn in
Figure 14, '

A, (B+C) : We have already seen that a1-b1+c1+02. Therefore the fact

. t - -
a1.(b1+c1+02) is true. It folldws that dE(A.(B+C)) a1.(b1+c1+02)f

In the light of the previous examples, the reader should,be
able to follow through the remaining deduction steps that produce the
database d; of Figure 1u. It is evident, however, that what we need
here is a procedure for proving facts true or ‘false, based on the
given database d and the external information I. For such a procedure
the reader is referred to [31.

3.3. CONSISTENCY

We have seen so far that, given a database d and external
information I, we can derive a new database d' such that d < d'. The
database d' consists of all facts that we ean prove true based on d
and I. Thus d and I are the premises of our deduction and, as such;
they must be consistent., That 1is to say, there must be no
contradiction betweeh de and I. .

Definition 17. We say ‘that a database d is consistent with. external
information I (or that d satisfies I), denoted by’ d F-I, if we can

define the atomic facts of d 80 that I is verified u]
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A.B _BC
a1.b1 b1+c1+c2
d I
€
S— 4__—/
e
d'
€
A B c A.B B.C
3, o, 4 3,0, by-¢ a,.c,  34.D.0,
¢, by .25 3,.C,  3y.bj.c,
A+B B+C A+C A+B+C
a,*b, b, *e e, a,*cyte, a,*b,*e,*e,
A+B.C B*A.C C+A.B
a1+b1.c1+b1.‘c2 b1+a1..c1+a1.c2 c1+c2+a1.b1
A.(B+C) B.(A+C) "~ C.(A+B)
*® ‘ [ ] ®
a, (b‘ c1+ca) b1 (a1+c1+02) c, (a1+b1)
czf(a1+b1)

FIGURE 1¥ The given database de and the external information I imply
a new database d;
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Let " us recall that the external information I consists of
dependencies, assumptions, and’ model-oriented information. However,
only the dependencies are stated explicitly. Thus, for example, when .
we write I = {A=B,C, B=C+D} this means that I consists of :

(1 The dependencies A=B.C and B=C+D

(2) Assumptions 1 and 2 if the database is conjunctive, or

assumptions 1,2, and 3 if the database is disjunctive

(3) The definition of the model that is, whatever we have seen in
Sectioh 2 '

Let us also recall (from Section 2) that in order to define a fact it

is enough to give its domain.

Eggggle 1. Refer to Figure 14 and con81der the following definitions
of the atomlc facts a1,b1.c1 and c2
6(a1) = {1,2,3}, 6(b1) = {1,2}, 6(01) = {1}, 6(02) = {2,3}
It is easy to check that :
(a) Assumption 1 is verified
(b) b1+c1+c2 is a chain
(ec) ai-bi+c1+02, as required by the dependency A=B+C

It follows thqt d€ is consistent with I . o

Example 2. Let U = {§,B} be a universe. Consider a database d and
external 1nformat10n I defined as follows :

de(A'B) = a.b + a,b' , I = {A.B=A}

We shall show that d is not consistent with I. Indeed, suppose that
a, b, and b are atomic facts such that d F I. Then Assumption 1
implies that : a.b # ¢ and a.b' # ¢. On the other hand, as A.B=A, we
have : ‘
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(A.B=A and a.b # ¢) => a £ b, thus
(a$band b #b) => a,b' = ¢, a contradiction

Therefore dE F I. Note that we have used the unique name assumption

(from Section 2) in our proof. Indeed, we have assumed that b#b' a

Example 3. Let U = {A,B,C} be a universe. Consider a database de and

external information I defined as follows :

dE(A.B) = a,.b, + a

1+0, 2.b1 . de(B+C) = (b1+c1) , I = {A=B+C}

We shall show that de is not consistent with I. Indeed, suppose that

a1,a2,b1, and c1, are atomic facts such that'de F I. Assumption 1

implies that the facts a,, a,, b, ¢,, 2,.b,, and a .b., are all true.

1 2’ 1" 2 1

Assumption 3 implies that b1+c1 is a maximal chain. As a1.b1

so is a1.(b1+c1). As A=B+C, it follows that a1-b1+c1. Similarly, as

asz1 is true, so is a2.(b1+c1). As A=B+C, it follows that a2-b1+c1f

a  contradiction to the unique name assumption {(from

is true,

Thus a1-a2,

Section 2). Therefore dEP I - o

Example 4., Let U = {A,B} be a universe. Consider a database de and

external information I defined as follows :

d (AB) = a;.bytayedy, A (AB) = (ay+d,) + (ay0D), 1 =0

We shall show that dE is not consistent with I; Indeed, suppose that

agr a5 b1. and bé’ are atomic facts such that de F I. Assumption 1

implies that the fact az.b1 is true. Assumption 3 implies that a1+b%

and a2+b2 are distinct maximal chains. It fpllows (from the definition

of a maximal chain) that the fact a_.b

5 is false, a contradiction.
Therefore d_ kI . @

1

In the light of these examples it is evident that we need a procedure
for proving facts true or false. Such a procedure would be used for

consistency checking and deductive query answering.
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3wl QUERY- ANSWERING

We have seen, in Section ‘2, that the set De of all ourrent
databases is a bounded lattice. The first eiement of this lattice is
the e@pty database eE and the last element is the full database f .
Given a database d of De, consistent with an external information I
we have seen how we can derive a new database d' of De such that
d s d’ In Figure 14 we see a typical example of such derivation. The
database d' consists of all facts that we can prove true based on d
.and I. In a sense d' is the "answer" to our quest for knowledge about

the enterprise.

Detihition»481 Let d be a database of De consistent with external

information IA The answer on d and I, denoted by a(d »I), is the
database of De containing all facts that can be proved true based on
d and I ] '

€

For example, referring to Figure 14, we have : a(d yI) = d;. of
course, it is conceivable that we may not be 1nterested in the "whole"

answer a(d »I) but only in a specific part1tion1ng.

Definltienmml-. Let U be a universe. Let d be a database of Dg.
consistent w1th external information I. Let d' be the answer on d and
I, that is, a(dE,I) = d;. Let Q be a partltloning of L(U). The
answer on Q, with respect to de and I, denoted by a(Q,de,I), is

defined as follows :

a(Q,d ,I) = d'(Q) : o
€ € -

We shall often refer to Q as a guery and we shall write a(Q) instead
of a(Q,de;I), when no confusion is possible. Here are some examples of

answers to queries from Figure 14 :

a(A.C) = d;(A.C) = a,.c, +a,.c

171 172
a(A.B.C) d;(A,B.C)'= a,.b,.c. +a_.b
a(A+B.C)

1°°1°% 1°°1°%
a(C.(A+B)) = d;(C.(A+B))

d' (A+B. = .
¢ (A+B.C) (a1+b1.°1*b1'°2)

T %+ (3130) * e, agep))
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It is important to note that given a database de the answer to a query
Q depends on the available external information. If this information
changes then so does (in general) the answer to query Q. Let us see an
example, Consider the universe U = {A,B,C,D} and a database de oq

U defined as follows :

de(A'B'C)
dE(A.B.D)

a1.b1.c1 + a2.b2.c

1
-d.l + a3ob2-d1

a1.b1

This database 1is shown in Figure 15 along with three different

. external informations, denoted by 11, 12 and I3. It is easy to check
1 12 and I3. Suppose now that we would
like to compute the answer to query A.B.D. It follows from Assumption

2 that :

that de is consistent with I

a1, a2, and a3

b1 and b

are the only true facts of Ae

, are the only true facts of B€

d1 is the only true fact of De

Therefore the only facts of (A.B.D)e than can possibly be true are the

following :

, &..b, .d , a

a,.by.d,, a,.byud, a,.bad, ay,b,,d,, agub ady, a.ub,.d,

3

As the facts a1.b1.d1 and a3.b2.d1 are recorded in the database they
are true (from Assumption 1). In order to decide which of the
remaining facts are true and which are false, we use the available

external information :

I1 = {A.B=A, B.C=B} In this case the facts a1.b2.d1, a,

and a3.b1.d1 can be proved false. Indeed, consider first the fact

.b1.d1,

a1.b2.d1. As a1.b1.c1 is recorded in the database, the fact a1.b1 is

true (from Assumption 1). Thus we obtain :

(A.B=A and a1.b1 # ¢) = a1.b2 = ¢

Therefore a1.b2.d1 is false. By similar arguments we can show that the

facts a2.b1.d1 and a3.b1.d1 are false. However, the remaining fact

a2.b2.d1 cannot be shown true or false.



I'.= {A.B=A, B.C=B, B.D=B} In this case -the external information

consists of I1 plus a new dependency, namely B.D=B, Therefor'e the
facts a .b2 d1, 2.b d1, and a3.b1 1 can be pr'oved f‘alse as before.
As for the remaining fact a2.b2.d it can now be proved true. Indeed,

as a2.b2 1 is recorded in the dat abase, the fact .‘:lz.b2 is tr-ue (from

Assunptlon 1). By a similar argument we find that the fact b .d1 is
tr'ue. Ther'efore we have : . . '

= b

(B.D=B and byedy #¢) = b,ud, =b,

It follows that a..b_..d. = a .b > As the fact a .b2 is true, we obtain

2°72° 2
that the fact a2.b2.d1 is tr'ue too.
3 = {A.B—A B.C=B, A. B.D_.=B D} In this- case the . external

1nfonnat10n eonsists of I1 plus a new dependency, namely B.D A = B,D.
Therefore the facts a1.b2.d1, 2.b1.d], and a3.b1 1 can be pr'oved

false as before. As for the remaining fact a2'b2'd1 it can now be

proved false, Indeed it follows from Assumption 1 that a3,.b2.,d1 is

t.r'ue so we have :

(A.B.D = B.D and a3.b,.d, #¢) = byed, S a,

As a.2 _# a3 it follows that the fact a2.‘b2.}d1 is f‘alse.{ |

The example of Figure 15 shows‘ clearly that the answer to a-
query may not be "complete". Indeed, in the first case (with external

information I ) we cannot pr'ove the fact a2.b2.d1

why we do not include it in the answer to query A.B .C. However, we

cannot prove a2.b2.d1 false either ! In other wor'ds; the external

information I1 1s not sufficient in order to decide which facts of

true, and this is

A.B.D are true and which are false. This problem does not arise in the
remaining two cases (external inf‘ormatlon I and I_), and so the

3
answers to query A B.C are "complete" in those cases,

A very important notion related to query answer‘ing is that of
equiva.lence. We have seen that every palr' (d »I), such that d l= I, is
associated with an answer, denoted by a(d ,I) .This answer is a




FIGURE 15.
information.
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- 11 -> u(AoB-D) -

= I =»> a(A.B.D) =

2

Query answering on a database de under varying external

I' = {B=B.C}

FIGURE 16.

(de.I) = (d'e.I') whereas (d'E.I) s (de,I) afld (d’e.I) # (de.I)
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database of De r‘epresent.lng the information content of (d I). We
'shall say that two pairs. (d »I) and. (d' 1), are equivalent if they
- have the same information content. In order‘ to simplify matters we
assume that : if de P I then Aa(de,-l) - e‘e, where eE is the empty
database. '

Definition 20. Let d_ and d. be databases of De. Let I and I' be
external 1nt‘ormations. He say- that (d .I) is equivalent to (d' 1),
denoted by (d WI) = (d',I'). ir u(d yI) = a(d' I') o

This definition can also be given (equivalently) in terms of answers
to individual queries as follows :

(d'e'I) = (d;.I') <=>¥Qe€ LW a(Q.de.I) - a(Q.d'e.I')

For example, let U = {A,B,C} and consider two databases de and d;:
defined as follows :

dE(A.B.C) = a,'b'c
d' (A.B) = a.b , d' (B.C) = b.c
€ € .

These databases are shown in Figure 16. Let I be the external
information on d and suppose that I contains no dependencies other
‘than the trivial ones (this is denoted by writing I=@). Let T' be the
external mf‘ormation on d' and Suppose that I' = {B=B.C}. It is easy
to check that (d ,I) = (d' »I') Dby computing the answers to all
individual queries. Here are some examples : N

a(ABd.I) -ab-a(ABd' »IV)

a(ABCd I)cabc~a(ABCd' »I')

a(A+C d .I) = a+c = q(A+C, d' I')

On the other hand, the pair (ds.I)' is not equivalent to the pair .
(d"e:'I) as '

a(A.B.C,dE.I) = a.b.c # q(A.B.C,dL,I) -6
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Let 3'denote the set of all possible external informations. Let
a be a function from the product set ‘De. x-J- into the set De ‘that
associates each pair (d ,I) in De x 3  with its answer a(d ,I) in De.
It follows from Deflnition 20 that ‘two pairs (d ,I) and (d' I') are
equivalent if they have the same image under o Let [(dE,I)] denote

the equivalence class of (de,I) that is,
[(de.I)] = {(d1,I") | ald_,1) = a(dl,I')}

Let (De x 9 )/a denote the set of all equivalence classes of De x J.

It is easy to see that
(pe x J )/a = {a_1(de) |a_ € De
The set (De x 3 Y/a can be ordered using the lattice ordering of De.

Definition 21. Let d and d' be databases of De. Let I and I' be

external informations. We say that the class [(d I)] is less defined
than the class [(dL,I')]. denoted by [(de'I)] S [(d; ,I')1, irf
a(d ,I) £ a(d',I') o

€ 3

For notational convenience we shall often write (de’I) 4 (dL,I')

‘instead of [(d I [(d' I')]). Definition 21 can also be given

(equivalently) in terms of answers to individual querles as follows :
(dE,I) < (d;,I') <=> ¥ QEL(U) a(Q,de,I) < a(Q,d;.I')

In the example of Figure 16 it is easy to check that (dé,I) g (de,I).

An immediate consequence of definitions 20 and 21 is the following :
(d ,I) = (d',I') <=> (d ,I) § (d',I') and (d',I') s (d ,I)
€ € € € —_— € €
The examples of figures 17 and 18 should help clarify further the

notions of equivalence and ordering that we have introduced in this
section.,
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d
€
B.C
By-cy
by-cy
b3702 . I= {B=BTA}
¥
d'
€
I' =0
'FIGURE 17. (d,D) s (a,17)
I, =0
I, = {B=ch}-
It -0
! = =
I = {c=C.B}

FIGURE 18. (d€,11)Aand (d;,I;) are not comparable whereas :

.(de,Ii) s (d;,lé); (d;,I;)'S (de.IZ). and (d€,12) E (d;.lé)
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The problem of comparing two paifa ~(de’1) and (dL,I'), with
respect to their information content, is of central interest in
database theory. For instance, when we know that two or more pairs are
equivalent then we are faced with a choice among alternative
representations of the same information. Some choices are more
convenient than others for various reasons. In the following section
we study some aspects of the equivalence 'problem for an important

class of databases nameiy, conjunctive databases.

4, CONJUNCTIVE DATABASES

In this section we discuss some aspects of equivalence in
conjunctive databases. In our discussions we assume a universe U and
we denote by CL(U) the closure of U under product. For example, if
U = {A,B,C} then we have : .

CL(U) = {A, B, C, A.B, B.C, A.C, A.B.C}

The set CL(U) consists of all the conjunctive partitionings of L(U).
Therefore the domain of every conjunctive database on U is a subset of
CL(U). We denote by CDe the set of all conjunctive databases on e and

U. We' restrict our attention to conjunctive dependencies that is,

dependencies of the form q=r such that q and r are instances of

partitionings of CL(U). We consider only conjunctive queries that is,

queries from CL(U). Id summary, our assumpéions in this section are
the following :

- the database dE is conjunctive ,

- the external information I consists of conjunctive
dependencies, assumptions 1 and 2, and model-oriented
information, and

- the queries are conjunctive

Let us recall that model-oriented information is whatever we have seen
in Section 2. For example, for all Q in CL(U), the equation Q=Q.Q is
model-oriented information, as it is a consequence of the definition



_53_

of the model (see Proposition 1, Section 2) Thus for all Q in CL(U)
the trivial conJunctlve dependency Q=Q. Q 1s in I, However, trivial

dependencies are not stated explicitly in our examples.

In. Section 4.1 we define expansion and reduction of a
partitioning with respect to a given external information I.
Subsequenctly, we use these concepts, in Section 4. 2 in order tc
determine equlvalence of conjunctive databases.

4.1. EXPANSION AND. REDUCTION

Throughout this section we assume that all dependencies
contained in the external information I are conjunctive, We denote by
I+ the -external information I augmented by - ali conjunctive
dependencies that are consequencies of the dependen01es in I. Let us

use the following as a "running" example :
U= {A,B,C,D,E}, I = {A.B=A.B.C s C=C.A , D.E = D.E.B.C s B.E=B.E.D}

The dependency B. C B. C A is a consequence of the dependency C=C.A and
thus it is in I . As a second example, consider the dependency
D.E=D.E.B. This dependency is a 'consequence of the dependency
D.E = D.E.B.C because : ‘

D.E = D.E.B.C => D.E S D.E.B.C => D.E £ D.E.B => D.E = D.E.B

Thus the ‘dependency D.E = D.E.B is in I+. Now, let us recall that the
information carried by an- equation such as B.C = B.C.A is the
following : the partitioning (denoted by) B.C and the bantitlonlng
(denoted by) B.C.A are the same partltlonlng. Therefore we can view
B.C as a "reduced" notation and B.C.A as an "expanded" notation for
the same partltlonlng. Carrying thls idea one step further, . consider
the partltlonlng A. B and suppose B = B.C. Then we can say that A.B
"expands" to B.C in the senseé that the product of A.B and B, c prov1des
an "expanded" notatlon for A.B. Indeed, if B = B, C then A. B = A.B. C.
In the opposite direction, we can say that A. B.C "reduces" to A. B 1n
the sense that A. B is a "reduced" notation for A B C.
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Definition 22. Let Q and R be two partitionings of CL(U). Let I bé a

given external information. We say that Q expands to R, or that R
reduces to Q, with respect to I, if there are partitionings Q1,X,R
CL(U) such that : Q=Q1.X, RnX.R1, and X=X.R

in
ST e
1 are in I . O

Clearly, if Q=R then Q expands to Q.R (trivially). In our running
example, A.B expands to A.B.C, C eipands to C.A, D.E expands to
D.E.B.C, and B. E expands to B E D. On the other hand A. B E expands to
A. B C (by A.B = A.B.C) and to B E.D (by B.E = B.E.D). Simllarly, A.D.E

expands to D. E B. C (by D. E = D, E B C), and D. E B C expands to C. A (by
C = C.A).

Suppose that Q expands to R and let Q.R = (Q LX) (X, R ), as in
Definition 22, Let q1..x.r'1 be a true fact of Q R. It follows that
qq X is a true fact of Q1fX and xtr1 is a true fact of X. R1
Conversely, suppose that q1.x is a true fact of Q1tX and that x‘r1 is
a true fact of X. R1 As X=X. R1, it follows that q1.'x..r'1

therefore, q1.x r1 is a true fact of Q.R ; moreover, x.ra is"a false

fact of X.R1; for every true fact r; of R1(r; # r1). It follows that

q1.x.ra is false for every ra # rye We state this result formally in

the following :

= q1.x and,

Lemma 1. Suppose that Q expands to R and let Q.R = (Q X) \X R ), as
in Definition 22, If q1.x is a true fact of Q and X r1 "is a true fact
of R then 2

(i) Qg X.r, is a true fact of Q.R

S (ii) qitxtra is a false fact of QfR’ for all rf # ry =
Given a partitioning S of CL(U), a relevant question is whether there
is a "shortest" reduction and a "longest" expansion of S. In our
running example, we have seen that A.B.C reduces to A.B. On ﬁhe other
hand, A.B is irreducible, with respedt:to I, as it doeé not reduce any
further-(néither A=A.B nor B = B.A is in I+). However, A.B.C reduces
also to B.C, and B.C is again inreducible. it follows tnaﬁ, given a
partitioning s, thene may be more than oneb"shortest" reduction of S.

If Q is irreducible and Q expands to R then Q is called a key of Q.R;



_55—

In our running example, A.B and B.C are keys of A.B.C. Similarly, B.E
is a key of B.D.E, and A. B E is a key of,A.B.C.D. E On the other hand,
D.E is 1rreduc1ble but it is not. a key of A B C D E, as D.E does not
expand to A.B.C.D.E. However, D.E expands to B C D E and thus D.E is a
key of B.C. D E. Let us note that all atoms of IJ are 1rreduc1b1e.
Thus, in our runnlng example, C is a key of A. C as C is irreduoibie

N

and it expands to A. C.'

We have Jjust seen that, given a partitioning S, there may be
more than one "shortest" reduction of S. However, there is always a
unique "longest" expansion. First, let ue note that if Q expands to R
then Q expands also to d.R (trivially). On the other hand, if Q
expands .to R and to R' tﬁen Q expands _to R.R'. Indeed, following
Definition 22, 1let us suppose that : Q = d1fk = Q;TX', R=XTR1,
R'=X'. a, X=X. R1, and X'=X' R;. Then we have : i

Q= QA LX), RR = (XD (RLRD, XX = (XX1) (R, RY)
It follows that Q -expands to R.R'. As a consequence, there can be only
one "longest" eéxpansion of Q..In.our running example, A.B expands to
A.B.C. On the other hand, A. B C is saturated as it does not expand any
further (the only possibility is c=C. A but A appears already in
A.B.C). It follows from our discussion so far that every partitioning
Q of CL(U) has a unique saturated expan31on. We call this unique
saturated expansion of Q the closure of Q and we denote it by Q . Here

are some examples of closures 2
+ + + +
(A.B) = A.B.C , (A.C) = A.C » (A.B.E) = A.B.C.D.E » (A.E) = A.E

Note that A.E is both,. irreducible and saturated. A partitioning that
is both irredu01ble and saturated is called a prime. Note also
that the atoms of U are always irreducible and that glb(U) is always
saturated, for any external information I. Clearly, if I contains only
trivial dependencies then every partitioning of CL(U) is both,
irreducible and saturated that is, no reduction or expansion is

possible,
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If a partitioning is not saturated then it can expand, possibly

in many different ways. Let us consider -the following example :
] - {A,B,C.D.E’F,G}' I = {B-B.A' CD = C.D.E. C.CnF’ E-E.G}

The bartitioning B.C.D expands to B.A but B.A does not expand any
fﬁrther (it is saturated). However, B.C.D also expands to C.D.E, and
C.D.E is not saturated. C.D.E expands, in turn, to C.F and to E.F.G

which are both saturated. Thus we have :

B.C.D = (B.C.D).(B.A)
= (B.C.D),(C.D.E).{(C.F)
= (BQC-D)Q.(C.DQE)O (Eo F.G)

Each of these products represents a different way of expanding B.C.D
up to a saturated partitioning.

Definition 23, A sequence < S1.82....,Sn > of partitionings in CL(U)
is an expanding sequence if Si'expands to Si+1’ for all i=1,2,...,n~1

(assume n > 1) -- o

In our previous example the following are expanding sequences :
< B.C.D, B.A >, < B.C.D, C.D.E, C.F >, < B.C.D, C.D.E, E.F.G >

An expanding sequence is maximal if its first term is irreducible apd'
its last term is saturated. In our previous example all three
expanding sequences are maximal, Let us note that if < S1'32""‘Sn >
is an expanding sequence then any .subsequence of the form
< si,si+1,.;.,sJ
that S1.'82...Si expands to Si+1’

fact and a simple induction argument we can exiend the résult of Lemma

> is also an expanding sequence. Let us also note
for all i{=1,2,...,n-1. Using this

1 as follows :

Lemma 2, Let <S1'32""'Sn > be an expanding sequence. Let

Si.S. - (Qioxi)o(xioqi+1). Where Xi ad X QQ

i+1 1*954 for all i-j,2,...,n—1
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(see also Definition 22). If s is a true fact of S. and

1793-%

i
s“1 - xi‘qiﬂ is a true fact.of Si+1' 1-?,2,."..,n-1., then we have :
(1) 8;+85++48 18 a true fact of SyeSpeee8
) . . ' i _
A (ii). 31’_82‘,'_'_31—1',si',siﬂ"'sn 4is.a false fact, for all s} ¥ sy 1 2.._..,:1 o]

Given a partitioning Q of CL(U), we call, Q-sequence any expanding
sequence whose first term is Q; we call Q-expansion the set of all
terms in one or more Q-sequences. For' example, consider the following

expanding sequences (see Figure 19) : ?
< B.C.D, A.B > , < B.C.D, C.D.E, C.F > , < B.C.D, C.D.E, E.F.G >

‘These sequences "are B.'Q.‘D-sequences. The set of all terms appearing in
these sequences is the t‘oilowing : '

{B.C.‘D’ A.B, C.D.E. CQF' C.D.E. EoFoG}

This set is a B.C.D-expansion. The B.C.D-sequences confained in this
set can be conveniently represented u‘sing a graph in which an arrow
from Q to R means that Q expands to R. The B.C. D-expansion that we
have Just seen. is represented. by graph (a) in Figure 19. Using Lemma 2
and a simple induction argument, on the number of Q-sequences in a

Q-expansion, we obtain the following result :

Proposition 5. Let Q@ be a partitioning of CL(U). Let
{Q-Q QZ""’Q } be a Q-expanswn. ir $=8:+8,...8 1s a true Fact of

Q Q ._..Q then s1.sz...s11

s} # 81’ 1-2,...,m o

.S'

1 1+1fffsm is a false fect, for all

4.2. EQUIVALENCE

Let d_ and é; be conjunctive datebasesf Let I and I' be
external informations. In the light of our discussion of equivalence
in Section 3.4, we can specialize the definitions that we have seen
there to conjunctive databases. Thus we can write :
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U = {A,B,C,D,EpF,G} ’ I = {B.B.A’ COD'CQDQE, C=C.F, EHEoFoG}

B.C.E\ B.C.D B.C.D
A.B C.D.E A.B C.D.E.F A.B C.D.E
C.F E.F.G E.F.G E.F.G
~ .

(a) (b) ‘ (e)

U = {A159C}
I = {A“A.C}
d d'
€ €
A.B
a.b
atb
FIGURE 20. (dE’I) s (ueI)
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(de,I) (dE,I') <=> - ¥ QECL(U) a(Q,desI) = a(Q,dL,I')

oA

(dE,I) (dL,I') <=> ¥ QecL(u) a(Q,dE.I)-S a(Q,d;.I’)

In this section we study the problem of deciding whether two pairs,
- .
(uE,I) and (dE,I),~are equivalent under the following assumptions :

Al dom(u ) - {glb(u)}
A2 Slb(dom(de)l = glb(U)
A3 ¥ Qedom(de) dE(Q) = a(Q,uE,I)
‘The flrst assumption says'that the domain of ue contains a single

partitioning namely, the product of all atoms in U, Such a database
1s called a universal database, The second assumption says that the

domain of de can\contain more than one partitioning,_provided that the
greatest lower bound of all partitionings in the domain is equal to
glb(U). The third assumption says that, for all Q in dom(d ),. the

instance of Q associated with Q, under d e’ is the answer to Q obtained
from (u »I). A database d satisfying the assumptions A2 and A3 is

called a decomp031tion of u . Figure 20 shows a universal database u

and a decomposition d of u ; We can now restate the problem that we
study in this sectlon as follows : decide whether (u ,I) = (d ,I),
where u is a universal database and d is a decomp031tlon of u . It
is 1mportant to note that the external 1nformatlon I is common to both
databases. Let us also note that (d »I) is less defined than (u ,I),
This follows immediately from assumption A3

In the specific problem that we consider in this section, the

‘definition of equivalence can be written as follows :
(u_,1) = (d_,I) <=> a(glb(U),uE,I) = a(glb(V),d_,I)

This is an immediate consequence of assumptions A1 A2, and A3. For
example, in Figure 20, where glb(U) = A B C we find : '
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a(A.B.C,uE,I) = a,b.c + a'.b.c' # a(A.B.C:,de,I) = ¢

It follows that (u ,I) is not equivalent to (d e I). Now, let us define"

(in Figure 20) a new decomposition d' of u. as follows :

d'(A B) = a(A.B,u .I) = a.b + a'.b
d'(A C) = a(A c, u yI) = a. - + a'.c‘

Let us note that A.B expands to A.C with respect to I. Therefore wve
can apply Lemma i (from Section Mti) to conclude that aiAfBTC,us,I) -
a(A B. C d' I). It follows that (us,I) = (d;,I)f Thus Lemma i, or its
more general Proposition 6, provides the following sufficient
condition for equivalence : (ue,I) E'(de,I), if there is Q in dom(de)-
such that dom(de) is a Q-expansion with respect to If We state this

result formally in the following proposition :

Proposition 6. Let u be a universal dataoase, and let de be aA
decomposition of u.- Let I be a given external information. Then
(ue'l) = (dE,I) 1f ‘there is Q in dom(d ) such that dom(d ) is a
Q-expansion, with respect to I. o

When (de’I) is equivalent to (uE,I) then we say that (dg,I) is a

lossless decomposition of (ue,I). Proposition 6 gives a sufficient
condition for lossless decomposition. It is important to note that
this condition depends on the external information I and on the domain

of d8 but it is independent of the current instance of ue.

Let us refer back to Figure 19 for some examples of lossless
- decompositions. First, let us recall that the graphs (a), (b), and
(c), that. wé see 1in that figure, represent three different
B.C.D-expansions. Now, let us consider a universal database IJE and

three decompositions de,d;, and dg, such that :

dom(ue) = {A.B.C. D E.F.G}
dom(de) = {B C D A B C b.E, C.F, E.F. G}
dom(dL) = {B C. D A B, cC. D E F, E F. G]

dom(dg) {B c. D A. B c. D E E F. G}
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The domains of d', d' and d".correspond to graphs (a), (b), and (c),
respectively. Each domaln contains the partitioning B.C.D and 1t is a
B.C. D-expan31on. It follows from Propositlon 6 that all three
decompositlons are lossless. Let us note that dom(d") ;; dom(d ). Let
us also note that the three decomp051t10ns d ,‘d;, and d" correspond
to three different "factorizations" of the domaln of u . Indeed

(B.C.D).(A.B). (C‘D E).(C.F).(E. F.G) from graph (a)

A.B.C.D.E.F.G =
‘.'.U=(BCD)(AB)(CDEF)(EFG) from graph (b)
= (B. C D) (A B) (C D E) (E F. G) from graph (c)

Let ﬁs recall that if the external information I‘contains only tri?ial
dependencies then no ,expansion is possible. It follows that no non
tri&ial lossless decomposition is possible..On the other hand, if I
contains nontriyial ‘dependencies then ‘more than one lossless
decomposition may be possible (see Figure 19) In this case we are
faced with a choice among alternatlve representatlons of ‘the same
information. Some choices are more convenient than others for various
reasons. We discuss here briefly three examples of desirable
propertles for lossless decomp081tions. In our dlscu551ons, u denotes

a universal database and d »d' REREY denote decomp051tlons of ue.

Minimality. The partitionings in the domain of a 'lossless
decomposition d€ are often required to be of a specific form. One such
requirement is miniality. Let Q and R be two partltlonlngs of CL(U)
and suppose that Q expands to R. Then there are partitionings Q1, X,
and R1, Ssuch that : Q = Q17X, R = XTRI’ and X = vaR1 " (see

Definition 22), R is called a miniﬁal expansion of Q if"R1 is

irreducible. Aﬁ expanding sequence < Q1,Q2,...,Qn > is minimal if

~(a) Q1 is a minimal expansion of an irreducible partitioning, and

(v) Qi is a minimal expansion of Qi—1’ i=2;...,n

A Q-expansion ' is minimal if all its Q-sequences are minimal. For

example, referring back to .Figure 19, it is easy to see thai the
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following B.C.D-sequences are all minimal
< B.C.D, A.B >, < B.C.D, C.D.E, C.F >, < B.C.D, C.D.E, E.F.G >

Therefore, the B.C.D-expansion made up from all terms of these
sequences is minimal. This B.C.D-expansion is represented by graph (a)
in Figure 19. The B. C. D—expansion represented by graph (b) is not
minimal, as C.D.E. F is not a minimal expansion of B.C.D (the
dependency E=E.F is in I+ and, therefore, E.F is reducible); Finally,
the B.C. D-expahsion represented by graph (e) is minimal ae all its
B.C.D~- sequences are minimal. A lossless decomposition de of uE is
m1n1mal if there is Q 1in dom(d ) such that dom(d ) is a minimal
Q- expans1on. Thus in Figure 19, graphs (a), (b), and (¢), correspond
to lossless decompositions, of which (a) and (c) are also minimal.
_Clearly, if there is a (nontrivial) lossless decomposition of ue then
there is a minimal lossless decomposition of uef In order to find a

minimal lossless decomposition of ue, we can

- either start with a minimal expansion of a key of glb(U) and expand

it "minimally"

- or, start with glb(U) and remove atoms "minimally"

The resulting algorithms and their analyses .are presented in a

separate paper [5].

Nonredundancy. A decomposition dE of uE is called redundant if there

is decomposition d; of ue such that dom(d;) g; dom(ds)t A desirable
property of a lossless decomposition de of uE is that it Dbe
nonredundant. For example, referring back to Figure 19, we see three
lossless decbmpositions corresponding to graphs (a), (b), and (c¢). Let
us denote these decompositions by de’ d;, dg, respectivelyf Thﬁs we

have :

{B.C.D, A.B, C.D.E, C.F, E.F.G}
{B.C.D, A.B, C.D.E.F, E.F.G}
{B.C.D, A.B, C.D.E, E.F.G}

dom(de)

dom(d')
€

dom(d")
£
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As we have seen earlier, all three decompositions are lossless;
‘However, as dom(dg) is a proper subset of dom(de). the decomposition
de is redundant. On the other hand, the decomposition d' is
nonredundant, because if we remove any partitionlng from dom(d’) then
what remains is no more a decomposition of u +« For the same reason d"
is nonredundant too. Let us recall, from our earlier discussion, that
dg is also minimal, Thus dg is a lossless, minimal, and nonredundant
decomposition o{m ué. Clearly, if there .is a (nontrivial) 1lossless

decomposition of us then there is a nonredundant lossless

decomposition of ue. In ordér to find a nonredundant lossless
decomposition of ue we can proceed as follows :

(1) start with a Q-expansion of a lossless decomposltion d

(2) remove a partitioning R if

(a) glb(dom(de)-{R}) = glb(U) and

(b) there is S in (dom(de)-{ﬂ}) such that (dom(de)-{R}) is

an S-expansion

(3) repeat (2) until no partitioning can be removed.

For example, referring back to Figure 19, let d e’ d' e and d" denote
the lossless decompositions correspondlng to graphs (a), (b), and (e).
' We hava seen earlier that de is redundant. Applying the algorithm just
~ described,. we find that C.F is the only partitioning than can be

removed. The resulting nonredundant'lossless decomposition is d;.

Dependency preservation. Let d be a decomposition of u . Let I be a

given external information. It foilows from the definit;on of a
decomposition that : if uE F I then dE F I, However, the converse is
not necessarily true, as the example of Figure 21 shows. Indeed, the
decomposition dE of Figure 21 satisfies I, if the atomic facts a,b,c
and ¢', are defined as follows :

8(a) = 11,2}, 6(b) = 12,3,43, s(c) = (3,51, 6(c') = {4,6]
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On the other hand, there is no definition of the atomic facts a,b,c,
and c¢', such that ug satisfies If Indeed, suppose that a,b,c, and c
are atomic facts such that uek If Then Assumption 1 (from Section 3)
implies that : a.c # ¢ and a.c' # ¢. On the other hand, as A=A.C, ve

have :

(A=A.C and a.c # ¢) => a s ¢, thus

(a S‘c and c'# e¢') => a.c' = ¢, a contradiction

Therefore u, F I. Thus d satisfies I whereas Ue does not. A desirable
property of a decompositlon dE of u is the follow1ng : it d
satisfies I then u_ satisfies I. Such a decomposition of uE is called

dependency preserving, with reepect to I. Let us note that if each

dependency of I is "embedded" in a partltlonlng of dom(d ) then d is
dependency preserving. We say that a dependency Q=R is embedded in a
partitioning S if S .é Q.R. For example, the dependency B.C=C.D is
embedded in the partitioning A.B.C.D. More generally, Aif .each

,‘dependency in a "cover" of I is embedded in a partltlonlng of dom(d )
then d is dependency preserv1ng. A subset J of I is called a ggxgg
of I 1f all dependencies in I are consequences of those in J. For
example, let

H
(]

{A=A.B.C, C=C.A, A=A.D, D=D.E, A=A.E}

[
n

{A=A.B.C, C=C.A, C=C.D, D=D.E}

The set J is a subset of I+, as its dependency C=C.D is a consequence
of the dependen01es C=C.A and A=A.,D of I. On the other hand, J is a
cover of I as ‘the dependen01es of I are consequences of the
dependencies of J. In the example of Figure 21 the dependency A=A.C is
embedded in the partltlonlng A.C. It follows that the decomposition
d;, of Figure 21, is dependency preserv1ng. Note that d; is also
lossless (A.B expands to A.C). Unfortunately, it is not always
possible to. find a losslesé decomposition of uE which is also

.dependency preserving. Consider the following example :

U = {a,B,C} , I = {A.B=A.B.C, C=C.B}
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The dependency A.B=A.B.C can be embedded only in A.B. C. On the other
hand, A.B=A.B.C is not a consequence of C=C.B., It follows that there
~does not exist (nontrivial) dependency preserving decomposition of u .
Yet, a lossless decomposition of u "does exist (its domain con31sts of
the partitionings A. C and B, C)

I = {A=A.C}

FIGURE 21. d_} I but u f I
_—— € €

In summary, we have seen in this section some adspects of the
equivalence problem in conjunctive databases. More specifically, we
have studied lossless decomposition of a'universal database, a problem
of central interest in database theory., We have introduced the concept
of expansion and reduction of a partitioning, with respect to a set of
dependenc1es. We have then used this concept in order to derive
sufficient conditions for lossless decompositions and, also, 1n
defining some desirable properties of such decompositions. A more
thorough study of the equivalence problem, including computational
algorithms, is presented in a separate paper [5].
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5. RELATION TO OTHER MODELS

In this section we discuss the relationship of our 'model to
other database models. More specifically, in Section 5.1 we discuss
how the relational modél can be embedded in our model in a very simple
manner (in fact, the relational model can be seen as a naming
convention for conjunctive databases). In Section 5.2 we show how the
.basic constructs of semantic modeling can be defined easily in ‘the
lattice of partitionings. The important conclusion of this section is
that our model combines the following features :

.(a) Syntactic simplicity for data representation (essentially, that
of the relational model)

(b) Powerful means for dependency specification within the model

(product and sum of partitionings)

(¢) Semantic constructs that are missing from the relational model

(essentially, specialization and generalization)

(d) Deductive capability (essentially, that of set theory)

5.1. THE RELATIONAL MODEL

Most of the formal database studies that are under way at
present are concerned with the relational database model introduced by
Codd [2]. In the relational model one views the database as a
collection of relations, where each relation is a set of tuples over
some domain of values. More precisely, let U be a finite set of

attributes {A1,A2,...,Ak} ; the set U is the relational universe. For

i=1,2,...,n, let D, be a countable set of values {xi1,x12....} such

i
i Let

that D AU=@ ; tne set D, is the domain' of A
D-D,L) D2tJ cee L}Dk. A relation schema over U is a nonempty subset of

U; a relation schema is denoted by juxtaposition of its attributes (in
any order). A tuple over relation schema R is a function from R into D

such that : for all Ai in R, t(Ai) is in Di; if R contains n
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attributes and t(A = a;, i=1 2,...,n, .then t is denoted by
1 2...a . A r‘elatlon r over relatlon schema R is a set of tuples
over R, A database schema :S over U is a set of relation schemas over
v, say 5 - {R1,R2,...,R }, such that R1uR U ... UR = U. A

database d-over S is a function on 3 a35001at1ng each r'elation

schema R of & with a relation over R . For example, suppose that :
U= {A,'B,C,D} , o I8 {ABC,BCD}

Consider now the following database d over 3 :
d(ABC) = {abc,a'.bc' »abe'}l ,  d(BCD) = {bed,be' d'}

This relational database is shown in Figure 22, using a tabular

4representation.
ABC _ "B CD
abe bed
a'b ¢ b c'd - d
"a bec'

FIGURE 22. A relational database d over schema 3= {ABC,BCD}

From our brief introduction of the relational model, it is evident
that the starting point is the relational universe U that is, a finite
set of symbols, called attributes, and their associated sets of
values, called domains. However, one notable feature of the relational
model 1is the complete'absence of semantics for attributes and domain
values, Thus a tuple in a relation represents a relationship between
certaln values, but from the mere syntactic definition of the relation
we know nothing about the nature of the relatlonshlp. One approach to
remedy this deficiency is to devise .means to spe01fy the missing
semantlcs. These semantic specifications are called semantic or
integrity constraints, as they specify which databases are meaningful

for the application and which are ‘meaningless. Of particular interest
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are i;he constraints called data dependencies. Two important classes of

data dependencies, that have been extensively studied in the

relational litterature, are equality-generating 'dependencies and

tuple-generating dependencies. Equality generating dependencies say

that if a certain pattern of entries appears then a certain equality
must hold. Tuple-~generating dependencies say that if a cer‘fain pattern
of entries appears then another pattern must appear". The simplest
example of equality-generating dependency is the functional
dependency, defined as follows. Let r be a relation over relation
schema R, and let X and Y be s'ubsets of R. We say that "r satisfies
the functional dependency X » Y" if for all tuples t and t' inr

t(X) £ (X) => t(Y) = t'(Y). For an example, .r'ef‘er' to Figure 22 and
suppose r is the relation dver' ABC. Then r satisfies A » B but r does
not satisfy AB » C. Turning now tc tuple-generating dependencies, the
simplest example is the multivalued dependency defined as follows. Let

r be a relation over relation schema R, let X and Y be subsets ef‘ R,
and let Z = R - (XUY). We say that "r satisfies the multivalued
dependency X > Y" if for‘ all tuples xyz and xy'z' in r the tuples
xyz' and xy'z are in r. For an example, refer again to Figure 22 and
suppose that r is the relation over BCD. The r does not satisfy
B »» C,

Semantic constraints, such as functional or multivalued
dependencies, specify which databases are meaningful for the
application and which are meaningless. Thus the presence of
constraints increases our knowledge about the nature of the
relationship represented by a tuple. However, we still know nothing
about the nature of the attributesi and their values., On the other
hand, the specif‘ic'ation of the constraints themselves is done mostly
by means ex\ter'nal to the relational model (usually, first-order
logic). This creates a dichotomy between the representation of data,
on the one hand, and the specification of constraints, on the other
hand. In what follows we propose an alternative approach in order to
remedy the semantic deficiencies of the relational model.. Our proposal
consists in embedding the relational model into the 1lattice of

partitionings. More specifically, we describe (informally) how :
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(1) Every conjunctive database can be named using a relational
database

(2) Every relational database can be interpreted as a conjunctive
database (thereby allowing for the representation of data and the
specification of constraints within a unified'framework, namely
that of the lattice of partitionings).

The resultlng one-one correspondance between conjunctive databases and
relational databases is summarized in Table 1. In our discussions we
assume that the relational universe U is such that U "makes sense" as
a relation schema, For example, if U consist of the attributes : TYPE
and DEPOT of an automobile, and RANK and SALARY of an employee, ‘then

U does not make sense as a relation schema.

First, consider a given conjunctive database on a universe
U = {A1’A2’fff’Ak}’ where Ai denotes a partitioning, i=?’2’fff'kf Let
ai1’aié'fff denote the true facts of Aif The basic step in naming the
econjunctive database by a relational database is defining the
relational universe. In order to define this universe proceed as
follows ; for i=1,2,;..,k,

(i) consider each symbol Ai as an attribute
(ii) consider the set of symbols Di = {a, aiZ""} as the domain

i1’
of A, ’
i

Roughly speaking, in order to obtain the relational universe we simply
dissociate all symbols in the conjunctive universe from their
meanings. The resulting relational universe '1s the relational name of
the conJunctlve universe. The relational hames of the remaining
concepts. involved in the deflnltion of a conjunctive database can now
be obtained ea31ly. For example, a conjunctive partltlonlng, say
A.B.C, will be named by the relational schema {A,B,C} ; a fact of
A;B‘C say a.b. c, Wwill be named by the tuple abc over {a,B,C} ; an
instance, say a.b+a, b', of the partitioning A.B, will be named .by the
relation {ab,ab }, over {A,B}. Thus the glven conjunctive database
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will be named by a relational database, Note that the domain of the
given conjunctive database will be named by the schema of the

corresponding relational database.

In the opposite direction, consider a given relational database
preeehde Let Dy=la 2y,
i=1,2,...,k. the Dbasic step in interpreting the relational

on a universe U = {A1,A
Ai' X
database by a conjunctive database, 1is the definition of the

,ss+} be the domain of

conjunctive universe. In order to define this universe proceed as
follows : for each attribute Ai' i=1,2,..4,k,

(i) consider a partitioning with as many true facts as there are
values in Di ; denote this partitioning by Ai
(ii) associate each value aij in Di with a true fact of the

partitioning (denoted by) Ai’ in one-to-one fashion

In this way each attribute A1 denotes a partitioning whose trﬁe facts

are named by the values in the domain D If we include "enough"

i
integers in the definitions of the k partitionings then we can ensure

that :

(iii) the greatest lower bound of the k partitionings is not the
bottom

(iv) if a tuple a8, 008, is in the relational database then the

product of the associated facts is a true fact

The interested reader is referred to [3] for more details on (iii) and
(iv). The resulting conjunctive universe is the interpretation of the
given relational universe. The interpretations of the remaining
econcepts involved in the definition of a relational database can now
be obtained easily. For example, a relation schema, say {A,B,C}, will
be interpreted by the conjunctive partitioning A;B.C‘; a tuple over
{A,B,C}, say abe, will be interpreted by the (true) conjunctive fact
a.b.c of A.B.C ; a relation over {A,B}, say {ab,ab'}, will be
1ntérpreted-by the instance a.b+a.b' of A.B. Thus the given relational

database will be interpreted by a conjuncfive database. Note that the
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schema of the given relational database will be interpreted by the
domaln of the corresponding conjunctive database. Table 1 summarizes
the one-one correspondence between conJunctlve databases  and

relational databases.

'QONJUNCTIVE DATABASES RELATIONAL DATABASES

conjunctive database relational database

conjunctive universe <> relational universe
atomic partitioning Ai “r> attribute Ai _
“conjunctive partitioning <> value in the domaim of Ai
fact “>» tuple
instance ~«> relation

“

<>

database domain database schema

TABLE I. One-one correspondence between conjunctive databases and

relatlonal databases

Having embedded the: relational model into the lattice of
partitionings, let us see what happens to dependencies. First, let us
consider equality-generating dependencies and more. specifieally,
functional dependencies. Consider the conjunctive dependency Q-Q R,
where Q and R are (1.e. denote) two partltlonlngs. We have seen in
Section 3.2 that if Q Q R then, to every fact q of Q there corresponds
one and only one fact r of R such that q £ r (and thus q.r' = ¢ for
every r' # r). Now, the relational name of the partltlonlng Q.R 1s the
relation schema QR, and the relational name of the true fact g.r is
-the tuple gr. Clearly, the set of the relational names of allitrue
facts of Q;R- is a relation over QR satisfying the functional
clependency Q.+ R. In the opposite direction, let s be a relation, over
relation schema QR satlsfylng the functional dependency Q » R. Let
s = {q P [ i=1 2,...,m, 3=1,2,+...n}. As's satisfies Q + R, it follows
tha m g n. For i=1,2,...,m, let q denote the fact defined by
é(qi) = {i},' and for j=l;é,fft,n, let rj denote the fact defined
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by dS(r'\j
Q= q, * 4, + ... 4 a, and R = r, *r, *ees *r o, are such that

) = {1 |qirjes}. Then the partitionings Q and R defined by

Q=Q.R. Thus, in the embedding of the relational model into the lattice
of partitionnings, there 1is one-one correspondence between conjunctive
dependencies of the form Q=Q.R and functional dependencies Q =+ R.
However, it is important to note that a conjunctive dependency of the
form Q=R cannot be named by a single functional dpendency, since Q=R
iff Q=Q.R and R=R.Q. It follows that the conjunctive dependency Q=R
corresponds to two f‘unctional dependencies namely, Q » R and R -» Q.
Thus the set of conjunctive dependencies has more expressive power
than that of functional dependencies. .Let us recall that conjunctive
" dependencies are only special forms of equations in the lattice of
.partitionings. A comparison between the expressive power of general
equations (involving product and sum) and equality-generating

dependencies can be found in [3].

Turning now to tuple-generating dependencies, there 1is a
fundamental difference between the relational model and our model. By
their very nature, these dependencies are inference rules. They'ar'e
not (and should not) be considered ae constraints that the database
' must satisfy. Let us see an example. Refer to Figure 22 and suppose
that we are given the multivalued dependency B ++ C. According to
relational theory, the database of Figure 22 is meaningless because it
does not satisfy the given multivalued dependency. Indeed, the tuples
bed and be'd' are in the database while the tuples be'd and bed' are
not. We believe that whether the tuples bec'd and bed' are in the
database or not is of little importance, and it certainly has nothing
to do with the meaning of the database., What 1is important is to
include the tuples bec'd and bed' in the qdery answering. However, as
the relational model has no deductive capability, the tubles be'd and
bed' must be present in the database in order to be included in the
(non-deductive) query answering (done by relational operators). In our
model, query answering is deductive and tuple-generating deperidencies
are treated precisely as what they are that is, inference rules. Thus
no notion of satisfaction for such dependencies is necessary in our

model. Let wus note that tuple-generating dependencies can be
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interpreted by inference rules in our model by simply interpreting the
tuplea involved in the depenqency. For example, the multivalued
dependency B +» C 1is interpreted in our model by the following

inference rule :
(x.y.z # ¢ and x.y'.z' # ¢) => (x.y'ez # ¢ and x.y.z' ¥ ¢)

where Xx.y.z, x.y'.z2', x.y'.z, and x.y.z' are facbs interpreting the
tuples x&z, xy'i',-xy'z, énd xyz', reépéctively. '

We conclude this section by showing that the basic relational
operators (join, sélection, projection) can be embedded (or
interpreted) in our model by means of product and sum. First, let us
recall the definition of the join. Let q be a relatioh over relation
schema Q, and let r be a relatioh over relation schema R. Then the

-Join of q and r, denoted by qudar is the set of tuples t bver QUR
such that : b(Q) is in q and t(R) is in r. For example, let U =
{A,B,C,D} be a relational universe and cbnsider the following
relations over Q = {A,B} and R = {B,C} ‘

q = {ab,a'b} , r = {be,b'c}
The definition of the join implies that :
q ber = {abc,a'be}

Consider now the interpretations of U, Q, R, q, and r, in the lattice
of partitionings. That is, let U = {A,B,C,D} be a universe in the
lattice of partibionings and consider the following instances of the
partitionings Q=A.B and R=B.C :

q = a.b + a'.b., r = b,c +b'ec
The definition of the product implies that :

.r = (a.b). (b e) + (a'.b) (b.c) + (a.b). (b'.c) + (a'.b) (b'.c)
= 3, b c + a'.b.c + a b b'.c + a'.b b'.c

= a, b .c o+ a'.b -C (because b. b' = ¢)
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Thus the join qear is interpreted by the product q.r. However, there
i{s a fundamental difference between the join gqodr aﬁd'the product q.r
with respect to semantic content. Indeed, the result of the join qb<}~
is always the same, independéntly of the external information
available. For example, whether the functional dependency B -+ C . is
given or'not it makes no difference in the case of the join gqw®ar.
This is not so in the case of the product. Indeed, if no externai
information is available, then we cannot say whether the facts a.b.c
and a'.b.c are true, even if the facts a.b, a'.b, and b.c are trﬁe‘!
On the‘oﬁher hand, if the information B=B.C becoﬁes availéble then

(a.b # ¢ and a'.b # ¢ and b.c # ¢) => (a.b.c # ¢ and a'.b.c # ¢)
Thus the product is sensitive to external information whereas the join
is not. Roughly speaking the join can be seen as the syntactic part of

the préduct.

Selection and projection can also be embedded (or interpreted)
in the lattice of partitionings. First, let us recall the definitions
of these two relational operatiéns. Let q be a relation over relation
schema Q. Let A be an attribute in Q, and let a be a value in the
domain of A. In its simplest form, the selection of q on a, denoted by
oA_a(q), is defined as follows :

0p.a(@) = {t€q [t(A) = a}

Let g be a relation over relation schema Q, and let RE€ Q. The
projection of q on R, denoted by WR(Q), is defined as follows :

me(a) = {t(R) |t € q}

For example, let U = {A,B,C,D} and consider the following relation
over Q=ABC : q = {abc, a'bc, abc'}. Then we have :

°A-a(q) = {abe, abe'} , w,.(q) = {ab, a'b}

AB
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. Let us note that the selection condition can be more complicated,
involving conjunction, disjunction and negation of elementary
conditions., Selection and projection can be interpreted in the lattice
of partitionings by speelal expressions involving product and sum.

Derinltionjzu. Let Q and R be two partitionings s&ch that Q=Q.R. Let
q be an instance of Q and let r be an instance of R. The'selecﬁién of
Q on r, denoted by o, (@), is an instance of q defined as follows
o, (@) = q. re. "The prOJectlon of q on r, denoted by wr(q), is an
1nstance of r defined as follows : a true fact x of r is a true fact
of nr(q) 1ff,xtq # ¢f o -

. For example, let U = {A,B,C,D} be a universe (in the lattice of
' paktitionings) and consider the following instances of A.B and A.B.C :

q = a.b.c + a'.b.c + a.b.c' + a.b'.c ’ r = a.,b + a'.pb

As A.B.C = (A.B.C).(A. B), we can apply Definition 24 and compute the
selection and pPOJectlon of qonr as follows :

o, (@) = q.r = a.b.c + a. b c' + a'.b c

T (q) = a, b +a'.p

Here are some more examples of selections and projections of q:

s=b.¢ = os(q) a.b.c + a'.b.c, and ws(a) = b.e

sgb;cv => os(q) = ¢ , and ws(q) =

s=BfC => _os(q) q , and ws(q) = bfc + btc' + b}c

It should be clear from these examples how relational selection and
projection can be embedded in the lattice of partitionings. Let us
note ‘that, in the case of selection, conjunction (of eiementary
conditions) is interpreted Ab& product, disjunection by sum, and
negation by complement (see Definition 9, Section 2.1),
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The important conclusion of this section is that the relational
model can be embedded in our model in a very real sense. More
speoificaily, a relational database can be Iinterpreted ‘as a
conjunctive database, equality-generating dependencies as conjunctivé
.dependencies, tuple-generating dependencies as inference rules and
relational operations as particular expressions formed by product and
sum. Roughly speaking, the relational model can be seen as the

synéactic component of our model.

5.2. SEMANTIC MODELS

Several semantic models héve been proposed over the past decade
(for example [1,6]) in an effort to remedy the semantic defficiencies
of the relatidnal model. The basic semantic constructs used in tﬁese
models are "specialization" and '"generalization". Informally, they-

correspond to the following statements

employees are persons

cars and bicyles are vehicles

They are both examples of "ISA relationship" a concept widely used in
semantic modeling. In this section we discuss briefly how this concept

can be formally defined in the lattice of partitionings.

Definition 25. Let Q, R, and S be three partitionings}'We say that Q

is a specialization of R and S8, if Q = R.S. We sa& that Q- is a

generalization of R and S, if Q = R+S. o

When Q = Q.R then Q is a specialization of Q and R, that is Q is a
specialization of R. Clearly, if Q is a generalization of R and S then
R and S are specializations of R, and vice-versa. Let us see an
example. Suppose that in a university environment we ére interested in
the NAMEs and ADDResses of all PERSONs, the SALaries of those EMPLoyed
by the university, the DEPartment of every STUDent and the BANK of
every PROFessor. Thus we have the following universe of (atomic)
pértitionings : '

Uo = {NAME, ADDR, DEP, RANK}
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In the light of our description of the application we can "aggregate"
the atoms of Ué into the following composite partitionings of

ihterest :
NAME.ADDR, NAME.SAL, NAME.DEP, NAME.RANK

These partitionings would most likely form the database domain,
However, we might prefer more suggestive names. We can do this easily
by defining :

PERSON = NAME.ADDR
EMP = NAME.SAL
STUD = NAME.DEP
PROF = NAME.RANK

(1)

Thus "abstracting" from the universe (or "level") Uo we have defined

-the following universe :
U1 = {PERSON, EMP, STUD, PROF}

Clearly, the universe U1 is "connected" to' universe U° through
definitions (?)T Thus the atoms of U1 "inherit" the "properties" of
Uof For example, a PERSON has a° NAME and an ADDRess, since
PERSON = NAMETADDRT Now, suppose that in U1 we declare that "an
employee isa person". This is an example of specialization and it is

defined formally as féllows :
EMP = EMP.PERSON . (2)

Through this specialization every employee "inherits® the

Uo-properties of a person. Indeed, using (1), - we obtain
EMP =EMP.PERSON .= (NAME.SAL).(NAME.ADDR) = NAME.SAL,ADDR.

- Suppose next that some students are also TUTORs and, therefore,

employees of the university. We can declare this easily by defining :

TUTOR = STUD.EMP (3)
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We may even wish to work with the following universe :

u, = {PERSON, EMP, STUD , PROF , TUTOR}
Clearly, a tutor inherits the Uo-properties of a student and of an
employee. On the other hand, an employee is a person and, therefore, a
tutor inherits the Uo-properties of a student, of an employee, and of

a person. Formally, we have :

TUTOR = STUD,.EMP [from (3)]
= (NAME.DEP). (EMP.PERSON) [from (2)]
= (NAME.DEP).((NAME.SAL). (NAME.ADDR)) [from (1)]

NAME.DEP.SAL. ADDR

Finally, suppose that for a specific application we need the concept
of TEACHER, where a teacher is either a tutor or a professor, We can

declare this easily by defining :
TEACHER = TUTOR + PROF (4)
We may even wish to work with the following universe :

U3 = {PERSON, EMP, STUD, TEACHER}

We have thus created a quite complex hierarchy of concepts (a kind of
"gemantic network™) in which every level @s clearly defined by one 6r
more eduations of the lattice of partitionings. Using these equations
we can'find the properties of a concept at the various levels of the

hierarchy. For example,

TEACHER = TUTOR + PROF Uz-properties
= STUD.EMP + PROF U1-properties
= NAME.DEP.SAL + NAME.RANK Uo-properties

In the light of our discussion in this section, it should be evident
that our model incorporates ISA relationships in a precise and
controlled manner. Thus the lattice of partitionings provides an

excellent environment for semantic modeling.
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6. CONCLUDING REMARKS

We have seen a new database model based on a single conceptl
that of a partitioning function. The basic ' tool used for the
definition bf the model was the iattice of partitionings. We have
shown that our model combines the following features : the'syntaetic
simplicity of the relational model, - powerful means for dependency
specification, the basic consﬁructs of sémantic modeling, and
deductive capability., In our model, the basic components of a databasé
system are : the daiabase and the external information. The external
information, in turn, consists of equations (i.e depéndencies) and .
inference rules., What is needed here is an "1nference engine", that
is, an algorlthm that uses the basic components of the system for

deductive query answering.

We have studied the problem of equivalence for conjunctive
databases and we have given sufficient conditions for lossless
decompositions. We think that further work is needed in this area in
~ order to'exteﬁd the results to disjunctive databases. Two important
questions that we have not discussed are : incomplete.information and .
updating. Incomblete information has to do with facts missing from the(
: database; Of particular interest is the case where the mlssing fact is
known to be one of the facts stored in the database. Updating has to
do with data evolution, where the facts stored in the database and/or
the external information change. We Dbelieve that a better
understanding of deductive query énswering may suggest the right
épproach to the update problem.
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