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A VISUALISATION METHOD FOR CONSTRUCTIVE SOLID GEOMETRY

USING POLYGON CLIPPING
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ABSTRACT: A hidden surface removal algorithm to visualize
CSG solids in wire frame is proposed. This algorithm is an exten-
‘'sion of the well-known ray-casting algorithm. It takes into
account the cohereﬁce of the image to reduce the number of ray
fired. For that, it uses a clipping polygon method, first intro-
duced by Atherton and Weiler to resolve the problem of hidden line

elimination fqr a set of polygonal objects.

RESUME: Un algorithme de visualisation d'objets décrits en CSG
sans leurs faces cachées est présenté. 1I1 tient compte de la.
cohérence de 1'image pour réduire le nombre de rayons lancés dans
la méthode de 1lancer de rayons ( ray-tracing ). Pour cela, il
utilise une méthode de découpage de polygones dans le plan, intro-
duite par Atherton et Weiler pour résoudre 1é probléme
d'élimination des ,6lignes cachées dans le cas d'un ensemble

d'objets polygonaux.

.
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1. INTRODUCTION

One of the most current representations of 3D solids in CAD
is to use CSG models: the solid is considered as the result
of a booleéh volumic combination of primitive solids; this
combination is represented by a binary tree, the CSG tree of
the solid ( see section 4 for a ﬁdre detailed definition );
The CSG models .are also commonly used as entries of ray-
tracing algorithms [K] which produce realistic images with
refractions, reflections and transparencies. In this paper,
we are interested in rabid methods to generate images from
CsG modéls. There are two generél approaches to resolve the
problem of visualisation [RV]:

1) Transform the CSG model into a boundary surface model,
and use one of the hidden surface algorithms to visﬁalize it
[SSS]. |

2) Use the ray-casting technique [R]: fire a ray through
each. image picture element, and compute the first visible
surface using the boolean rules and the CSG model.

The two approaches are time consuming:

In the first one, the cohputation of all the boundaries of
the object is made, even if some parts of it are hidden.
Thisbcomputation can be useful when many views of the same
CSG model are needed or when some additional computations
(volume, etc....) are made.

In the second one, the whole screen is expiored, without
taking into account the . coherence of the scene. Some

authors have proposed solutions to minimize the cost of the



ray-casting technique in different ways:

Rotﬁ [R] proposes to use box enclosure to reduce the time
cost of the ray fire process. This kinds of improvement does
not work when the objects of the CSG tree mutually overlap.
He also proposes, when the silhouette of the CSG object is
only wanted, to sample the screen with rays and then 1locate
the visible edges via a binary search. This may induce
errors if the sample size is too large.

Atherton [A] uses coherence propérties of the image to
reduce the number of rays fired without introducing'errors
in the final image. His solution is adapted to scan 1line
visualisation.

Bronsvoort, Jansen and Van Wijk [BJV] propose two kind of
improvements to reduce the computafion time: to use sampling
like Roth but they know the disadvantages of the method
(i.e. the imprecision of the resulting image ), to use scan
line enclosure instead of box enclosure and to simplify the
CSG tree in an "active CSG tree" to reduce the boolean
calculation of each ray; However, their improvements do not
make the visualisation interactive.

Our goal is to make a CAD part of a ray-tracing program
[NT]: we ‘just want to visualize quickly the CSG model with
hidden faces removed in wire frame before using the ray-
tracing algorithmvwich is expensive in computation time. The
use of the ray-casting technique is well suited to us, as we
just want a visualisation, and the structures are prepared

for the ray-tracing program, but it has to be improved to
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render the viéualisation really interactive. We adopt, in
our approach, Atherton's stratégy [A], but as we want to
visualize the CSG model in wire ffame, our solution is
relatively differént!

Recall, to resolve surface visibility by using ray-cast, one
proceeds as follows ( see [R] for more details ):

For each pixel in the screeh,

_ Compute the intersections between the visual ray and the

solids composing the CSG tree,

_ Sort the ray-solid intersections b§ Z-depth,.

_ Evaluate the first visible surface using the CSG tree.
Our CSG tree is composed of polygonal objects ( the
traditional primitives sphere, cylinder, etc ... are
transformed into polygonal form ). These objects are
composed 'of facets. To minimize the number of rays fired,
we want to obtain a subdivision of the screen in polygonal
zones where the result of the ray-cast is constant. |
The result of the ray-cast on any pixel p of the scréen
depends on:

; the solids encountered by the ray ( i. e. the solids

having p inside their projection oh‘the screen),

_ the respective order in Z-depth of the ray-solid

intersections.

The subdivision‘of the scréen must ‘ensure that, in each
polygonal zone belonging to the subdivision, if a projection
of a facet overlap the zone,.then the projection must covér

the entire zone (i.e. the list of facets encountered by the



ray is a constant ) and the respective order in =z of the
facets "visible" from +the zone is‘constant in the entire
zone. Thus, our visualisation algorithm consists in
subdividing the screen into polygonal zone where the result
of the‘ray-cast is a constant, fire a ray in each zone of
the subdivision to find the visible facet, merge the
adjacent zones having the same visible facets, and then
obtain the image of the CSG solid with hidden faces
removed. | |

The paper is organised as follows: We first describe, in
section 2, the whole process of visualisation and then
presentvin more details some particular aspects. 1In section
3, wé describe the polygon clipping algorithm used to
subdivide the screen. This algorithm computes the
intersection, the wunion and the diffe:ence of two polygons
that may be concave and may have holes in their contour. We
define in that section the class of polygons considered. In
section 4, we describe how we use the CSG tree to construct
the first subdivision of the screen. To make that
subdivision, we take into account the boolean combination

coherence indﬁced by the structure of CSG tree.

2. VISUALISATION ALGORITHM

We describe in this section the process followed to obtain
an image of the SCG model with hidden facets removed. In all
this section, the different phases of the pfocess are

illustrated by an example.
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INPUT: A CSG tree of poiygonal objects.
OUTPUT: A partition of the screen in polygonal zones
corresponding to the image of the CSG tree with hidden lines

removed.

A perspective orthographic transform is firstv made on all
the objects of the CSG tree ( see fig 1. ). This
transformation is made in such a way that the order in z is
kept. We first work with the projections of the objects on
the screen. A bounding ~rectangle 1is associated to each
transformed object of the tree. We replace the objects by
fheir rectangles associated in the CSG tree, subdivide the
rectangles in smaller ones when some of theﬁ overlap,
eliminate some of them using a rule induced by the CSG tree
that we describe later, and then obtain a first partition of
the screen in disjoint rectangles. While makiné this first
partition, we associate to each constructed rectangle a list
of facets belonging to projections éf objecfs of the CSG
tree. These facets are exactly the facets that may intersect
the rectangle. We call these rectangles windows. In
general, we. call window any polygonal zone on the screen.

At this step of the process, we have a partition P of the

0

screen in windows and for each window present in PO, we know
the facets that may overlap the window ( see fig 2. ).

We then want to obtain a new partition Pl of the screen in

disjoint windows such that, when a facet of any object of

the CSG tree overlaps a window of P this window is

1I
entirely included in the facet. To obtain Pl’ each window



of P is . subdivided in smaller windows by recursively

0
applying the following process:
At the beginning, P, = P, and for a window W of P,, L, and
L'w are exactly the lists of the facets associated to W. At
the end of the process, Pl contains windows W' such that Lw'
is the 1list of facets which totally overlap W' and L'w, is
empty.
At each step, if all windows of P, have their second
associated list empty, |
then the process is terminated,
else, let W be a window of P1 and F a facet present in
L' W is replaced in P, by the two subsets of disjoint
windows: {wl"“’.wn}’ n>=0, and {W'l,.;., W'm}, m>=0 and
m + n > 0, where the Wi correspond to the sub-windows of W
intersecting F ( with Lwi = Lw and L'wi = L'w -{ F } )
and the w'j correspond to the sub-windows of W having an
empty intersection with F" with Lw'j = Lw - { F } and
L'w,j=L'w-{F}). |
At the end of the process, we have a cover P1 of the screen
( see fig 3. ) in disjoint windows Wy,..., W, satisfying:

1) The 1list of facets associated to W 0 < 1 < k+1, is

i’
exactly the 1list of all the facets of the CSG tree totally
6ver1aping this window and there is no other facet of- the
CsG tfee intersecting it.

In general, the objects of the CSG tree may intersect each

other in the space. These intersections do not appear in the

projections of the facets on the screen. They can be viewed

©



as ‘"portions of 1lines" cutting some of the windows of Pl,_
the lines corresponding to an intersection in the space of
two facets. Thus, to obtain a partition P2 of the screen
where the intersections in the space appear, the windoﬁs of
P1 are subdivided in smaller windows when they contain two>
intersecting fécets in their associated 1list. So, at the
end of this process, we have a partition P2 of the screen (
see fig 4. ) in windows satisfying 1), and:

2) the respective order in z of the facets present in the
associated 1list of a window is constant for all the points
inside it.

The screen is now partitionned in windows such that the
result of the ray-cast is a constant inside any window. We
now have the list P2 of desired wingows to execute the ray-
lcast: '

For each w}ndow in P2' a ray-cast 1is made in a point p
inside this window. The CSG treé used for the ray-cast is
the reduction of the initial CSG tree to the set of objects
associated to the window ( see in section 3. the explanation
of the first partition of the screen for the definition of
.the rgduction ). The result of the ray-cast (i.e. the
visibiz facet ) is then associated to that window ( see fig
5. ). |

‘Note that the partition of the screen that we have made may
be too thin: it may contains adjacent windows having the
same visible facet associated. Thus the windows having the

same visible facet associated are combined by successively
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making the union of two of them ( see fig 6. ).
At the end of that process the windows present in the
partition form exactly the image in the screen of the CSG

tree with hidden facets removed.

Example:

<
4

— e —

— e s v

fig 1. fig 2.

CSG tree: A - B first partition in rectangles



B
fig 3. : fig 4.
partition P1 partition P2
L
fig 5. ‘ fig 6.
result of the ray cast final image

All_the operations of union, intersection or difference of
two windows are computed by the same algorithm, the "polygon
clipping algorithm". The principle of this algorithm was
first introduced by Braid [B]. The general case was treated

more precisely by Atherton and Weiler [AW].
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3. POLYGON CLIPPING ALGORITHM

We now present the "clipping algorifhm", which computes the
union; the intersection and the difference of two co-planar
polygons. The principle of this algorithm can be found in
fAWJ. Our version details the particular cases that can be

encountered during the computation.

INPUTf,Two polygons;
OUTPUT: A 1list of polygons, results of either the union, the -

intersection or the difference of the input polygons.

We first use this algorithﬁ with, as inputs, a rectangle and
" a projection of a facet of an object of the CSG tree. As the
original facets of the objects were simple planar polygons,
the projectioﬁ of the facets aré either simple bolygons or
polygons reduced to a segment. The polygons reduced to a
segment are eliminated while ofienting the edges in a
clockwise order.

When computing the difference of two simple polygons, the
obtained polygons could be not simple:

P, - P

2 1

is not simple
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We now introduce a class of polygons of interest +that we
call windows . We show that the results of the computation
of thé.operations of difference, union and intersection of
such polygons are still polygons bélonging'to this class.
Informally, the windows are polygons that may have "holes"

and "shrinkage" in their contour.

shrinkage

hole

To define the notion of window, we first introduce some

auxiliary concepts:

Given three distinct points Py, Py, Py such that §I§2 and

5553 have just P, in common, a point p in the plane is said
internal to (7P By, ?2'5’3) iff p belongs to the right

part of the plane delimited.by the two half lines directed

by p p> and p ﬁ’ and ending in p,.
12 253 2

external to ( plp;, pzp;) otherwise []

This notion is natural if we consider that Py, P, and p; are
three consecutive vertices oi a clockwise oriented polygon :

then if the polygon is convex, when p is internal to the

polygon, p is internal to ( plﬂg, pzﬁg) . These two notions

are equivalent in a neighbourhood of Py
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external

internal internal

Py

We now define the notion of "shrinkage":
Given five distinct points pl, pz, p3,' Py p5 such that

5152' 5553, 5252, pép5 have just p, in common, we say that

( pléa, png) and ( p4p§, pzﬁg) do not cross each other iff:

P and p; are both either external or internal to ( p4p£,
png) and
i ; —_—

Py and pg are both either external or internal to ( PyP,,
B,P5)[]

Then if we consider that DP1Py, PPy, Pyb, and p,pg are
different edges of a polygon P, P has a(“shrinkage" in P,
: — —— _—  —)

when ( P1P,, p2p3) and ( P4P5, p2p5) do not cross each

other.

Py -

Py Ps ps /pg

no cross . cross

A window is composed of contours:
A contour C(vl,...,vp=vl) of a polygon is defined as a
cyclic graph.

It satisfies:
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I. There is at 1least three non colinear points in
. A{Vl'“"'vp—l}'
II.There is no cross in C:

The common part of tw0'different edges ViVisl and Vjvj+1

is at most a vertex. If these two edges are non

LY S Y
consecutive then (Vi-lvi’ Vivi+1) and (Vj-lvj' Vjvj+1)

do not cross each other

For instance,

and .vl and
V2

V2
is allowed.

3

As traditionna;y, a point p is said inside or in the border
of C(vl,...,vp) iff either p belongs to an edge of C or
theré exists a half line issued from p having an odd number
of intersections with the edges of C. Otherwise, it is said

outside of C(vl,.../vp) []

A window W is defined as a list of contours CO""’ Cn n>=0.
CO is the main contour of W. It represents the external
boundary of W.
cl;..., Cn are the hole contours of W. They represent the

internal boundaries of w.

(]
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The . vertices of Co are oriented in clockwise order and thel
vertices of cif 1>0, are oriented in conterclockwise order.
If n>0 then W must satisfy:
a) All the vertices of the hole contours are inside or in
the border~of CO‘
b) If Ci'and CJ are two hole contours then all the
vertices of C, are outside or in the border of CJ.
c) Two edges of two different contours have at most one

vertex in common [1

window not a window
Then a simple polygon is a particular case of a window: it
has one contour, the main contour, and thié contour
satisfies the conditions I and II (because two non

consecutive edges of a simple polygon do not intersect )

By definition of a window W,
_ The interior of W is:
{points ins;de Co } - Ui)O {points inside Ci }
and it is never empty.
— The choice of orientation for the contours ensure that
the interior of the window is always to the right side of

any edge of C,..., C, []

We now can explain how the union, the intersection or the
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difference of +two windows are computed. We use as a basis
the technique of Atherton and Weiler [AW].

. Intuitively, given two wihdows W1 and wz, the contours
corresponding to the union, intersection or différence of W1
and W2 are made of edges or part of edges of W1 and WZ'
They are either some of the contours of Wl or w2 or new

contours. The intersection points between the two windows

Play an essential role in the construction of the new

,Eﬁw

Wl - W2 Wlﬂ W2

contours:

W W

1 2

Thus as [AW] we process in two steps :-

In a first step, that we call "preparation" step, the
common points between the two windows, the equal. contours,
the contour having no intersection with all the other are
marked. The "preparation step" 1is the same for all the
operations: after this step any one of the three operations
can be computed. In a second step, the new contours and the
resulting windows are created.

Each window is represented by a 1list of contours. Each
contour is a doubly linked chainlof vertices so it is always
possible to follow the contour in direct or in reverse

order. To explain the whole process, the two windows will
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be differentiated in: W_, the clipping window ( the window
that will bé used to "cut" the other, if we want to compute
the difference, or any one of the two windows otherwise )
and Ws' the subject window.

As [AW], during these two steps the following structures
will be used: A

A list of contours HOLIST which corresponds to the contours
of the clipping or the subject window having no intersection
with  the other contours, |

A list of couples of contours EQUALIST which correspond to
the‘couples of equal contours,

Two»lists.of couples of vertices: INSIDE and OUTSIDE. The
differentiation between the two input windows is used here:
INSIDE (resp OUTSIDE) contains the vertices where the
contoﬁrs of the clipping window pass from the interior to
the exterior (resp from the ekterior to the interior) of

the subject window.

The description of the "preparation step" follows:

The contours of the two windows are successively compared
for intersection. The orientation of the different contours
have been chosen in such a way that the procéssing of the
main and the hole contours do not differ. |

When a common point or a sequence of common sub-edges ;s
encountered, the two lists INSIDE and OUTSIDE are used. We
explain later in more details what is really done in these
cases.

If one contour has no common part with all the other
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contours, it is inserted in HOLIST.
When two contours are found to be equal, the couple 1is

inserted in the 1list EQUALIST.

Now, let us explain in details how the insértions in the
INSIDE and OUTSIDE lists are made. |

Lreee, wq)
'~ contour of ws, suppose that the intersection between the two

C=(v1,..., vp) being a contour of wc and C'=(w a

edges ViViel and ijj+1 is not empty. We consider the two
cases of processing:

1. The intersection is reduced to a point p.

2. The intersection is equal to a sequence of sub-edges of

C and -C'.

case 1l: The intersection is equal to a point p.
-If p does not correspond to a vertex of C or C', a vertex
equal to p is added in its place to the list of the ve;tices
of Cor C'. Let v and w be the verticeé corresponding to p
in C and C'.
Let vo'(resp ws ) be the first vertex before V ( resp w )
non equal to v in C (resp C' ) and Ve (resp We ) be the
first vertex after w (resp w) non equal to v in C ( resp
c').
There are two different cases to consider:
(—Gggt—GVZ) and (_Wgai_ﬁaz)‘do not cross each other or
(_533,—332) and (Taﬁi'ﬁﬁz) cross each other.
In the first case, there is a "sﬁrinkage" between the two

contours in wv=w while in the second case there is a real
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change between the locations of the two interiors of C and
C'. As shrinkage 1is allowed in a contour or between two
contours of windows, nothing is done in the first case.

When there is a cross in v, one of the two lists INSIDE or
OUTSIDE is used:

_ If v_ is internal to ('W;ﬁz-ﬁﬁz), (v,w) is inserted 'in
INSIDE,

_ (v,w) is inserted in OUTSIDE in the contrary.

case 2: The intersection is equal to a sequence of sub-edges
of C and C'. This case will be reduced in a proper manner to
the first case. ' .

The edges of the two cbntours are followed 'to find the
"origin" and the "end" of the sequence of common sub-edges.
If a whole tour is made on the +two windows during this
research, the two contours are equal. Then (C, C') is
inserted in EQUALIST.

If only one of the two contours have been entirely examined,
then this contour is a sub-contour of the other. A vertex is
added in this contour to artificially differentiate the
origin and the end of the common sequence of sub-edges ( cf.
example in appendice ).

Let Yo be the first vertéx common in C ( the "origin" ) and
&0 the corresponding vertex in C'.Let Ve be the last vertex
common in C ( the "endﬁ ) and Ve the corresponding vertex in
C'. ( C and C' have been modified in such a way that for

each vertex in C Dbetween vo and ve there exists a

corresponding vertex in C' ).
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Vo and ve are distinct vertices of C and wo and we are

distinct vertices of C'.
Let v, be the first vertex before vo non equal to v_ in C
and Ve

V0 and Vg can be either internal or external to C'.

be the first vertex after Vg non equal to Ve in C.

Thus four cases of figure can be encountered:

v

A4 v v
O N\ S E 0O \ K E
Y * ; g

Vi)v?-..........<kre viﬂ;y..........<;:f
"internal - internal : external - external

VO \. . ) ' VO l )
v X, v v s

o ‘ ® & & & & & 0 0 » e O * ® » o & 0 @ . e N
Ve O, { 2
: NV . Vg

internal - external external - internal

The two first cases internal-internal and external-external
aré reduced tov two intersections in a point, one at Vo=,
’ '. and the othervat VeSWg e So,
in the case intérnal—internal (vo,wo) is inserted in the
INSIDE list and (ve,we) is inserted in the OUTSIDE list.

in the case external-external'(vo,wo) is inserted in the

OUTSIDE 1list and (ve,we) is inserted in the INSIDE list.

external - external is viewed:

Yo N\, /2 VE Yo <7 E

\ :
A o A X
v p ceeccco e 'Ve Vo D Ve

For the two cases external-internal and internal-external, a
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new vertex v equal to Ve is inserted after Ve in C and a-
corresponding vertex w is inserted in C'.These two cases are
then reduced to three intersectioﬁs in a point: one a VoSV,
a second ﬁf Ve=We and a third at v=w.
Thus,

in the'case internal-external (vo,wo) and (v,w) are
_inserted in the INSIDE 1list and (Ve’we) is inserted in the
OUTSIDE list. |

in the case external-internal ,(vé,wo) and (v,w) are

inserted in the OUTSIDE 1list and (ve,we) is inserted in the

INSIDE 1list.

external - . internal is viewed:

v .“ v v 4 v v
° 3? ° jrig ..... % a8

When reducing these four cases to intersections in a point,
we have to remember for the future that the difference made
between the edges is artificial. Thus the common edges are

marked as "common".

Remark:
1) As "shrinkages" are allowed in windows, a point p can

be the location of several different intersections:
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Before inserting in INSIDE or
OUTSIDE, we have to introduce
a mechanism to differentiate all

the intersections happening in p.

T W ———— W

Intuitively, as there is no cross in W and W', ‘the
solution 1is to distord in p the windows W and W' without
adding new cross between W and W' and any cross in W or
W'.

To simplify the pfoblem, we suppose that p appeafs only
once 1in the contours of W' (The mechanism can easi;y be
extended to more general cases ) .

We eliminate the intersections in a point without cross
between W and W' because they do not modify the INSIDE 6r
OUTSIDE lists. Then the intersections to examine are
those where there isAeither‘a cross in p between the two
contours or where p corresponds to an extremal vertex of a
sequence of equal sub-edges between the two windows.

The problem occurs when:

p belongs to the contour C of W and p does not appear in
other part of Ww.

C=(.e.vpv' ...)

S {s s vertex of W' equal to p such that
either the intersection in s is made with cross
between W and W'
or s is an extremal point of a sequence of equal

sub-edges between W and W'. }
|s] > 1.

Then, to all the elements s of S we associate a vertex Vg

'
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choosen as follows:

s belongs to a contour C' of W'. Vso is the first vertex

before s non equal to s and v

se is the first vertex after

] ¥
s non equal to s in C'. As s belongs to S, ‘{Vso’vse}
contains a point Ve inside or in the border of w;
The vertices of s are ordered by << as follows:
my : ="
s << s' iff ( Vp', své ) <. ( VP, s'VS, )
———p
or, which is equivalent, (EV; , 8TV, ) > 0.
v 1]
s
Vs
s' s << s'
s p _
v

As W is a window, the order << isltotal in S. Let S be

{Sl"""s|sl} with s, <« sy if i < j. |S|-1 vertices

Pyreee, p|S| are inserted after p in C. p is identified
with p; and the p, are matched with the s;. Thus the

different vertices are artificialy differenciated. Going

back to the example:

we obtain:

2) As all the points have been differentiated, at the end
of the preparation step we have:

For any contour C of wc or WS, the ordered subsequence

?

[]



- 23 -

'pl,..., Py of C corresponding to vertices appearing in
INSIDE or OUTSIDE is an alternate sequence of members of

INSIDE and OUTSIDE []

Thus, at the end of this step we have all the necessary
information in HOLIST, EQUALIST, INSIDE, OUTSIDEland in the
two windows to perform the union the intersection or the
difference of the two windows. We now explain héw the

. resulting windows are formed.

As we have noticed before, the resulting windows ' have
contours which:

either appear in HOLIST or EQUALIST ( contours followed in
reverse or in direct order ),

or are new contours created from wc and WS using the two
lists INSIDE and OUTSIDE.

For example, if wc={Cc} and ws={Cs} have elements in INSIDE
and OUTSIDE, then the window corresponding to the union is
made of:

The subsequenges of Cc starting from a vertex of INSIDE to
a vertex of OUTSIDE, and the subsequences of Cs starting
from a vertex of OUTSIDE to a vertex of INSIDE.

Identically, the lists INSIDE and OUTSIDE can be used to
describe the new contours corresponding to the union or the

intersection.

In fact, the same algorithm is used to form the new contours

for the three operations: LOOP( L, L', direct).



- 24 -

The parameters are defined by:

l1) Land L'. { L, L' } = { INSIDE, OUTSIDE }. L is
associated with-wc and L' with ws.

2) direct. direct is true if the clipping window is followed
. in direct ‘order and false if it is followed in reverse
order.
The output part of LOOP is a list of new contours.

LOOP( L, L', direct):

1) If L is not empty
then C <- 0 and go to 2),
else exit

2) Choose a vertex v belonging to W_ and L such that, if
direct is true, v is not the origin of a common edge in
its contour and if direct is false, v is not the end of
a common edge in its contour. :

If there is no vertex like that
then go to 5), :
else note v as the initial vertex and go to 3).

3) Follow W_ in reverse order if direct is false and copy
the vertices in C until a vertex v' appearing in L' is
encountered ( i.e. (v',w') belongs to L' ). Delete
(v',w') from L'.

If w' is the initial vertex :
then add C to the 1list of new contours and go to 1),
else go to 4).

4) Follow W_ and copy the vertices in C until a vertex 1
appearing~in L is encountered ( i.e. (v,w) belongs to
L). Delete (v,w) from L.

If v is the initial vertex
then add C to the list of new contours and go to 1),
else go to 3).

5) Choose a vertex w belonging to W_ and L' such that w
is not the origin of a common edge in its contour.
If there is no vertex 1like that
then exit ( all the possible contours have been
found ), :
else note w as the initial vertex and go to 4).

end of the LOOP.
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Remark:
The special choice of the first edge of the contour is due
to the reduction made in the preparation step when
considering common edges as a particular case of common
points. Thus we must have the possibility to begin either

on the subject or on the clipping window :

et
diff W sllVi
) erence ws c :“a
Wé —— . (o]
WS
INSIDE @
OUTSIDE @

_{ a, b, b, a} is not a

' contour.

_ to compute the difference, we begin \/

in d with the subject window (i.e. by step 5 of the LbOP). 1]

The computation of the new contours is done:
for the union of wc and WS: by LOOP( INSIDE, OUTSIDE,
true), .
for the intersection of wc and ws: byl LOOP( OUTSIDE,
INSIDE, true) ’
and for WS minus wc: by LOOP( INSIDE, OUTSIDE, false).
These new contours do not cross the contours belonging to
the 1ists EQUALIST and . HOLIST. There are at most

"shrinkages" between them, which is allowed for different
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contours of a'same window.

To obtain the results we have also to test whether a contour
is clockwise oriented or hot and whether a contour is
included or not in another contour. Since details of the
construction are relatively straightforward, they are not

given here.

This clipping algorithm is used several times in the whole

process of visualisation:
1) to clip a window of the screen by a facet. The subject
window is equal to the window of the screen and the
clipping window is the facet. The subject  window 1is
partitionned in two subsets of windows: the windows
resulting from the intersection process and fhe Qindows
resulting from the difference (subject window ﬁinus
clipping window ).
2) to subdivide a window,'of the screen by a 1line
corresponding to the intersection of two facets in the
space. The subject window is the window of the screen.
The clipping window is the window formed by one of the
half of the screen delimited by the projection of the
line. As in 1), the subject window is partitionned into
two subsets of windows: the windows "resulting from the
intersection process and the windows resulting from the
différence (subject window minus clipping window ).
3) To gather two windows of the screen having the same
_visible facet associated. The two original windows play a

symetric role, thus the clipping window is chosen
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arbitrary. The computation is done only when the two
windows are adjacent ( INSIDE or EQUALIST non empty after
the preparation step ). The result is an unique window :

the union of the subject and the Cclipping window.

4. FIRST PARTiTION OF THE SCREEN INTO DISJOINT RECTANGLES.

We now describe how we use the CSG tree to build a
partition of the screen into disjoint vertical rectangles.

covering the image on the screen of the CSG solid.

INPUT: A CSG tree of polygonal objects.

- OUTPUT: A partition of the screen into disjoint
rectangles, such that, the CSG tree reduced to the objects
asséciated to the rectangles is not equal to the eméty

tree.

First, to recall, a CSG tree is a binary tree where

_ leaves are polygonal objects,

_ internal nodes are one of the three binary operations
on solids:

UNION ,'A UNION B represents the volume formed by both A

and B.

INTERSECTION , A INTERSECTiON B represents the wvolume
common to A and B. |

DIFFERENCE , A DIFFERENCE B represents the volume of A non
containéd in B. In this case A is the left son ( resp. B

s

is the right son ) of DIFFERENCE.
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Each tfee represents a solid S, resulting from volumic
operations on all its 1leaves. This operation can be
expressed in term of the three binary operations, UNION,
DIFFERENCE and INTERSECTION by traversing the CSG tree in
inorder:

UNION represents:’

DIFFERENCE INTERSECTION ((A -YB) U(CN(DUE)))

SN N

A B UNION
D : E

We want to construct a’ raw partition of the screen in
rectangles using only:
_ the structure of the CSG tree T representing the solid
S, |
_ the vertical boundipg rectangles of the projections of
the polygonal objects.
This partition must cover the projection of the solid S on
the screen. To do that, we inferprete the wvolumic
operations of UNION, INTERSECTION and DIFFERENCE into
operations on "bounding" rectangles: given two recténgles R
and R' bounding respectively o and o', then o INTERSECTION
'o’ is bounded by RNR', o UNION o' is bounded by R U R' and
© DIFFERENCE o' is bounded by R ( U, N and - beeing the
Classical binary operations on polygons) .
As we want, for the future step of the visualisation
algorithm, to know, for each rectangle of the resulting

partition, the set of polygonal objects intersecting it
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( i.e. to obtain couples < R, O > where R is a vertical
rectangle and O is the set 6f‘ polygonal objects whose
projection on the screen encodnters R ), we proceed‘as
follows:
The initial CSG tree is traversed in postorder and
when a 1leaf o 1is encountered, a vertical bounding
rectangle R is constructed and
{o} is the set of ijects corresponding to R
(i.e. < R,{o} > is created ),
. when an internal node is encountered, ( the two sons have
been yet encountered ) thenv the two sets Lr and Ll of
rectangles corresponding respectively to the right and to
the 'left son are compared for ihfersection and reduced to
a list L using the following rule:
( For the readability, we explain this rule in the case
where Lr and Ll both contain only one element:

Lr,

{ <Rr’ Or > } and

Ll = { < Rl’ Ol > }. This rule can be extended in a simple

manner to any set of rectangles)
Let Ri be the rectangle corresponding to the intersection

of R is not empty then the couplés

1 i

constructed form the set T, = { < R, Ol u o. > | R

belongs to Ri }, else Ti is empty. Let Sr ( resp. S

and Rr. If R

1)
be a set of rectangles covering Rr and not R1 (resp. Rl

and not Rr ). The set of couples to consider are then

T. = { <R, Or > | R belongs to R_ } and

T { <R, o, > | R belongs to R, }. If R is empty then

1
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Tr is the empty set. It is the same for-Tl.
Then, if the internal node is equal to
UNION then L = T, UT U T,
INTERSECTION then L = T,

DIFFERENCE then L = Ti UurT

1.

" Now we use the notion of "reduction of a CSG tree to a set
of objects" to explain what has been done in this first
partition:

Given a CSG tree To and a set of objects O belonging to the

'tree, the reduction of T to O is made as follows:
At the begining, T is equal to TO.
At eéch step, if T contains in its-leaves an object o non
included in O,

theni o is extracted from T wusing SUBSTRACT(T,o)

( described below),-

else T is the reduction of the CSG tree.

The extraction of a node o belonging to a CSG tree T is
recuréively defined by SUBSTRACT(T,o0):
If o is
a) the root of T, then SUBSTRACT(T,A) is equal to the
empty trée,
b) the son of an UNION node. Let o' be the brother of o.
Then SUBSTRACT(T,0) is equal to T where the father of o is
replaced by o',
c) the son of an INTERSECTION node. Let be f the fathef of

0. Then SUBSTRACT(T,o) = SUBSTRACT(T,f),
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d) the right son of a DIFFERENCE node. Let o' be the
brother of o. Then SUBSTRACT(T,0) is equal to T‘where the
father of o is replaced by o',
e) the left son of a DIFFERENCE ﬁode. Let £ be the father
of o. Then SUBSTRACT(T,o0) = SUBSTRACT(T, £).

Remarks:
1) The reduction of T to the set 0 of objects corresponds
to the reduction of the expression associated to the tree
replacing by the ehpty polygonal object the objects not
belonging to O and then applying:
A INTERSECTION empty = empty, A UNION empty = A, A
DIFFERENCE empty = A and empty DIFFERENCE A = empty.
2) While mak{ng the first partition, when an internal node
is encountered in ‘the :traversal of the trée T, we
eliminate the rectangles associated to a set of objects O
such that, if T' is the sub-tree of T rooted by the node,
the redﬁction of‘T' to O is the empty tree. Thus, as the
last node encountered is the root of T, the parfition
obtained satisfies the condition.
3) If the reduction of T to O gives an empty resﬁlt, then
O do not contribute to form the "positive part " of the
volume of S. |
( it belongs to a sub-tree of T directed by a right son of
a DIFFERENCE node or by a son of an INTERSECTION node ).

In particular, when a rectangle of thei screen is
associated to a set O of objects such that the CSG tree

reduced to O is empty, then we are sure that there is no
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visible ébject in this part of the screen. Thus it can be
eliminated -without problem. |

4) If a window of the screen has an associated list O of
objects covering it, then using the remark 1) the ray cast
inside this window can be either evaluated on the CSG tree
T or on the CSG tree T', reduction of T-to the set 0.
This kind of improvement corresponds to the use of the
"active CSG tree" proposed by Bronsvoort, Jansen and Van

wijk [BJv].

5. CONCLUSION

We have described an algorithm to visualize CSG solids with
hidden faces removed in wire frame. In this algorithm, we
make a subdivision of the screen to reduce the number of
rays of the traditionnal ray-cast technique. To obtain this
subdivision, we use a polygon Cclipping algorithm, described
in detail. This algorithm computes union, intersection and
difference of two polygons bélonging to a 1larger class of
polygons than the class of simple polygons.
In this visualisation algorithm, we use several coherence
techniques: ) |
_ BOOLEAN COMBINATION COHERENCE. By making the first
subdivision, we make a boolean simplification reasonning
on the structure of th; CSG tree.
.. FACE COHERENCE. There exists zones in the screen where

we are sure that the result of the ray cast is a constant.

These zones correspond to part of the screen where the
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facets present in this part do not intersect each other

and totally overlap fhis part} The subdivision obtained by

our algorithm is composed of such zones.
These improvements do not alter the final image of the
solid. |
Some aoditional improvement could be made on fhis.aigorithm:
find o method to mix more the ray-cast and the subdivision
process to reduce the subdivision part of the algorithm. 1In
fact, in our algorithm, all the projections of the facets
are clipped together, even those which are finally hidden.
This improvement could significantly reduce the cohputation
time when the polygonal objects contain many faces.
This algorithm is under implementation in C 1language on a
Perkin Elmer compoter' system. It is done at the Research
Department of Image Synthesis of the INA (Institut National
de 1'Audiovisuel ). The structure of the polygonal objects
and a part of the visualisation have been made using a CAD
program for polygonal objects designed by Alain Borenstein.
This program will be used by Bruno Tezenas for its ray-

tracing program.
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