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Didier Vergamini
ENSMP - INRIA
Route des Lucioles
Sophia Antipolis
06565 Valbonne Cedez (France)

Abstract

The modelisation and the verification of distributed systems lead us to study finite transition
systems or automata as terms of a process algebra supplied with operational semantics. We are
interested in the notion of abstract actions on automata and in the equivalence of two automata
modulo a set of abstract actions (an observation criterion). We present algorithms allowing to com-
pute automata from terms and some reductions computing a minimal representant of an automaton
modulo a criterion. These algorithm are implemented in Lelisp on a Sm90 workstation and their
relative speeds are compared from the study of an example: the verification of the alternating bit
protocol. :

Résumsé

La modélisation et la vérification des systémes distribués nous aménent a étudier des systémes
de transitions finis ou bien automates comme des termes d’une algébre de processus munie
d’une sémantique operationelle. On s’intéresse a la notion d’actions abstraites sur les automates eta
I'équivalence de deux automates modulo un ensemble d’actions abstraites (un critére d’observation). -
On présente des algorithmes permettant de calculer les automates & partir de termes et certaines
- réductions calculant un représentant minimal d’un automate modulo un critére. Ces algorithmes
ont été implantés en Lelisp sur une Sm90 et leurs performances respectives sont comparées 4 partir
de I’étude d’un exemple: la vérification du protocole du bit alterné.
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0. Introduction

This paper is an illustration of the “proof by computation” method applied to the modelisation
and the verification of distributed systems. As an application, we treat an example of communica-
tion protocol: a version of the well-known alternating bit protocol [Bochi,Au] following the lines
of [Bo2|. It is now usual to consider such systems as the composition of several communicating
components acting asynchronously. The main idea is that such entities -also called processes- are
characterized by the history of their elementary actions, here considered as non-interruptible, tem-
porally and spatially atomic actions. The model we choose to describe them naturally is the one
of transition systems. We give syntax to describe processes and we give rules to specify the
behaviours of syntactic terms, using G. Plotkin’s operational semantics [Pl]. An algebra of terms
with its operational semantics is called a processes algebra. Meije [Au&:Bo,Au| and SCCS [Mil]
are both instances of calculi built on this model. Global systems built on this model are generally
becoming very large because of the asynchronicity, so they often are indecipherable. In our example,
with four small basic components of 6,3,3 and 6 states, we obtain a global systemn of 112 states and
668 transitions. -

As in [Bo&Su|, we distinguish two classes of verification methods:

* temporal logic and verification of properties on global systems [Hail, EMC],
* algebraic theory [Be&Kl,HedzMi,Mi2| and reductions [Li,Be&:Te,Si,Na). _

In this paper, we follow the latter method. We only deal with finite transition systerms which
are already abstractions of real systems. For instance, in the alternating bit protocol we do not
consider the value of the transmitted message but only the proper transmission of a message.

Validation is treated as an equivalence between the protocol and the service it is supposed to
represent. The equivalence notion is related to the notion of observational criterion representing the
sequences that are meaningful in the global system activity. Typically, we don’t want to distinguish
the time lost inside the system. The equivalence studied in this paper is Milner’s observational
equivalence [Mi0O,Mil}, as in [Na)].

The implementation of the verification can be done by mean of equational theories [Be&K1,Mi2]
or by algorithms on automata. We have adopted the latter method, sometimes guided by the former
one; the presented algorithms are written in LeLisp under the Ecrins system [Mad&Ve|, which is a
metatool for manipulation of process algebras. We evaluate the time of computation on a Sm90
work-station. Several possibilities of strategies of verification are designed and experimented and
their relative speeds are compared, a game one cannot easily play within theory.

1. Automata

1.1. Notation

A transition system is a quadruple © = (@, 3,7, 4) where

Q is a non-empty set representing the states of ©
TCQxAXQ is the transition set

seq is the start state

A is the set of the actions

We note p-—"; p' for (p,e,p') € T and p-> p’ when there is no ambiguity on 7.

Automata are transition systems such that Q and T are finite. We won’t consider final states

in our autoinaia because we don’t study neither their trace behaviour nor their proper termination.
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Fig. 1: Example

The figure 1 shows two examples of automata defined as follow:

Q = {z1,z2} sq:x{lzhxl}
8§ =X .

1 out. T = ! 3 ] L] b PIL} y
T = {(z1,1n, z2), (2, 0ut, z:)} {E:‘ ;)"Tt”;))(’(’; TE—IJIE):L‘(:;; T,T2)
A = {in,out,..} (T2, 0Ul, Ty }, (T2, 0ut, T3

A = {in,out,r,..}

The first automaton represents a communication line:

* the start state performs the action of collecting a message (in) and shifts to the second state,
* the second state performs the action of transmitting the message (out) and shifts to the start

state. Thus this is a perfect line.

The second one is also a communication line which can loose, duplicate or delay the message:

* the start state performs the action of collecting a message (in) and shifts to the second state,
* the second state has a non-deterministic behaviour; it can perform out or 7 (the void action)

- and shift to itself (duplication or delay), or to the start state (good transmission vs loss).

1.2. Reduction’of an automaton to its' reachable states

When one considers automata with initial state, 1t is usual to restrict oneself to reachable

states: we get here a first reduction.

A* stands for the set of words on 4, ¢ the empty word and u;v the concatenation of u and v.

We extend the transition relation to sequences of actions. We note p=;> g after:

PP
a
Ppe = P24
pFP <+ 3¢ pzq and g3p
This notation is extended to sets of words:

forU C A p%q 4+ dJuelU p%q



We call such sets abstract actions because all actions of the same abstract action are observed as
lequivalent at some degree of abstraction.
‘ In the second transmission line of Figure 1, we have:

u
1>
' T, %z
pa m—— e 1 2
if U = {in; out , in;out; out} then 22=V>3=2
V =rx% v
=z
v
I3 =2

Let & = (Q, s, T, A), we say that p € Q is reachable iff
Ju € A* such that s> p (i.e. sé;p)'

We use the well known Depth-First Search algorithm [Ah] to compute the subset of reachable
states of an automaton. We call Acc the transformation that reduces the states set of an automaton
into this subset:

Acc((Q: s,T, ﬂ)) = (QAccy s, TN (QAcc x A x QAcc)y 44)

where @ 4. stands for the set of reachable states in Q. This gives us our first algorithm.

1.3. Isomorphic automata

Two automata are isomorphic (we note (Q, 5, T, A) = (Q’, s/, T, A)) when there exits a bijection
f between theirs states such that:

{f(s) =3

P <= f(r) 22 /(g)

We don’t need an algorithm to compute the existence of an isomorphism between two automata
because we use the weaker “behavioural equivalence” instead, for which we give a specialized
algorithm to compute it in §3.7.

:2. Syntax amd Semantics

We build a term algebra from a commutative group -standing for the set of actions- and a set
of syntactic constructors for processes specified by their behaviour semantics. Thus we set us in the
framework of Milner’s process calculi theory, like CCS [Mi0], SCCS [Mil], Meije [Au&Bo].

2.1. The commutative group of actions A

As in [Bo2], we consider a set of signal names Sig and A the free commutative group
generated by Sig. The product of two actions means their spatial and temporal co-occurence, so it
is naturally commutative and associative.

We shall informally let s stand for the reception of the signal named s and its inverse 3 for
its emission. So if a process receives a signal while another emits it at the very same instant, this

communication is invisible for all other processes; the resulting action is 5.5 = r, the neutral element
of 4.



' We,.sa.y that a signal s divides an action a when ¢ or 7 is a prime factor of a. For instance, s
divide a = s.t but do not divide b = s.5.t = ¢. Still s divides 5 .

2.2. The syntactical construction of the automata algebra Aut

The following constructions for terms are slightly the same as the ones described in [Da&Ko].
Let X a set of variables, FV(t) and S(t) denotes respectively the free variables in ¢ and the sort of
t. Then a term is either: '
* 0, -
{ FV(0)=0
s(o)=19

avariable:z € X,

{wm:m'
S(z)=0

a finite guarded sum : 3~ a, :¢; where (a;) is a finite set of actions and () a finite set of terms,
FV(Z a;: t") = UFV(t,')
+
S(Z a;: t,') = U{a;} U U S(t;) )
a recursive definition : let rec {z; = t;}, in t where (z;) is a set of variables, ¢ and ¢; are terms
verifying FV (t;) € {z1,...,Z.},

FV(let rec {z, =¢t;};int) = )
{ S(let rec {z; =t} int) = S(t)uUsS(t)

* aparallel and asynchronous composition : t; || t3, where we impose that FV (t,) = FV (t,) = 0.
Then
{ FV{ti|lts) =0
S(ty || t2) = S(t1) U S(t2)
%

a restriction : t\s where FV(t) = § and s is a signal name, then

{ FV(t\s)=0
S(t\s) = S(t) ~ {a € S(¢), s divides a}

Restriction can be viewed as an imperative internal rendez-vous or direct coupling mecha-
nism used in [Bochl] for instance. In order to simplify expressions, the operator restriction is
- extended to set of signals: :

t\{s1,...,8a} =t\s1\...\5n

a renaming : t<¥> where t is a term with FV (t) = 0 and ¢ is a morphism on 4,

{Fvu<¢>)=m
S(t<y>) = ¢(S(2)

A morphism ¢ on A is represented by a finite list of couples,
¥ = <action, /signal,, ..., action, /signal,,>

meaning ¥(signal;) = action,.



2.3. The alterning bit protocol

The alterning bit protocol is a well known example in the protocol verification. Using an unsafe
medium type, we build a safe system with two such media, an emitter and a receiver. One adds
to all the emissions throught the media a bit of control. We don’t deal with values in the message
{one can suppose that its correctness is yielded by a lower layer protocol). The overall system is
designed as in figure 2.

»—| MEBIUM R >

in ' . out
>—1 £MIITER RECEIDER |

~4—— MEDIUMB %

Fig. 2: The ABP overall system

2.3.1. The media

They are ordinary unreliable lines which may either duplicate, lose or delay a message. We
suppose that the alterated messages are lost.
The definition of such a medium type is (see fig. 3):

Mo=in0:M1+in1:Mz
MEDIUM = let rec {M1=out0:M1+out0:Mo+r:Mo+r:M1} in My
M, =outy : My +outy : Mg +7: My +1: M,

The first medium is obtained by a renaming:

MED, = MEDIUM <emq[ing, emy [iny, mro/outy, mry /out, >
The second one is the instantiation: -

MEDg = MEDIUM<rmo/in0,rm1/in1, meg/outy, mey fout, >

The names of signals are chosen so that rm; is a signal from the receicer to the medium thh
i as bit of control -and similary for the other ones.

2.3.2. The emitter

The emitter catches a message and transmits it to the medium M ED, and then waits for an
. acknowledgment. Whenever it receives a acknowledgment with the unvalid bit of control, it tries
transmission again. It may 2lsc decide by itself that its message was lost after a time-out and that
it must retransmit it.



Fig. 3: The medium

Fig. 4: The emitter

Fig. 5: The receiver
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The emitter is represented by the following term:

Ey=in:F,

E,=me, . E, +emg : B,
Ey=1:E +mey: E3
E3=in:E4 :
E4=meo:E4+e_ml':E'5
Es=1:E;+ me;: Fy

EMITTER = let rec

2.3.3. The receiver

The receiver works the same way as the emitter. When it receives a message with the valid bit
from the medium, it delivers the message and transmits a corresponding acknowledgment to the
medium.

The receiver is represented by the term:

R0=EQ:R1+mr1:R5
R, =out: R,

_ R; =¥mg: Ry +mry : Ry .
RECEIVER = let rec Ry = mro: Ry + mr, : R, in Ry

R4=3‘lEZR5
R5=Wﬁ'f:Ro+mr1:R5

The overall system is the term:

ABP = (EMITTER|| MED,4 || MEDg || RECEIVER)\S

S = {emo, emy, rmq, rm;, meg, mey, mro, mr,}

2.4. The behavioural semantics

Each term of the previously defined algebra represents a state of a transition system. Transi-
tions from these terms are given, as usual for CCS, SCCS and Meije by the following rules:
The guarded sum is a non-deterministic operator:

l€[l..n]

n

- a(
@ pi < Pt
1

=
The rules of the fix point operator are:

/

t
t

Lol le

t
let rec {z; =¢;}; in let rec {z; =t;}; in t/

let rec {z; =¢;}; in t[t.-/:zﬁ;] S
let rec {z; =#;};int = ¢t/

t(t:/z;] is the syntactic substitution of the variables z; by the terms t; inside of term ¢.
The parallel composition is asynchronous and non-deterministic:

L} e a o b ,
p—p g—q P—p,g—gq

rlla=plla plla=plled pll¢=2p e

8



The rule of restriction is:

p—p', s does not divide a

p\s>p'\s

The rule of renaming is:
=y
p<v> "W p<y>

2.5. Closed terms denote automata

It is easy to see that terms without free variables (FV(t) = @) denote automata. One easily .
proves this by induction on the term structure. We show here the way to compute this automata
following the rules of the behavioural semantics in the two most interesting cases: the parallel
composition and the restriction.

* let the automata © = (Q,s, T, A) and ©' = (Q’,s',T', A) be denoted respectively by t and t'.

Then t || t' denotes O, = (Q x Q', (s, 3"), Ty, .4) where.

[ y=y andz > z’
T
or
, z=1z and y —'37 y'
(z,9) = (¢) <= < or T
tne' u !
r -z
Ju,v such that a = u.v and T ,
{ y v

* let © = (Q, s, T, A) denoting t, t\s denotes the automaton 8’ = (Q, s, T’, A) where

z;‘-'»y <= z—;»y and s does not divide a

The restriction operation cuts out some transitions and may leave inaccessible states in Q. So
we shall adopt the convention that t\s denotes Acc(©’).

The transformation of terms into automata reduced to their reachable states using the be-
havioural rules is our second algorithm and we note it | Aut(t) | We give here a first evaluation for
the computation of Aut(ABP) in our implementation. The computation time for this automaton is
307 seconds and it has 668 transitions and 112 states: this automaton is of course undicepherable.

The transformation of an automaton into a closed term of our algebra is quite easy and
classical: it is the transformation from an automaton to the associated right linear grammar. We -

note it | Term(8) [

2.6. Yet a more efficient method to compute overall systems

We present here an algorithm to compute terms like (¢, {| t2)\{s1,...,8s}. The idea is to
compute step by step only the transitions allowed by the restriction operator. Thus we avoid the
construction of the overall system Aut(t; || ¢2).

The method can be described as follows:

* let T = Q =0 and Reached = {(sh,stz)}
* while Reached # @, take an element in Reached, put it into Q, compute its transitions with
the rules for parallel and restriction operators and put them into T. Then put into Reached

any reached state during this step that is not in Q.

9



* at termination, the result is (Q, (s¢,, 8¢,), T, 4).
This algorithm for transformation of closed terms into automata is noted | Aut'(t)|.
We can make two other remarks about restriction:
* if 5 does not divide any element of S(t;) or any element of S(t;) then Aut((t, || t;)\s) and
Aut(Term(Aut(t,\s)) || Term(Aut(t2\s))) are isomorphic, .
* if s does not divide any element of S(t) then Aut(t\s) and Aut(t) are isomorphic.
Using these two laws, we can distribute some restrictions and compute:

Halfy = (EMITTER || MEDpg)\meg\me,;
Halfy = (MED, || RECEIVER)\mro\mr, |
Aut{ABP) = Aut'(Term(Aut/(Hal ,)) || Term(Aut'(Hal f))\emo\emy\rmo\rm)

Time of computation is now only 24 seconds.

3. Principles of Verification -

What is the meaning of protocol validation ?

One often considers those properties like liveness, fairness or deadlock freeness. An other ap-
proach consists in the comparison of a given system and an expected service - its specification. This
service may be represented among other as a regular ezpression -as in [Boch1]- or as another term
of an algebra -as in [Be&KIl bis,Ko|. The comparison will be done for us in terms of equivalence
between system and specification. One. may use equational reasoning [Be&Kl,Ko] or one may intro-
duce the notions of abstraction criterion and of congruence of automata, with algorithms allowing
to compute the equivalences. That is what we are going to do here, using also equational reasoning
to justify some strategies in using algorithms.

#1

3.1. Abstraction Criterion and Automaton Abstraction

We call an abstract action a subset of A*. Indeed we are going to consider such subsets of
words as higher level actions to abstract the behaviour of automata. We call abstraction criterion
any set of abstract actions.

Let C be an abstraction criterion and © = (Q, s, T, A) be an automaton. We denote T the

transition relation pg ¢,U € C. The automaton | Abs(©,C) = Ace((Q, s, T¢, C)) fis the abstraction
of © on the criterion C. .

3.2. Milner’s observational criterion

This paper deals only with one particular observational criterion O defined in [Mi1] as

0={r'}u [ J{r";a; 7"}

aF#r

This criterion corresponds to the intention that we do not want to observe the silent actions,
o we give the abstract action r*ar* the name & and r* is called 7. It is a particular case of criteria
expressing the freeness from meaning of some actions.

The computation of T is based on the computation of the transitive closure of the relation
. The algorithm used in our implementation is like the one in [Ah] so that its complexity is O(n?)
where n is the number of states of the automaton. :

We call OBS the transformation:

OBS(8) = Abs(8, 0)

10



The computation of O BS(ABP) give us a 2728 transitions and 112 states automaton in 104
seconds.

3.3. Equipollences induced by criteria

A equipollénce over an automaton & = (@, 3, T, 4) is a couple p = (C, R) where C is a criterion
on £ and R an equlva.lence relation over @ verifying

((p,q)ER and UeC and p=>,p')=>(3q’ ngl and (p',ql)GR)

It is usual to picture this property by the following schema:

p - R - ¢
I
U nu
ﬂ o
) Y
P -+ R ... ¢

The family of such relations is a lattice so it has a coarsest element which we note ~¢ and we
call C-equipollence the pair (C,~¢).

' 3.4. Construction of the C-equipollence and Quotient of an automaton

Let ® = (Q,T, s, A) an automaton and C a criterion. We define ©/~.. to be the following
automaton:

O/~¢ = (Q/~c¢,Tc,[s]c,C)

where v ‘ v
| PP > 3¢,¢ suchthat [glc =p, [¢]c = p' and =X

We note the reduction of © modﬁlo c !Red(e, C) = Acc(®/~¢) L

The computation of Q/~¢ is done with the following method:
Let R; be recursively defined by:

Vp,e€Q (p,9) € Ro

uy 74
(P, q) € Rk+1 <=3 (p, q) € Rk and VU e C p-_l-:p' = 39’ (p,) ql) (= Rk and q =U>q’
| ' ¢=>¢ =>3p (p'.¢)€R: and p=p

this we picture by the following schema:

P — Ry - ¢
[

1 /4 I:U
._ I
, .
p -+ Ry - ¢

It is easy to show that for finite automata:

[ dn < card(Q) such that R, 1 =R, and ~g=R,
This method when applied to ABP gives us the following result:

Red(Aut(ABP), 0) = let rec {10 =Fizo+in:z } in zo
Ty=F%:2; +out:xg

11
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Fig. 6: ABP observed with O

The time of computation is 107 seconds (including the computation of To).

We can do two remarks about this result: ‘
* the abstract behaviour of our overall system is easy to analyse,
* it works alike a safe line (with possibility of losing time).

The automaton Red(®,() is a small-scale model of ©. So it represents an abstract be-
haviour. However verification implies comparison of two automata one of which is supposed to be
the specification of the other one. For instance, we would like to express that ABP verifies the
model of the perfect line given in example in 1.1. So we must introduce the notion of automata
equivalence signifying to have the same small-scale model.

3.5. Equivalence of automata

Two automata 8, = (Q1,7T1,81,4) and €, = (Q2, T3, 32, A) are C-equivalent if and only if
there exists a relation R C Q; x Q; called bisimulation by Park [Pa] such that:

(31: 82) € R
p%p':}Hq’ q=',{>q’ and (p',q¢')€R
V(p9)€R and YUeC { T o
1z =3 pzp and (p.¢)eRr
2 1
We denote this relation a<¢. One can show that ®¢ is an equivalence on the automata algebra.

3.6. Properties of »s¢

Property 1

The first result is that we can always limit ourselves to study only the reachable states of an
automaton.

Acc(©®) =~¢ ©

Property 2

B O — Acc(6/~c) = AcC(e'/~c)

Oue can make two usefull remarks to prove this:

12



1 reachability and quotient commute as shown in the diagram:

Ace /N e
~C\ /Acc

2 two states of an automaton in relation by a bisimulation to a same state of an other automaton
are equivalent,
(p,9) €Rand (p,¢) e R=>q~c ¢

3.7. An algorithm to compute the C-equivalence of two automata

As we said in §1.3, we shall not need an algorithm to compute the existence of an isomor-
phism between two automata. We give instead here an other algorithm to directly compute the
C-equivalence of two automata (Q, s, T, A) and (Q', 8', T, A) where Q and Q' are disjoint. .

The main idea of this algorithm is to use the construction by induction of the C-equipollence -
with the set of states Q U Q' and the set of transitions T U T’. The two automata are C-equivalent
if s and s’ are in the same equivalence class when the induction stops. '

This gives us a new algorithm to compute the C-equivalence of two automata. When applied
to ABP and Perfect-line, the answer is positive (Aut(ABP) mo Aut(Perfect-line)).

We say that we have performed the validation of ABP with respect to Milner’s criterion.

4. Methods of Verification
In this chapter, we expose improvements of the “brute force” methods previously exposed.

4.1. = is a congruence

We can use the fact that 4 and O are in bijection to define a transformation on automata named
obs which transforms automata on abstract actions into automata on concrete actions (belonging

to A).

{6 = (st’T’ 0)
0bs(8) = (Q, s, T", A)

where N
a
. Poa = p 7—'0) q
Then for any automaton © on A, we build Obs(6) = obs(Red(©, 0)) which use the same set

of actions. This system is O-equivalent to © and can be considered as a canonical representant of
the set of automata O-equivalent to ©: '

0b3(8) o ©
O o ©' <> Obs(8) = 0bs(©')

One easily can verify the following properties:
[ Obs(Aut(p || q)) mo Aut(Term(Obs(Aut(p))) || Term(Obs(Aut(q))))
Obs(Aut(p\s)) mo Aut(Term(Obs(Aut(p)))\s)
Obs(Aut(3_a: : pi)) o Aut(Term(T a; : Term(Obs(Aut(p;))))

The third law explains Why we chose guarded sum versus ordinary sum. For instance, we have
- Aut(r: 0) mo Aut(0) and Aut(a: © +1: O) %o Aut(a: © + O) with the classical sum. So we

13



. only deal with the observational congruence called rooted r-bisimulation in [Be&Kl] and not with
"-the observational equivalence called r-bisimulation. ' :
These laws allow the modularization of the reduction by applying algebraic laws. In the example
of the ABP, we can compute
HALF, = Term(Obs( Aut'((EMITTER || MEDpg)\{me, me; })))
HALF; = Term(Obs(Aut'((MED, || RECEIV ER)\{mry, mr,})))
Obs(Aut'(ABP)) ~o Obs(Aut'((HALF, || HALF;)\{emq, em;, rmy, rm;}))

The computation time is 38 seconds versus 131 seconds (24+107) when we have computed
Obs(Aut/(ABP)).

4.2. Methods of elimination

There are three kinds of eliminations of transitions -and possibly states- described in [Bo2].
By elimination we mean transformation giving a smaller O-equivalent automata.

Elimination of r-loops

All the transitions p— p can be eliminated.

Fig. 7: The elimination of r-loops

Collapsing r-transitions
All the states p with only transition p- ¢ can be replaced by ¢ (and then we can eliminate p).
Collapsing r-cycles

All the states which are on a r-cycle are O-equivalent, so they can be replaced by only one of
them with the transitions of all of them. .

These three properties are quite easy to prove and enable us to improve the efficiency of our
methods of reduction. The most important one is the elimination of r-cycles which can quickly

- eliminate a large number of states. On the contrary, the first one is not very useful but shows us

that all 7-loops can be implicit.

We call Elim! the elimination of r-cycles and Elim? the elimination of r-transitions. Applying
first Elim! is slightly faster than applying first Elim?. We get here a new algorithm:

..... r

Obs'(©) = Obs(Elim?( Elim}(©)))
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Fig. 8: Collapsing r-transitions

Fig. 9: Collapsing r-cycles
In the example of the ABP, we can compute

HALF] = Term(Obs'(Aut'((EMITTER || MEDp)\{meo, me;})))
HALF; = Term(0Obs'(Aut'((MED 4 | RECEIV ER)\{mro, mry})))
Obs(Aut(ABP)) o Obs'(Aut/((HALF] || HALF;)\{emo,eml,rmo, rmy}))

This construction collapses to 29 seconds versus 38 seconds as our prevxous best result with
- Obs(Aut'(ABP)).
One can easily see the interest of a good reductxon algorithm and of the modularization.

4.3. An example of erroneous protocol

Verification would not be very interesting if we would ever verify but valid systems. The sole
reduction can’t be viewed as an absolute tool because it can produce an undecipherable automaton.
So we need additional tools to make debugging easier. We present here a tool producing a trace of
all the transitions leading a particular state of the observed global system.

We use here a wrong version of the alternating bit protocol where we have replaced the emitter
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by: )
, Eo=3n2E1
; E1=m81:E1+?fn—glEz
’__ E; =mey: Eg .
EMITTER' =let rec Es=in:E, | in E,
E4=meQ:E4+Eﬁ1"I:E5
Es =me,:Ey .

The difference between the two versions is the suppression of time-out transition that allows
the emitter to decide on reemiting.

ABP' = (EMITTER'|| MED, || MEDg || RECEIVER)\S

S = {emo, em,, rmg, rmy, mey, mey, mrg, mry }

The overall automaton has 346 transitions and 76 states.
Its observation through O, obs(Aut(ABP')), gives us the following result:

Xo=71:Xo+1in:X,
X1=T:X1+‘T:X2+TZX3 :
let rec { Xo=r:X,; +out: X, in X,
X3=TZX3 .
Xe=r:Xs+7r:Xog+71: X5

We easily obtain:
Aut(ABP') %o Aut(Perfect — line)

Fig. 10: The observation of the erroneous ABP

The figure 10 shows us the 0-equivalent automaton where r-loops are not pictured.
The question we want to answer is: which sequence of behaviour of each component yields a
given state in the observed overall system (for instance, the dead state) ?

- To be able to do this, we keep in memory the components of parallel products when we build
automata from terms (in Aut or Aut’) and the partition giving the equipollent states for ~ o when
we reduce automata by O BS. A

In our example, the state X3 of the result is th

=l

e equivalence class of the state [Ey, LRy, LAg, R
in the overall system (we denote [E;, LR;, LAy, Ri] the state of the global system corresponing to the
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ermitter in the state E;, the medium M ED 4 in the state Mk, the medium M EDpg in the state M
and the recceiver in the state R;). We can find a path in the overall system from [Eo, L Ro, L Ao, Ro]
its initial state to this state and decompose the transitions in actions of elementary transitions of
each component (we mtroduce € when a component does not perform any transition).

We obtain the following result: :

(Eo, LRo, LAq, Ro]

fin e, e, = in
[E1, LRo, LAqo, Ry

(6755, €, emo, ] = 7
[E2, LRo, LAy, Ro|

e e =1
(E2, LRo, LA, Ry

It is easy to analyse that the potential dead-lock is caused by a message lost by the medium
while the emitter cannot reemit it, and so still waits for acknowledgement.

5. Conclusion

Processes algebra allows us to use equational approach to improve the study of distributed
systems. The combination of algebraic laws with algorithm on automata speeds up the analysis of

- systems. We summarize the computation times in our example of the alternating bit protocol:

Obs(Aut(ABP))

brute force construction and brute force reduction 307 s.4+ 107 s.=414 s.
Obs(Aut'(Term(Aut’'(HALFy)) || Term(Aut'(HALF,))\...)

fast construction and brute force reduction 24 s. + 107 5.=131 s.

Obs'(Aut!(Term(Aut'(HALF,)) || Term(Aut'(HALF,))\..)

fast construction and fast reduction 24 8. + 26 5.=50 s.

Obs(Aut’ (Term(Obs(Aut’ (HALF1))) || Term(Obs(Aut’(HALF,)))\ .. )

construction using congruence and brute force reduction 38 s.

Obs’(Aut'(Term(Obs'(Aut’(HALFI))) I Term(Obs’(Aut’(HALFg)))\ J)

construction using fast reduction and congruence 29 s.

This work is to be completed by a study of general criteria and by its application on real-
size ezamples such as OSI protocols. A practical tool showing sequences dxstmgulshmg two non-
equivalent automata is also necessary to make “debug-time” easier.
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