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Abstract:
This paper introduces a distributed operating system currently under development at
IRISA/INRIA-Rennes. This system is based on the new notion of multi-function allowing the
description of parallel tasks which may be nested in a very general fashion. Multi-functions should
possess the property of atomicity. The implementation of this property led us to design a new
object oriented and highly performant sfabl_e storage facility. Multi-functions and the overview of
different levels of the architecture constitute the major topics developed in this paper.
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Résumeé: _
Cet article introduit un systéme opératoire distribué en cours de développement a
I'IRISA/INRIA-Rennes. Ce systéme est basé sur la notion de multi-fonction qui permet la
description de tiches paralleles imbriquées. Les multi-fonctions possédent 1a propriété d'atomicité.
La mise en ceuvre de cette propriété nous a conduit a 1a concepﬁon et 1a réalisation d'une mémoire
stable rapide adaptée 2 la gestion d'objets structurés. Les multi-fonctions et la présentation des
différents niveaux de l'architecture du systéme constituent les principaux points traités dans cet ’
article. '
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1-Introduction.

Near future, computers have to be fast, flexible and highly reliable. One way of .
achieving these goals is to build computers from a set of basic modules assembled together to realize . =
"machines" different in size and power.

Such "computer installations" will soon be available as domestic users will be equipped
with workstations composed of a powerful CPU and a quite large amount of memory. Provided that
the interconnexion network be fast enough, one can imagine that every user will possess his/her
workstation and an access link to part of computing power of the other users. The role of an ideal
operating system for such an installation would be to create an integrated environment in order to
- allow any user to take benefit of the largest possible amount of memory and computing power, in a
transparent way.

Two recent systems apply the same type of approach. The Apollo DOMAIN which
provides network transparent clata access {LEAC-83] and the SUN network file system which allows
transparent access to files located on remote machines [LYON-84].

Of course, as users are sharing memory and compﬁting resources, where each resource
belongs primarily to its proper owner (a workstation belongs to somebody) and secondly to the
computer installation made out of all workstations linked through the network, one can imagine that
several constrainsts have to be met: fault-tolerance, protection (personal information should not be
accessed by anybody)... 4

The GOTHIC system presently developed at IRISA aims in providing such a general
distributed system. In section 2, we describe the background of this research. Some basic structuring
facilities of GOTHIC are then described, in particular we introduce the concept of multi-function as
the primary means of describing operational behaviour and communications (section 31). GOTHIC
structure is presented in section 4. In particular, we insist on stable memory management2 which is
one of GOTHIC original features. Section 5 concludes by describing open problems and plans and
giving the present status of the project. '

1: Section 3 corresponds to the paper [BANA-86c] which will be published in the proceeding of the 6t Conference on
Distributed Computing Systems, May 1986.

2: Stable storage board has been patented under ‘n° 85 18437, dec. 1985.
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2-Background.

.GOTHIC is assumed to be a general purpose distributed operating system designed by
generalizing concepts previously implemented in .the application-oriented‘ distributed system,
ENCHERE [BAN A-84, BANA-86a]. We think it worthwhile to recall some salient contributions of

2.1. ENCHERE software structure.

The essential structuring facility of ENCHERE is the activity. An activity is a set of
“cooperating processes’ which interactions define the dynamic structure of the application. Activities
«can benested at any level, thus an application is represented by a tree af activities.

Two nested activities (mother and daughter) can communicate only via parameter
passing (when the mother "creates” the daughter) and via result transmission (when the daughter -
terminates).

An activity may also possess the property of atomicity:

-Indivisibility: its intermediaté states are hidden to other activities,

-Recoverability: any object currently being modified can be restored to its initial state in

case of failure. '

The implementation of these properties relies upon two facilities: stable storage and
commit protocols. As the main originality stands in stable storage, let us describe it briefly.

2.2. ENCHERE stable storage. -

, To support failure atomicity and permanence for small objects, the ENCHERE project
has developed a stable storage device in RAM. The stable RAM has 8 non-volatile memory banks
mapped into the address space of the applicaﬁon processor. Hardware faults in these banks are
masked by sequentially writing stable objects into two banks. Because the non-volatile RAM is '
intended to be used by multiple processes, there are mechanisms that protect against software faults,
such as uncontrolled memory accesses [B ANA-83].

2.3. From ENCHERE to GOTHIC.
The design and implementation of nested atomic activities is the major achievement of
the ENCHERE project. Two aspects have to be emphasized: - |
| -this is one of the few actual distributed implementations of nested activities.



-an original stable storage facility was designed and built. Its use was determinant in the

implementation of atomic activities.

However, due to the specifiéity of the application, some simplifications in the..
implementation of nested activities and of atomicity were considered as reasonable. .. The concept of
activity, although very useful, was not fully investigated and further studies were considered as
necessary. These observations led us to consider the generalization of ENCHERE concepts in order
to produce a more general distributed operating system: this is the origin of GOTHIC.



3. GOTHIC structuring facilities.

GOTHIC handles objects through the use of appropriate operations on concrete data
structures. Before presenting GOTHIC objects, let us describe the notion of multi-function.

3.1. Multi-functions.

The design of distributed systems is encouraging research in the fundamental area of
program structures for programming such systems. Some proposals are beginning to be recognized
as important contributions. The ARGUS approach provides the g\’uardian concept and atomicity of
operation fLISK-84]. Several authors have also studied the Remote Procedure Call (RPC) concept as
- a mechanism ensuring well structured and efficient communicéﬁons [BIRR-83, SHRI-82]. More *

recently, a proposal has been made to consider "process group" as structuring facility for distributed
- computations [CHER-85].

The present section describes a program structure currently investigated in the GOTHIC
project. This structure generalizes the concept of procedure as it allows for concurrent execution of
several sequential programs which may possibly be nested in a very general fashion.Multi-functions
provide the basic structure allovving a proper description of nested activities as presented in section 2.

3.1.1. The concept of multi-function.

A well-known structuring concept for classical operating systems and even for
distributed operating systems is the procedure or function. The procedure is an abstraction of the
notion of block with strict rules for communication with the environment (parameter and result
passing mechanisms). Furthermore, procedures offer the possibility of nested computation through
“recursive" calls. |

Our purpose was to discover a somewhat similar concept allowing for:

-simultaneous processing of different components,

-parameter/result communication mechanisx_ns,

-general nesting facilities.

a)-Block and parallel clauses.

A block may be represented as (D;F) where D stands for declarations and F a sequence
of instructions.

Given two blocks, By: (Dy; Fy1; F12) and By. (Dp; Fp),

B, "nested within" B1 may be represented as:

(1) (Dy; Fyy; (Dg; Fp); Fy9), with the following properties:



Dj and Fy are the first executed, then block B is interrupted. Dy and F5 are
executed and B is resumed thus allowing the execution of F12; Visibility rules are such that Fy
“sees" Dy and Dy, Fy; and Fq; "see" D;.

A parallel clause may be described as:

(D1, FIDo; Fo)il ... 1(Dy; Ep))

Components (Dj; F;) may be run in parallel. Several languages allow the following
structure:

@) (D Fo; (O1; Fp) /... 11 Opi Fy)); Fyyp)

where D and Fg are first executed, then (D;; F;)'s are executed and finally Fpi1 is
executed. V1s1b1hty rules are such that F | ; "sees’ 'Dg. ;

Procedural nesting (1) is qualified of 1-1 nesting (one caller, one callee) and parallel
clause nesting is qualified of 1-p nesting (one caller, p callees). This last form of nesting is the one
generally found in distributed systems where such concepts as nested actions or nested activities are
implemented [LISK-84, MUEL-83, MOSS-81]. Let us now describe a more general form of nesting
as introduced in GOTHIC. :

b)-A general form of nesting.

The nesting of a parallel clause within another parallel clause may be visualized as

follows:

cobegin
(Ary/ 1A19)
(Agy/ Bp IA22)

(By)

) (Bp) o
(Any/ ' /Apn2)

coend

Whe;e the parallel clause ((By)/ ... //(Bp)) is nested within the parallel clause
((A11/A1)0../1(Ag1/Ap2)). The execution of this. structure can be described as follows:

Aj1's sequences of instructions are init.ated, and when they have all reached their "/",
BJ s are executed. Upon termination of all B 's Ajp's are resumed with the property that A;» may
access the context defined in A;;.

This form of nesting is the most general (n-callers, p-callees) and one can realize that

1-1 and 1-p nesting are particular cases of this n-p nesting [BANA-80]. After thls mformal
description of nested parallel clause, let us introduce their logical properties. '



c)-Logical properties of nested parallel clauses.

These logical properties are expressed with a formalism introduced in [LAMP-84] and
known as Generalized Hoare Logic (GHL).
In order to describe control information, GHL uses the following predicates:

at(r)="control resides at entry point of program fragment "
in(n)="control resides inside "
after(m)="control resides at a point following immediately "

Let us first describe the 10g1ca1 properties of nested blocks. Consider thc fragmcnt '
~ program = defined as:
m(n! o
n2:B;
w3y
) e
If o, B and yare characterized by their pre and post conditions as follows: {P}a{Q},
~ {R}B{s} and {T}y{U}. For simplicity sake, o, B and vy are considered as atomic (or indivisible), so
(at{e)=in{e), at(B)=in(B), at(y)=in(y)). Block nesting control properties may be described as follows
' in terms.of predicate at and after: : e

(I11)  at(rq)=>P (Iz) after (4)=Q
(I3) at{np)=R (I4) after (rp)=>S
(15) at(ng)=T - (Ig) after (n3)=>U

_ The invariant which characterizes the behavior of & is IE(A6i_=.IIi-),' where I is the
pre-condition of ‘It; (i.e., at(x)=>I). Furthermore, the following relationships are true:
(1) aym) = at(my) | |
(2) after(m)) =  at(nyp)
(3)  after(ny) =  ayn3)
(4) after(w) =  after(n3)
They are derived from the properties of the sequentxahty (;) operator.
We can generalize these properties in order to deal with nested parallel clauses: -

®:  cobegin _
(m11:A11/ In12:A12)



(ma1:A21/ r'1:(By) IT99:A99)
7'9:(B9)
'k (By)

(Top1:Any/ ITn2:An2)

coend

As above, Au,(le [1,n}, je[1,2]) and Bj, je[1,k], are considered as atomic.
If AlJ s are characterized in Hoare's notation, by {PIJ}AIJ{QIJ} and B s by
{R }B {S }, then we have the following relations in terms of predicates at and after:

(11) Ar_jat(m)=AR,_ Py (12) AP after(r;)) =>Am_1Q11
(I3) Akl_lat(n )=>Ak =1R; (13) Akl_lafter(x y=>AK, =154
14 Ar_ (mp)=A"_ Py (16) An,_ after(nj)=A"_;Q

The invariant which characterizes the behaviour of & is IE(A6i=IIi), where I is the
precondition of . The following hold:
(1) at(m)=>A", =12
(@) An,,_lafter(nﬂ):/\ j=131T)
(3) AKX jafter(®)=>A"_jat(r;p)
(4" after(n)*A“l_laftcr(nlz)

These formulae describe the synchronization rules governing the nesting of parallel
clauses. Used in conjunction with GHL, they would allow to prove properties of programs involving
nested parallel clauses.

3.1.2. General form of multi-functions

In the same way as procedure are abstraction of blocks we can define a computationél
model, the multi-function, which may be seen as the abstraction of the parallel clause. It is
possible to call a multi-function from a procedure but also from another multi-function, thus
providing a general form of nesting. |

The description of multi-functions can be seen as a generalization of PASCAL
functions.

For example, here is the definition of a multi-function called "mf":

muti-function mf;



(x, y, z:integerl): (u, v, wiinteger);

var
<declarations>
cobegin
(x,y)u: begin .. returnuend// €0
(z)v: begin return v end // (2)
(y,z)w: begin .. return w end 3)
coend;

This multi-function is made out of three components. Component 1) deals with input

parameters (x,y) and delivers the output u, component (2) deals with input parameter z and delivers v

and finally (3) deals with input parameters (y,z) and delivers w. Let us describe the usual *

multi-fonction call (or 1-p call).
a) l-p multi-function cali. )
The statement (I,m,n) := mf(a,b,c) describes a statement where input parameters ‘are
(a,b,c) and the final result of the call will be asmgned to variables 1, m, n. The execution of this
multi-function call may be depicted as follows:

mf(a,b,c)

~—

(I,m,n)3=(u,V,W)

Figure 1: 1-3 call

Where the call mf(a,b,c) results in:
~distribution of input parameters to components of the instance of the multi-function mf
* created according to the call,

-parallel execution of the componerits,

-synchronization for result construction and transmission,
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-resumption of the caller.

This execution scheme can be seen as a generalization of the usual procedure call (1-1 to

1-3).
b) Coordinated multi-function call (or n-p call).
Let us now introduce the most general multi-function call, the coordinated call (or n-p
call). ‘
Assuming the multi-function mf previously defined, consider the following program
skeleton: ' 4
cobegin
(1 (integer a, k, 1; ... ; (k,1):=mf (x<-a).(u,v);... ) //
2) (integer b, ¢, m; ... ; m:=mf(y<-b,z<-¢c).v; ... ) //
) (integer n; ... ; n:=mf().w;
. coend

The execution of the call to mf can pictured as follows:

(1) (2) 3)
3 <-b
mf activation
77
0
77/ 7 |
mf return

Figure 2: 3-3 call

where this coordinated call results in: : :
-coordination of components (1), (2) and (3) of the calling parallel clause for input
_parameter transmission. Notice that component (3) gets coordinated without providing
any input parameter,
-distribution of the input parameters.to'the.components, :
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-paraliel execution of the components,

-synchronization of the components for result construction and transmission,

-distribution of the result to the components of the calling parallel clause. For example,
notation n:=mf().w means that this component is involved in the coordinated call
without providing any input parameter, but, after the proc‘esSing of the call receives
the w part of the result which is assigned to n. | o

3.1.3. Applications of multi-functions.
In this part we describe some potential uses of multi-functions.

a)-Generalized rendez-vous.

The use of nested multi-functions provide a possible mean to implement
communications between components of a multi-function. as illustrated by the following example:

begin

multi-function rdv;
(input: integer): (output: integer);

cobegin _
(input): output:
begin
output:= input
end

coend; #rdv#

multi-function com;
cobegin
¢} begin

;a;r(input<-9);
end //
2 begin
y:integer;
.y.:.=rdv.output;
end //
coend #com#;

~ #com invocation#
com
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end.

Component (1) of the multi-function com sends the value 9 to the component (2) by
calling the muti-function rdv. This nested call implements a generalized form of Rendez-vous
[HOAR-78].

One can remark that this use of nested multi-functions may involves too many
coordinated calls and, because of the over-synchronization of the execution of components, may
become inefficient. Moreover, the logical structure of the multi-function tends to be desiroyed. This
reason led us to propose that components of multi-functions could communicate through a common
shared context, which is described in the header of the multi-function declaration. We do not describe
this feature in more details here.

b)-Cooperation between groups of processes.

As an example, imagine the situation where a common agreement must be reached by

two groups of people, G1 and G2. The following communication scheme may be taken:

Groups G1 has a meeting and makes a proposal which is sent to group G2 for approval E
or modification, eventually G1 takes the final decision. Notice that this is a group to group

communication and that a member of a group cannot be distinguished.

If we model the behaviour of a group by the execution of a multi- functxon where a
component represents a member of the group, control flow governing the above decision taking
algorithm may be pictured as follows (fig. 3).

o
3
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Components of group G1

LI @~ are initialized

l ssEras LRI |

T I |

Figure 3: Cooperation between G1 and GZ.

<= Group G2 is initiated with
informations

.

Aagreement or modifications

¢

Resumption of G1

<= Terminaition of G1

Of course, G2 is nested within G1. One can imagine that multi-functions provide a
“highly structured tool for describing this type of control. In this view, multi-functions may be seen as
the abstraction of V-kernel process group [CHER-85].

c)-Global virtual memory.
Let us consider the problem of implementing a global virtual memory over a network as
described in [LEAC-83]. In the most general case, an object is made out of a number of pages which
may be located on different nodes. '
Imagine that we want to allocate a number of pages (say pages) for a new object O. This
will be achieve in three steps:
(1) A multi-function ("allocate-pages") is called. A component of allocate-pages runs on each
node S; of the network and determines for each S; the number (ap_Si) of pages
potentially available on node S;.
(ii) The different numbers ap_Si are determined by a coordinated call to another mulu-functlon
"available-pages". Available-pages receives as input the number of pages request for the
object, the number (fp_Si) of free pages of each Si and determines for each site the -
number of pages which can be allocated to the object.
(iii) The execution of the multi-function allocate-pages is resumed and actual allocation takes
place on each node by updating local data structures (page lists).
Figure 4 visualizes control and information transfers occuring durmg this dlsmbuted
page allocation algorithm: '
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I | Tte pages I l

; e call'to
‘/,;, /,, "'7/.'9 f A //, available-pages
available-pages
Y P <@~ determination of
| {ap-Si}

% //, 7/ ""7/," %, @ resumption of

2 allocate-pages
I | | anm I I <€ update of lists of free and

allocate pages

Figure 4: pages-allocation

Now we give a detail program of the global virtual memory example.

We assume the availability of the type list with three operations:

add:list®list—list, which concatenates two lists.

remove: N@®list—list, which removes the n first elements of a list and creates a new
list with these elements.

card:list— N, which delivers the cardinality of a list.

Let us define the two following types:

type site_memory: record(allocated-pages, free-pages:list)

type obj-repr: record(S1_pages, S2_pages: list)

: Actually, we restrict our problem where only two sites are availabie. Dealing with the
problem in its full generality would lead us to manage list of sites or multisets of sites, thus making
the solution less clear. So pages allocated for the representation of an object belong either to S1 or to
S2.

. The following program represents a possible solution:
begin

Sl S2 : site_memory;
Ob_] obj_repr; #lists of pages#

multi-function available pages;
(nb pages, fn S1, fp Q‘): eger): (ap

LG ° I
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cobegm
(nb_pages,fp_S1,fp_S2):(ap_. Sl,ap S2)
var np: integer;

begin
if fp_S1=nb_pages
then
ap_Sl:=nb_pages;
ap_S2:=0
else
np:=nb_pages-fp_S1;
if np>fp S2
then
#error# :
ap_Sl:=ap_S2:=0;
else
ap_Sl:=fp_S1;
ap_S2:=np
. fi
fi..
return (ap_S1 ap S2)
end

coend #available pages#

multi-function allocate_pages;
(pages: integer): O: obj_repr;

cobegin

(pages):(0.S1 _pages): A
var v_ap Sl: integer;
begin
v_ap_Sl:=available_pages(nb_pages<-pages,

fp_Sl<-card(Sl.free_pages)).ap_S1;

if v_ap S1#0
then
0.S1_pages=remove(v_ap_S1,S1.free_pages);
Sl.allocated_pages:=

- append(S1l.allocated pages,0.S1 _pages)

else :
0.S1_pages:= nil;

fi; %

return O.S1 _pages

end //

(pages):(O.S2_pages):
var v_ap_S2: integer;’
begin , _
v ap S2:=available_pages(nb_pages<-pages,
fp_. SZ<-card(82 free_pages)).ap_S2;

if v_ap S2#0
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then ce T
0.S2_pages=remove(v_ap_S2,52.free_pages);
S2.allocated_pages:=
append(S2.allocated_pages,0.S2_pages)

else
0.S2_pages:= nil;

fi;

return O.S2_pages

end

coend #allocate-pages#

6£>j:=allocate _pages(pages<-10).0;

end.

From these examples, it is clear that multi-functions are well suited to program -
distributed problems. Generally, the treatment of such problems involves three steps: ‘
i)-Invocation of a multi-function each component of which is dedicated to the
processing of a particular data fragment. In the last example, the set of pages can be
considered as a fragmented data distributed over the set of sites. Each search for free
pages is performed by a component of the multi-function.

ii)-common agreement between components. Of course, this phase can be expressed
with a nested multi-function.

iii)-termination of the multi-function execution and delivery of the result.
Other distributed problems may be expressed in a very elegant fashion using this high
level concept: updating a replicated object or maintaining a distributed naming server are examples.

3.3. Objects.

In GOTHIC, an object encapsulates some data and a set of operational facilities which
are available to the user of the object. Data structures used in GOTHIC may be either localized on one
node of the network (centralized object), split up into several parts (fragmented object) or possibly

-replicated (several copies of a given object exist simultaneously on different sites). Operational
facilities are provided through- the concept of multi-function which allows a straighforward
management of fragmented and replicated data, as one can imagine from the example given in

§3.1.3-(c), where the virtual memory can be seen as an object whose representation is fragmented
into pages.
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4-The GOTHIC architecture.

The integrated environment seen by GOTHIC users is a collection of software
sub-systems operating on the set of node machines. Each machine supports the GOTHIC kernel

which provides the set of primitives to implement objects and multi-fonctions management. Relation
between these logical levels are shown in figure 5.

User applications

Sub-systems:

-virtual storage management,
-virtual multi-processors,
-file system, ...

Kernel: :
-atomic multi-function call,
-replicated objects,
-distributed objects, ...

Hardware architecture:
-fault-tolerant multi-processors,
-stable storage, ...

Figure 5: GOTHIC architecture

,

In the following we examine more closely the kernel and the hardware architecture

4.1. The kernel.
This level provides the following services:
1)-Implementation of replicated and fragmented objects.
2)-Implementation of multi-functions, which implies finding a solution to the following
problems: 4
-initializaﬁon of a multi-function call, i.e., establishment of a new "multi" context
and input parameters transmission. '
-termination of the multi-function execution. Some distributed agreement is
currently under consideration.
-resumption of the callers.
3)-Remote multi-function call: a multi-function may run totally or partially on a set of
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nodes distinct from the caller set nodes. Here too, we have to deal with a generalization of RPC
protocols.
4)-Implementation of atomic multi-function invocation. This atomicity ensures that:
i)-either appropriate parameters are transmitted to every component of the
multi-function or a failure is reported to the caller.
ii)-in case of failure of a component of the callee, a failure is reported to the caller
and the effects of this tentative call are undone.
iii)-all the results, elaborated independantly by the components of the callee
should be transmitted to the caller. This means that in case of failure during
result transmission, this operation is re-attempted till it is successful.
The implementation of points (i) and (ii) makes necessary the design of protocols for
distributed agreement. These aspects are currently under investigation.
.However, it is important to provide an performant atomic multi-function call, this makes
necessary the availability of a stable and efficient storage facility. This led us to design such a
hardware mechanism which is presented in the following paragraph.

4.2.Hardware architecture.

In most respects, GOTHIC hardware architecture resembles that of existing networks of
personal computers. Each user has a node machine conéisting of one multi-processor and a
bit-mapped graphics sub-system. Node machines are interconnected by a local network.

In this part, we describe the érchitecture of the SM90 [FING-82] that we have selected

as node machine, then we present the stable memory board that we have built to ensure a performant
execution of atomic multi-functions.

4.2.1. SM90 architecture.
The hardware-level architecture of SM90 is shown on the following figure.
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CM
Globat bus - '
PU MMU _PU MMU
SS ELM SS ELM
| 1

Local bus Local bus

LM ' LM

Figure 6: SM90 architecture

o

The SM90 architecture supports until 8 processing unit (PU), 16 exchange units (EU)
and 16 megabytes of memory. The machine is organized around a global bus on which are plugged
the different boards. Moreover, every PU has its own local bus.

Every memory module can be plugged either on the global bus or on a local bus. In the
first case this common memory (CM) is shareable by the processors of different PU's. In the second
case, the local memory (LM) can be accessed only by the processor of the PU. It is also possible to
plug a memory boafd both on the global bus and on a local one; in this case this external local
memory (ELM) can be accesses through the two busses. '

Every PU is equiped with a microprocessor (Motorola 68010), with a small amount of
private memory and with a memory management unit (MMU). The MMU is a set of 1024 registers
each containing a segment descriptor (physical address, lengh, access right, etc.). Segment described
by such a descriptor can be located in any memory module connected either to the local bus of the pro
cessing unit or to the global bus.

The EUs are intelligent I/O modules, each one is made of a microprocessor, some
memory and device controlers.

Every PU will be enriched by a stable storage board (SS) plugged both on the global »
bus and on a local one in order to build a fault -tolerant machine. Let us describe briefly its basic

structure, a complete description can be find in [BANA-86b].

4.2.2. Structure of the stable storage memory.

¢
wh
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We had three goals in mind during the design phase of the stable storage memory of the
GOTHIC system:

i)-to build a large stable storage,
ii)-to provide short access time (equivalent to a ordinary RAM memory),
iii)-to provide object management implemented in hardware.

Disks seem to be desirable devices according to point (i) but their access time is not
acceptable (point (ii) ). We choose the approach of the building of a stable storage only from
non-volatile RAM memory.

Before describing the hardware mechanisms, let's define more precisely our fault
hypothesis:

i)-a memory device may decay over time. As a consequence, each object has two copies

on two decay-independent banks.

ii)-In case of crashes, information stored in a memory bank might be corrupted, (bad

addresses,...). Therefore, we have to ensure that all elements (words) belonging to
the updated object, and only these elements, can be addressed by the processor.

Here below is a description of the hardware structure of the stable storage memory:

Figure 7: Stable storage structure
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On this figure,

-B1 and B2 are coupled memory banks, each of which contains 512K bytes.

-AUT is the hardware automaton which is responsible for the access control on Bl and
B2. | - .

-LT is a link table which contains Jogical links between the different elements of each
object located in (B1,B2) as explained later.

-AT is an access table which chaxacterisés the elements of the current object Obj under
modification. AT[i] is set if ith elemént of the current object is being modified.

The two tables LT and AT are only accessed by the automaton AUT they are not visible
from the processor

When an object is created in stable storage the automaton is put in the initial state
"object creation" and memory is allocated on B1 and B2. The LT table is updated such that, k and
k+1 being two consecutive elements of the object located at real adresses p and q respectively, LT[q]
contains a logical link to LT[p].
The object update operation follows four phases:
1)-The automaton is put in the initial state "object update”.
~ ii)-the object is read and the two copies are compared in order to detect any eventual
decay. The access table is set, so-as to.enforce that the only words of stable storage
that can be modified by the processor are those marked in the access table.
1i1)-The object is written on the first bank element by element. When the jth element of
the object is to be written accessed, it is checked that the previous written element
was the j- 1th one. This mechanism implies that, by the end of the update operation,
it has been controlled that the object has been fully written on the first bank.
iv)-The object is then written from the first to the second bank, element by element with
the same checks as described in step (iii).

Recovery schemes are provided in case of errors during the processing of these phases.
As far as performances are concemned, a first estimation indicates that the time needed to

update a stable object is three times more than the one needed to update a standard object in RAM
memory.
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S-Summary.

This paper describes the main characteristics of the GOTHIC distributed system. Let us
emphasize the most important aspects of this system:

-replicated and fragmented data,

-multi-fonctions: A generalization of the concept of procedure has been presented. This
generalization orthogonalizes procedures in two respects:

(1)-several concurrent "bodies" may execute concurrently,

(ii)-nesting is extended to become a basic synchronization (and communication)
facility.

The formal properties of multi-functions have been described and programming

examples have been developed.

-efficient stable storage for implementation of atomic multi-function call.

These basic facilities constitute the kernel of the GOTHIC system. The level above the

kernel contains "user-oriented" sub-systems such as the GOTHIC memory management, file system

or virtual multi-processors.

The present status, (january 86), of the project is the following:

-the design of the hardware and software of the system is completed.

-the development of a stable memory board is currently under way.

-the implementation of atomic multi-functions is undertaken.

-the design of the virtual storage sub-system is well under way [JEGA-85].

Other topics such as other sub-systems are issues presently debated and discussed.
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