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Deduction and Compulation

Géravd Huet

Rasumé

Nous présentons dans un cadre comunun les concepts syntaxiques essentiels & une théorie unifide
des preuves et des calculs.

Absiract

We present in a unified framework the basic syntactic notions of deduction and computation.
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Deduction and Computation

Gérard Huet
We present in a unified framework the basic syntactic notions of deduction and computation.

1 Terms and types

1] General notations

We assume known clementary set theory and algebra. N is the set {0,1,...} of natural nambers,
N, the set of positive natural numbers. We shall identify the natural n with the set {0,...,n - 1},
and thus 0 is also the empty set #. Every finite set S is isomorphic to n, with n the cardinal of S,
denoted n = |S|. If A and B are sets, we writc A — D, or sometimes B4, for the set of functions
with domain A and codomain B.

1.2 Languages, concrete syntax

Let T be a finite alphabet. A string u of length n is a function in n — . The sct of all strings
over i ' ’
= |Jen
. neN

We write |u| for the length n of u. We write u; for u(z — 1), when ¢ < n. The null string, unique
element of £9, is denoted A. The unit string mapping 1 to ¢ € T is denoted ‘a‘. The concatenation
of strings u and v, defined in the usual fashion, is denoted » v, and when there is no ambiguity
we write e.g. ‘abct for ‘a* = V¢ " ‘¢’. When u € * and ¢ € I, we write u - a for u ~ ‘a’. We define
an ordering < on L*, called the prefix ordering, by

-~

u<v & Jw v=u"w

If u < v, the residual w is unique, and we write w = v/u. We say that occurrences u and v are
disjoint, and we write u|v, iff v and v are unvelated by the partial ordering <. TFinally we let u < v
ifl v < v with u # v.

The set ©* has the structure of a monoid, that is:

Ass: (w~v)"w = v~ (v~ w)
HIdL: A" u = u
IdR: v~ A = u
Actually, Z* is the free mnonoid generated by Z.

Examples.
1. & = 0. Weget 2 = 1. _
2.2 = 1. Weget ¥* = N. Strings are here natural numbers in wnary notation, and

concatenation corresponds to addition.

3. = 2 = {0,1} (the Booleans). The set L*is the set of all binary words.

4. ¥ = N.. We call the clements of £* occurrences. Whenv = w-mandv = w- n, with
m < n, we say that v is left of v, and write v <g v. '
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1.3 Terins: abspi‘zx;:b syntax

We first define a tree domnain as a subset D of N cosed under < aud <p:
veED Av<u = veED

veED A v<pu = ve D,

We séy that M is a B-tree iff M € D — X, for some trec domain D. We write D = D(M), and
we say that D is the st of occurrences in M. M is said to be finite whenever D is. 4

We shall now use occurrences to designate nodes of a tree, and the subtree starting at that
node. If w € D(M), we define the Z-tree M/u as mapping occurrence » to M(u ~ v). We say that
M [u is the sub-tree of M at occurrence u. If N is also a Z-tree, we define the graft M [u — NJ as
the T-tree mapping v to N{w) whenever v = » ~ w with w € D(N), and to M(v) if v € D(M)
and not v < v.

We need one auxiliary notion, that of width of a tree. If M € £*, we define the (top) width of
M as

|M|| = max{n|‘n‘€ D(M)}

We shall now consider T a graded alphabet, that is given with an arity function o in & — N. We
then say that M is a Z-term iff M is a T-tree verifying the supplementary consistency condition;

Vu e D(M) ||M/u]] = a(M(u))

That is, cvery subtrec of M is of the form F(M,M,,..,M,), with n = «(F). We write
T(Z) for the set of L-terms. If My, M,,..M,, € T(X) and I € I, with «(F) = n, then
M = F(Mj, M,,...M,) is easily defincd as a E-term. This gives T'(X) the structurc of a £-algebra.
Since conversely the decomposition of M is uniquely determined, we call T(%) the completely free
L-algebra, :

Example
With & = {+, 5,0}, a(+) = 2, (S) = 1, a(0) = 0, the following structure represents a L-term:

N
0/\8
]

0

S ——

The following proposition is easy to prove by induction. All occurrences are snpposed to be
universally quantified in the relevant tree domain.

Proposition 1.
Embedding: M[u«— N1/(u~v) = Nfv

Assoctativity : M[u— N1[u "~ v « Pl = M{[u+« N{v+ P]]

.



Persistence : M{u «— N1/v = M/v  (ulv)
Commutativity : M[u « N1[v+— Pl = Mv«— Pllu - N1 (u|v)
Distributivity : M[u — Nl/v = (M/v){ufv «— N1 (v < u)
Dominance : M{u «- Nl1[v «— P] = M[v+ Pl (v <u)

We define the length [M| of a (finite) term M recursively by:
F(My, ..., Ma)| = 1+ 57| M;|

1.4 Parsing

It is well-known that the term in the example above can be represented unambiguously as a
Y-string, for instance in prefix polish notation, that is here: ++080550. This result is not
very interesting: such strings arc neither good notations for humans, nor good representations
for computers, since the graft operation neccssitates unnccessary copying. We shall discuss later
good machine representations, using binary graphs. As far as human readibility is concerned, we
assume known parsing techniques. This permits to represent terms, on an extended alphabet with
parentheses and commas, which is closer to standard mathematical practice. Also, infix notation
and indentation permit to keep in the string some of the tree structure more apparent. We shall
not make explicit the exact representation grammnar, and allow ourselves to write freely for instance
(0 + S(0)) + S(S(0)). Note that we avoid explicit quotes as well, which permits us to mix freely .
meta-variables with object structures, like in ${M), where M is a meta-variable denoting a E-term.

1.5 Terms with variables, substitution

The idea is to intcrnalize the notation S(M) above as a term S§(z) over an extended alphabet
containing special symbols of arity 0 called variables. _

Let V be a denumerable set disjoint from . We define the set of terms with variables, T'(%, V),
in exactly the same way as T(Z U V), extending the arity function so that a(z) = 0 for cvery x
in V. The only difference between the variables and the constants (symbol of arity 0) is that a
constant has an cxistential import: it denotes a value in the domain we are modelling with our
term language, whereas a variable denotes a term. The difference is important only when there are
no constants in I, since then 7°(Z) is empty.

All of the notions defined for terms extend to terms with variables. We define the set V(M) of
variables occurring in M as:

V(M) = {z€V |3ueDM) M(u)==z}

and we define the number of distinct variables in M as v(M) = |V(M)].

We shall now formalize the notion of substitution of terms for variables in a term coutaining
variables. From now on, the sets X and V are fixed, and we use 7" to denote T'(%, V). A substitution
o is a function in V — T, identity almost everywhere. That is, the set D(o) = {z €V | o(z) # x}
is finite. We call it the domain of ¢. Substitutions are extended to morphisins over T by

o(F(My,...My)) = F(a(My),...,o(M,))

Rijective substitutions are called permutations. When U C V, we write oy for the restriction of
substitution ¢ to U. It is casy to show that, for all ¢, M and U: '

V(M) QU = o(M)=oy(M).

3



Alteruatively, we can define the weplacement M [z« N1 as
| Mlu; « NI.. [up «— NJ
where {ul, cntn} == {u|M(u) =z} and then
| o(M) = Mz «-ofz) |z € V(M)]

with an obvious notation.
We now define the quasi-ordering < of matching in T by:

M<N & 30 N=o(M)

It is casy to show that if such a o exists, oy (ar) is unique. We shall call it the match of N by M,
and denote it by N/M.

Wedefine M =N & M <N A N <M When M = N, we say that M and N are
isomorphic. This is equivalent to say that M = o (V) for some permutation o. Note that M = N
implics |M| = |N|. Finally, we dcfine

M>N & N<M A -M<N.

Proposition. > is a well-ordering on T
Proof. We show that M > N implies u(M) > u(N), with u(M) = |M|-v(M).

Let ¢ be any bijection between T X T and V. We define a binary operation N in T' by:
F(My,...,M,)NF(Ny, ..., N,) = F(MyN Ny, ..., M, N,)
MNN = o(M,N} inall other cases.
M N N is uniquely determined from v and, for distinct ’s, is unique up to =.
Proposition. M NN is a glb. of M and N under the match quasi-ordering.

Let T be the quotient set T/ =, completed with a maximum element T. From the propositions
above we conclude:

Theorem. T is a complete lattice.

Corollary. If two tcrms M and N have an upper bound, i.e. a common instance o{M) = o/(N),
they have a Lu.b. M U N, which is a most general such instance: ¢ = og;7, ¢' = 0f; 7. The term
M U N is unique modulo = and may be found by the unification algorithin.

Proposition.
Dle(M)) = DMYU | {u-v|veDo(M@))}
{u|M (u)eV}

YVu e D(M) Mu)eV = o(M)/u~v = o(M(u))/v (ve Die(M(u))))
MU e = o(M)/u = o(M/u)
o(M)(u — o(N)] = o(M[u+«~ NI)



1.6 Graph representations, dags

We represent trees by binary graphs ol adr pairs. An adr consists in one tag bit, and one byte ficld
Interpreted cither as an address in the graph memory, or as a natural number. In this last case, the
uatural 0 is reserved for nil, the empty list of trees. Symbols from 8 are coded as positive naturals.
If tree M is represented at the graph address adrl and the list L is represented at address adr2,
then the list M - L is represented by the graph node (M - L). Finally, the tree F'(L) is represented
by (F - L). .

This is the standard way of representing trees and lists in the language LISP. A precise de-
scription of the memory allocation implementation of such schemes is beyond the scope of these
notes. ‘

Terms arc of course represented as trees. A global table holds the arity function. There
are several possibilities for the representation of variables. They may be represented as symbols.
But then the scope structure must be’ computed by an algorithm, rather than being implicit in
the structure. Also a global scanning of the term is necessary to determine its set of variables,
and substitution involves copying of the substituted terin. For these rcasons, variables are often
represented rather as integer offsets in stacks of bmdmgs Such “structure sharing” representations
are now standard for PROLOG implementations.

A precise acéount of the various representations schemes for term structures, and of thc accom-
panying algorithms, is out of the scope of these notes. It should be born in mind that the crucial
problem is memory utilization: the trade-off between copying and sharing is often the deciding
factor for an implementation. Languages with garbage-collected structures, such as LISP, are ideal
for programming “quick and dirty” prototypes. But serious implementation efforts should aim at
good algorithmic performance on realistic size applications.

The crucial algorithms in formula and proof manipulation are matching, unification, substitu-
tion and grafting. First-order unification has been specially well studied. A linear algorithm is
known [122], but in practice quasi-linear algorithms based on congruence classes operations arc
preferred {99,100]. TFurthermore, these algorithms extend without modlﬁcatlon to unification of
infinite rational terms represented by finite graphs [64].

Implementation methods may be partitioned into two families. Some depend on logical prop-
erties (e.g. sharing subterms in dags arising from substitution to a term containing several occur-
rences of the same variable). Some are purely statistical (e.g. sharing structures globally through
hash-coding techniques). Particular applications require a careful analysis of the-optimnal trade-off
between logical and statistical techniques.

There is no comprehensive survey on implementation issues. Some partial aspec ts arc described
in [8,141,101,99,164,159,115,40,1,32,42,19,45,145,160).

2 Inference rules

We shall now study inference systems, defined by inference rules. The general form of an inference

le is:
ruie s P, P, .. P,

@ |
where the P;’s and Q are propositions belonging to some formal language. We shall here regard these
propositions as types, and the inference rule as the description of the signature of IR considered as
a typed operator. More preciscly, IR has arity n, P; is the type of its 2-th argument, and Q is the

IR :



type of its result. Well-typed terns composed of inference operators are called the proofs defined
by the inference system. Let us now examine a few faniliar inference systems.

2.1  The trivial homogencous case: Arities

A graded alphabet I may be considered as the simplest inference systems, where types are reduced
to aritics. Le., the set of propositions is 1, and an operator F of arity = is an inference rule

00..0

I 0

(with n zcro’s in the munerator). A E-proof corresponds to our L-terms above.

2.2 TFinite systems of types: Sorts

The next level of inference systems consist in choosing a finite set S of elementary propositions,
usually called sorts. For instance, with § = {int,bool}, and T delined by:

0: tnt §: int —int true: bool false: bool if: bool,int —+ int

where we usc the alternative syntax Py, ..., P, — @ for an inference rule, the term ¢ f(true, 0, $(0))
is of sort int, i.c. it is a proof of proposition int.

As another example, consider the puzzle “Missionaries and Cannibals”. We call configuration
any triple (b, m,c) € 2 X 4 x 4. The boolcan b indicates the position of the boat, m (resp. ¢) is the
number of missionaries (resp. cannibals) on the left bank. The set of states S is the sct of legal
configurations, that obey the condition

Pim,c) = m=corm=00rm=3

There arc thus 10 distinct states or sorts. The rules of inference comprise first a constant denoting
the starting configuration:
: s : {0,3,3)

then the transitions carrying p missionaries and q cannibals from left to right:
Lm,c,p,q : (Oam:c> - (Lm -p;c _Q) (m 2pc2 q,P(m,c),P(m -p,c— ’1):1 Sp+g< 2)

and finally the transitions Ry, ¢pq, which are inverses of Ly cpg. The game consists in finding a
proof of (1,0, 0). '

This simple example of a finite group of transformations applies to more complex tasks, such
as Rubik’s cube. All state transition systems can be described in a shmilar fashion. Examples of
such proofs are parse-trees of regular grammars, where the inference rules signatures correspond
to a finite antomaton transition graph. Slightly more complicated formalisms allow subsorts, i.c.
containment relationships between the sorts, i.c. implications between the elemnentary proposi-
tions. Thesec systems reduce to simple sorts by considering dummy transitions corresponding to
the implicit coercions.



2.3 Types as terms: standard proof trees

We shall here deseribe our types as terms formed over an alphabet @ of type operators, which

" we shall call functors. For the moment, we shall assume that we have just one category of such
b A

propositions, i.c. the fanctors have just an arity. ‘The alphabet ¥ of inference rules determines the

legal proof trees.

Example. Combinatory logic.

We take as functors a set @ of constants ®g, plus a binary operator —, which we shall write in
infix notation. We call functionality a term in T{(®). We have three families of rules in ¥. In the
following, the meta-variables A, B, C denote arbitrary functionalitics. The operators of the K and
S families are of arity 0, the operators of the App family are binary.

Kap: A— (B — A)

Sapc: (A= (B—=C)) = ((A— B)— (A= C))
A—B A
Appap: == |
Here is an example of a proof. Let A and B be any functionalities, C = B+ A, D = A~ C,
E=A—AF = A—(C—A),G = D— E. Theterm ’

Appp 5(Apprc(Sac,a. Kac), Ka,s)

has type E, i.c. it gives a proof of the proposition A — A.

We express formally that proof M proves proposition P in the infercnce system L as: I b= M
P. That is, we think of a theorem as the type of its proof tree. Proof-checking is identified with
type-checking. Here this is a simple consistency check; that is, if operator F' is declared in ¥ as:
F: P..,P,—Qandif T} M;: P;for 1<i<mn, thenX E F(My,..., M) : Q.

2.4 Polymorphism: Rule schemas

This next level of generality consists in authorizing variables in the propositional terms. This is
very natural, since it internalizes the meta-variables used to index families of inference rules as
propositional variables. The rules of inference become thus polymorphic operators, whose types
are expressions containing free variables. This is the traditional notion of schematic inference rule
from mathematical logic. '

Example. The example from the previous section is more naturally expressed in this polymorphic
formalisin. We replace the sct ®g by a set of variables V, and now we have just 3 rules of inference:
K, S and App. The types can be completely dispensed with, since a well typed term possesses
a most gencral type, called its priucipal type. Tor instance, in the example above, the proof
App(App(S, K), K) has a principal type A — A, with A € V. This term is usually written
I = SKI in combinatory logic, where the concrete syntax convention is to write combinator
strings to represent sequences of applications associated to the left.

The notion of principal type, first discovered by Hindley in the combinatory logic context, and
independently by Milner for ML type-checking [111], is actually completely general:



Theorern. Let 3 be any signature of polymorphic operators over a functor signature @. Let M
be alegal proof term. Then M possesses a principal type 7 & T(®,V). That is, & =M : 7, and
for all 7' € T(@,V), & =M : 7' implies 7 < 7. _

Proof. This is au casy application of the unification theorem.

By now we have developed enough formalism to make seuse out of our “propositions as types”
paradigm. Actually, the example we have discussed above is the fragment of propositional logic
known as “minimal logic”. When regarding the functor — as (intuitionistic) implication, and App
as the usnal inference rule of Modus pouens, K and § arce the two axioms of minimal logic presented
as a Iilbert calculus. Cowmbinatory logic is thus the calculus of proofs in minimal logic [37].

Actually combinators don’t just have a type, they have a value. They can be defined with
definition cquations in terms of application. Using the concrete syntax mentioned above, we get
for instance K and S defined by the following equations:

Defg: Koy = x
Defsg: Szyz =z z(yz).

Exercice. Verify that the two equations above, when seen as unification constraints, define the
expected principal types for K and S.

This point of view of considering equality axiomatizations of the proof structures corresponds to
what the proof-theorists call cut elimination. That is, the two equations above can be used as
rewrite rules in order to eliminate redundancies corresponding to useless detours in the proofs. We
shall develop more completely this point of view of computation as proof norinalization in section
4.4 below.

The current formalism of inference rules typed by terms with variables corresponds to proof the-
ory’s intuitionistic scquents, and to automated reasoning’s Horn clauses. For instance, a PROLOG
[24] intcrpreter may be seen in this framework as a proof synthesis method. Given an alphabet
¥ of polymerphic inference rules {usually called definite clauses), and a proposition 7 over functor
alphabet @®, it returns a proof term M such that M is a legal Yi-proof term of principal type 7'
instance of 7:

EEM:7>1

With ¢ = 7'/7, we say that ¢ is a PROLOG answer to the query r. Of course this explanation
is incomplete; we have to explain that PROLOG finds all such instances b y a backtrack procedure
constructing proofs in a bottom-up left-to-right fashion, using operators from ¥ in a specific order
{(the order in which clauses are declared); this last requirement leads to incompleteness, since
PROLOG may loop with recursively composable operators, whereas a different order might lead
to termination of the procedure. Also, PROLOG may be presented several goals together, and
they may share certain variables, but this mnay be explained by a simple extension of the above
proof-synthesis explanation. '

We claim that this cxplanation of PROLOG is more faithful to reality than the usual one
with Horn clauses. In particular, our explanation is completely constructive, and we do not have
to cxplain the processes of conjunctive normalization and Skolemization. TFurthermore, there is
no distinction in ® between predicate and function symbols, congistently with most PROLOG
nnplementations, '



2.5 Proof terms with variables, natural deduction.

The example above demounstrated the difficulty of proofs presented in a Hilbert style. The com-
pletely trivial theorem VA- A — A had a complicated proof using three axioms and two applications
of modus ponens. Of course one could consider adding combinator I as an axiom, but this is only
bogging the question since other trivial natural theorems would present similar difficultics. And of
course there is no casy way to decide which combinators are well-typed. For instance, Peirce ’s law:

Peirce: ((A— DB)— A)— A

although a propositional tautology easily checkable by the truth-table method, is not intuitionisti-
cally valid.

The natural proof of A — A consists in, given a proof = of A, returning merely z as a proof of
A. that is, the natural proof of A — A is the (polymorphic) identity algorithm. This mcthod of
proof usually proceeds through the deduction th(_orcm below. .

Deduction theorem. Let T be any set of proposmons, A and B be two propositions. We have
IMA-DBifTHA— B.

The deduction theorem holds in any reasonable system of logic. It can be proved easily in minimal
logic, by induction on the size of proofs. Unfortunately, the deduction theorem is a meta theorem,
i.e. a mathematical theorem of the meta-theory analyzing the proof system, as opposcd to the
theorems, or well-typed proof terms 11131de the proof systemn.

We shall see in section 4 that it is easy to internalize deductions as proof terms with variables,
called sequents. This point of view will lead to logic presented in natural deduction style, that is
to M-calculus formalisms. Before investigating this next level of expressive power, we consider in
the next section a particularly important inference system I, that of equational logic.

3 Rewriting inference and equétional logic

3.1 The classical presentation

Equational logic is classically presented as a restriction of first-order logic, where the only predicate
symbol is =, and the only non-logical axioms are universal equalities between terms containing free
variables. For instance, the theory of groups is classically presented over the functor alphabet

= {fs—l ) 1}

by the equations: ‘
Idl: l1xz = z

Invl: z7lsz = 1

Ass: (z*xy)*xz = z*(y*2)

and the class of all first order models of these oqﬁations is called the varicty of groups. The well

known completeness theorem of Birkhoff states that a universally quantified equation between terms
over @ is valid in the variety iff it can be deduced from the axioms using the rules of substitution
and of replacement of equal for cqual.



3.2 '.I‘he‘pmof-theoretic formalization

Here we ignore the abstract notion of model and concentrate on the rules of inference. We assume
given a functor alphabet @ given with arily function «, in which we distinguish an atom — given
with arity 2. The substitution inference rule disappears, since it is implicit from the polymorphism
of other rulos The replacement of equals for (qu(\.ls is decomposed into elementary steps of term
replacement rules:

Idg: A— A Reflexivity
A—-DB B—-C e
. 150 Transitivity

which specify that the rewriting arrow — is a quasi-ordering. Now we must state that — is
compatible with the rest of the ®-structure. That is, for every functor F in @ — {-+} of arity n
and for every ¢ < n we take a congruence rule:

A— B
F(AL, .. Al A Ay, Ag) — F(Al,...,A;_I,B,A,-H,... An)

Functp; Congruence
If we add the rule of symmetly we get the theory of cquality, where we usually use symbol =

tead of
instead of —: A=B

B=A
The non-logical axioms of the variety are then’added as so many constants. For instance, over
groups, we obtain a proof of proposition y = 271 + (z * y) by the term

Op :

Symmetry

Op(Funct,(Invl); Idl); Ass : y=z"'+(z+y)
Exercise: Show a proof of z * 1 = z using the inference system ¥ above.

The conclusion we may draw from the example above is that, beyond its apparent simplicity,
cquational reasoning may indeed be quite complicated. The rule of symmetry is specially hard to
use since it cxpresses a commutativity of —, harder to visualize than the easier monoid structure
implicit from the rules Id and “;”. It is then natural to ask:

1) Can we eliminate Op

2) More generally, can we normalize equational proofs?

3.3 The categorical viewpoint

This viewpoint gives a prominent role to the monoid stricture of the quasi-ordering —. Simplifying
the presentation, we may present a category as presented by a set of objects Obj, which we shall
here confuse with the set of (closed) terms over some functor alphabet @, and by a set of arrows
(or morphisins) which we shall here confuse with the set of (closed) proofs generated from some
inference system I containing initially the two rules:

Idg : A—- A Identity
. A—-DB B-C c ‘ »
TS Jomposition

Whenever [ : A — B, we say that arrow [ has domain A and codomain B. Furtherwore, it is
specified that the proofs are quotiented by a congruence = verifying:

Idl: Id,f = f

10



Idr . f;,[(l == f )
Ass: ([ighh = [i(gh)

So we sce that a catogory is a structure obtained as a hybrid of quasi-ordering and of monoid,
to which it reduces in the two degencrate cases (i.e. |[: A — B < 1 and [Oby] == 1). Note that
we have given the same name to axiom Idl as for the axiomatization of groups above, although
here the operator ;" is a S-operator, and not just a ®-operator like . However the unification
theorem allows us to make implicit the type of variable f above, and the overloading of “Zdl” may
be scen as a reflection principle. : '

If A and B are two categories, a functor F' from A to B associates to every object A of A an
object I'(A) of B, and to cvery arrow [ : A — B an arrow F'(f) : F(A) — F'(B) such that the
following functorial conditions hold: '

ik

F(Id) = Id
F(fi9) = F(f);F(g)

We see a great analogy between the notion of rewriting inference system and the main categorical

notions. Actually, the categorical viewpoint is richer in that the functors have sorts themselves

(i.e., the categories), and poorer in that they do not yet have arities (i.e. we just have monadic
functors so far). In order to build-in arities we shall need products, ‘and a full categorical account
of minimal logic is obtained by a further adjunction, namely exponentiation. But we shall dcfer
this explanation until we develop natural deduction in section 4. We have given this clementary
development of category theory essentially to justify our terminology. The congrucuce rule of terwn
formation cxplains a functoriality condition on the object part, and the functoriality condition
on the arrow part of the functor expresses the congruence property for rewriting. Substitutivity
in rewrite rules is expressed by defining them as natural transformations between the functors
denoted by the two sides of the rule. That is, a natural transformation 7 betwecan functors I and
G (both from category A to category B) is a mapping associating to every object A of A an arrow
74 : F(A) — G(A) such that
T4;G(f) = F(J);™

And if we consider equations rather than simply rewrite rules, the symmetry inference rule is inter-
preted as the existence of inverses to arrows. Equations are thus defined as natural isomorphisms.

Category theory is cxplained in Mac Lane [94]. The categorical viewpoint for algebra has been
developed by Lawvere and others [97]. Its application to proof theory is explained (in a somewhat
complicated form) in Szabo {152].

3.4 Confluence and Termination
We come back to the problem of eliminating the symmetry rule. Let now — be any binary relation
over some set S, —* be its reflexive-transitive closure, «—* be its equivalence closure. We say that
— verifies the Church-Rosser condition iff '
gty & 3z z-"2 Ay—-"z
It is easy to show that this condition is equivalent to confluence, i.e.
u=*z Au—-"y & 3z sz Ayt

that is, diagrammatically:
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When — is a confluent relation, normal forras (i.c. terminal elements) are unique whenever they
exist, and equality (i.e. «<*) may be decided by rewriting. That is, deduction mmay be replaced by
computation, and symmetry is eliminated in all but one instance.
For instance, the following set of 10 rewrite rules defines a confluent term rewriting system for
group theory: '
' lez — =z

zlvz — 1

(x3)rz — o+ (y+2)

zx1l — z

zaxzt o1

)~ s
17t - 1
zx(z7ley) - g

gl (zry) =y

(z*y)™! — ylag?

The rewrite relation associated with such a term rewriting system R is defined by M — 5 N iff

there exists a rule « — f in R and an occurrence u in D(M) such that M/u = o(e) for some
substitution ¢, and N = M{u « o(f)]. It is clear that the group axioms are decided by the
system R above. Converscly all rewrite rules in R may be shown to be valid equations in group
theory (sce the excrcise above). What is less obvious is to decide the confluence of R. We shall see
in the next section that is is easy to show that it is locally confluent, in the sense that:

u—=z Au—y & Iz z-"zAy-"z

that is, diagrammatically:



Towever, local confluenee is not enough to prove confluence, as shown by the following counter-

examples:

P Sy

P R ——

3.5 The Nmtherian case: Knuth and Bendix

The problem encountered with the above counter-examples is that the rewriting relation possessed
infinite chains.-Let us say that rclation — is Netherian iff there is no infinite chain 1 — 29 — ..
(Then, its transitive closure —7 is a well-founded ordering). We remark that — is Neetherian over
S iff every non-empty subset of § admits a wminimal clement with respect to -+,

Now let us say that a predicate P over § is —-hereditary iff

Vze S [Vy z—Ty = Py)] = P(z).

Now we may state an important induction principle.

Principle of Noetherian Induction: Let — be a Neetherian relation over S. Then for every
—+-hereditary predicate P we haveVz € § P(z). '

It is easy to validate this induction principle using the above remark, by considering the set of
all 2’s such that not P(z). And now we may show that local confluence implies confluence for
Neetherian relations.

Newman’s lemma. A Neetherian relation is confluent iff it is locally confluent.

Proof: Neetherian induction on predidate P defined as:
Plu) =Va,y u="z Au—="y = 3z z-"2Ay—"2

We now explain the Knuth-Bendix decision procedurc for the confluence of Neetherian term
rewriting systems. First let us give an algorithiun.
Superposition algorithm. Let ay — B; and az — B2 be two rewrite rulesin R, let w € D(ay) and
M = o) /ube such that M is a non-variable term unifiable with az. Let N = a(M) = o9(az)
be a principal instance, with V(N) N V() = @. We say that the superposition of ay — f2 on
oy — By at u determines the critical pair (P, ), with P = oy(ay) [u « 02(f2)] and Q@ = o4(f1).

Examples.
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and ( H(DB).

G(B,z) — K(x) superposes on F(x, G(x, A)) — H(x) at ‘2 to give P = ..l?‘(IB,K(A))
H(H(z)) — K(z) superposes on itsclf at “L* to give P = H(K(y)) aud Q = K(H(y))

The Knuth-Bendix theorem. The relation —p is locally conflucut iff for every critical pair
(P, Q) there exists N such that P —% N and Q —% N

Corollary. If R is a Neetheriau term rewriting system, its confluence is decidable.

The above theorem may be used to check the local confluence of the 10 group rewrite rules above.
Assuming termination, this shows that any group cquality may be decided by mere rewriting.

Actually, the method may be extended to systems of rules that fail the test. If for some critical
pair (P, Q) we reduce P and @ to two distinct irreducible terms P! and (', we have generated an
interesting lemma ' = @', which is an equational consequence of the rules considered as equations.
It may be possible to give an orientation to this new equality for forming an extended term rewriting
system, while prescerving the finite termination property. This is the basis of the Knuthi-Bendix
completion method; which attempts to complete a term rewriting system to a confluent one. This
mcthod may be considered a way of compiling a canonical form algorithm from an equational
specification.

We cannot describe the method fully here. The main ideas are that unresolved critical pairs
are kept as new rewrite rules, and that all rules are kept inter-reduced. The procedure may stop
with a canonical system, it may fail because termination is impossible to establish, or it may loop.
Whenever it does not fail, it gives a semi-decision procedure for the original equational theory, as
explained in Huet [66]. More dctailed expositions of the method may be found in [84,65 ,71].

Failure may result from some permutative consequence such as commutativity. 1The method
has been extended in various ways in order to consider rewritings modulo such permutative axioms.
For instance, Peterson and Stickel [127) have shown that it was possible to extend the method to
complete cquational presentations, where one or several functors were assumed to be associative and
commutative, using Stickel’s associative-commutative unification algorithm [151,43]. This method
has been extended by Jouannaud and Kirchner [73].

Various other extensions of the Knuth-Bendix procedure have been proposed, for handling con-
structors (frec functors) (69] and for solving word problems in finitely presented algebras [90]. The
Knuth-Bendix completion procedure and its extensions give a general framework to simplification
techniques.

As example of canonical term rewriting system we give distributive lattices. Here N and U are
assumed to be associative and commutative. The canonical set consists in the following four rules:

zN(zUy) -z

UlyNnz) = (zUy)N(zU2)
zUz — 2
TNz — 3%
Exercise. Show that the other distributivity law is a consequence of the above rules.

Finally, we show the canonical system for Boolean algebras. Now the connectives A and @ (exclusive
or) are assumed to be associative and commutative.

IAL — 2
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zAD — 0
zNANz —zx
z®0 -z
z®z —0
(z® y)Az = (zAz) & (yA2)

This canonical set can be used to decide propositional calculus, using the following translations:
-z —z @ 1

zVy -z 0 y © (zAy)
z=>y =z ® (zAy) & 1

The resulting decision method is basically the method of Venn’s diagrams, as the following
exaimnple demonstrates. With three propositional letters a, b and ¢, the proposition

(an-b) vV (bA—=c) V (cA-a)
reduces to its canonical form:
a Bb®d®cdaAbd bAc & cAa

which can casily be “seen” as a disjoint union of regions in the following Venn diagram:

‘This example also shows that disjunctive normal form is not a canonical form, since the above
proposition possesses another d.n.f.

(bA-a) V (cA-b) V (aA )

or, as Qnine puts it, a formula may have distinet minimnal sets of prime implicants [133).
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3.6 Sequential computations

We now cousider term rewriting systems with two constraints:

(a) left lincarity: for every a - B in R, cvery variable of « oceurs exactly once

(b) non ambiguity: there are no critical pairs

As we shall see, these systems are always confluent, their termination is unnecessary. Functional
programming languages, and more sencrally operational seinantics rules can usually be expressed
as such systems of rewrite rules [68]. As a very simple exanple, consider the system of two rules
Defi and Defs defining the combinators § and K.

We shall here define the main notions of computation using rewrite rules. The full theory is
given in Huct-Lévy [70]. We call redex in term M an occurrence u € D(M) such that o < M/u
for some left-hand side ¢ of a rule in 2. We detine the reduction relation — p associated with I in
the same way as in the preceding section. We shall assume R fixed from now on, and write simply
— for reduction. Let M — N at redex occurrence w € D(M), using tule w — f € R. Let now
v be any redex in M. We define the set v\u of residuals of v as a set of redexes in IV defined as
follows. If v = u, v\u = @. If v < v or v|u, then v\u = {v}. Finally, if v > u, this means, by
non-overlapping, that v is below sowe variable z of a. By lincarity, z has a unique occurrence in
a, which we shall denote by £ as well. That is, v=u "z " w for some w. Now let X be the set of
oceurrences of variable = in B. We define v\u = {u "y ~w|y € X}.

Thus redex v may have zero, one or more residuals in N. Intuitively, these residuals are the
places where one must reduce in V in order to effect the computation step consisting in reducing
at redex v in M. Actually, on the natural dag implementation all the occurrences of v\z denote
the same shared node of the dag representing N. Symmetrically the same holds of u\v. And as
expected we have a local confluence diagram, where the single steps u and v confluate using all
the steps in v\u (resp. u\v). However, this is not sufficient, since we do not want to require —
to be Nectherian. However, it is casy to notice that all the redexes in v\z arc mutually disjoint,
and that any residual of some redex is always disjoint from any residual of some other disjoint
redex. Thus it is natural to extend the reduction relation — to parallel reduction of a sct of
mutually disjoint redexes, a relation we shall write 4+ . If M b N using sct of redexes U,
then for every set V of mutually disjoint redexes in M, we define the residuals of V' by U as:
V\U = {we€v\u|ueU A veV}. And now we have a strong confluence property:

which extends easily to multi-steps derivations A and B, yielding:

The parallel moves theorem. Let A and B be two co-initial. derivations. Define A U I as
A; B\A. Then AUB = BU A4, in the seuse that these two derivations arc co-final, and preserve
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residuals.

The categorical viewpoint. The category whose objects are terms, and whose arrows from M
to IV are parallel derivations, quoticnted by the equivalence =, admits pushouts.

Corollary. The reduction relation — has the Church-Rosser property.

Caution! The lattice structure given by the parallel moves theorem is on derivations, and not
on terms. For instance, if we consider the system R consisting solely of the rules I(x) — 2 and

J(z) — z, the following derivations diagram shows that the terms I(J(K)) and J(I(K)) do not
possess a Lu.b. : '

1 (1(k))
el g I(1(x0)
J(K) * I(K)

K

Note that this phenomenon may be traced to the cxistence of two non-equivalent derivations be-
tween I(I(K)) and I(X). This shows that the categorical viewpoint is the right one here: we need
to talk in terms of arrows, not just relations between terms.

The standardization theorem. It is always possible to compute in an outside-in manuer.

We do not have the space here to explain in a rigorous manner what outside-in exactly means.
We just remark that this may be more complicated than merely reducing the leftmost-outermost
redex, i.e. the redex minimum in the total ordering on occurrences defined by u <z v iff cither
u < v, or else there exist «' < uw and v' < v with v’ <z +'. For instance, with R consisting of
F(z,D) - C, B — D and L — 1, the standard derivation going from F(L, B) to its canonical
form C is:

F(1L,B) - F(1,D) — C

whereas the leftmost-outermost rule leads to a non-terminating loop.

‘This theorem suggests it can be used to define a computation rule, usable to drive an interpreter
computing “lazily”. However, this is not true, since the standard derivation in a derivation class is
not simply a function of the starting term. For instance, consider Gustave’s function, an example
due to G.G. Berry; with R consisting of the 3 rules F(0,1,) — A, F(z,0,1) — A and F(1, «,0) —
A, nothing tells us where to compute next in a term F(My, Ma, Ms). This example is just as bad
as the classical “parallcl-or” definition, an obviously non-sequential example ruled out here becanse
we do not’ admit critical pairs.

Thus it is clear that we do not have strong cnough syntactic restrictions on the left-hand sides
of our rewrite rules to be able to define sequential computation rules. The key to such restrictions
is to adapt the Kahn-Plotkin scquentiality theory [76] to define a notion of “nceded” redex. This
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Joads to the notion of sequential term rewriting systeni, A Buether refinement, strony sequentiality,
gives a decidable eriterion which may be used to drive efficient interpreters which look for a needed
redox in linear time, using a generalization to trees of the Knuth-Morris-Pratt string-matching
algorithm [85]. This theory is completely explained in Huet-Lévy [70].

In practice, we obtain casy criterions for strong sequentiality in the particular cases of systeins
with constrmctors, and “left” systems such as systems of combinators definitions.

4 Natural deduction and A-calculus

4.1 Proofs with variables: sequents

We now come back to the general theory of proof structures. We saw earlier that the Hilbert
presentation of minimal logic was not very natural, in that the trivial theorem A — A nccessitated
a complex proof § K K. The problem is that in practice one does not use just proof terms, but
decluctions of the form

TrFA

where T is a sct of (hypothetic) propositions. .
Deductions are exactly proof terms with variables. Naming these hypothesis variables and the
proof term, we write: ‘
{ Oz A |i<n}y F M:A
with V(M) C {z1,..., Zn}. Such formulas are called sequents. Since this point of view is not very
well-known, let us emphasize this constatation:

Sequents represent proof terms with variables.

Note that so far our notion of proof construction has not changed:
I'bg M: Aiff Fsur M @ A, i.c. the hypotheses from I' are used as supplementary axioms, in
the same way that in the very beginning we have defined T(Z, V)as T(ZUV).

4.2 The deduction theorem

This theorem, fundamental for doing proofs in practice, gives an equivalence between proof terms
with variables and functional proof terms:

TU{A} F B @ T+ A—B

That is, in our notations:
a)T - M:A—B = TU{z:A} F (M=z):B
This direction is immediate, using App, i.e. Modus Ponens.
b)TU{z:A} - M:B = T + [zZIM:A— B
where the terin [z] M is given by the following algorithm.

Schonfinkel’s abstraction algorithm:
[zl = 1 (= S K K)

cly = Ky (y#2)
[zJ(M N) = S [z]1M [zIN
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Note that this algorithm motivates the choice of combinators S and J¢ (and oph()n.nlly I).
Again we stress a basic observatiou:

Schénfinkel’s algorithm is the essence of the proof of the deduction theorem.

Now let us consider the rewriting system R defined by the rules Defyg and Defg, oplxmmlly

supplemented by:
Defr: Iz =z

and let us write B for the corresponding reduction relation.
Fact. (lzIM N) p* Mz« NJ].

We leave the proof of this very important property to the rcader. The important point is that

the abstraction opceration, together with the application uperator and the reduction ©>, define a

substilution machinery. We shall now use this idea more generally, in order to internalize the

dcductlou theorem in a basic calculus of functionality. That is, we forget the specific combinators
§ and K, in favor of abstraction seen now as a new term constructor.

4.3 ) calculus.

Here we give up X-terms in general, in favor of A-terms constructed by 3 elementary operations:
g P 3

T : . variable
(M N) application
[z1M abstraction

This last case is usually written Az - M, whence the name A-notation. The A-notation is first
a non-ambiguous notation for expressions denoting functions. For instance, the function of two
arguments which computes sin of its first argument and adds it to cos of its second is written

. [z] (y)sin(z) + cos(y)

The variables z and y are bound variables, that is they are dummies and their name does not
matter, as long as there are no clashes. This defines a congruence of renaming of bound vari-
ables usually called a-conversion. Another method is to adopt de Bruijn’s indexes, where variable
names disappear in favor of positive natural numbers [15]. We define recursively the sets A, of
A-expressions valid in a context of length n > 0 as follows:

An = Kk (1<k<n)
| (M N) (M,N € An)
| []M Me )\n+1

Thus integer n refers to the variable bound by the n-th abstraction above it. For instance,
the expression (3(1 [1(1 2)) corresponds to [2](z [y](y z)). This example shows that, although
more rigorous from a formal point of view, the de Bruijn naming scheme is not fit for human
understanding, and we shall now come back to the more usual concrete notation with variable
names.
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The fact.observed above is now adicted as a computation rule, usually called B-reduction. Lot

B> be the smallest relation on A-expressions cowpatible with application and abstraction and such
that: ' '
(le&IM N) © Mz~ NI.

We call A-calculus the A-notation equipped with the g-reduction computation rule . A-caleulus is
the basic caleulus of substitution, and B-reduction is the basic computation inechanisin of functional
prograinming languages. Here is an example of computation:

(L2l lyl (2 (y =) [wl(uww) [vllwlv)

> ([yl(lul (v u) (v [ul(uw))) [v][wlv)
>2 (Lud (v v) [w] [ud(u u))
> ([w] (wl(w u) [wllel(uw) > [ul(uw)

We briefly sketch here the syntactic properties of A-calculus. Similarly to the theory developed
above, the notion of residual can be defined. However, the residuals of a redex may not always be
disjoint, and thus the theory of derivations is more complex. However the parallel moves lemma
still holds, and thus the Church-Rosser property is also truce. Finally, the standardization theorem
holds, and here it means that it is possible to compute in a leftmost-outermost fashion. These
results, and more details, in particular the precise conditions under which g-reduction sirnulates
combinatory logic calculus, are precisely stated in Barendregt [4].

We finally remark that A-calculus computations may not always terminate. For instance, with
A = [ul(vu)and L = (A A), weget L > L > ... A more interesting example is given by

Y = NS (wu) (S (uw)

since (Y f) p* (f (Y f)) shows that ¥ defines a general fixpoint operator. This shows that (full)
A-calculus is inconsistent with logic. What could (fiz —) mean? As usual with such paradoxical
situations, it is necessary to introduce types in order to stratify the definable notions in a logically
meaningful way. Thus, the basic inconsistency of Church’s A-calculus, shown by Rosser, led to
Church’s theory of types [22]. On the other hand, A-calculus as a pure computation mechanism is
perfectly meaningful, and Strachey prompted Scott to develop the theory of reflexive derains as
a model theory for full A-calculus. But let us first investigate the typed universe.

4.4 Gentzen’s system N of natural deduction

The idea of A-notation proofs underlies Gentzen’s natural deduction inference rules [48], where App
is called —-clim and Abs is called —-intro. The role of variables is taken by the base scquents:

Aziomy : A A
together with the structural thinning rule:

Thinni '+B
mning _————
ru{A} + B

which expresses that a proof may not use all of the hypotheses. Gentzew’s remaining rules give
types to proofs according to propositions built as functor terms, cach functor corresponding to a
propositional connective. The main idea of his system is that inference vules should not be arbitrary,
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but should follow the functor structure, in explaining in a uniforiu fashion how to introduce a
functor, and how to climinate it. For instauce, mininal logic is obtained with @ = {--}, and the
rules of -» —inlro and — --elimn, that is:

PU{A} - B
T'-A—DB

' A—=B AFA
A + B

Now, ‘the fi-reduction of A-calculus corresponds to cut-climination, ie. to proof-simplification.
Reducing a redex corresponds to climinating a detour in the demonstration, using an intermediate
lemma. But now we have termination of this normalization process, that is the rclation — is
Neetherian on valid proofs. This result is nbually called strong normalization in proof thcory A
full account of this theory is given in Stenlund [150].

Minimal logic can then be extended by adding more functors and corresponding inference rules.
For instance, conjunction A is taken into account by the intro rule: '

THA AFB
Tua + AAB

Abs

App

Pair

which, from the types point of view, may be considerced as product formation, and by the two clim
rules:

THFAADB
st TFA

T'-AAB.
S T

corresponding to the two projection functions. This corresponds to building-in a A-calculus with
pairing. Generalizing the notion of redex (cut) to the configuration of a connective intro, immedi-
ately followed by elim of the same connective, we get new computafmn rules:

Fst(Pair(z,y))

Snd(Pair(z,y)) > y

and the Ncetherian property of o still holds. We shall not develop further Gentzen g system. We
just remark:

(a) More connectives, such as disjunction, can be added in a similar fashion. It is also possible
to give rules for quantifiers, although we prefer to differ this topic untd we consider dependent
bindings.

(b) Gentzen originally considered natural deduction systems for mecta-mathematical reasons,
namely to prove their consistency. He considered another presentation of sequent inference rules,
the L systemn, which possesses the subformula property (i.e. the result type of every operator is
formed of subterms of the argument types), and is thus trivially consistent. Strong normalization
in this context was the essential techuical tool to cstablish the equivalence of the L and the N
systems. Of course, according to Godel’s theorem, this does not establish absolute consistency of
the logic, but relativizes it to a carcfully identified troublesome point, the proof of termination
of some reduction relation. This has the additional advantage to provide a hierarchy of strength
of inference systems, classified according to the ordinal necessary to consider for the termination
proof.
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(¢) All this development concerns so called intuitionistic logic, where operators (inference rules)
are deterministic. It is possible to generalize the inference systems to classical logic, using a
gencralized notion of sequent I' A, where the right part A is also a set of propositions. It is
possible to explain the composition of such non-deterministic operators, which leads to Gentzen’s
systems NK and LK (Klassical logic!). Remark that the analogue of the unification theorem above
gives then precisely Robiuson’s resolution principle for gencral clauses [140].

(d) The categorical viewpoint fits nicely these developments. This point of view is complctely
developed in Szabo {152]. The specially important connections between A-calculus, natural de-
duction proofs and cartesian closed categories are investigated in [08,121,87,143,35,68]. Further
readings on natural deduction proof theory are Prawitz [130] and Dummett [41]. The conncction
with reenrsion theory is developed in Kleene [82] and an algcbraic treatment of these matters is
given in Rasiowa-Sikorski [134].

4.5 Programming languages, recursion

The design of programming languages such as ALGOL 60 was greatly influenced by A-calculus.
In 1966 Peter Landin wrote a landmark article sctting the stage for coherent design of powerful

functional languages in the A-calculus tradition [89]. The core language of his proposal, ISWIM .

(If you see what I mean!) meant A-calculus, with syntactically sugared versions of the B-redex
((z]M N), namely let z = N in M and M where © = N. respectively. His language followed the
static binding rules of A-calculus. For instance, after the declarations:

let fz = z4ywherey=1,
lety = 2

the evaluation (reduction) of expression (f 1) leads to value 2, as cxpected. Note that in contrast
languages such as LISP [107], although bearing some similarity with the A-notation, implement
rather dynamic binding, which would result in the example above in the incorrect result 3. This
discrepancy has led to heated debates which we want to avoid here, but we remark that static

binding is generally considered safer and leads to more efficient implementations where compilation

is consistent with interpretation. However, ISWIM is not completely faithful to A-calculus in one
respect: its implementation does not follow the outside-in normal order of evaluation corresponding
to the standardization theorem. Instead it follows the inside-out applicative order of evaluation

demanding the arguments to be evaluated before a procedure is called. In the ALGOL terminology, A

ISWIM follows call by value instead of call by name.

The development of natural deduction as typed A-calculus fits the design of an ISWIM-based
language with a type discipline. We shall call this language ML , which stands for ”meta-language”,
in the spirit of LCF’s ML [54,53]. Tor instance, we get a core MLy by considering minimal logic, with
— interpreted as functionality, and further constant functors added for basic types such as triv,
bool, int and string. '

Adding products we get a language MLy where types reflect an intuitionistic predicate caleulus
with — and A. We may define functions on a pattern argument formed by pairing, such as:

let fat(z,y) = =

and the categorical analogue are the so-called carlesian closed categories (CCCs). Adding sums
lead to Bi-CCC’s with co-product. The corresponding ML primitives are inl, inr, outl, outr and
isl, with obvious mecaning. So far all computations terminate, since the corresponding reduction
relations are Neetherian. g
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However such a programming language is too weak for practical use, since recuesion is missing.
Adding recursion operators may be done in a stratified manner, as prosented in Godel’s system T
[51], or in a completely general way in MLg, where we allow a “letree” construct permibting arbitrary

recursive definitious, such as:
letrec fact n = if n= 0 then L else nx (fact (n — 1))

But then we loose the termination of computations, since it is possible to write un-founded

definitions such as
letrec absurd © = absurd .

Furthermore, becanse ML follows the applicative order of oevaluation we may get looping computa-
tions in cases where a A-calculus normal form exists, such as for

let fz =0 in f (absurd z).

4.6 Polymorphism

We have polymorphic operators (inference rules) at the meta level. It scems a good idea to push
polymorphism to the object level, for functions defined by the user as A-expressions. To this end,
we introduce bindings for type variables. This idea of type quantification corresponds to allowing
proposition quantitiers in our propositional logic. Tirst we allow a universal quantifier in prenex
position. That is, with Ty = T(®,V), we now introduce type schemasin Ty = TyUVa T, a€V.
A (type) term in T} has thus both free and bound variables, and we write 'V (M) and BV (M) for
the sets of free (respectively bound) variables.

We now define gencric instanciation.
Let 7 = Vay.omm 79 € Ty and 7' = VYPBy...0n - 79 € T1. We define T >q 7iff 1) = o(r) with
D(o) C {a1,...,m} and f1 & FV(r) (1 <4< n). Remark that > acts ou FV whereas >¢ acts
on BV. Also note '

¢t = o(r') 2¢o(r)

We now present the Damas-Milner inference system for polymorphié A-calculus [39]. In what
follows, a sequent hypothesis A is assumed to be a list of specifications z; : ;, with 7 € Ty, and we

write FV(A) = U; FV(rn).

TAUT : AFz:a (z:a€A4)

INST : ———————j t% g a <¢ fB)
. ! - P
APP - A }-MA.:(A—;';V)A:ITN s
el .
ABS iUF{L[Q}TAE[ Hr\'J_nT
LET AFM : 7 AU{z:7} FN : 7

Avrletz=Mm N : 71
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For instance, il is an easy exercise to show that
Flet1 = (slzin (1) @ a— o

The above system may be extended without difficulty by other functors such as product, and by
other ML contructions such as letrec. Actually every ML compiler contains a typechecker imple-
mcntixig implicitly the above inference system. Tor instance, with the unary functor list and the
following ML primitives: (1 : ({zst @), cons : a x (list ) (written infix as a dot), hd @ (list o) —

and tl : (list @) — (list a), we may define recursively the map functional as: ‘

letrec map [ 1 = if =[] then [] else (f (hd 1)) - map f (2 1)

and we get as its type:
: F omap: (e — B) — (list o) — (list B).

Of coursc the ML compiler does not implement directly the inference system above, which is
non-deterministic because of rules INST and GEN. It uses unification instcad, and thus computes
deterministicaily a principal type, which is minimunr with respect to <¢:

Milner’s Theorem. Every typable expression of the polymorphic A-calculus possesses a principal
type, minimum with respect to generic instanciation.

We. obtain MLy by restricting MLj to the type system above. MLy is a strongly typed programming
language, where type inference is possible because of the above theorem: the user nced not write
type specifications. The compiler of the language does more than typechecking, since it actually
performs a proof synthesis. Types disappear at run time, but because of the type analysis no
dynamic checks are necded to inforce the consistency of data operations, and this allows fast
exccution of ML programs. ML is a generic name for languages of the ML family. For instance,
by adding to MLy cxceptions, abstract data types (permitting in particular user-defined functors)
and references, one gets approximately the meta-language of the LCF proof assistant [54].
adding record type declarations (i.e. labeled sums and products) one gets L. Cardelli’s ML {20]. By
adding constructor types, pattern-matching and concrete syntax, we get the Le ML language under
devclopment in the Formel project [33]. A more complete language, including modules, is under
design as Standard ML [112]. It is to be hoped than less than 700 iterations of the language design
will be necessary before the ultimate Standard ML is agreed upon [89)! Current research topics
on the design of ML -like languages are incorporation of object-oriented features allowing subtypes,
remanent data structures and bitmap operations [21], and “lazy evaluation” permitting streams
and 7T expressions [162,118]. '

Note on the rclationship between ML and M-calculus. First, ML uses so-called call by value im-
plementation of procedure call, corresponding to innermost reduction, as opposed to the outermost
regime of the standard reduction. Lazy evaluation permits standard reductions, but closures (i.e.
objects of a functional type a — ) are not evaluated. Finally, types in ML serve for insuring the
integrity of data operations, but still allow infinite computations by non-terminating recursions.

4.7 The limits of ML ’s polymorphism .
Consider the following ML definition:
letrec power n fu = 1f n=0 thenu

else [ (power (n —1) f u)
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of type nat - (« - ) = (@ - «). This function, which associates to vatural n the polymorphic
iterator mapping function f to the n-th power of [, may be considered a cocrcion operator between
ML ’s internal naturals and Church’s representation of naturals in pure A-caleulus [23]. Let us recall
bricfly this representation. Integer 0 is vepresented as the projection term [f] [wlw. Integer L is
(/1 0wl ([ w). More generally, n is represented as the functional 7 iterating a function [ to its n-th
power:

A= [[1lI(S (f}---(f u)...))

and the arithmetic operators may be coded respectively as:
n+m = [[Tul{n f(m [ )
nxm = [[1(n (m [))

n™ = (mn)

Tor instance, with 2 = [f1{ul(f (f u)), we check that 2 x 2 converts to its normal form 4.
We would like to consider a type

NAT = VYa:(a—a) = (a— a)

and be able to type the operations above as functions of type NAT — NAT — NAT. However the
notion of polymorphisi found in ML does not support such a type, it allows only the weaker

Va: ((a@—a) = (a= a)) > ((a = a) = (@ > a)) = ((a = a) = (a = a)
which is inadequate, since it forces the same generic instanciation of VAT in the two arguments.

Warning. These preliminary notes are very sketchy from now on. A future version will cover the
topics below in greater depth.

4.8 Girard’s second order A-calculus.

The example above suggests using the universal type quantifier inside type formulas. We thus
consider a functor alphabot based on one binary — constructor and one quantifier V. We shall now
consider a A-calculus with such types, which we shall call second-order A-calculus, owing to the
fact that the type language is now a second-order propositional logic, with propositional variables
explicitly quantified. Such a calculus was proposed by J.Y. Girard [49,50], and independently
discovered by J. Reynolds [136].

Girard proved the main properties of the calculus:

Girard’s theorem. Second-order A-calculus admits strong normalization.
Corollary. Second-order natural deduction is consistent. -
Girard used this last result to show the consistency of analysis.

Second-order A-caleulus is a very powerful language. Most usual data structures may be represented
as types. Turthermore, it captures a large class of total recursive functions (precisely, all the
functions prouvably total in sccond-order arithmetic). It may seriously be considered as a candidate
for the fonndations of powerful programming langnages, where recursion is replaced by iteration.
But the price we pay by extending polymorphisin in this drastic fashion is that the notion of
principal type is lost. Type synthesis is possible only in easy cascs, and thus in general the
programmmer has to specify the types of its data.
Further discussions on the second-order A-calculus may be found in [108,46,91,7).
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5 Dependent types

5.1 Quantification

So far we have dealt only with types as propositions of some (intuitionistic) propositional logic. We
shall now cousider stronger logics, where it is possible to have statements depending upon variables
that are A-bouud. We shall continue our identification of propositions and types, and thus consider
a first-order statement such as Vo € £+ P(z) as a product-forming type HpepP{(x).

We shall call such types dependent, in that it is now possible to declare a variable of a type
which depends on the binding of some previously bound variable. Let us first of all remark that
such types arc absolutely necessary for practical progranuning purposes. For instance, a matrix
manipulation procedure should have a declaration prefix of the type:

[n : nat] [matriz : array(n)]

where the sccond type depends on the dimension parameter. PASCAL programmers know that
the lack of such declarations in the language is a serious hindrance. '

We shall not develop first-order notions here, and shall rather jump directly to calculi based on
higher-order logic. -

5.2 Martin-Lo6f’s Intuitionistic Theory of Types

P. Martin-Lof has been developing for the last 10 years a higher-order intuitionist logic based on a
theory of types, allowing dependent sums and products [104,105,106]. His theory is not explicitly
based on A-calculus, but it is formulated in the spirit of natural deduction, with introduction
and eliznination rules for the various type constructors. Consistency is inferred from semantic
considerations, with a model theory giving an analysis of the normal forms of clements of a type,
and of the cquality predicate for each type.

Martin-Lof's system has been advocated as a good candidate for the description and validation
of computer programs, and is an active topic of research by the Goteborg Programiing Method-
ology group [117,118,120]. A particularly ambiticus implementation of Martin-Lof’s system and
extensions is under way at Cornell University, under the direction of R. Constable [25,26,132].

5.3 de Bruijn’s AUTOMATH languages

The mathematical language AUTOMATH has been developed and implemented by the Eindhoven
group, under the direction of prof. N.G. de Bruijn [14,16,18]. AUTOMATH is a A-calculus with
types that are themselves A-expressions. It is based on the natural idea that A-binding and universal
instanciation are similar substitution opcrations. Thus in AUTOMATH there is only one binding
operation, used both for parameter abstraction and product instanciation. The meta-theory of the
various langunages of the AUTOMATH family are investigated in [113,38,75]. The most notable
success of the AUTOMATH effort has been the translation and mechanical validation of Landau’s
Grundlagen {74].

5.4 A Calculus of Constructions.

AUTOMATH established the correct linguistic foundations for higher-order natural deduction.
Unfortunately, it did not allow Girard’s sccond-order types, and probably for this reason was never
considered under the programming language aspect. Th. Coquand showed that a slight extension of
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the votation allowed the incorporation of Girard’s types to AUTOMATH in a natwral wanuer [27].
Coquand showed by a strong normalization theorem that the formalism is cousistent. Experituents
with an implementation of the caleulus showed that it is well adapted to expressing naturally and
conciscly mathematical proofs and computer algorithms [29]. Variations on this caleulus are under
development {30,31].

Conclusion

We have presented in these notes a uniform account of logic and computation theory, based on proof
theory notions, and most importantly on the Curry-Howard correspondance between propositions
and types [37,59). :

These notes arc based on a course given at the Advanced School of Artificial Intelligence,
Vignen, France, in July 1985. An cxtended version is in preparation.
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