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ABSBRACT : We present a set-theoretic interpretation of the relational
model which allows a semantic approach to query and update processing.
Our model is deductive in the sense that new tuples can be deduced from
those that were explicitly introduéed in the database. We give algorithms
for answering queries and performing updates, and for determining
equivalence between databases. ” ’

RESUME : Nous présentons wne interprétation ensembliste du modéle
relationnel permettant une approche sémantique du traitement des re quétes
et des mises-a-jour. Notre moddle est déductif en ce sens que de nouveaux
muplets peuvent €tre déduits 4 partir des n—uplets explicitement dans la
base. Nous présentons des algorithmes (a) pour répondre aux reqﬁé‘tes (b)
pour effectuer des mises-2jow, et (c) pour vérifier si deux bases de

données sont équivalentes.
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1. INTRODUCTION

In the past few years, major attempts have been made to improve the power of
database systems, in particular those based on the relational model [2]. These
attempts have concentrated, mainly, around the following issues:

Semantic constructs: In the relational model, one views the database as a collec-
tion tof relations, where each relation is a set of tuples over some domains of
values. However, one notable feature of the relational model is the complete
absence of semantics: a tuple in a relation represents a relationship between cer-
tain values, but from the mere syntactic definition of the relation, we know nothing
about the nature of the relationship. Semantic information, such as functional
dependencies, may be used to specify which databases are meaningful and which
are meaningless. However, the specification of such information is done mostly by
means external to the relational model, usually first order logic [9] or, so-called
semantic networks [4]. Thus the use of semantic information in the processing of
relational queries and updates becomes very difficult-if not downright impossible. »

Deductive capability: A significant part of the effort to improve the power of data-
base systems has been in development of deductive databases. As defined in [6], "a
deductive database is a database in which new facts may be derived from facts that
were explicitly introduced”. A very important difference between a deductive and a
conventior.al database is that, in the former, new facts may be derived recursively.
Thiswery characteristic of the deductive databases is what makes query process-

ing adifficult task in such anenvironment.

Universal relation interface: In the relational model, a query is a well-formed

expression whose operands are relation schemes over U, and whose operations are

projection, selection, join, and set theoretic operations [12]. In order to compute
the answer to a query, we substitute database relations for corresponding schemes
in the expression, and we perform the operations. The basic problem with this
definition is that the user is required to know how attributes are grouped together
into relation schemes. To avoid this problem, there are now a number of attempts
to use a universal relation as the basis of a query language, for example System U
[11]. En such a language, although the actual database is a multi-relation database,
the user is aware only of the universe of attributes. This universe is the interface
through which the user interacts with the database as follows:

Queries: The user submits a set Q of attributes and a selection condition and -
the system returns the set of tuples over Q "implied" by the database and
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satisfying the selection condition.

Updates: The user submits the tuple(s) to be inserted or deleted and the sys-
tem returns an acknowledgement informing the user whether the update is accept-

able (and therefore performed).

However, ambiguities arise, as the system must "navigate” through relation
schemes in order to answer queries or to perform updates. These ambiguities
come from the purely syntactic approach to query answering and update process-

ing in the relational model. =

One approach to remedy these defliciencies of the relational model, is to con-
sider the relation schemes and the database constraints as sentences from predi-
cate calculus, and the relations of the database as interpretations for these sen-.
tences, as in [ ]. These interpretations either verify or falsify the schemes and
constraints. An interesting bady of theory was aeveloped around this approach,
particularly with respect to special types of sentences about relations called
dependencies (see [10] for survey of thezarea).

Here we adopt a different approach, first proposed in [10],2nd known as the par-
tition model. In this approack, the relation schemes, the constraints and the data-
base are seen as strings of uninterpreted symbols. Interpretations for these sym-
bols are provided using subsets of an underlying population of objects. Deduction
of new tuples is done essentially using set-containment. Semantic information,
such as functional dependencies or ISA-relationships, are seen as restrictions on
interpretations and can be readily incorporated in the deductive process. This
approéch, while keeping the syntactic simplicity of the relational model, and the
philosophy of the universal relation interface, adds to it a deductive component
through set-containment. '

In this paper we study the semantics of query and updates in relational data-
bases. The approach that we adopt is a recasting of the partition model suitable for
our goals. Let us see an example introducing (informally) the problems that we
consider and the approach that we adopt. Consider the (relational) database of Fig-
ure 1.1(a) which contains two tuples: the tuple ab (over scheme AB) and the tuple
bc (over scheme BC). Moreover, consider the following query on that database:

Q: List all tuples over scheme ABC.

Relational theory will always produce (by taking a join) the same answer:
a( Q) = {roman a,b,c}, no matter whether functional dependencies are given or
not! In other words, query answering tin the relational model is énsensitive to

semantic information.
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AB "B C (a)

25 - B¢
Y2 = {123)
I(b) = {2,3.4) (b)
Xc) = {4,5}

Kab) = I(a) nJ(b) = (1,23} n {234} = {2,3]  (c)
tbe) = I(b) nX(c) = {2.3.4} n {4,5) = {4}

FIGURE 1.1 Interpreting a relational database

Let us now introduce our approach. First, we consider an interpretation 1, that
.is, afunction assigning a set of integers (possibly empty) to every symbol in the
domains of A,B, and C. However, we require that the function I assign a nonempty
set of integers to every such symbol appearing in the database. An example is
shown in Figure 1.1(b), where it is assumed that I(x)=¢ for all = not in {ab.c}.
Next, we extend the interpretation I to tupies as follows: for any tuple t, if
=x¥z ' Xp then](t) =1x;) nX(xz) n - -+ n1{z,). Now, an interpretation is a -
model of our database if it assigns a non empty set to every tuple appearing in'the
database. The interpretation of Figure 1.1(b) is indeed a model for the database;
this is verified in Figure 1.1(c). Finally, suppose that, in answering 2 query, we
include in the answer only those tuples that have a nonempty interpretation in
every model of our database. Then the answer to the query Q formulated earlier is
empty' Indeed, if we consider the model of Figure 1.1(b), then we find:

(abe)=1(a) nI(b)nI(c) = {123} n {234} n {4,5] = ¢

and, clearly, for any other tuple t over ABC such that t # abc, we can find a model
I' such that I'(t) = ¢. It follows that, if there is no restriction on models then a{®)
is empty. However, if we restrict the "admissible” models to those satisfying the
constraint: () £ I(¢), then we can infer that I(abc ) is nonempty, in every admissi-
ble model. Indeed, in every admissible model we have: I(ab) # ¢, by definition; on
the other hand, X(b) cX(c) implies that: 1(6) NnI(c) = ¥(b). Combining these two
factswe cbtain: :

Yabe)=Aa) nI(®) nYc)=Xa) nKbd)=1(ad) # ¢

1t follows that:
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if 1(8) € ¢ ) then &(Q) = {abe}.

(We shall see later that the constraint: 1(b) € I(c) corresponds to the functional
dependency B ~ C.) Thus the approach suggested here improves over the rela-
tional approach, in the sense that query processing becomes sensitive to semantic
constraints. .

A similar argument holds for update processing. Indeed, consider updating the
database of Figure 1.1, say by inserting the tuple abc. If there is no constraint,
then the tuple abc cannot be inferred from ab and be, in the sense that we cannot
prove that I(abc) # ¢ in every model. Therefore, in this case, the tuple abc must
be stored in the database (we shall see how later on). On the other hand, if a con-
straint is given, séy 1I(b) ¢ X(c). then thetuple abc can be inferred from ab and be
(in the way that we saw earlier), and we may choose not to store it in the database.

In Section 2 of the paper we give a brief description of our model and give for-
mal definitions of the concepts that we have just outlined here, namely interpreta-
tion, model, and truth and give algori_thms For the following inference problem:
Given a database D, (a) determine the set of all tuples implied by D and (b) given
tuples s and t, determine whether s implies t. In Section 4, we discuss equivalence
of databases. Two databases are’called equivalent if they imply the same set of
tuples. We present an algorithm for testing rquivalence. In Section 5, we discuss
query answering. In Section 5.1, we presemt our semantic approach to query
answering, and in Section 5.2, we compare itto the syntactic approach of the rela-
tional model. In Section 6, we discuss mpdate ‘processing, namely insertion and
deletion of tuples in a database. In contrast-with the relational model, we study
updating of equivalence classes rather than of particular databases, and we argue
that our approach can lead to a deeper mnderstanding of update semantics.
Finally, in Section 7, we discuss some limitations of our approach and indicate
directions for future research. Throughout the paper, we assume farmiliarity with

the basic relational terminology {as in [12]).

2. THE MODEL

The data model that we adopt for our énvestigations considers the relation
schemes, the constraints, and the database, as strings of uninterpreted symbols.

Interpretations for these symbols are provided using subsets of an underlying -

population of objects. Accordingly, our data inodel comprises three Tomponents: a
syntactic component, which is essentially the:relational model; a semantic domain,
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which is the power set of an underlying population of objects; and an interpretation
component, which provides the link between the syntactic component and the

" semantic domain.
Syntax

We begin with a finite, nonempty set U= {A; A, ..., A,}. The set Uis called the
universe and the A;'s are called attributes. Each attribute A, is associated with a
countably infinite set of symbols (or values) called the domain of A; and denoted
by dom(A;). We assume that UnDom(A)=¢ for all i and that
dom(4;) ndom(4;) =4 for i # j (we shall discuss the consequences of this assump-
tion in Section 7). A relation scheme over U is a‘nonempty subset of U; a relation
scheme is denoted by the juxtaposition of its attributes (in any order). A zuplet
over a relation scheme R is a function defined on R such that t(4;) is in dom(4;).
for all 4; in R. We denote by dom(R) the set of all tuples over R. Clearly dom(R) is
the cartesian product of the domains of all attributes in R. If t is tuple over R =
{4y 4z, ..., A) and if t{4;)=a; then we denote the tuple t as a,a, - - - a* A
relation over R is a set of tuples over R. Thus a relation over R is a subset of
dom(R). A database over Uis a pair D = (6, %) such that '

(1) 6 is a function assigning to every relation scheme R a Jinite relation over R,

and . ‘
(2) Z is a set of ordered pairs (X,Y) such that X and Y are subsets of U,

Every pair (X)Y) in T is called a functional depender.cy and is denoted as X-Y.

Example 2.1 Consider a universe of three attributes, say U={AB,C}, and let
dom(4) = {a, , =3, ,..3 .ﬂom{B)'-_- fby. bz, - -} | dom(0)={c; ,x2.... i
Define a function & on relation schemes over U as follows :

3(AB) = {a)b; , a;by,, agh,}
3(BC) = [bge, , byey}
3(R) = ¢, for all R different than AB and BC,

Let T be the set {A-B, BC-A}. The database (4, £), just defined.is shown in Tigure
2.1(b). The function & is represented by two tables, with the schemes AB and BC as
beaders and the corresponding tuples as rows. Clearly, the convention used here is
that relation schemes that are assigned empty relations are not represented. o '
A remark is in order here. Given 2 database D=(§ , Z), call database scheme the
set of all relation schemes that are assigned non-emp:y relations under 3. That is ,
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the relation scheme of D is the set {Rc U / R#¢,8(R)# ¢} In the relational
literature, the database scheme is ‘considered ﬁéed and ‘constitutes part of the
definition of a database. The reasons for fixing the database scheme are mostly
related to implementation issues. However, the relational literature abounds in
artificial problems that are directly (or solely) due to the assumption of a fixed
database scheme. Null values of the type "value does not exist”, or view updating
are just two examples of such artificial problems. The assumption of a fixed data-
base scheme is all the less justified in 2 universal relation interface, where the user
is not at all aware of the grouping of attributes into relation schemes. Accordingly,
we do not make the assumption of a fixed database scheme in our approach.

§7i



U = {AB,C} . .
dom(A) = {al,ag.. .;\ dOm(B) = {b].bg....}, dom(C)= {?I,Cg...,!

{a;) =13
Kap) = 24
(a) Ib,)=1234
I(bz) = 56
{c;,)=3
l(Cg) =1

I(x) = ¢, for every x different than a, . az . b, , bz, ¢; , ca.

(b)

I(a;b;) =1(a;) n X)) = 13
{azb,) =1(ag) n1{b)) =24
I(byc;) =1(by) n1{cy)) =3
() biez) =Kby) nXca) =1
I(a;b,c)) =1(a;) nXb,) nX(c,) =3
asbycz) =X(a;) n1{b) nYcz) =1

¥IGURE 2.1 An interpretatior. I of U=§A,B,C), and a database D = (3 , L) over U, for whick I

is'a model.

Given a database (8, Z), suck as the one of Figure 2.1(b), the relation schemes, the
relations and the dependencies are regarded as uninterpreted symbols. Their
meaning (or semantics) is specified by associating to them objects from a set that

we are about to define.
The semantic domain P.

We assume that the "real world” consists of a countably infinite set of objects,
and we identify these objects to the positive integers. Let w be the set of all

083



positive integers, and let P, = [T/ 7 €'} be the set of all subsets of w. The set P,
is the semantic domain in which relation schemes, relations, and dependencies
receive their interpretations. In order to avoid proliferation of brackets, we adopt
the following notational convention: a set of integer is denoted by juxtaposition of
its elements in increasing order. For example, the set |{3,5,8} is denoted as 358.
(As we shall never use examples with more than nine integers, this creates no con-

fusion).
Interpretations

Throughout our discussions, we consider fixed the universe of attributes
U={A, Az . .. .A,]. and the associated domains dom(4;). For notational conveni-
ence we denote by SYMBOLS the union of all attribute domains, and by TUPLES the

union of all domains. That is,

SYMBOLS = U | dom(A) / A€ U}
TUPLES = U {dom(R) /RS U, R # ¢ }

Clearly, SYMBOLS is a subset of TUPLES.

Definition 2.1 An interpretation of U is a function I from SYMBOLS into #, such
~ that,

YA€ U Va,a €dom(A), ({a)nla)=¢ v a=2a'). o

Thus the basic property of an interpretation is that different symbols of the
same domain are assigned disjoint sets of integers. In Figure 2.1(a) we see a func-
tion 1 satisfying this property. The intuitive motivation behind this definition is
that an attribute value, say a, is a (atomic) property, and X{a) is a set of objects
having property a. Furthermore, an object cannot have two different properties a,
a' of the same "type™; hence I{(a) nJ(a’) = ¢ (we shall discuss the consequences of

this restriction in Section 7).
Given an interpretation 1, we extend it from SYMBOLS to TUPLES as follows:

VYReU W“azap - a; € dom(R), Najaz---a)=1(a)n - nl{a.).

In Figure 2.1(c) we see some examples of computations. The intuitive motivation
for this extension is that a tuple, say ab, is the conjunction of the (atomic) proper-
ties a and b. Accordingly, 1(ab) is the set of objects having both properties a and b;
hence I(ab) = Ka) n I(b). Notice that the basic property of an interpretation is
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satisfied by the extension:

¥ RcU wt,t' € dom(R) (I(t) nI(t') = ¢ v t=t)
Our definition of an lnterpretation suggests an intuitive notion of truth: a property
(tuple) t is true, in an interpretetation I, if there is at least one object having the

property t under 1.

Definition 2.2 Let I be an interpretation of U. A tuple t in TUPLES is called true
in1ifI(t) # ¢; otherwise, t is called false in1. o

Note that if a tuple, say abe, is true in I, then all its "subtuples”, namely
ab.c,abac and be, are also true in 1. However, it is important to note that if two
tuples, say ab and bc are true in an interpretation 1, their “join"” abc is not neces-
sarily true in 1! For example, in Figure 2. 1(c) we see that tuples azb, and byc, are

true, while tuple agb,c, is false.
Intuitively speaking, any given database (6, Z) over U is assumed to represent

True information about the real world. Therefore, only interpretations of U that do
copform to this.assumption areto be considered. Hence the following definition:

Befinition 2.3 Let D = (4§, I) be a database over U. An. intcrprctétion lof Uis

called a model of D if
- (1) W¢#ReU Vee §(R) . I(t) # ¢.
() VX-YeZ vredom'X) Vy e dom(Y)
=) nXy) 8 => Ix)cl(y) =

Roughly speaking, we say that 1is a model of D if

(1) lverifies every tuple t in ¥ (in the sense I(t) # ¢), and

(R) 1satisfies every functional dependency X>Y in I (in the sense that the set of
“pairs { (x,y) / x € dom(X), y € dom(Y), (x) nX(y) # ¢ } is a function).

InFigure 2.1 we see an interpretation ] and a database (3 , ). Using the compu-
tations of Figure 2.1(c) we verify that 1is a model of (& , £), as follows:

(1) The'fuplcs appearing in the database are a,b, , a,b, , byc; . bycp, and they all
Teceive nonempty interpretations under 1.

() Tor A+B : the only true tuples over AB are a;bj ,agb;, and we have
I(a,) £ I(b,) and I(az) € I(b,). Thus A+Bis satisfied.
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For BC~A: the only true tuples over ABC are a;byc; , a1bscz, and we have
I(b,c,) € lay) and I{b,c;) € i(a,). Thus BC-A s also satisfied.

Clearly, such verifications are¢ possible only if the set of symbols that are as signed
nonempty interpretations under 1 is finite. We call such an interpretation a finite
interpretation. As we shall see in the following sections, finite interpretations are
sufficient to capture query and update semantics in relational databases. The rea-
son for this is that the symbols really of interest are those appearing in the data-

base, and their number is finite.

Note that the data model adopted in this paper allows also the specification of
dependencies at a "lower Jevel” than functional dependencies, that is, at tuple
level. Indeed, if x¢ is a given value in dom(X¢) and yp a given value in dom(Yg) then
we may require that '

Ix) Nl(yo) # ¢ => 1(xo) €1(¥o)
only for ¥, and yo. This kind of conditions are the counterpart of those used in con-
ditional tables [7]. In fact any expression on interpretations formed by wmion,
intersection, difference and set-inclusion can be considered as a "constrémt.:"‘ We
shall not consider this kind of constraints here, The interested reader is referred

to [11].

3. SEMANTIC IMPLICATION

Given a universe U, databases over U can be seen as restrictions, on the
interpretations of U, in the following sense: with repect to a given database, some
of the interpretations are models:and some are not. In particular, some databases
may not have models at a1l A database is called semantically inconsistent if it
POSSESSES NO modél, and otherwise it is called semantically consistent. In our dis-
cussions we shall always assume that databases are semantically consistent. Now,
given a (consistent) database D and a model 1 of D, all tuples appearing in the
database are true in 1 (by definition). However, it may happen that some tuples
that do not apeear explicitly in the database are also true in 1 For tximple, inthe
database of Figure 2.1, tuples a,blcl; a,bjc; f2ll into this category. asYabicy) # ¢
and Ya;b;cg) # 9. (Note, thowever, that tuples agb;c; . agh,cp are not true in that

interpretation.)

Definition 8.1 Let D = (6.Z) be 2 database over universe U. Let t be any tuple
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in TUPLES. We say that D implies t, denoted D E t, if t is true in every model of D.
If T is a s=t of tuples then D implies T, denoted D F T, if DEtforalltinT. =

Clearly, D implies all tuples appearing in D. For example, in Figure 2.1,
D & | ak;, agh, , byc;, bycz }. This follows immediately from the definition of a
model. On the other hand, D does not imply the tuples azbc) , agb;cp, as they are
false in the model 1 shown in Figure 2.1. Notice that D does not imply the tuples
a;byc, | 2,b,c; either! Indeed, although these tuples are true in the model 1 of Fig-
ure 2.1, we can find a model I’ of D in which these tuples are false. Indeed, define I
such thz: I'(a;) =24, I'(ap) = 13, and I'(x) = I(x) for all x # a;.a,. ThenT is a model
of D falsifying a,b;c, , a,b;c; (and, moreover, verifying agb,c, , agb,;cjp). ‘

Giver 2 model m of D, we denote by T(m) the set of all tuples in’ TUPLES which

are true ic m. Let us define

T(D)=Y { T{m) / tnis a model of D }

Clearly, T \D) is the set of all tuples which are true in every model of D hence

NVt eTUPLES , DEt «> te T(D)
We define a relation bctwecn tuples s and t of T(D) as follows :
s Ept iff m(s) €m(t), forevery model mof D

{The subscript D is omitted when no confudsion is possible). For example, in Figure
3.1, we have : ab £ a, which is obvious. What is less obvious is that ab {= abc. Indeed,
in every model m of D, we have : m(bc) # ¢, by definition of 2 model, and
m(b) € m{c), because of B-C. It follows that : m{ab) ¢ m(abc). By the way. this
txample shows that the relation |= is not antisymmetric (indeed, ab  abc and
abc ab but ab # abc). Nevertheless it is a refiexive and transitive relation. Also, it
is not difficult to see that, for any database D and tuples s andt, if DfE sands&t

then D E ¢

If sFtand tfs, we write s Ht and call s and t semantically equivalen:. For
example, in Figure 3.1, we have: ab H abc. Clearly, the relation & is an equivalence
relation on the set T{D), and we can define a rclanon between equivalence classes

L, and Cy as follows
10 <> ESECl,at‘ECg,S#t

Clearly, the relation < is a partial order on equivalence classes and it is not
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difficult to see that every minimal equivalence class contains a database tuple.

In the remaining of this section, we consider the following inference problems.
Given a database D=(d , L), '
(1) determine the set T(D), that is, determine the set of all tuples in TUPLES
implied by D, and
(2) determine wether s = t, for tuples s and t in TUPLES.

Our approach for solving these problems can be summerized as follows:

(1) Find a model mqg of D such that T(D)=T(my): it will follow that: t is inT(D) iff t
is true in mq, (for any t in TUPLES). :

(2") Find a model m, of D such that T(D)=T(m,), and s |= t iff m(s) € m,(t).

The model m, will allow us to test the inference D = t. In Section 5, we shall use
mg in order to compute answers to queries as well. Accordingly, we shall call mg a
gquery model. Similarly, the model m, will allow us to test the inference sEt. In
Section 8, we shall use m, in order to compute results of updates as well. Accord- -
ingly, we shall call m, an update model. Before giving algorithms for constructing

query and update models, we need some formal definitions.

) Definition3.2 Let D be a database. A model mg of D is called a query model of D
if T(mg)=T(D) o
In order to define update models, we need the concept of inse parg il }'}‘Y .

Definition 3.3 Let D be a database, and m a model of D. Two integersi and j are
called inseparable in m if
(1) 3 ae SYMBOLS, {ij} c m(a).
() wbeSYMBOLS,ie m(b) if je€ m(b)

Definition 3.4 Let D be a database. A model my of D is called an upddte model.

of D if

(1) T(my) =TD)

() thereis no pair of integers inseparable in my,
(3) WVitg.t;...., t, € TUPLES,

my(to) € my(z)) U - - umy(t,) = Jiefra . .n} oy

The first condition says that m, is a query modcl. The sccond condition says
that m,, is not redundant. Indeed, according to Definition 3.3, inseparable integers
either appear together in the interpretation of a symbol or they do not appear at
all. Thus the presence of inseparable integers would imply redundancy. Finally, the
following lemma will help explain the third condition of definition 3.4.
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Lemma 3.7 Let D be a database and m 2 model of D. Then the following proper-
ties are equivalent:
(1) Wip.2;,.... tn € TUPLES, ‘

mfig) Smy(t)V - Umy(ty) = Fi€ {12, by

(®) e T(D), dky € myte), Ve € T(D) ke my(z) = 220
Proof .
-The implication (2) => (1) is easy.
- Let us show that « () = + (1).

Suppose that {2) is not verified. Then, there is t; in T(D), such that

Yk oemyty), Tt € TD), k& € my(ty) A tol=p tp.

Then, we have the inclusion my(tp) c U [mu(t) /7 k& € my(zp)] and also
Vk e mty), tg Fp tx. We can conclude from these properties that (1) is not

satisfied. 5

What property (2) of this lemma says is that there is 2 one-to-one correspon-
dence between the tuples of T(D) and the integers appearing in m. Speaking
roughly, the model m “counts” the tuples of T(D). Thus. in view of Lemma 3.1,
Definition 3.4 can be stated (roughly) as follows; an update model is a query model
which contain no pair of inseparable integers, and counts the tuples of T(D). Now,
as the integers appearing in an update model are in one-to-one correspondence
with the integers appearing in the update model for D (up to renaming of the
integers). This is stated formally in the following theorem. In order to simplify
matters, we call a model m irreducible if there is no pair of integers inseparable in

m.

Theorem 3.1 Let D be a database. If there is an update model of D, then it is
unigue (up to a renaiming of the integers). s
Proeoi
Let m be the model defined by m(a) = [ &, ., tEpa }. It is clear that
m(a) € my(a) for all a because k; € my(t) by definition of k;, and so k; € my(a)
because t ) a. Let i be an element of my{a). Let X be the set of all tuples such
that i € m,(t). Let 5 be 2 tuple in K such that m(t,) is minimal in K (for the €
order). Then, we can see that i and %, are inseparable. Indeed, {ik ) € my(zg)
and there is no tuple t such that i is in my(t) .and k., is not, because of the
minimality of z;. We conclude that #¢, = ¢ because m, is irreducible. From

lemma 3.1, we have zpf=pa, so i is in m(a). So we have the inclusion
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my,(2) € m(a) and then my = m. We can conclude from this equality that the
update model m, is unique up to a renaming of the integers k, chosen. o

We have defined so far query and update models, and we have seen an interest-
ing property of update models, namely that'they are unique. We:now proceed to
show that such models indeed exist, by giving algorithms for their construction. In
order to simplify the presentation, we assume that

(1) Al depcndeﬁcics in & are of the form X-A, where X is any relation scheme

and Ais a single attribute. :
() All non-trivial dependencies of the form X-A which are implied by T (m the

sense of the relational model) are in T.

Let us note that any set I’ of functional dependencies can be transformed into,
an equivalent set T satisfying conditions (1) and (2) above (see in [12]). We also
assume that ¥ contains no trivial dependencies.

The following algorithm computes a query model of a given database D.

Algorithm 3.1  Query Model
Input : A database D = (5, X)
Output: A model mg of D such that T(my) = T(D)

(0) Assign a distinct positive integer i, to every database tuple t.
Set m,(a) = ¢ for all a in SYMBOLS.

"(1) For every database tuple t=a; a; - -+ a,. add the integer 4
to gach of the sets my(a;) . my(az) . . . ., m;(a; ).

(2) For j>=1, compute mj,, from my as follows until m;; = m;:
if there s X-»A € T, x € dom(X), a € dom(A) such that
my(x) N mya) # ¢ and my(x) Z my(a)
then set mjyy(a) = my(x) U my(a) and
for all a’ # a in SYMBOLS set my,,(a") = my(a’)
else . setmy,; =m;

(8)  Set my = my, where m; is the last function computed at Step2. o

Example 3.1 Let us apply this algorithm to the database D, = (3 ,Z,) shown in
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Figure 3.1.

Step 0 : Each database tuple is assigned an integer, for example,
abjc, » 1, abye; » 2, abd, » 3, aghd, - 4 .

Step 1 : The symbols appearing in the database are: a,, a, ag, by, by, c;, d;. Model
m; assigns nonempty sets of integers to these symbols as follows: m,(a,) = 13,
because a, appears in the tuples numbered 1 and 3, m;(az) =2 , because a,
appears in the tuple numbered 2, and so on. In this way we find

my a;»13,2,+2,235+4,b; 513, b;524,¢,-12,d,- 34

Stepl : The dependency A+B does not modify m, as the condition for modification
is false for all tuples over AB. The dependency B~C does modify m,. Indeed, as
m,(b;) » my(c;) = 1 and my(b,) 2 m,(c,), we define my as follows:

my(¢;) = my(b,) Um,(c,) = 123, my(x) = m(x) for all x #cp.
. Similarly, as my(bz) N my(c,) = 2 and my(by) € my(c,) we define mg as follows:
mg(c;) = my(bz) U my(c,) = 1234, my(x) = my(x) for all x # c,.

No further modification is possible based on dependencies B-C or A-B. Finally,
the dependency A-C does not modify mg, as the condition for modification is false,

for all tuples over AC.

Step 3: The model Mg, = mg is a query model of D; (and it is shown in Figure 3.1). o
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T,={A>B,B-+C ,A~C}
L, =%,U{A>D,B-D}
$s =3, u{BD+A,BD-C)

g, Mgy gy
a; »13 a; » 13 a; - 13
ap+ 2 a -+ 2 az > 2
ag » 4 ag > 4 - ag-—+4
b; » 13 b, » 13 ' b, » 13
by » 24 bz » 24 ’ by » 24
¢y = 1234 c; ~ 1234 c; = 1234

d; » 34 d;, » 1234 d, ~ 34

FIGURE 3.1 Three datzbases Dy=(6,%;)), Dz =(6,%), Da=(6,Zs). and their
guery models Mg, . Mg, . Mg, produced by algorithm 3.1.

Theorem 3.2 Algorithm 3.1 terminates and if mg is an interpretation of U then .
m is 2query model of D, else D is inconsistent. ©

Proof
- Algorithm 3.1 clearly terminates.
- Let us supposethat m, , - - -, m, are interpretations. We will show by induction

thatevery m; satisfies the following property : T(m;) € T(D).
- The property is easily verified for the interpretation m,.
- Suppose that T(m;) € (D) and let T be a tuple such that f is in 'I‘(mm) but
not in T(m;). Let X4, x and a be the elements used to build my,; from m; at -
Step 2. Then m; and m;,; are equal except on a. So a is necessarily a subtuple
of f and we can write f = af’. Then, we have : '
my (f) = m;,,(a) nm.,{f)
= (mfa) vmy(x)) 0 myf)
my(af’) v ( m(x) n my(f'))
= my(x) nm(f) # 9.
Let m be a model of D; we have m(x) n m(f') # ¢ because T(m;) € T(D), and
also m(x) € m(a) because X~A is in T. Combining these two facts, we obtain
that m(a) n m(f') = m(f) = ¢, thatis, { is in T(D).
In conclusion, if mg is an interpretation then T(mg) € (D). As mg is clearly a

I
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model of D, we also have T(D) T(mg) and thus T(mq) = T(D). It follows that m, is

aquery model.
- 1f mq is not an interpretation, then suppose that D is consistent and let j be

the highest integer such that m, ,..., m; are interpretations. (m, is clearly always
an interpretation). Let X+A, x and a be the elements used to build my,; from m.
There is a symbol a' in dom(A) such that myyi(a) 0 myyy(a’) # ¢. So we have
my(a’) nmy(x) # ¢ (because m, is an interpretation and because of the definition
of my,;) and of course my(a) N my(x) # ¢. So a' x and a x are in T(m;) and so in
T(D) because m, , - - -, m; are interpretations. This is impossible because X-A4 is

inZ. So Dis inconsistent. o

The following algorithm computes the update model of a given database D.

Algorithm 3.2 Update Model
Input: A databaseD = (§ X)
Output: A model m, of D such that m, is an update model of D.

( 0) -Assign a distinct positive integer 4 to every sub-tuple t
of a tuple of the database.
=Set my(a) to the empty set for all 2 in SYMBOLS.

(1) -For every sub-tuple t=a, - - - a, of a tuple of the database,
add the integer ¢, to m,(a;) for i in {1.2,...k}.

(R) -For j>1, compute my,, from m; as follows, until myy = my
Ifthere isX-A€Z,x € dom(X) and a e dom(A) such that
myx) nmya) # ¢ and my(x) & my(a),
then
- compute m;' as follows:
m;'(a) =mya) v my(x), _
my'(b) = my(b), for every b in SYMBOLS such that b a,.and
- myy, is the interpretation obtained from mj" as follows:
For every tuple t=a, - - - a; such that t m; ' (t) #¢ and m, (1) # ¢, add
anew integer 4 to m; ' (4, ) for all p in {1.. k}.
else let m;,, be m;.

(3) -Let ﬁz,;o be the last function computed at Step 2. Let m, be
the irreducible model obtained by removing from my anelement of
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each pair of inseparable integers. o

‘The Tollowing theorem shows that Algorithm 3.2 computes an update model of the

given database.

Theorem 3.3 Algorithm 3.2 always terminates and if my is an interpretation of
U then m, is an update model of D, else D is inconsistent. ~ =

Proof
Let D'=(3', I) be the database obtained from D by adding to 3 all the subtu-

ples of the tuples in 8. It is clear that D’ is consistent iff D is consistent and that
T(D') =T(D). So, comparing Algorithms 3.1 and 3.2, we can conclude from
Theorem 3.2 that m, is an interpretation of U iff D is consistent and ,if it is, that
m, is a query model of D. It is also clear that m, is irreducible. So, in order to
show that m, is ant update model, we just have to show the following property :
() Vi eT(D). Tk emyt), W eTD), kemlr) = oFpt.
Let us consider the following induction assumption :

(H:) V2oeT(m), Jk € myto) . Wt e TD), k emft) = zokpt.
- (H,) is verified. Indeed, for every 2 in T(m,), £, is a sub-tuple of a tuple of the

database and then, we cantake k = §; where 4 is the integer associated with zg

inthe step (D) of the algorithm.

- Let us suppose that (H;) is verified. Let X~4, x and a be the elements used to
compute my,, from m;. Let 25 be atuple in T(m;;,).
1) Suppose that 2y is also in T{m;), then let k be the integer associated with zy
in property (H;). Lett be inT(D) such that k € m;,,(t).
-1if k € my(t), we clearly have £y &) t. . v
- else Xk is in m;'(t) and s0, 2ds a sub-tuple of t. ¥e denote T=at’. Now we
have m;'(t)=mj(t) v my(x) N m;{t") by definition of m;". So k is in m;(x) and
in my(t’) and we conclude from (H;) that typ x and 2535 t'. We clearly
have x$p a, and we finally obtainzp +p t.
2) Suppose that ic is in T(m;") but not in T(m;), we can show that there is a
tuple ¢; in T{my) such that tg¥, z,, and we are in case 1) with 2, instead of 7.
3) If t4 is not even in T(m;’), then tg has been associated with an integer 4, in
. step () of the algorithm, and, if 4, € m;,,(t), thent is necessarily a sub-tuple
oftg, sowehave i Ep t. '
In conclusion, - the condition (H;, ) is verified, and then, the condition {H;) is

verified for every i. As my =m;, for some ip then the condition (H) is also
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verified. So m, is an update model of D. ©

3 AB BC

ab b ¢ Z={B-C}
b'c
mgy a — 1 my, a —; 139
b — 13 b — 12
b'—> 2 b'— 4
& —s 13 ¢ — 1289
c' —s 2 ¢'— 46

Figure 3.2 A database D=(d , L) and associated query and update models.

Example 3.2 Let us apply the Algorithm 3.2 to the database D of Figure 3.2.
Step 0. Each subtuple of a database tuple is associated with an integer, for exam-
ple:

ab: 1 b : 2
a : 3 bec: 4
b . 5 ¢ 8
bc: 7 ¢ 8

Step 1: We have m,(a)=13 because ais in the tuples ab and a associated with the

integers 1 and 3, respectively. In the same way we find:
"my: a-13,b- 127, b + 45 ¢+ 78, ¢’ + 46.

Step 2: We compute my, - - - as follows:
-B~Ce€Z, and my(b) n m(c) # ¢, and m,(b) & m,(c), so
m': a-13,b-127,b -+ 45, ¢~ 1278, ¢’ -+ 486,
We can see now that m,'(t) # ¢ and m,(t) = ¢ only for t=ac, so
m;: a-+139, b+ 127, b’ > 45 ¢ » 12789, ¢’ - 46,
-B>Ce X and my(b’) nm(c’) # ¢, and m,(b’) 2 my(c'), so
me: a- 139, b- 127, b -+ 45, ¢ » 12789, ¢' - 456.
We can remark that mg = m;’. ,
No further modification is possible based on dependency B~C.
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Step 3The pairs of inseparable integers are {2.7} and.{4,5}. So the model m,. com~
puted by Algorithm 3.2 is the model m, shown in Figure 3.2.

In the following sections, we use the concepts of query model and update
model, to define equivalence between databases, query answering and update pro-

cessing.
4. FQUIVALENCE

In this section, we study equivalence between databases. Intuitively, two data-
bases are equivalent if they imply exactly the same set of tuples. We state this for-
mally in the following definition.

Definition 4.1 Let D and D' be two databases. We say that D is smaller than D',
denoted by DX D', if T(D) € T(D'). We say that D is equivalent to D', denoted by
D=D, if (D) =T(D") ‘=

Let BASES(Z) be the set of all databases on a given universe U-with a given setZ
of functional dependencies. Clearly, the relation = is an equivalence relation on the
set BASES(Z). We denote by D the equivalence class of database D, and we denote
by BASES(Z)/= the set of all equivalencé classes of the set BASES(Z). It follows
from Definition 4.1 that there is a one-to-one correspondence between the set
BASES(Z)/= and the set {T(D) / D€ BASES(Z)}. By the way, we can define a relation
betrween equivalence classesC and C' as follows:

C<C iff 3peC, JDeC ., DXD

Clearly, the relation < is a partial order on the set BASES(Z) /=, corresponding
to set inclusion on the set {T(D) /D € BASES(Z)1.

It is important to note that the databases in an equivalence class, say D, are
just different representations of the same information, namely of the set T(D).
Now, depending on the situation, one can be interested only in the informationcon-
tained in an equivalence class, ignoring representational details, or one can be
interested in a particular representation of the equivalent class for varoius rea-
sons. This will become clear in the following section, where we discuss query
answering in a universal relation interface. 18 such an environment and from the
user viewpoint, it is immaterial which rcprcsentatioh is used, as long as the

_ answers are the same. However, from the system vicwpoint, some Tepresentations
are more convenient than others, and we are faced with a choice berween
equivalent representations of the same information. Therefore, the problém of

'218



determining equivalence between databases is important.

In the previous section, we have seen that every consistent database p'osseses
an update model which is unique, up to renaming of the integers. Let us recall that
arenaming of the ‘positive integers is a bijective function from the set of (positive)
integers w into itself. Now, two interpretations I and I' are equivalent, denoted by
I=T', if there is a renaming p such that p(I(x)) = I'(x), for all x in SYMBOLS.

Theorem 4.1 Let D and D' be databases, with update models m, and m,’, repec-
tively. Then
D=D if my=m, °
Proof Easy.

Thus, two databases are equivalent if and only if their update models are .
equivalent. The following algorithm determines equivalence of update models. We
denote by |m| the set of. integers appearing in model m, that is, '

|m | = U {m(a) / a € SYMBOLS}. We denote by P|m| the set of all subset of |m |,
and we denote by m™(a) the set {a € SYMBOLS , « € m(a)].

Algorithm 4.1 Equivalence of Update Models.
Input : two update models m, and m,".
Dutput: a boolean value.

(0) We build a function ¥ from |m | into P, as follows:

- First let ¥(a) be o, for all a in' |m |. ‘

- Then for every a in SYMBOLS, such that a € m,(a),
replace ¥(a) by ¥(a) nm, ' (a).

(1) Let Tg and Sg be the empty set.

(2) We compute Tiy, and S;4, from 7; and S; as follows
until 7, = 7; and S;,, = S;:
éf there is a such that ¥(a) — 7; is a singleton {8},
and m; o) = m,' "YB) .
then T;,, = T; V[B}, and S;,, = S; U {o}
else T3 = T; and Sj4y = S;.

{8) Let T and S be the last sets T;, and S; computed at Step 2.
§T=|m | and S= |m,]| then the output is YES
- else the output isNO o

200 %



The followingtheorem proves the correctness of Algorithm 4.1.

Theorem #.2 Algorithm 4.1 terminates and two update models m, and m,’ are
equivalent if and only if the outpuf of Algorithm 4.1 is YES

Proof

Let us denote by m; and m;’ the models defined from m, by
(1) m(a) = my(a) - 5;, for all ain SYMBOLS.
- (A my' (2)=m,’ (a)- T for all ain SYMBOLS.
In order to show the theorem, we prove the following property for all i:
(H) my=my' iff my, =my,,
1) Let us suppose that m; = mj’, then if S;;; = S; and T7,,, = T; then the result is
obvious but else there is a such that ¥(a) - 7; = {8} and m:™! (a) = m,'"(B). So,
the bijection p between |m;! and |m;’} verifies the equality p(a) = 8. Indeed, as
m, (and so m;) is irreducible, then there is a tuple t such that myt) = a. By
definition of ¥, we also have m;' (t) = 8. So p induces a bijection from |m, ;] into
- |mjy; *} and so myyy = myey "
2) Let us suppose, now that my,; =m;,;’. Suppose zaiso that S;,, # S; and
Ty # T;. Let o and B be the integers such that Ty, = Ty VB8] and
Si+1=5; u{a}. There is a bijection p;4+; from |my,;| into |my.;’'|. Let us define
pi as follows: '
pi(x) =i (x) if x # a, and
pile) =1,

First of all, p; is obviously a bijection. It is not difficult to see that g is the only
clement of the set M {m;(6), a € my(®),b| € SYMBOLS], and we can conclude
easily that p;{my(a)) € m;'(a). Let k:be an element of m;’ (a), if k # 8, then
clearly k E~pc(m,-(a)), and if k =@ thena € my(a) because m; ¥ ) = m;’ ~Y(B). So
k is inp(my(a)), and we have the second inclusion m;'(a) € p;(m;(a)). In conclu-
sion, m; = my’. ,

VWith the property (H;) at hand, we are now able to prove the correctness of our

algorithm. If the output is YES, then if we denote by T and S the last sets computed

at step (1), it is obvious that the corresponding models m and m' are
equivalent, and so m, and m,’ are equivalent. In the other hand, if the output is NO,

‘then it is:easy to see that the last models m and m' are mot equivalent, and so that m,

and 1y are not equivalent. o
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Thus, in order to determine whether two databases D and D' are equivalent, it is
enough to construct their update models, say m, and m,’, using Algorithm 3.2, and
then determine wether my=m,’, using Algorithm 4.1,

Let M, be the set of all the update models zssociated with the databases of
BASES(Z). Let M, /= be the set of equivalence classes of update models. It follows
from Theorem 4.1, that there is a one-to-one correspondence between the sets
BASES(X)/= and M, /=. We shall come back to this remark in Section 8, when dis-

cussing updates.

Having defined our data model, semantic implication in it, and equivalence, we
turn our attention now to query and update processing. Given a database, our gen-

eral plan works as follows:

(1) Express the query or update in terms of the database.
(2) Produce an appropriate model of the database.

(3) Process the query or update in the model.

(4) Give the result in terms of the databse.

In this way, the syntactic component, namely the relational database, serves as an
interface in which the user interacts with the system, while the semantic com-
ponent, namely the model of the database, serves as the environment in which the

actual processing takes place.
5. QUERY ANSWERING

In this section we discuss query answering. Throughout our discussions we
assume a universe of attributes U, and a consistent database D = (& , T) over U.

In the relational model, a query is a well-formed expression whose operands are
relation schemes over U, and whose operations are projection, selection, join, and
sct theoretic operations [12]. In order to compute the answer to a query, we sub-
stitute database relations for corresponding schemes in the expression, and we
perform the operations. The basic problem with this definition is that the user is
required to know how attributes are grouped together into relation schemes. To
avoid this problem, there are now a number of attempts to use a universal relation
as the basis of a guery lé.nguage. for example System U'[8]. In such a language,
although the actual database is a multi-relation database, the user is aware only of
the universe of attributes. This universe is the interface through which the user
Interacts with the database as follows:
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Queries: the user submits a set Q of attributes and a selection condition and the
‘system returns the set of tuples over Q “implied" by the database and satisfying
the given condition. _

Updates: the user submits the tuple(s) to be inserted or deleted and the system
returns an acknowledgement informing the user whether the update is acceptable
(and, therefore, performed). However, ambiguities arise, as the system must
"navigate” through relation schemes in order to answer queries or to process
updates. These ambiguities come from the purely syntactic approach to query
answering and update processing inthe relational model. In this section, we con-
sider query answering through a universal relation interface. Update processing is

discussed in the following section.

5.1. SEMANTIC APPROACH : ANSWERING THROUGH QUERY MODELS

In our investigations, while keeping the philosophy of the universal relation
* assumption, we avoid ambiguities by adopting a semantic approach to query
answering. That is, again, the mser submits 2 set of attributes Q and a selection
condition. But now, the answer is defined semantically as follows:

(1) Find the set of all tuples over Q zmp’z— dby D, and
(3) returnthose tuples that satzsfy the selection condition.

In what follows, we discuss these twosteps separately, neglecting (for the moment)
questions of efficiency.

Given a relation scheme Q. we denote by a(Q . D) the set of all tuples over Q

implied by D, that is
«(Q.D) ={tedom(Q /DEt}={tedom(Q) /teT(D)]=T(D)ndom(Q)

Recall that T(D) is the set of tuples in TUPLES that are true in every model of D..
In principle, in order to compute a(Q, D), for 2ll Q, it is suflicient to

(a) compute T(D) once, and
(b) given a Q, find all tuples in T(D) that are defined over Q.

We have seen in Section 3 that, in order to compute T(D), it is enpough to con-
struct a query model of D. Algorithm 3.1 does just that. Let us recall that if mgis a
query model of D, then T(D) = T(imy). It follows that tuple tis in T(D) if and only if t
is true in my. Thus, in order to find &(Q, D). it is enough to check which tuples
over Q are true in my. Let us seezan example. Consider the query ABD, in Figure 3.1.
In order to answer this query inthe database D, = (§ , T;), we use the query model
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mg, and we check which tuples over ABD are true in mg. We find that
mg (a;bydy) =3, mg (agbzd;) = 4, and mg (x) = ¢ for all x # a,byd, , agbed;. Thus

a(ABD, D)) = { a)byd, . agbzd; }

To compute the answer of the same query in the database D, = (5, I;). we must

use the query model mg,. We find now

a{ABD , Dg) = {a;byd, , agbzd,; , agbgd, }

Notice how a change in the set of dependencies influences the answer, for the same

set of tuples in the database.

Let us recall now our original plan for answering queries in a database D: the
user submits a set of attributes Q and a selection condition, and the system
returns all tuples over Q that are implied by D and satisfy the selction condition.
We have seen so far an algorithm for producing the set «(Q . D) of all tuples over Q
implied by D. The next question is how do we select those tuples of o{Q . D) that

satisfy the selection condition. -

We call elementary condition over U any expression of the form X = x, where X
is a relation scheme over U and x is in dom(X). In the universe of Figure 3.1,
B= bz, AD = agd; , C= ¢5, are examples of elementary conditions. We sav that a
tuple t satiéﬁes the elementary condition X = x if and only if t F x. We call elemen-
tary query over U any set of attributes Q together with an elementary condition
£=(X=x) such that X ¢ Q; we denote it by Q/¢. Given an elementary query Q/¢ and a
database D, we call answer of Q/¢ in D, denoted by «(Q/ ¢, D), the set of tuples in
a(Q ., D) that satisfy . Thgt is, '

a(/X=x,D) ={tex(Q,D)/tEx}
=[{tedom{(Q)/DEt and tEx}.

Let us recall that D E tiff t is true in my, where mg is a query model of I There-
fore, in order to compute a(Q/ ¢, D), we can use the query model m, produced by
Algorithm 3.1. Indeed, let £ = (X=x) and assume X=A; A;.. A, and x=a,2; ' - a,.

Starting with mg define a model my,, as follows:

(D my.(a)=mg(a). i=1.2, ... k
() mg,.(ay)=¢foralla’; € dom(A;) suchthat a’; # a;, j=1,2..,'k

(3) my,,(a) = m(a). otherwise.
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In other words, my,, is obtained from mgy by setting to empty every symbol of
dom(A;) different than a;, i=1,2,...k. Clearly, a tuple t is in «(Q/ ¢ , D) if and only if
t is true in mg/,. For example, in Figure 3.1, assuming the elementary condition
€ = (A = ap), we obtain my,, by setting a, and a3 to empty, in mg . Here are some

‘examples of computations in Figure 3.1, assuming £ = (A = ap) :

In mgl,',; J Q(AB/E ' D]) = { agbg }, G(AD/Z . Dl) = ¢,
In Mgoy/e - G(AB/E ' Dg) = ‘ agbg }. a(AD/E , Dg) = i ngl }

<

Elementary conditions can be combined to form more complex conditions. We
call selection condition over U any well formed expression whose operands are ele-
mentary conditions and whose operations are negation, conjunction and disjunc-
tion. Inthe example of Figure 3.1, the following is a selection condition :

5={(a(B=b)) A ((AD = azd,) v (C = ¢y))
It is customary to write X # x instead of (X = x). The following definition summar-

lzes our discussion so far, by stating formally what we mean by a query and its

answer,

Definition 5.1.1 Let U be a universe. A guery over U is any set of attributes Q
together with a selection condition s; it is denoted by Q/s. Given.a query Q/s and a
database D over U, the answer of Q/s in D, denoted by a(Q/s , D), is defined

recursively as follows: for any selection conditions s and s’,

(1) «{Q/e)=fte (Q., D) /tE x} where £is (X=x)
() x{Q/-s.D)=a(Q,D)-(Q/s ,D)

(3) alQ/sas”. D)=a(Q/s . D)na(Q/s ., D)

(4) o(Q/svs’,D)=a(Q/s.D)uva(Q”/s .D). ¢

In order to compute the answer to a(Q/s , D), we compute recursively a model

mgy, s as follows:

(1) mys =mgy, if s is an elementary condition €.

(?) mq/-p(a) = mq(a) - mq/s(a):
(8). mq/s/\s’(a) = mq/s(a) n mq/s’(a)~
(4) mgsvs () = mg/s(a) Umg,s{a), for all a in SYMBOLS.

We clearly have the following property:
for any query Q and selection condition s, we have «(Q/s ., D) = T(mg/;) =
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For example, in order to compute the answer of a(AD/ -(4=a,), D) in the data-
base D; of Figure 3.1, we compute the model Mg,/ -(4=e,) from the model m,, of Fig-
ure 3.1. We find : :
Mg, 21> $ 2+ 2 23> 4, by » 13, by 24, ¢, ~ 1234, d, -+ 1254,
and so the answer to the query is: :
Tmg,)=lad. asdy). =

We have seen so far that, while keeping the philosophy of the universal relation
assumption, we can avoid ambiguities by adopting a purely semantic definition of
answers. We have also seen an algorithm for deductive query answering. Dne may
wonder where exaclty relational joins fit into the picture. Let us see some exam-
ples. Consider the databases D, = (8, ,Z;) and D, = (8, , £;), shown below, where
we assume that T; and I, are empty. - '

First, let us consider the query Q, = ABC in the database D,. From what we have
said so far, it is clear that the answer to Q, is empty, that is, «{Q, . D,) = p. Onthe
other hand, the join of the two relations in 3, produces the tuples abc and abc'.
Although these tuples are not true in every model of D,, there is 2 model of D, in
which abc is true, and there is a model of D, inwhich abc’ is true {(actually, there is
even a model of D, in which both tuples are true). Consider next the query g, = AB
in the database D;. Clearly, «(AB, D;) = ¢. On the other hand, the join of the two
relations in 3z produces the tuples ab and ab'. Again, although these tuples are not
true inevery model of Dy, there is 2 model of D, in which ab is true, and there is 2
model of D; in which ab’ is true. These observations suggest the definition of an
upper bound for query answers, that we shall now define.

Let D be a database and m a model of D. Let us recall that T(m) denotes the set
of all tuples that are true in m, and that T(D) denotes the set of all tuples that are
true in every model of D, that is,

(1) TD)=T\{T(m) / mis a model of D.}.

Let us also recall that, given a query Q. the answer «{Q , D) is the set of tuples over

Q that are true in every model of D, that is,
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() «Q.D)=dom(Q) nT(J).

Now, let us denote by SYMBOLS(D) the set of symbols in SYMBOLS that are .

assigned a non-empty set by every model of D. Clearly, SYMBOLS(D) is the set of
the symbols appearing in the database. Let us then dencte by TUPLES(D), the set
of all tuples over SYMBOLS(J}. Now, let us denote by TY(D) the set of all tuples in
TUPLES( D) such that, there is a model of D in which t is true. Clearly, we have:

(1°) TYP)= U { (m) n TUPLES(D) / m is a model of D |.

Given a query Q, let us denote by a{Q . D) the set of all tuples t ovér Q such that,

there is a model of D in which t is true. Clearly, we have:
(2*) «a¥Q.D)=dom(Q) nT\D).
It is not difficult to see that T(D) € TY(PD) and «(Q. D} ¢ «¥(Q . D). Now, given a

database D = (& , I). two questions arise:

(a) How can we compute T' (D)
(b) Under what conditions cn £, T(D)= TY(D)

For more details on these and other related questions, the reader is refered to
[10]. Let us only mention here that T%(D) can be computed by slightly modifying
the algorithm 3.1, seen earlier. It turns out that the output of this new algorithm is

precisely what we would get from & using joins (and projections). This result and

the fact that o(Q. D) € a(Q. D) show that joins can be seen as producing crude

upper bounds of answers.
5.2. SYNTACTIC APPROACH : ANSWERING THROUGH TABLES.

As we have said in the introduction, the model used in this paper is a recasting

of the partition model proposed in [10]. The partition model is used in [3] in order -

to justify an assumption commonly used in database theory, namely the weak-
instance assumption. In this section, we study the relationship between our model
and the weak-instance assumption of the relational mode! In particular, we show
that the well-known chase algcrithm which is used to determine consistency of a
database can, in fact, be used to compute query answers, in the sense defined ear-
lier (see Definition 5.1.1). First, let us recall some definitions.

Definition 5.2.1 Let U be a universe and V a countable set of symbols not in
SYMBOLS. The symbols of V are called variables. A table over U and Vis a set 7 of
tuples over U such that
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(1) Vi eT, VAe U, t(4) e dom(A)ort(A) e V
(3) Wt ,t' €T, VABeU, t(A)eVaT(B)eV = t(4)=1(B).
We denote by T(U,V) the set of all tables over U and V. I
Roughly speaking. the tuples of a table can contain constantss (i-e. elements of

the attributes domains) as well as variables (i.e. elements of V). The constants in a
tuple form a subtuple of particular interest, that we now define.

Definition 5.2.2 Let 7 be a table over U and V, and let t be a tuple of 7. Thcv"’.,"'

content of t is a tuple denoted by |¢| and defined as follows:
(1) |z]is a tuple over the set { A /'t(A) €V},
(2) For every A in U such that t(A)eV, |z]|(A) = t(A).

We denote by |T| theset{jz] /te T} ®

Tuples having the same content can be seen as "equivalent”, and this definition can

be extended to tables.

Definition 6.2.3 Two tables T and 7' are called equivalent, denoted by 7 = 7', if
and only if || = |7']. e :

It follows that T and 7" are equjvélént if they are equal, up to.a renaming of vari-
ables. We denote by T the equivalence class of 7 and by T(U,V)/= the set of all
eqquivalence classes in T(U,V).

Let {U) be the set of all interpretations of U. As attribute domaains are count-
ably infinite, -the set TUPLES is also countably infinite, and there is a bijection
between TUPLES and the set of (positive) integers w. Let € be such a bijection. Now,
‘using &, let us define a function ¥ from T(U,V)/= into I(U) as follows: for all T in
T(UV), ¥(7) is an interpretation] in I(U), such that:

W a € SYMBOLS, {a)={e(fr])/rETAlr|(A)=a)}

Clearly, ¥(7) does not depend on the representative T chosen.

Lemma 5.2.1 For all s in TUPLES and for all 7 in T(U,V). we have:

s € T(¥(T)) <> JteT, sisasubtupleof [¢]:
(Recall that T(¥(7)) denotes the set of all tuples that are true in the interpretation
¥(7)). o '

Proof
emilted ©
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Algorithm 5.2.1° (CHASE).
Input :atable TinT(U.V).
Output : a table chases(T).

Do the following until there is no more change:
-if thereisr and s in 7, X~A in T such that:
r(X) = s(X) and r{A) # S(A), and r(A)€V and s(A)eV
then change s(A) to r(A). 5

The chase algorithm has been extensively studied and used in the relational
literature [12]. However, this algorithm has been almost exclusively used to test
consistency of a database with repect to a set of dependencies Z. In what follows,
we show that chasey(7) can also be used to answer queries, and that the answers
thus obtained are precisely those obtained by the semantic approach described
earlier (Section 5.1). The chase algorithm given here, uses the background
assumption that the set I is closed under implication by the condition "r{A)€V “.
This chase algorithm would not be correct if the set of functional dependencies T

was not closed under implication.

~ Consider a database D=(¢&, £) over a universe U, and associate with § a table
7(8) such that |7(8)| ={t€ dR) /Rc U R# ¢} Clearly, this definition specifies
~ only the constants of the table 7(8) but not the variables. It follows that ¢ is actu-
ally associated with the equivalence class of 7(58). Now, chasegy can be seen as a
function from T(UV) into itself. Moreover, this function preserves equivalence,
that is, if 7 = 7', then chaseg(T) = chaseg(7"). (This is clear from the chase algo-
rithm.) Thus, we can define a function chasey from T(U.V)/= into itself as follows:
chaseg(7) = chaseg(7). The following theorem describes how semantic implication

can be tested through syntactic manipulations of tables.

Theorem 5.2.1 For every database (¢, L) and every tuple t in TUPLES,
t€ T((6 .2)) <> s € jchaseg(7(8))], tisasubtuple ofs. o

Proof
omilfed 0

Consider now a database D=(4 , L) and the associated chaseg(7(8)). Let Q be
any query (without selection condition). It follows from Theorem 5.2.1 that, in
order to compute the answer a(Q ., D), it is enough to perform the following opera-

tions:
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(1) Project chaseg(T(8)) over the attributes of Q.
(2) From the result of (1), select all tuples that are total (a tuple is total if it is

equal to its content).
In the general case, where the query consists of a set of attributes Q and a
selection condition s defined as in Section 5.1, the answer {Q/s , D)-is now com-

puted as follows:

(1) Select from the tuples of chaseg(7(8)) those that satisfy s

(in the relational sense).
(2) Project the result of (1) over the attributes of Q _
(3) From the result of (2), select all tuples that are total.

This can also be expressed by the following formula of relational algebra:
a(Q/s . D) = Tlsq ( o, ( chasex(7(3))
where Thp(r) is the set of all total tuples in.HQ(r),

In conclusion, we have established in this section the relationship between our
semantic approach to query answering and the syntactic approach of the relationz!
model. In fact, Theorem 5.2.1 can be seen as providing a semantic content to the

weak-instance assumption.

' 8. UPDATING

In this section, we discuss database updating, and we give an algorithm for per-
forming. the insertion or deletion of a tuple in a given database. We begin by
defining formally insertion and deletion of a tuple. In doing so, we shall require that
the insertion or deletion of a tuple produces a "minimal change” in the original
database. We consider this to be a reasonable constraint, from a practical
viewpoint.

Let U be a universe, and T a set of functional dependencies over U. recall that
BASES(Z) denotes the set of all consistent databases over U having T as their set of
dependencies. Given a database D=(3 ,T) and any tuple t in TUPLES, we define the
result of the insertion of t in D as a database D' verifying the following properties:

()DX D’
D £t
(B) for every database D" verifying (1) and (2), we have D'XD"".
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It is clear that the result of the insertion of t in D does not always exist, and,
when it is defined, it is not unique. But it is also clear that two databases verifying
(1), (2). and (3) are equivalent. So we can define a (partial) function INS from
BASES(Z)/= x TUPLES into BASES(Z)/= as follows:

Definition 6.1 Given a database D in BASES(Z) and a tuple t in TGPLES, the
insertion of t in D, denoted by INS(D,t) is the minimal class D' of BASES(Z)/= (if
such a class exists) such that

(1) DD’

() DEt

We have seen in Section 4, that two equivalence databases cannor be dis-
tinguished by the user in a universal relation interface. So, the differences between
elements of an equivalent class of BASES(Z)/= are immaterial for the user. This is
why we choose to discuss here updating of equivalence classes rather than of par-
ticular databases. We shall come back to this remark at the end of the section. We
now define deletion of a tuple t in a database D, in much the same manaer aswe

have done for insertions.

Definition 8.2 Given 2 database D in BASES(Z) and a t'uplc t in TUPLES, the dele-
tion of t in D, denoted by DEL(D,t) is the maximal class D' of BASES(Z)/= verify-
ing '

(1) D'< D, A

() D'% x 5 for alld x such that <« i=D 4
The fowaing lemma gives a characterisation of DEL(D,t).

Lemma B.1 Let D be a database in BASES(Z) and t a tuple in TUPLES. Then
T(DEL(D2)) = T(D) - {x€ D) . xkEpt] =
Proof easyo

An important consequence of this lemma is that DEL is always defined, for
every value of D or t. Let us put these definitions to work in the following example.

Example 6.1 Consider the database D of Figure 33, We have
T(D)=fab.c.b’.c’.ab,be,b’c’,abc,ac}. If we insert the tuple t=a'b’ in D, we obtain
from Definition 8.1 : ‘ :
T(INS(D.a'b)) = fa.a'.b,b',c,c’.ab,bc,ac,abe,a’b’ b'c’,a'c ,a’'b ¢’}

The tuples a’b'c’ and a'c’ have .also been inserted because of the dependency B-C
in 2. We have a'b’ £p a'b'c’ and a'b'c’ k= a'c’, that is, a'b'c’ and a'c’ are “conse-
guences” of a'b’. If we now want to delete from D the tuple t=abc, then we obtain
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from Definition €.2: ,
T(DEL(D,abc) = {a,bbe,b'c’ ac}.
All the tuples from which abc is a consequence, namely abc and ab, have been

removed from T(D). ©

We now consider the following problem. For a given database D and a tuple t,
find algorithms 2o process the insertion or the deletion of t in D. We use the notion
of update mode! introduced in Section 3. We have seen that an upddte model
characterizes exactly one equivalence class of BASES(Z)/=. So, in order to pro-
cess an Insertion or a deletion, all we have to do is to compute two mappings i and
d transforming the update model of D into the update model of INS(D,t) or
DEL(D,t), respectively. We can represent the situation in the following figure.

BASES(E)/= x. TUPLES " BASES(E)/=
. INS or DEL
(D t) - ' 5D’
A\ /
iord X
( my . 1 ) > mul

Figure 6.1 Functions i and d, "translating” INS and DEL, respectively.

So the update processing consists of the following steps

(1) Express the update in terms of the database.

(2) Produce an update model of the database.

(8) Process the update in this model.

(4) Given the result in terms of the database.
Notice that these steps are very similar to those used for query processing in the
previous section. The following algorithm computes the function i.
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Algorithm 6.1 Insertion.
Input : An update model m, and a tuple t.

Output: An update model m,".
(0) Let m, be the model m,".

(1) For every sub-tuple s=a, - - - 2 of t, if my(s) = ¢,
add a new integer é in m(a;) for jin {1,...k}.

(2) -For j21, compute my;; from m; as follows, until mj4, = my:
If there isX-A€e L x € dom(X) and a € dom(4) such that
m(x) n mya) # ¢ and my(x) @ mja).
then
- compute my as follows:
my'(a) = my(a) U my(x),
m;'(b) = my(b). for every b in SYMBOLS such thatb # a, and
- my4 s the interpretation obtained from mj’ as follows:
For every tuple t=a, - - - & such that t m; ' (1) # ¢ and my (1) # ¢,
add a new integer ¢ tom; ' (a;) for all p in 1...k}.

else let m;,, be m;.

(3) -Let m;, be the last function computed at.Step 2. Let m, be

the irreducible model obtained by removing from m; anelement of

each pair of inseparable integers. @

Theorem 6.1 Algorithm 6.1 terminates, and if the function m,’ thus obtained is
an interpretation of U, then i(D.t) = m, (up to a renaming of the integers) else

JNS(D,t) is not defined. _ ©

Proof The proof of this theorem is quite similar to the proof of Theorem 3.3 »

Algorithm 6.1 strongly resembles to Algorithm 3.2, and this is not surprising.
Indeed, the construction of an update model for a database D can be seen as the

“insertion of all the tuples of D into the empty database.

We give now an algorithm for computing the function d.

Algorithm 6.2 Deletions.
Input : an update model m, and a tuple t.
Output: an update model m,.". '
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The update model m,’ is obtained from m, by removing from my(a) the

integers of my(t) e

Theorem 6.2 The model m,' computed by Algorithm 6.2 is the update model
d(my,t) {(up to a renaming of the integers). ©
Proof . ,
We clearly obtain an update model from the algorithm. We can use Lemma
8.1 to characterize the elements of the input model m,. We obtain, using the
notations of Section 3,

(D) my'(t)=1{ks,sEpt]
We clearly also have

(R) sFpt iff my(s) & myt). _
In conclusion, condition (2) implies that it is necessary and sufficient to remove
from m, all the integers of my(t) in order to eliminaze from T(D) the tuples s
such that s Ep ¢, and condition (1) shows that we do not remove any thing else

from T(D). ® ) .

We have seen, so far, that we can express updates and then process them using
our semantic approach. We have considered only one-tuple updates in order to
simplify the presentation. All the results and algorithms can obviously be extended
to multi-tuple updates. We conclude this section by a brief discussion of how to
represent the classes INS(Dt) or DEL(D,t) by an appropriate database D'. That
is, how can we define two fuactions INS and DEL from BASES(Z) x TUPLES into
BASES(Z) verifying the following properties: for example, if D' = INS(D,t)

(1) D' = IN5(D.t)
(RYVQecU.VvertedQ) teTD) = ted(Q).
(3) &' is minimal with repect to inclusion.

Property (2) says that every tuple t which is in 6(@) and which is still true in D'
must appear in 3'. Property (3) says that D' must not be redundant.

The representation problem just described has been trzditionally considered in
the relational literature as the update problem [12]. Obviously, it is an important
problem from the system viewpoint. However, in a universal relation interface, and
from the user viewpoint, it is immaterial which representation is used. What really
matters is the equivalence class. This aspect of the update problem has been
largely ignored in the relational literature. This is why we have chosen in this sec-
tion to discuss updating of equivalence classes rather than of particular databases.
We believe that both aspects are important, but we also believe that working with
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equivalence classes provides deeper information on update semantics. |

7. CONCLUSION

We have seen 2 set-theoretic interpretation of the relational model which adds
to it a deductive component through set-containment. While keeping the philoso-
phy of the universal relation assumption, we have avoided ambiguities by adopting
a purely semantic approach to query answering. We have also presented algo-
rithms for query answering and update processsing, and for determining

equivalence of databases.

We are currently working on several aspects of our approach. Firstly, it has
been shown in [10] that set-containment allows to capture the notion of imheri-
tance. Functional dependency is just one example of inheritance. So the next step
is to investigate the influence of inheritance properties, in general, on query and "
update processing. A second important aspect is computational compexity. The
number of symbols and the number of tuples in-the database have a direct impact
on the efliciency of our inferesice algorithm. However, it seems that keys (in the
sense defined in the relational model) can be profitably used to increase efiiciency.
Finally, we are looking into the problcm of recursively defined queries. Dur
définition of an interpretation does not allow us to model databases where two or
more attributes have a common domain, For example, the relation {ab , be} can-
never have a model. Indeed, as a and b are symbols of the same domain, we have:
1(a) n I(b) = ¢, for every interpretation 1. It follows that no interpretation can ever
verify the tuple ab. However, there is a way out through a modest extension in the
definition of an interpretation [11]. Indeed, it is sufficient to require that, for every
‘symbol a, there are symbols a' and 2" (in the same domain) such that
a)cXa') nXa"). The resulting theory and computational algorithms are

presented in a forthcoming report [11].
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