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Getting Liberated from the Free List -

"Comment se libérer de la liste libre'".

Olivier DANVY

Institute of Datalogy - University of Copenhagen
Universitetsparken 1, DK-2100 Copenhagen @, DENMARK
uucp: ...!mecvax!diku!danvy

Abstract

This paper describes why a free-storage list is an useless middle result. It is illustrated with
the well-known mark and sweep garbage collection algorithm, and this improves a memory
management in proportion of the free-list cost.

A free list is not for free: it is an intermediate and ephemeral structure built by the collector
and destroyed by the mutator. It originates with LISP 1 and LISP 1.5, where a cons-cell
was marked with its sign bit. More independent marks allow: (1) to concentrate unmarking
just before the marking phase to start with an uniformly unmarked memory, since this is
the only reason for resetting marks; (2) to get liberated from the free list by combining the
sweep phase with the allocation. This leads to a lazy sweeping garbage collector. This
paper presents it and justifies its correctness, extends it to freeing storage on-the-fly and
concludes on its efficiency and parallelization.

Keywords: garbage collection, lazy sweeping, LISP, mark and sweep.

. Résumé
Cet article décrit pourquoi une liste dite libre de blocs mémoriels préts a &tre alloués est un
résultat intermédiaire inutile. Ce point est illustré avec ’algorithme bien connu de glanage
de cellules "marquage et balayage", et la gestion d’une mémoire en est améliorée propor-
tionnellement au colit d’une liste libre.

Une telle liste tarife sa liberté: c’est une structure intermédiaire et éphémere construite par
le collecteur et détruite par le mutateur. Son origine remonte a LISP 1 et LISP 1.5, ou ’on
marquait un doublet avec son bit de signe. Définir des marques plus indépendantes permet:
(1) de regrouper la phase de démarquage en la situant juste avant la phase de marquage,
afin de démarrer avec des doublets uniformément non-marqués, puisque c’est I’unique
raison du démarquage; (2) de se libérer de la liste libre en composant le balayage et
I’allocation. Cela conduit a un balayage paresseux. Cet article le présente et le justifie, le
généralise pour pouvoir libérer de 1a mémoire a la volée et conclut sur I’efficacité qu’on
peut en attendre et sa parallélisation.

Mots-clefs: glanage de cellules, balayage paresseux, LISP, marquage-balayage.

Usual address: LITP-Paris VI (couloir 45-55, 2¢ étage), 4 place Jussieu, 75252 Paris Cedex 05, FRANCE
(uucp: ..!mcvax!inriallitplod). The stay in Denmark is supported by INRIA.
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Introduction

It is particularly. striking to see how deep the concept of free list is rooted when talking
about classical management of storage in LISP systems. The classical survey papers
[Cohen 81, 83] show that the need of a free list is taken for granted in non-compacting gar-
bage collection algorithms. Freeing a cons-cell actually consists in chaining it into the so-
called free-storage list, in order to reallocate it later on.

One may trace this to the original definition of Garbage Collection [McCarthy 60a, 60b,.
62]: when all the available dynamic memory had been allocated, the activity of the system
was suspended, active cells were marked and the whole dynamic memory was swept to re-
create the free list. This was the way to represeht the dynamically available storage.

The historical foundation of a free list seems to rely on the way the cons cells were marked:
with their sign bit. Sweeping thus was absolutely necessary to unmark the active cells, in
order to reobtain a consistent state of the system, and avoid misinterpretation of a non-reset
sign bit later on. For this reason freed memory cells had to be identifiable by some other
means at the end of the collection, hence the free list (constructed during the same bit-
resetting sweep) which may be seen as the identification of free cells by location rather than
by contentsl.

This one reason has had two major impacts on the mark and sweep algorithm:
— the free list intrinsically exists to identify free storage by location;
— unmarking is integrated in the sweeping process.

Today this economic practice has lost its justification: collectors use more independent
marks during the marking phase. Thus there is no longer a strong motivation for sweeping
the whole memory. It only serves to construct the free list, which is later destroyed during
allocation. The algorithm described below eliminates the need for the free list and thus the
need for the sweeping phase of collection. It relies on the following observations:

Mark and Sweep
Mark, Unmark or Collect, Traverse
/ \

Factorized IInmarkina Withont Free Lict

Factorized Unmarkin g Without Free
Reset, Mark, Collect, Traverse Mark, Allocate or Unmark
' \ /
Lazy Sweeping
Reset, Mark, Allocate

1 Note the analogy with deep binding: one accésses a binding (resp. a free cell) as an element of
an A-list (resp. a constituent of a free list).
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A cycle of the original mark and sweep algorithm is composed of the following steps (top
part of the figure): (1) active cells are marked by tracing all accessible cells starting from a
collection of pointers (registers, stack and global variables); (2) memory is swept, linearly:
marked cells are unmarked and unmarked cells are collected and linked in the free list; (3)
computation is resumed and cells are allocated from the free list until it is empty, which
causes a new collection cycle.

A first remark is that the marking phase only requires the memory to be uniformly
unmarked when starting. Unmarking can be factorized just before the marking phase since
it does not matter whether a cell is marked or not to use it. The cycle thus becomes (left
part of the figure): (1) marks are reset all at once; (2) active cells are marked; (3) memory is
swept and unmarked cells are collected in the free list; (4) computation is resumed and the
free list is traversed until it is empty.

A second remark conducts to get liberated from the free list: composing sweeping and allo-
cation, there is no more a need for the free list. The cycle becomes (right part of the
figure): (1) the active cells are marked at g'arbage collection time; (2) the memory is
traversed at allocation time to allocate unmarked cells and unmark active ones.

These two optimizations can be composed and finally, the cycle becomes (bottom part of
the figure): (1) marks are reset; (2) active cells are marked; (3) memory is swept, unmarked
cells are allocated and marked cells are left.

This should establish clearly this proposal does improve the good old mark and sweep gar-
bage collector, first in. proportion of the free memory (i. e. of the free list, which has disap-
peared) and second in proportion of the non-free memory (i. e. of individual unmarking,
which can be substituted by a reset of all the marks, according to their representation and
location?). '

1. Mark and Sweep without the Free List

The sweeping phase thus is distributed over the allocation phase® and leaves the marking
phase invariant: one mark per cell and a recursion stack are needed* — the key point being
here that the mark of a cell does not interfere with its use.

Grouping the marks in an independent bit-map leads to a number of optimizations: one can
coerce the types "bit" and "integer” to divide the time to find a free cell by the current word

2 For example marks can be located in a separate bit map with one bit for each allocatable cell.
Alternatively, in the cons-cells of GNU Emacs Lisp, there is one "markbit" per Lisp object, located
in the object. The markbit of the CAR is used to mark a cell, and similarly, the markbit of the pro-
perty list is used to mark a symbol. However, outside of garbage collection, all markbits are al-
ways zero. This makes sense, since that garbage collector is mark and sweep (except that it copies
strings).

3 The allocation phase consists in the execution of cell allocation primitives during a computa-
tion.

4 This assumes that a stack is used for marking as suggested in [Knuth 68], but other strategies
are possible, such as the use of a second bit [Schorr & Waite 67] or of a bit stack [Wegbreit 72].
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length5 in so far as cells are frequently allocated and abandoned by linear packs (clusters)
[Clark & Green 77, Clark 79], immediately recognized as null words in the bit map. One
may also perform an indirect branch on the bit map to a set of specialized subroutines allo-
cating directly the free cells. For example, the configuration 5 (101) would lead to allocate
the third and first cells in some page, and the configuration 7 (1101) to allocate the fourth,

third and first cells. One may even remark that the resulting tree of subroutines Wthh is
involved is redundant, as in the example where 5 is a particular case of 7.

These strategies have been implemented in C, after having read [Steele & Sussman 79, 80]
and during the realization of a Scheme virtual chip [Danvy 86b]. It has been observed that
programs succeeding without any GC take the same time, and that initializations and con-
sumption of cons-cells before the first GC are faster; kamikaze programs which consume
and construct more than possibly representable results do obviously not succeed but the
fatal error occurs much faster in the one-phase garbage collection: 30% in average; this has
been discovered to test exceptional routines which reallocate memory.

It is of course hard to say what an average program is; there are standard tests [Gabriel 85]
but they apply for Common Lisp. Our tests have been the first actual programs to run.
Self-interpretation of both recursive and continuation-based metacircular definitions [Rey-
nolds 72] has shown an improvement of 15 to 20% in garbage collecting times. The same-
fringe problem with flattening method, lazy evaluation or continuation-driven strategies
[Hewitt 74] and head abstraction and reduction of Combinatory Logic terms have
confirmed that measure.

Finally, one may note that [Hoare 75] names the original McCarthy s mark and sweep gar-
bage collector: "Mark and Scan". This name looks better applied here, concurrently with
"Lazy Sweeping".

In the following, the Lazy Sweeping method is justified in part II. It is extended in part III
through a voluntary garbage collection. Life without the free list is discussed in part IV.
Part V develops issues on efficiency and part VI makes memory management using mark
-and sweep parallel.

2. Correctness

2.1. Distributed Unmarking
The Lazy Sweeping method is straightforwardly justified by structural induction:
— by definition, all the active cells are marked and all the free memory is unmarked at

thay wrlhin ehn e~
the end of the mmhng paass; mus o\.cuwuus lincar! Yy uuuusu uiC memory for the suc-

cessive free cells, unmarking the marked cells and allocating the unmarked ones is a

5 One could even pretend that this time ought to be logarithmic rather than linear, given the
possibility to test an arbitrary size of memory ata time, although this is not available today.



safe way of allocating;

— when the whole memory of cells has been traversed, all the cells are homogeneously
unmarked; indeed, active cells were marked and have been unmarked and allocated
cells already were unmarked;

it is sufficient now to mark active cells;

)

once the marking phase is over, the initial state is recovered;

marking the statically defined cells while not the others, is a sufficient condition to ini-
tialize the system, when bootstrapping it.

i

\)

2.2. Factorized unmarking _

Moving the incremental unmarking from the allocation loop to an isolated extra phase is a
formal transformation which does not influence the correctness of the algorithm. To
bootstrap the system, it is sufficient to start the linear search after the static cells.

3. Voluntary garbage collection

Garbage collection is now reduced to its marking phase and occurs when the whole
memory has been searched for a free cell, without success. A voluntary GC consists in a
collection which explicitly is requested before the system runs out of free cells. The neces-
sary course of action then depends on the unmarking policy chosen.

3.1. Distributed unmarking

To preserve the consistency of the marking semantics, a preliminary operation will occur:
the uncovered rest of the memory will be massively declared inactive, i. e. unmarked as if it
had not been allocated. The marking phase can then start with a homogeneously marked
memory.

3.2. Factorized unmarking

In this case, the rest of the memory to be traversed is ignored, all the marks are reset and
the marking phase proceeds.

3.3. Mark and sweep

Requiring voluntarily a GC confirms that the free list is a useless construction, since it has
been built for nothing. Any special treatment on it (letting its components uncollected by
marking them, or others) would involve some new extra overhead, and would upset any
compaction phase.



4. Life without the Free List

Two reasons have presided to get liberated from the free list: (1) it was an unessential inter-
mediate result; (2) its management was expensive. As an extra gain, the mark system has
been simplified. Now only two primitive operations are needed: to mark a cell and to test
whether a cell is marked or not, and furthermore one macro operation to reset all the marks.

But two possibilities disappear with the free list: the free access to an already linked seg-
ment of free cells is lost and one can no more free storage on the fly.

Of course it is always possible to manage a personal free list by hand and find in it a source
of chained free segments. But this is still a mechanism and not a solution. Let us justify
why incrementally freeing memory matters, and investigate its connections with a free list.

4.1. Garbage collection on the fly

4.1.1. Why

It is common for the Lisp implementer to recognize and prevent special cases when some
memory is no longer needed, and rather than leaving it to be collected one day, he re-chains
it to the free list on the fly.

This point has been shown to be crucial when implementing recursion with the heap
(retention) rather than with a vectorial stack (deletion), in order to properly handle captures
of continuations [Durieux 81] and more generally snap-back semantics [Reynolds, as
quoted in [Jones 85] p 22]. An intelligent marking strategy based on freeing recursive con-
texts on the fly allows one to come from 80% of CPU time spent in garbage collection® to a
more reasonable 1 or 2% in the usual cases [Danvy 86a, 871.

This new preoccupation calls again into question the statement from [Baker 78] where free-
ing storage on the fly is not worth the effort. Nevertheless two SUBRs offer that service in
Le_Lisp [Chailloux er al. 86], both to free a cons-cell and a list. And a meta-recursive
implementation such as Méta-VLisp [Saint-James 87] casually defines the free list as being
the current value of a particular symbol.

1T Y f] tsb2iasnl : ~n y 1C 1,
ing, Gynamic meémory 1S Con

the allocation pointer. Therefore:

— either the freed cell follows the allocation pointer, i. e. is in the zone to be swept; then

since it is an active cell it is marked: freeing reduces to unmarking;

— or the freed cell precedes the allocation pointer, i. e. is in the zone which has been
swept:

6 Which corroborates the 80% of time spent in garbage collecting in the first Scheme chip [Hol-
loway et al. 80}, where everything was also represented with cons cells.
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— primarily, the allocation pointer is not supposed to go backwards, but let us
extend its semantics, if it is consistent;

— in the case where unmarking was distributed in the allocation phase, all the cells
preceding the allocation pointer are unmarked, as if all of them were free — but
this interpretation is inconsistent: the correct one is that this part of memory is
ready for the marking phase; thus unless changing the meaning of the mark and
recursively adding an extra sweeping phase before marking, there is no way to
free a cell using its mark only; '

— the other case is no better: since during allocation the active cells have not been
unmarked, nothing can be done: the marks do not reflect any activity any more;
allocated cells were marked and any cell may have been abandoned later on.

Thus in the better case a cell can only be voluntarily freed if it is preceded by the allocation
pointer, which is not practically tractable. Several possibilities appear: (1) to come back to
a hand-managed free list: it would definitely be damaging to any natural coalescence of
freed cells’; (2) to unmark incrementally non-allocated cells: this gives rise to free cells
before and after the allocation pointer, and reverses cyclically the meaning of a mark; (3) to
mark incrementally allocated cells: this too reverses cyclically the meaning of a mark; (4)
to develop a more sophisticated marking system by zones: indeed, the marking phase still is
a bottleneck; (5) to create a new mark per cell: this is developed below.

Here is a simple method to free memory on the fly, since it matters: the idea is to define a
second mark per cell and to use it for marking a cell freed on the fly. Defining the second
mark in a new table answers to the present requirements (independence + efficiency).
When the allocation phase is over, one can start a new allocation phase based on the second
mark table: it will allocate what has been freed on the fly during the preceding allocation
phase. Of course this is recursively applicable to the first table: at the end of the allocation,
the current mark table is systematically reset. In the context of extremely frequent collec-
tions on the fly, there will be several allocation cycles between two marking phases and one
full sweep before a marking phase. This is definitely realistic when recursion is imple-
mented with the heap [Danvy 87].

The essence of this problem is that it is garbage rather than active cells which are con-
sidered, both after the marking phase and when collected on the fly. The free list offered a
convenient hook.

4.2. Garbage collection of data with fixed format

The cons cells from Lisp provide a classical example of data with fixed format. From a
general point of view, the allocation of these data which consists in taking the first one
from some free list can be safely replaced by the criterion permitting to put that data in the

7 For example in the case of contiguous clusters freed. That property naturally belongs to the
Stop and Copy garbage collector, where there is no free list either, but only half the memory space.
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free list — provided that the marking system does not interfere with anything else.

As an interesting case, let us consider the symbols in a Lisp system. They have a fixed for-
mat and generally are stored in a free list. To garbage collect them is not trivial, since they
are usually involved in some kinds of hash-code (on the Print-Name), for efficiency. Still,
it is possible to get liberated from their free list, with the following idea: after some mark-
ing strategy permitting to determine which symbol is free or active, the sweeping phase
also disappears, and inactive symbols are not removed from their hash-code class. On the
contrary, when a new symbol is to be created, it is sufficient to use an unmarked (and thus
free) entry in its hash-code class and re-use it. Furthermore, one can collect its Print-Name
on the fly or better re-use it (if that string is free), as a natural instance of the hash-code
class.

4.3. Garbage collection of data with variable format

That case is more specific since the criterion of coalescence intervenes, as a way to avoid
memory fragmentation. It is classically accomplished with an extra phase.

5. Issues on efficiency

We have completely implemented lazy sweeping in C, including the possible reversions of
marks, in the fall of 1986 at DIKU. The results have been an average improvement of 20%
in computation times.

However the main optimization reveals to be factorized rather than distributed unmarking8.
Indeed, as pointed out by Kent Dybvig [Dybvig 87], building the free list is faster than the
allocation of free cells in lazy sweeping, because one traverses the memory in one loop and
the other traverses the memory in lots of little loops, repeating the loop prelude and post-
lude in proportion to the number of free cells. On the other hand, with a free list, the allo-
cation time which is also proportional to the number of free cells should be added. From
the strict point of view of efficiency, such considerations conduct to simply count the
number of elementary instructions in the collection and allocation and to weight it with the
number of freed cells?. From a more conceptual point of view, this leads to define the con-
sumer and the allocator as two coroutines [Conway 63]: the consumer is the mutator
[Dijkstra et al. 78]; the allocator is the sweeping phase and as a coroutine is a perpetual
loop with one prelude and one postlude. This eliminates the overhead of the little alloca-
tion loops between two marking phases.

Mark and sweep has been defined procedurally with a free list: allocating was performed
with a procedural call. Getting liberated from the free list conducts to two coroutines for

consuming and allocating Surpricinolv  concidering the collector and the mutator ag two

WRATeALiLapn Gadle TALVULALL O WA FAATRIRLENA Y ) WASRATAALAL aks by

independent processors running in parallel makes the free list reappear: because it

8 Peter Deutsch [Deutsch 87] told us that unmarking was factorized before the marking phase,
in all the mark and sweep garbage collectors he had implemented but that they all had a free list.

9 Obtained by decrementing a counter in the marking phase, each time a new cell is marked.
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represents then all the free cells to be allocated later on. And when the collector has
finished to sweep the memory, it can restart a marking phase in advance, breaking the mark
and sweep bottleneck.

6. Towards a parallel mark and sweep

If the marking is to be performed in parallel with the computation, it may not have detected
all cells not active at the end of the marking phase. This is still a safe method, as the rest
will be collected in the next cycle. The important point is not that when the marking phase
ends, there are too many marked cells, but that all cells which are active are marked at the
end of the marking phase. This is done by extending the set of original pointers (registers,
stack, global variables) to all the cells allocated, assigned or side-effected meanwhile (this
includes the free list), with an appropriate synchronization: a newly considered cell which
is not marked is pushed on the marking stack10. If the marking phase terminates without
. the free list being exhausted, there is no interruption and the sweeping phase can start. If
the free list is exhausted during a marking phase, then either allocation becomes lazy
[Friedman & Wise 76] for some time, or more realistically the mutator is interrupted and
helps the collector to finish in parallel the marking phase, with the very strong reason that
they do not need any synchronization [Lang & Dupont 87].

This illustrates simply the possible multiplication of processors devoted to garbage collec-
tion (and their cooperation to perform the main marking phase):

.— either on different parts of the memory [Lang & Dupont 87];

— or on the same parts of memory, but with independent marks: the idea here would be
to have, at each moment, different viewpoints of a same configuration and to be able
to select one of them at any moment; the use would be for a distributed garbage col-
lector: changing of viewpoint would occur for example when a task ends; all the
memory that it used would become instantly free, because it already is free in the new
viewpoint.

Conclusion and perspectives

This article describes how to get liberated from the free list, by transforming the mark and
sweep garbage collection and its associated allocation to lazy sweeping. This transforma-
tion is merely a composition and simplification of redundant and/or expensive operations:
(1) the free list itself as an useless intermediary result; (2) unmarking as an iterative access
to one unique mark. All of this has been presented as a consequence of making marks
independent from the use of the markable objects and identifying independent operations to
simplify their composition.

10 This can be realized without any test by redefining periodically the elementary routines ac-
cessing to cells.
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Lazy Sweeping does not interfere with all the possible improvements in the marking phase:
unfolding the current unmarked cell rather than pushing blindly its CDR, compacting the
marking stack when it overflows and resume marking, and so on. A parallel mark and
sweep garbage collector has even been sketched.

The modified algorithm still requires one (independent!) mark per cell and a stack for
recursively marking linked nets. It may be extended to compacting garbage collection with
an extra phase. It is presently used in a new Lisp system: LIPSC, that we have developed
on the Intel’s Hypercube!! where it corresponds to a need: there is only 256K available per
node and semi-spaces are out of the question.
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Translation

Here are some proposals to translate "Garbage Collection" in French: Glanage de Cellules
of courselz, but it could be Gabelle Chronique, or even, with a free list: Glanage Central or
Gaulage Cataleptique, since everything is suspended during garbage collection. An incre-
mental garbage collector could be a Grappillage Continu, or Conjoint, while a two semi-
space one would be a Glanage Colporteur. If it is a compacting one, then it would be a
Glanage Compresseur or better Colmateur. Finally reference counting could be named
Glanage au Compte-goutte.
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