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Abstract

This report gives unified tools to attack the motion planning problem for general manipulator
robots in a 3D environment. These tools are hierarchical geometric models of objects, for faster
computation of critical distances by use of thresholding, general techniques to compute distances
and their variations when the configuration of the system changes, and structuration of Free Space
in Configuration Space as a 2"-tree. They are used both for local computation of safe trajectories,
by mapping the control of critical distances in Cartesian Space into constraints in Configuration
Space, and to build global models of Free Space in C. Space. For systems with over three or four
significant degrees of freedom (e.g., a six-joint manipulator carrying a bulky load), we propose to
systematicaily decompose the problem into two levels, memorizing the results of execution of the
local planner by use of learning techniques. In addition, we extend the motion-planning problem
to a broader class of tasks, defined by the control of a set of measures on the system.

Une approche pratique pour la planification de trajectoires des
manipulateurs a3 nombre élevé de degrés de liberté.

Résumé

Ce rapport décrit un ensemble d’outils cohérents pour traiter le probléme de la planification
de trajectoires des robots manipulateurs & nombre élevé de degrés de liberté. Ces outils sont des
modeles géométriques hiérarchiques des objets, pour calculer efficacement les distances critiques
par seuillage, des techniques générales pour calculer ces distances et leurs variations lorsque la
configuration du systéme évolue, et la structuration de [’espace libre dans I’espace des configurations
en grille hiérarchique. Ils sont utilisés a la fois pour générer localement des trajectoires slres, et
pour construire un modele global de I’espace libre. Dans le cas de systémes qui comptent plus de
trois ou quatre degrés de liberté significatifs, nous proposons de décomposer systématiquement le
probléme sur deux niveaux, en mémorisant les résultats d’exécution d’un calculateur local par des
techniques d’apprentissage. Nous étendons aussi la définition du probléme & une plus large classe
de taches, définies par le contréle d’un ensemble de mesures du systéme.
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1 Introduction

1.1 Why is Path-planning for Manipulators Difficult ?

The problem of motion-planning for manipulators is that of finding a path from an initial
to a goal configuration, avoiding collisions with obstacles in the workspace. This ability is
crucial in order to achieve task-level programmaing, this is, being allowed to describe a task in
terms of geometric relationships between objects, rather than purely joint angle commands.
We will attack in this paper the general problem of motion-planning for manipulators
with prismatic and revolute joints (eventually co-operating robots) in a three-dimensional
environment.

Searching for a path involves representing the geometry of the problem in the Configu-
ration Space of the system, chosen among the spaces of independent parameters describing
the position of all moving bodies (e.g., joint angles for a manipulator robot). Conceptually,
planning motions for the robot is then reduced to planning motions for a point represent-
ing the configuration. Path-planning algorithms will be composed of two critical steps.
The first one is the computation of the transform of obstacles in Configuration Space, this
is, the set of configurations for which there is collision. The latter consists in structuring
Free Space, the complement of the transform of obstacles in Configuration Space, so that
the search for a path can be performed efficiently.

This construction is difficult, for two main reasons. First, we are faced with the diffi-
culty of representing rotations in three-dimensional space, which makes it quite irksome
to compute transforms of obstacles for kinematic chains with many revolute joints. The
second reason is the inherent exponential complexity of the problem with the number of
degrees of freedom of the system. Many instances of the general motion-planning problem
are indeed provably NP-hard or PSPACE-hard with the number of degrees of freedom, even
if there exist general polynomial algorithms to answer the problem with a fixed number of
degrees of freedom (Schwartz and Sharir [SS83]).

The first point has found a solution with the idea of discretizing Configuration Space,
giving approximate, conservative solutions. Answering the latter point will always be

difficult. A tricky answer has been to reduce the number of degrees of freedom taken into



account to describe the search space (e.g., Brooks [Bro83]). Another -treacherous- answer
is to forget the requirement of good termination of the motion (reach the goal) and make
the system incrementally move towards the goal using minimization technique. This latter
class of approaches, illustrated by the Potential Field method (Khatib [Kha86|), more
inspired by control theory, has proved to be very powerful for describing a large family of

robotic tasks.

1.2 Bases of our Approach .

Our approach deeply relies on the on the ideas of Lozano-Pérez to represent the problem
as a graph search in a discretized Configuration Space [Loz87|. The graph represents
adjacency between elementary cells of safe configurations.

Other tools that we introduce are original. These are essentially hierarchical geometric
models of fixed and moving solids, to accelerate the computation of critical distances by
use of thresholding, g;neral techniques to compute distances between solids and their
variations when the configuration of the system changes, and structuration of Free Space
in Configuration Space as a hierarchical grid (2"-tree).

These tools are used to attack the problem under a number of angles.

Local Planning: A first order model of the variation of distances, mapped into
Configuration Space, is used to build a simple local model of Free Space. This model
is first used as a basis for minimization techniques by a local planner. As opposed to
the standard Potential Field approach, the idea is to separate the realization of the task,
described by the minimization of a set of measures of the problem, and eventually some
geometric constraints, from the constraints of anti-collision between the robots and the
environment. This makes it possible to respect accurately both the geometric constraints
on the task, and anti-collision constraints that remain very close to the geometry of the
problem.

Global Planning: Similar local models are used to build incrementally a represen-
tation of Free Space as a connectivity graph between free cells. The amount of memory
required is important, as small cells are needed to describe the boundaries of the trans-

forms of obstacles. Due to memory limitations and construction cost. this can only be




acheived up to three or four degrees of freedom, for example, to represent motions of
the arm of a manipulator (its first three links). For plénning the path of a manipulator
carrying a small load, we propose to have local and global techniques collaborate, local
six-dimensional models of Free Space being used at both ends of the trajectory to generate
fine motions close to the obstacles, and during gross-motions of the arm as heuristics to
influence the search of a path for the first three links.

Mixed Approach: For systems with over three or four significant degrees of freedom
(e.g., a six-joint manipulator with a bulky load), we propose to systematically decompose
the motion-planning problem into two levels. We build a graph whose nodes represent rel-
atively large cells of Configuration Space. Transitions between adjacent cells are weighted
by the probabiiity for the local planner to succeed in moving the system form one cell
to the other. These probabilities are used by a minimum cost path finding algorithm to
generate subgoals for the local planner. They are updated using Bayesian rules, from the
results of the execution of trajectories planned locally. As we deal with the high complexity
of graph searching only at the relevant level of the description, it is possible to apply this

technique to robotic systems with more degrees of freedom.

2 Geometric Models

2.1 A Hierarchical Description of Solids

A key element in motion-planning algorithms is the geometric representation of objects
they use. In our implementation solids are approximated by unions of simple convex
volumes that we call primitives. These are 3D-rectangles, prisms, cylinders, truncated
cones and spheres.

Each solid is represented by a hierarchical structure that we call an Assembly Tree.
This is a binary tree with a primitive attached to each node. This primitive contains both
primitives attached to its sons. The object is most precisely described by the unions of leaf
primitives, but any cross-section of the tree provides a conservative approximation (that
contains the object).

This hierarchical structure is computed automatically by the CAD system. When we



assemble two objects, a new node is created with the smallest volume primitive containing

both of them attached to it. Figure 1 illustrates this construction.

< S S

Figure 1: An Assembly Tree representing part of the environment. Any cross-section of

the tree is an approximation containing the exact description.

A straightforward application is to test efﬁciently the intersection of two solids, starting

at the roots and performing a balanced descent in both Assembly Trees.

2.2 A Hierarchical Description of Manipulators

We describe a robot by an open articulated chain of n + 1 sc_)lid bodies B*,7 = 0,...,n,
each body being described by an Assembly Tree. The i-th joint, of parameter ¢', links
bodies B*~! and B'. It is translational or revolute.

A n degree of freedom manipulator is represented by a pyramid with n+ 1 levels. Level
k,0 < k < n, represents a virtual manipulator M* with k degrees of freedom, the last links
being replaced by their swept volumes when joints k£ + 1 to n vary freely. More precisely,

MF* is the union :

e of bodies B!,..., B¥,

e and of the Assembly Tree representing volumes SV'* swept by bodies B*, i > k,

1

when ¢!,...,¢* are fixed and ¢**',..., ¢ vary freely.

We call the root of this tree Swept Volume of level k, and denote it SV*. Figure 2 illustrates

this pyramidal structure. for the first three links of a vertical manipulator. Leaf primitives
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at each level are represented in figure 3. A node of this structure contains the node directly

below it, and, if it is not a leaf or a body, two sons on the same level.

2.3 Application to Fast Intersection Tests

Those structures, Assembly Trees for solids and virtual manipulators for robots, are very
efficient for checking intersection and computing distances making use of thresholding.
We illustrate this point by the example of an intersection test between two manipulators

Robot; and Robot;. We update a list of intersecting pairs of nodes, using alternatively :
o the tree structure at fixed levels (ky, k;),

o the inheritance property from a level to the one below, yielding pairs of levels

(’CI + l,kz) or (kl,kg + 1)

Updating at levels (0,0) realizes a preprocessing that yields once and for all the list of
initial interactions at levels (1,1). We have detailed those algorithms in [FT86|. Figure 4
illustrates the sequence of tests for two configurations of the system. The example is
limited for clarity to the first three links of the robots. For trajectories along which two
robots cross, coming very close one from the other, we observed that the average cost for
one collision test was 0.08s!. Each manipulator consisted in a six-joint articulated chain

described by 14 elementary convex primitives.

3 On Local Planning

In this section we propose a local, memory-less method to generate trajectories for one or
more manipulators. If it has many features similar to the Potential Field method, it also
makes use of different tools and exhibits different behaviours.

At each time increment, we will perform the following computations.

e From the geometric models of the robots and their environment, we compute the list

of pairs of primitives that need to be separated : a pair consists in two primitives lying

Y All CPU times given in this paper were measured on a SUN3 workstation.




level O

level 1

level 2

level 3

Figure 3: Leaf primitives at each level.
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at less than a conservative influence distance o, function of the maximum Cartesian
displacement for points on these solids. One primitive is part of the description
of a body of a manipulator, the other part of a fixed obstacle. Both of them also
can be mobile primitives, on the same kinematic chain, on two different robots in a

multi-robot application.

e From the list of interactions we compute a local view of obstacles as seen in the
Configuration Space of the system, that translates the control of critical distances

between pairs of interacting solids.

¢ Finally, we will use minimization techniques to get closer to the realization of the

task, while remaining in the local, conservative model of Free Space we have built.

3.1 An Example

Let us first give an example of a trajectory obtained with this algorithm, for a redundant
10 link 8 degree of freedom arm carrying a part to be welded, in the complex environment
of a nuclear plant reactor. Figure 5 is a three-dimensional view of the environment, figure 6
shows a docking position for the load. Tasks that can be performed consist in reaching a’
goal configuration, or in achieving geometric constraints on the final position of the part,
described in Cartesian space. Such is the case for the example illustrated in figure 7. Note

that it was necessary to provide one sub-goal along the trajectory.

Hierarchical descriptions introduced in section 2 are used for efficiently updating the
current model of the environment when the robot is moving. This model consists in a list
of nodes from the Assembly Tree describing the environment. When a primitive of the
robot moves towards a given node, a more precise description is obtained by replacing phis
node by its sons in the tree. On the contrary, the robot may move away from an obstacle,
so that two nodes with the same father now lie at a distance greater than the threshold o
from the robot. Then they are replaced by their father in the list.

In the application illustrated in figure 7, the environment is composed of about 200
primitives and the robot of 20. A straightforward use of the hierarchical structures en-

ables to deal with only 50 interactions at a time, compared with the 4000 potential ones.

10
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on the final position of the load.




Furthermore, most of the corresponding'primitives of the environment lie at a distance
superior to the threshold o from the primitive on the robot. We can perform a worst case
updating of the distance using a conservative approximation of the maximum velocity of
points on the moving primitive. Then only nodes lying at an estimated distance lower
than ¢ from the robot need to be examined precisely at next step, typically 10 at each
time increment. This enables real-time computation of collision-free trajectories for this
particular manipulator, which moves only at a maximum velocity of 20 cm per second at

the tip of the hand.

3.2 Computing the Distance Between Two Convex Objects

We begin by defining tools for the efficient computation of distances between bodies of
) the robots and the environment. In the sequel, $; and S; denote two convex solids in
Cartesian space, x; and X, two points belonging respectively to §; and $S;, and n a unit
vector. Notation (u|v) refers to the inner product of vectors u and v.

The Euclidean Distance between §, and $,, equal to miny,es, x,es,!|X1X21{, can be
computed by alternatively projecting a point of S; onto S,, the point of S, that we obtain
onto S, etc..., until the distance between the points converges. Yet this method has a
major drawback : no thresholding based on a maximum influence distance can be done,
as the current estimation is always bigger than the exact distance, which is unknown.

For this reason, we use the following definition of the distance between two solids :
d(su 52) = max]ln;[:lminxlesl.)(zGS'z(nlxle) (1)

With this definition d($,, S;) is equal to the Euclidean Distance only in the case of
non overlapping objects. If they do overlap, the “distance” defined by equation 1 becomes
negative and measures how far objects interpenetrate.

We call distance between S, and S; oriented in the direction n the scalar :
6(11) = minx,eS,,xzeSg(nixlx2) (2)

Note that we have d($,, S;) = max)n=:16(n).

The interesting point in this definition is that §(n) is always lower than d($;, $»). We

have defined the influence distance o as a threshold on interactions between objects : if

13




é(n) >0 é6(n) <0 é6(n) <0

Figure 8: Generic examples of the oriented distance.

objects lie at a distance bigger than o, we will not impose any constraint between them.
Then if 6(n) is greater than o for some value of n, the same stands for the exact distance
and we can declare these objects to be non interacting.

The computation of §(n) can be decomposed into :
6(n) = miny,es, (N 0x:) + miny, <5, (—nlox,) (3)

for an arbitrary reference point 0. Point x, realizing the minimum will be called first point
of $3 in direction n. Then point x, realizing the minimum is the first point of $, in the
opposite direction, —n. To compute the distance d(S$;, S;) in the case of non overlapping

objects, we use the following procedure, illustrated in figure 9.
1. Select an arbitrary point y; in S;.
2. Project y; onto S,. Call y, the projection.
3. Let n =y,y,/||y\y2|l. Compute the first point of §, in direction —n, x,.
Then é(n) = (nix,y,), and we have :
6(n) < d(S1, $2) < llyry2]] (4)

The same procedure is run again starting with point y; of S, obtained above. It can be

shown that §(n) and ‘y,y,,| both converge towards d($,, Sa) if the procedure is repeatedly

14



x;(n)

43

Figure 9: Computing the distance between two solids. The actual distance lies between

6(n) and ly,y.i.

applied. In practice, the process is stopped as soon as ly1y:ll — 6(n) is smaller than a

given precision, or when §(n) is bigger than the influence distance o.

The projection of a point onto a primitive, or the calculation of its first point in some
direction n, just requires a call to a simple function (of unit cost) dependent on the type
of the primitive.

We now consider that S; and S, are moving solids. Their position and orientation are
described by vectors of configuration parameters q; and q;. An important property of the

distance d($,, S;), when calculated between two moving objects, is that it can always be

differentiated.
Proposition: The time derivative of the distance between moving solids S, and S,
writes :

d = (nJ:q; - J,q1), (3)
where

e J, and J, are the Jacobian matrices for S; and S, calculated respectively at points

X1 and X, realizing the minimum distance,
e n is the unit vector on the line x,x;. It realizes the optimum of equation 1.
Writing J = (=J, J.), and q = (q%.q%)! the global configuration vector, equation 5 also

15




writes :

d = (n|Jq) = (J*n|q). (6)

We call J the “relative Jacobian” at points X, and X,.

Proof: We write d = (n|x;X;) for unit vector n and points x;, X, verifying the minimum
distance. Vector n is directed along the line joining x; and X2, and points from §; towards
Sa. The point x; of §; verifying the minimum distance is not a point bound to the solid,

but describes a trajectory on its surface. Hence its time derivative is equal to :
% =% +v;, with (7)
° xf the relative velocity of this point in a frame bound to §;,
; v; the velocity of the point bound to §; coinciding with x; at time ¢.

The time derivative of the distance writes d = (n|X; — X;) + (f1[x;X;). The second inner
product is equal to O as the norm of n remains constant, yielding (nnjn) = 0. The first inner
product is also equal to (n|v,; — v;). Indeed, as point x,,7 = 1,2, describes a trajectory
on the surface of §;, the inner product (n\xf) is constantly equal to zero. We obtain

equation 6.

3.3 Constraints in Configuration Space, a Substitute to the Po-

tential Field Method

In the well-known Potential Field method, the robot navigates in a .potential field sum of
a term that attracts it towards the target, and of repulsive terms generated by obstacles.
The trajectory is usually obtained by following the gradient of the potential field.

Such methods can work properly in the case there are only few obstacles in the envi-
ronment. But as they imply that terms of different nature be arbitrarily added in a single

minimization function, problems appear in more complex environments. These include:
e oscillations between opposite obstacles,

e arbitrary higher repulsion for two adjacent obstacles than for a unique one,

16



o difficulty to get close to an obstacle (by adjusting weighting coefficients of the differ-

ent terms to be minimized).

In our approach the task is described by a minimization problem, and eventually some
geometric constraints. As opposed to the Potential Field method, anti-collision is trans-
lated into geometric constraints in Configuration Space, and is not included in the function

to minimize. This enables to better control all relevant measures of the problem.

3.4 The Velocity Damper

In this section we describe how to translate an interaction between two convex primitives
into a constraint on the displacements of the manipulator in Configuration Space. Between
a moving primitive and an obstacle, or between two moving primitives, we impose a
constraint that we call velocity damper : it expreéses that the distance between them must
not decrease too fast when it is less than the influence distance o. We start with the

following remark.

Proposition: There cannot be any collision if we impose :

d>——6 d—s’
g —¢€

(8)

where ¢ is the security distance at which the robot must stop and £ a positive coeffictent

for adjusting convergence speed.

Proof: We prove that d — ¢ remains higher than a decreasing exponential. To see this,
write F(t) = (d — €) exp —£t/(0 — €), and check that inequation 8 implies F(t) > 0. We
deduce that F(t) > F(0) for ¢t > 0, or equivalently :

d > ¢ + F(0) exp —&t(o — ¢). (9)

We recall (equation 6) that d = (nlJq) = (J'niq), where n is the unit vector on the
line of minimum distance and J the relative Jacobian matrix at points X, and X, realizing

the minimum (see Figure 10). Thus inequality 8 can be translated into a simple linear

17



Figure 10: Writing the velocity damper constraint (¢ = &, + €3).

constraint on configuration parameters increments §q between time ¢ and ¢ - §¢, namely

with i = J'n :

6t (10)

A nice property of these constraints is that they allow to go arbitrarily near from the
limit d = ¢ in a finite time, though the component of the velocity normal to the obstacle
gets very small.

As illustrated by figure 11, combining those constraints and bounds on configuration
parameter increments (standing for maximum joint velocities) results in building a local
model of Free Space in Configuration Space. This simplified model is convex and conser-
vative (included in the current connected component of Free Space). A positive point is
that the generated constraints remain close from the original geometry of the problem.
As the minimization we perform will be initiated with zero joint increments, which clearly
respect the constraints, redundant constraints will not be examined in the process and will
not have any influence on the result.

This local model of Free Space is used in next subsection as a basis for minimization
techniques. It can have many other applications. In section 4, similar computations are
used for incrementally building a global model of Free Space ; in section 3, for doing some

naive geometric reasoning to accelerate the learning of safe displacements.
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Figure 11: A local model of Free Space in Configuration Space : the simple case of a planar

manipulator with two revolute joints.

3.5 Description of a Task

The realization of a task is expressed by the minimization of a set of measures on the
system, and eventually the respect of some geometric constraints. Anti-collision constraints
are expressed separately by means of the local model of Free Space introduced above.

We will use homogeneous configuration parameters q = (¢!,...,¢"), such that ¢' =
6*jw'fori € {1,...,n}, where w* is the maximum value of the i-th configuration parameter
‘derivative. Hence, with the norm ||q}| = max;=, . .i¢'! for the vector of configuration
parameters, we always have ||q]] < 1.

A task is described by the control of a set of measures of the problem, a vector T (q)
of a p-dimensional space. We again write its norm || T (q)i| for simplicity. We suppose
that we want to reach a state q such that T(q) = 0. This is always possible by adding a
constant vector to 7. Such a state will be called a solution of the problem. For example,
if the task simply consists in reaching a goal configuration q,, we write T(q) = q — q,.

The first step consists in translating this task into an optimization problem. We observe
that if we simply minimize {|T(q)||, we move too early on the degrees of freedom that
are not constrained, which augments eventualities of dead-locks and leads to unstable

behaviours.
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Figure 6: A docking position for the part to be welded.



We write :
oT oT

3¢ " ogr)
the Jacobian of the task at time t,and ||J,(q)| its algebra norm for configuration q, equals

J, = ( (11)

to maxsqzollJ:(q)6q||/||6q||. Let j, be the maximum value of l-(q)]| for all configurations.
In practice, we make use of a conservative approximation of 7,.
Writing that we try to follow a straight line in the space where the task is expressed,

we formulate the problem :

(P) minimize %H"r(q)—?u?, with
~ . T(q)

= —Jrrm

17T (@)l

Note that T is not the derivative of the measure along a reference trajectory, but only
the current desired value of T(q) In particular, we do not memorize eventual deviations
caused by an obstacle.

In the case we simply want to reach a goal configuration, this translates easily in terms
of desired configuration parameters increments :

; 9 —4q
Sa’ = i — &t 12
4 ma—xizl,...,n‘q; - q‘, ( )

In the absence of any obstacle, the trajectory then follows a straight line in Configuration
Space.
For a given time increment 6t, optimal variations 6q* of configuration parameters are

computed by solving minimization program (P'), discrete expression of (P):
(P') minimize %(J:J,sqwq) - 6t(3:T)6q)
We add the constraints of anti-collision generated by velocity dampers :
(i) (B.6q) > a, 6t, for c €{1,. N R
n. being the total number of constraints, and bounds on the variations of joint angles :

(ii) [|6qji <6t thisis -6t < 6¢' < ét forie {1,...,n).



In the case we simultaneously want to realize k sub-tasks Ty(q),..., Te(q), the com-
posed task is simply the vector T(q) = (Ti(q),..., Te(q)) written in the space cross-
product of the spaces of the sub-tasks. We can easily prioritize tasks by adding weighting
coefficients p; and write T(q) = (p1T1(q), - - ., e Te(q)).

Once a subtask is realized, we can impose it remain as a geometric constraint included
in the definition of the task. It is then translated into an equality constraint Te(q) = 0,

that we linearize around current value T(q) :
T.(q) +J.6q" =0. (13)

This describes such a subtask as following a line with the tip of a tool, or keeping contact
with the surface of an object.

We have thus reduced the control of the measures T(q) to a simple minimization
problem with quadratic criterion and linear constraints. Strong points of this technique
is that it enables to control independently relevant measures of the problem, to respect
precisely given geometric constraints, and to asymptotically approach an obstacle, for
example to generate grasp trajectories.

We must outline again that this method is limited in its applications by eventualities of
dead-locks before the goal is reached. This limitation is inherent to any local, memory-less

approach.

3.6 The Example of Cooperative Tasks Between Two Manipu-

lators

In this section, we describe some applications for two manipulators sharing a common
workspace, with respectively n, and n, degrees of freedom. We write q = (qd},q%)’ the
n; + ny dimensional configuration vector of the system.

Avoidance of the manipulators is a simple application of the velocity damper constraints
introduced above, written in the Configuration Space of the whole system. Nevertheless,
if the environment is not too cluttered, the velocity dampers of equation 10 do not exhibit
the best behaviour. As illustrated by figure 12, we would prefer to react well in advance to

possible collisions. For this reason, we introduced the Tangent Separating Plane method
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for computing smooth coordinated trajectories of two manipulators [FT86|. In short, it
consists in forcing the bodies of both manipulators to slide on a chain of virtual obstacles,
possibly moving, that separate them. For a pair of interacting primitives, this virtual
obstacle is computed among their separating planes, so that it least perturbs their nominal
displacements. This implies in particular that it will be tangent to both objects. The
resulting constraints again can be translated into simple linear inequations on configuration

parameter increments, and fit in the general framework of subsection 3.5.

(b)

Figure 12: Exchange of the positions of two discs in the plane. Thick lines represent tra-
Jectories of the discs. The velocity damper method (a) causes a dead-lock at mid-distance.

Sliding on the tangent separating line (b) produces optimal trajectories for both robots.

We now concentrate on tasks of cooperation between two manipulators. Consider the
example of figure 13, where we want to transfer an object from one arm to the opposite
one. Regrasping will be performed once we achieve a relative position and orientation

between their grasp frames. It can be specified using the following sub-tasks T; and T; .

e T; : Make the position of a point bound to the grasp frame of Robot; and that
of a point bound to the grasp frame of Robot, coincide. Let x; and x, be the
respective positions of these points in an absolute frame. The measure we contr.ol is
T(q) = x2(qz) — x1(q;). The Jacobian of the task is the relative Jacobian at points

X, and x,.
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e T, : Align two axes, one bound to each grasp frames. Let u, and u, be the unit
vectors of these axes in an absolute frame. We command the measure T(q) =
u5(q2) — u;(q;). The Jacobian of the task is similar to that above, but restricted to

rotations.

A subtask of type T; induces three scalar constraints. A subtask of type T gives two
additional independent contraints. Another T; that consists in aligning two axes, which
define a compatible geometric relationship with the one above, results in imposing six
scalar constraints in all. Hence for a given grasp of Robot; on the object, the position
and orientation of the grasp frame of Robot, are specified relative to a frame bound to
the object. In the case of two six degree of freedom manipulators, regrasping of an object
defines a six-dimensional manifold of configurations where the task can be performed (the
codimension of the solution manifold equals the rank of the task jacobian).

Symmetries of the task can lead to interesting simplifications. With the example of
figure 13, due to the cyli‘ndric'al symmetry of the object, a subtask T; and one subtask
T, are enough to describe regrasping. Hence the manifold of solution configurations is
7-dimensional : the task is now easier to perform, as there is inclusion of the respective
manifolds.

Once a rigid relationship between grasp frames is realized, we can maintain it as a set of
constraints specified in the definition of the task (equation 13). This describes such a task
as two robots cooperating in carrying a heavy load. For two six degree of freedom robots
we still have six degrees of freedom left. It is thus possible to specify a final configuration
to one of the robots, or a final position and orientation for the load. Our controller will
not behave as a master-slave system, but will compute the best motion of both arms for

the given task, respecting the geometric constraints on the task, and avoiding collisions.
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Figure 13: Cooperation of two manipulators : Transfer of a rod. One relation T; and one

relation T; only need to be specified because of the symmetry of the task.




4 On Global Planning

In this section we apply general tools defined in sections 2 and 3 to the construction of
a global model of Free Space. The technique we propose is general, and the model we

d

obtain not too conservative, as the way we “grow ” obstacles to ensure safety does take

into account the various configurations of the system.

4.1 The Generic Construction of Free Space

We begin by defining a generic construction of Free Space induced by the natural order of
the joint variables along the articulated chain. It is based on the hierarchical description
of a manipulator introduced in section 2, as a pyramid of n + 1 virtual manipulators M*,
0 < k < n. Virtual manipulator M* is made of the k first bodies B',1 <i <k, and of
a virtual solid SV*, describing the volume swept by following bodies when the last n — &k
joint variables vary freely. The volume occupied by SV* depends only on the k first joint
variables q* = (q!,...,¢%)%

For each of those virtual manipulators M*, we define the corresponding Free Space
FS* in the k-dimensional Configuration Space CSF = Q! x ... x Q* : it consists in the
configuration vectors q such that M* does not collide with any obstacle in 3D Cartesian
space. We also define ng as the subset in CS* of “possibly free configurations”, the set
of configuration vectors q* such that none of the k first bodies collide with any obstacle
in 3D Cartesian space (that is, virtual bodies are not taken into account). Any set FS* x
Q**!...xQ" provides a conservative approximation of FS. Obviously, FS ¢ strictly contains
FS* for k < n, and FS" = FS™ = FS. Furthermore, these sets can be iteratively computed

using the relationships :

Fst = I

B o= 1
FS¥! = FSkx QU {q*|q* € F5* \ FS* and g¢**' e I**1(q*)}
Z—;g"“ = FS*x QU {gtt!|qk < ﬁ" \ FS* and ¢**le Tk+1(qlc)}

where I* and I* are monodimensional subsets of Q* defined for obstacles O by :
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Pa*") = {¢t€Q@*B*d*)nO =10}
Ilc(qlc—l) - j—k(qk-l) n {qk e QkISVk(qlc) NO = 0}

Thus only monodimensional free spaces need to be computed for building FS. Sets I*
and I* are indeed finite unions of intervals whose end-points correspond to configurations
for which there is contact between a body (real or virtual) and an obstacle. For each
body, the list of obstacles it can collide with is initialized using the corresponding leaf of
Assembly Tree M?, that is, its whole swept volume. The list is pruned during the iterative
process by removing the obstacles that do not collide with M*(q*) when computing I**!
and I**! for a given configuration vector q*. Thus only the obstacles possibly yielding a
collision are considered when computing monodimensional free spaces.

In practice, parameter ranges are cut into slices : monodimensional free spaces are
computed only for a finite number of discrete configuration vectors lying at the center of
cuboids of the type [1{=}(¢} — A¢®, ¢} + Ag'], where Ag' is half the discretization step for
the i-th joint. The sets I* and I* must be such that for any value ¢* in the set, and for

any configuration vector q*~! in the corresponding cuboid, we obtain a free configuration

q*. Next section explicits the computation of a monodimensional free space.

4.2 Computation of a Monodimensional Free Space

We now consider a body B* and one obstacle O, both convex objects. The position of
body B*, either real or virtual, depends on k configuration parameters, and we compute
the monodimensional free space in ¢* for a discrete configuration vector q¥~! at the center
of the cuboid [I¥2}{¢} — A¢*,q' + Aq']. The method we propose to compute the discrete
monodimensional free space is based on a local model of Free Space similar to that intro-
duced in section 3, the only difference being that we use exact distances between objects
in place of conservative bounds generated by damper equations. The idea is to count how
many elementary cuboids one can stack in the k-th direction while remaining within the

local model of Free Space, and then recompute this model at the center of the top and

bottom cuboids until no extension of the free interval is possible any more.
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More precisely, from equation 6, the variation of the distance between B* and O writes :

éd = (n|Jéq") (14)
(J*nléq") (15)

> v'éd (16)

i=1
If the distance to the obstacle equals d for configuration vector q¥, we deduce that all
configurations inside the cuboid are safe as long as ¢* verifies inequation :
k-1
Vi > kgt —d + S IV Ag. (17)
i=1

Depending on the sign of * this yields either an upper or a lower bound on ¢*. In the
case of a revolute joint, another bound must be imposed in order to insure the validity of
the first order approximation of the distance. A new distance computation is performed
for the more constraining of the two bounds, and the process is iterated until the remaining
free interval becomes smaller than Agk.

Strong points of this technique are, first, that it is applicable to all types of articulated
chains, second, that the way we “grow” moving bodies to ensure safety of the model of
Free Space is not too conservative : coefficients v* are computed for the exact value of the
Jacobian, thus taking into account the various configurations of the system. This method
is as well applicable to the computation of configuration obstacles generated by collisions
between two moving bodies, either part of the same kinematic chain, or of two different

robots.

4.3 Structuration of the Data in a 2"-tree

This generic construction yields a tessellation of Free Space in very thin cuboids, some
of their sides being necessarily as small as the discretization step in that direction. The
structuration will aim at reconstructing a more homogeneous representation (cf. [Fav86)).
The structure we use is a 2"-tree, generalization of the quadtree introduced by Samet to
hierarchically represent binary arrays (Sam84]. It is a tree of degree 2" whose nodes at
level | are n-dimensional cuboids of size 2"~!. Each node is labelled as empty, full or mized.

Mixed nodes only are split up into their 2" sons, until they become of unit size (Figure 14).
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Figure 14: Representing Free Space in the plane with a quadtree. Labels ¢, fand m stand

respectively for empty, full and mized nodes.

In our context, such a structure presents several advantages :
o [sotropy : That is, all joints are treated equally.

o Hierarchy : Big cells will be sufficient far from configuration obstacles, small ones
being only needed to describe in details their boundaries. Thus, when looking for
a gross motion, one can use big cells only to obtain quickly a path along which the
robot remains far from obstacles. The 2"-tree data structure also enables efficient
boolean operations : this is useful to merge the structures computed for different

parts of the environment of the robot.

o Regularity : This enables to have access to the neighbors of a cell without eﬁcplic-
itly storing the connectivity graph, which is most important considering memory

limitations.

Figure 16 shows the transforms of obstacles in the 3D Configuration Space representing
the first three links of the manipulator in the environment of figure 15. Figure 17 gives
the corresponding octree representation of Free Space, at levels 4,5 and T respectively.

The total number of nodes for representing Free Space is 10591, which would correspond
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Level 3 4 5 6 7 Total
% nodes 0.06 | 0.93 | 5.08 | 13.55 | 80.38 | 100%
% Free Space | 19.0 { 20.0 | 26.5 | 19.0 | 6.5 | 100%

Table 1: Distribution of the nodes in Free Space.
{

to 129694 cells of level 7. Table 1 gives the percentage of nhodes at each level, and the
corresponding percentage of Free Space volume. Note in particular that 93.5% of Free

Space is described by nodes up to level 6, with 20% of the nodes only.

4.4 Search for a Collision Free Trajectory

When computing a trajectory between an initial and a goal configuration, we first search
for a path in the connectivity graph of the 2"-tree, which yields a list of cells to be
traversed. The search is performed with an A* algorithm, the criterion used being usually
the Manhattan distance between the centers of the cells, and the heuristic function A",
estimate of the exact cost function h between a node and the goal, the Cartesian distance
to the goal. We will see in subsection 4.6 that other heuristics can be used in the case the
problem is described by a task function.

As mentioned earlier, a lower bound on the size of the cells to be examined during
the search can be imposed. The number of nodes explored is then much smaller, and the
search faster, but some solutions in constrained regions of the environment can be lost.
However, in most practical applications, one will prefer a safer but longer trajectory than
a shorter but very constrained one.

Once a list of free cells has been found, we must still compute a trajectory joining the
initial and the final conﬁgurationsl, that remains within those cells. We have chosen to

search a trajectory among polygonal lines, using the following recursive procedure :

1. Hypothesize the line segment joining the two end-configurations as a trajectory. If

it intersects all the faces common to two adjacent cells, it is a feasible trajectory.

2. Else, on each face not intersected by the line-segment, compute the point that min-
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Figure 15: Robot and obstacles in Cartesian Space.

Figure 16: Transforms of obstacles in the Configuration Space of the first three links : we
see clearly the transform of the work-table (two cylinders of axis ¢! corresponding to two

postures of the robot) and those of the two pillars.
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Figure 17: Octree representation of Free Space at levels 4, 5 and 7. The freeway between

the pillars appears at level 5.
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imizes the sum of the length of the two segments to the end-points.

3. Choose the point yielding the largest sum as an intermediate configuration, and call

recursively the procedure on both line segments.

In general, this procedure yields a trajectory with few intermediate points. The speed
along each line segment can be set according to the size of the corresponding empty cells :

the larger the cell is, the faster one can move safely.

4.5 Heuristics for the hand

Although in theory there is no bound in the dir‘nension of the Configuration Space, one
is limited to three or four degrees of freedom in practice, because of the combinatorial
explosion due to the discretization. However, most of the industrial robots can be decom-
posed into an arm with three joints, and a hand articulated at the wrist. The hand is
usually much smaller than the arm, and does not play an essential part in the search for a
gross motion. It can then be replaced by virtual body SV3, the volume s'wept by the last
three links when joints ¢*, ¢°, ¢® vary freely. As the hand is usually close to obstacles at
both ends of the motion, a local method is nevertheless needed to compute a motion that
pushes the hand away from obstacles. This yields a three step procedure for planning the

motion of a six joint manipulator :

1. Use a local method to compute new initial and final configurations away from obsta-
cles. The task consists in maximizing the distance to obstacles, under the collision

avoidance constraints.

2. Search for a gross motion for virtual manipulator M3. This step yields a list of cells

in the octree.

3. Search for a collision free trajectory, using the procedure of subsection 4.4. The
trajectory in the six dimensional space is obtained by simple linear interpolation: for

the last three joints.

This algorithm works quite well for manipulators having small hands and moving small

objects. If it is not the case, one can no more replace the hand by its real swept volume,
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as in many cases no trajectory at all would be found. However, we still influence the
construction of the octree by using a virtual body to represent the hand, in general a
sphere centered at the wrist, smaller than the real swept volume. We then modify the two

last steps of the algorithm above as follows :

¢ In step 2, we add an additional cost to the criterion, that measures the violation of
the constraints of the 6D Free Space local model, for an interpolated joint vector.
Different orientations of the hand, for the same start and goal cells, may now yield

different lists of cells in the octree.

o In step 3, we add the constraints generated by the local model of Free Space, to

compute intermediate points and test collisions along line segments.

This algorithm may fail in the last step because no correct orientation can be found
for the hand in the proposed list of cells. However, it does yield correct trajectories in
many practical cases. Figures 18 and 19 show some intermediate configurations computed
for two problems with the same initial and final positions of the wrist, but with different
orientations of the hand.

With this environment, computation time is of the order of five minutes for the con-
struction of Free Space and its structuration, and ten seconds for the search of a collision-

free trajectory.

4.6 When the Goal is Described by a Task Function

Isotropy of the representation of Free Space by a 2"-tree makes it possible to adapt the
search for problems described by a task function (as defined in subsection 3.5).

First, recall that the A* algorithm works as well with a list of goal nodes, if for all
of them the heuristic cost h*(n) equals 0. If in addition A"(n) < h(n) for all nodes of
the graph, heuristic function ~A* is said to be admissible, and the 4* algerithm yields an
optimal path from an initial node to the goals.

Of course, the more the heuristic cost sticks to the exact cost h(n), the more the search

will be efficient. We valuate a cell C of the 2"-tree with the norm of the task vector




e 18: Initial, intermediary, and nnal conngurations.







computed at the center of the cuboid, || T(q,)||, and we guide the search with the heuristic
cost function : h*(C) = 3| T (q.)]|-

It is easy to see that this heuristic function is admissible for :

A > maxqecs||I-(a)ll, (18)

with ||J,(q)]|| the algebra norm of the Jacobian of the task for configuration q.

A last problem is that of the practical termination of the algorithm. The global planner
is coupled with a trajectory generator as the one described in section 3. When we reach
during the search a node of the graph such that the norm of the task vector at the center
of the cell is less than a threshold &, we run the local planner and check if we are able to
reach a goal configuration. If not, the global search is pursued after we arbitrarily increase
the value of the task vector for that node. The value of threshold € must fit the size of the
cell. If there exists inside cell C some configuration q, solution for the given task T, then

a first order Taylor expansion yields :
T(q:) = —J:(q) (@ —q:) + oflla; — q.l])- (19)
A reasonable termination condition thus consists in checking :
1T ()l < AllI(ad)ll, (20)

with A of the order of half the width of a cell, max;~, _,Aq'.




5 A Mixed Approach to Planning

On the one hand, global constructions of Free Space are limited by combinatorial explosibn
with the number of degrees of freedom. On the other, local methods are limited in their
scope of applications by the eventualities of dead-locks. One obvious solution would be
to give the local method “good” subgoals so that it avoid dead-ends. In this section, we
propose to decompose the general problem of path-planning for manipulators with many

degrees of freedom into : «
® a low complexity local planner,

e and a higher complezity global planner working on a graph of cells representing rel-

atively large regions of Configuration Space.

We will describe in details the interactions between the two levels, which result in learning
automatically good subgoals for the local planner.

The main idea underlying this approach is to take advantage of the power of the local
method to follow configuration obstacles boundaries, so as to deal with the high complexity
of global planning only at the relevant level of the description. At the global level, no
geometric description of the obstacles is stored, but only weights indicating the probability
that a trajectory computed locally does not lead to a dead-end. Let us emphasize that.this
approach is relevant only when it is performed using a coarse quantization of Configuration
Space, otherwise it is not better-than a classical global approach in terms of computational
cost. Dealing with a loose graph is made possible only because of the intrinsic power of

the local planner that produces long segments of collision free trajectory.

5.1 A Probabilistic Model of Safe Displacements

We assume that an algorithm that locally computes segments of safe trajectories is avail-
able. We write q = (¢,...,¢")" a n dimensional configuration vector describing the state

of the system, and partition Configuration Space into cells of the type :

Ce = [[igk — Ad' g, + Aq'L.
i=1

(o]
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Again (gi,...,q}) are the configuration parameters of the center of cell Ck, and Ag’ equals
half the width of a cell in the i-th direction. Starting with this description, we build a
graph whose nodes stand for the cells themselves, each node having 2n neighbors. It is
called the State Graph in the sequel. When the robot configuration lies inside a cell Ch, it
is said to be in state (.

As opposed to a standard Configuration Space approach, we do not label nodes as free
or intersecting configuration obstacles. This would not be relevant as the grid is based
on a coarse discretization of parameter ranges, and we want to be allowed to navigate in
partially occupied cells.

For each oriented transition between two neighboring cells C; and C, in the State Graph,
we only memorize a weight that estimates the difficulty for the robot to enter cell C: when
coming from cell C;. More precisely, we define py, as the probability for the local planner
to succeed in making the robot enter cell C: from neighboring cell C,, when aiming at some
point located inside C;.

We call any connected sequence of nodes of the State Graph a path. The probability
for a path to yield a successful trajectory (with no dead-lock) is defined as the product of
probabilities p;, k.., along the path. This implies a hypothesis of independence, namely
that the probability of realizing a transition is independent of the sequence of nodes we
followed so far. In practice, we attribute to each arc of the graph a weight equal to — log pii,

and we minimize the cost
M-1

== 2 log(pr,kny.) (21)

m=0

for traversed transitions along the path.

Initially, in absence of any information on its environment, the robot initializes the
graph with given a priori probabilities py = 5, 0 < p < 1. Hence the path we com-
pute first is a path of minimum length in terms of the number of cells traversed from the
initial configuration to the goal. Later as probabilities vary to reflect the robot’s dccumu-
lated knowledge of its environment, the path we compute realizes a compromise between

minimum distance and the assurance that we will reach the goal.




5.2 The Interface Between the Local and Global Planners

In the simplest implementation of the algorithm, the interactions between both levels
are quite limited : the global planner sends subgoals to the local planner, and observes

successive configurations of the robot to run the learning process.

5.2.1 Choosing Subgoals on the Path

When executing a path, a simple choice of a subgoal is the center of next cell on the

path. However, this may yield a trajectory similar to a drunkard’s walk because of the

coarse discretization. In order to avoid this reprehensible behavior, we propose another

choice that gives a smoother trajectory. The idea is to locally optimize the length of the

trajectory. ASo, the subgoal is chosen as the point on the face common with next cell that

minimizes the sum of :

- the distance from the current position to this point,

- and the distance from this point to the center of one of the cells farther on the path.
The farther this cell is chosen, the more we anticipate future displacements. In the case

the robot is blocked, nearer cells are used in order to provide new subgoals. An example

is shown in figure 20.

s 2

(a) | (b)

Figure 20: Computation of subgoals : (a) Trajectory with no anticipation. (b) Trajectory

with a one-cell anticipation.
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5.2.2 Updating Probabilities During Path Execution

Updating of the transition probabilities is first performed whenever the motion supervisor
detects a transition in the State Graph. If the robot performed the transition ordered by the
global planner, the corresponding probability is increased. Else, the robot has been deflected
from its path by an obstacle, and we decrease the probability of the desired transition. In
this case, we must also modify the path so that it remains connected. This is done by
adding to the path the current node, and the common neighbor of the current node and

next cell on the path (see Fig. 21).

Figure 21: Modification of the path when the actual transition is not the desired one :

additional cells are drawn with dotted lines.

Updating the transition probabilities is also performed whenever the robot is blocked.
If it is not inside the goal node, we decrease the probability of the desired transition
and invoke the global planner with the updated State Graph. As the probability of the
problematic transition has been decreased, it will eventually be avoided by the newly
computed path. Figure 22 illustrates this learning process for a simple planar example.

If a dead-lock occurs insjde the goal node, the goal is declared not reachable. This
event may have several causes :
- the goal lies inside an obstacle (or another connected component of Free Space).

- the local method failed to reach the goal because of a difficult layout of obstacles inside

the goal node.
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Figure 22: a) First execution. b) Second execution with the same initial and goal config-

urations. Circles indicate points where calls to the global planner were needed, the cross

a point where the robot was deflected from its path.
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In the latter case, a solution would be to move the robot outside of the goal node,
setting a subgoal in a neighbor chosen from local information, before aiming again at the
goal. This strategy might succeed in making the robot pass round the obstacle. But the
main problem in fact is to distinguish between the two cases above. Elements of the answer

are given in subsections 5.5 and 5.7.

5.3 A Bayesian Approach for Learning

We call p,, the probability for the robot to enter cel] Ci coming from neighboring cell Ck,
if it is aiming at some point located inside cell C.

When the local planner is realizing such a scheme, two types of events may happen :
¢ (zum)* or success in entering cell C;, event of probability py,
¢ (z4)" or failure in entering the cell, event of probability 1 — p,,.

A failure occurs either when the robot is blocked in its current cell, or when it is forced
by the obstacles to enter another neighbor of C; before ;. In the following, we omit the
subscripts k! for clarity.

We want to estimate the probability p associated with a given transition from the events
that happen during executions of trajectories. We use a Bayesian approach as follows.

Let us suppose that e events have happened so far that concern the given transition,
zi,t = 1,...,e. The value of z; is 1 in case of success and 0 in case of failure. We denote X,
the vector (z,. .. ,Z.) and f the probability distribution function. The Bayesian learning

model states :

f(zes1lp) f(pIX.)

f(p1Xety) = : (22)
X)) = T enls) £(01%) d

In our case, f(ze41]p) equals p for Tet+1 = 1 and (1-p) for z,,, = 0, which can be written :

H@ev1lp) 5 0™+ (1 — p)l-oert, (23)

Thus formula 22 can be rewritten :

T(pXonr) = (ﬂ) ( L= ”) ), (24

. 1-p,

where 7, denotes the mean value of p after e events, that is :

p. = /Olp f(piX.) dp (25)
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Formulae 24 and 25 are used to compute the probability distribution law of p after e
events, and its mean value that we will use as an estimate of p. When we have no a prior:
knowledge of the environment, we initialize the probability distribution with the uniform
distribution law, that is fo(p) = 1 for p in [0,1], and B, = 0.5.

With this model, we can show that the mean value of p after e events,’s of them being
successful, is simply :

s+1

D, = 26

The absence of knowledge that we have modeled by a uniform probability distribution

law can be interpreted simply from this formula : the initial state of the system is the
same as if we had already made two trials, one of them being a success, and the other a
failure. This interpretation is helpful if we want to incorporate a priori knowledge : p,
can be initiated to s /no, where s is the number of successes for no hypothetical trials.

- As the events z, are assumed to be independent, the probability distribution law does
not depend on the order in which the events happen, and thus all the memory of a tran-
sition is expressed by the pair (e,5). Rules to update probabilities in the three cases of
subsection 5.2 are then very simple.

- the actual transition is the desired one : we increment by 1 the number e of events and
the number s of successes.
= the robot is deflected from its path, or is blocked : we increment only the number of

events for the desired transition.

'5.4 More Information from the Local Model

The idea outlined in this section is to acquire more information from the local model, to
accelerate the updating of the graph when a dead-lock occurs. Recall that we work in a
high dimensional space : in the case of a failure of the local planner, several transitions
with neighbors of the current node may yield similar costs, and more than one call to the
global planner is needed in general to make the system move again significantly.

Before searching for the best global path, we thus execute virtual moves in all the
directions of the 2n neighbors, except the one we were aiming at that led to a dead-lock.

Probabilities for each of those transitions are then updated by increasing by 1 the number
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of events, and the “number of successes” by the ratio 6¢*/6¢t,,,, where 64 is the increment
effectively computed by the local planner on the i-th parameter, for desired increments
(0,...,6¢ ,..,-..,0).

The search algorithm now tends to favor those transitions around the current config-
.uration that are a priori safer for the local planner, and one or few calls to the global

planner are sufficient for the system to start moving again.

5.5 Heuristics for the Global Planner

When searching for a path from an initial to a goal cell, we use an A* algorithm maximizing
the product of probabilities pi; along the path. This translates into minimizing the cost
g = — X log(pe,.k,..) for traversed transitions along the path from initial cell Co to goal
cell C;. The heuristic cost we use to guide the search is for a node C; the number of cells
N that are traversed by a straight line to the goal, weighted by the log of the average
probability p for all transitions of the State Graph :

h;, = —N; logp, (27)

This heuristic function is generally not admissible, but gives good results in our experi-
ments. It can be seen as an estimate of the minimum cost we expect if we suppose that
the difficulty to move around is about the same everywhere.

It must also be noticed that since all weights are finite in our model and the graph is
connected, a path is always returned by the global planner, even when the goal intersects
an obstacle, or lies in another connected component of Free Space. As we do not want the
robot to roam around indefinitely while trying to reach the goal, we have to decide a priori
about the feasibility of the trajectory from the cost returned by the search algorithm.

We impose a threshold on the ratio of the optimal cost and the heuristic cost, when

we perform the planning starting from some cell C; :
T < X- (28)

The heuristic function can be seen as the expected cost in the case of a uniform dis-
tribution of the difficulty to move in the environment. Thus, if the optimal cost actually

computed is much higher than this estimate, it means that the optimal path is much
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longer than the expected one, or that there exists on the optimal path one or more tran-
sitions with a low probability of success. So, the constant x measures the relative length
of the detour we tolerate in order to have a reasonable chance to succeed. The more the

environment resembles a labyrinth, the higher x has to be set.

5.6 Exploration

Suppose the robot has no a priori knowledge of its environment. We want it to behave
properly after a number of executions of trajectories. A straightforward way to proceed is
to generate goals inside one of the nodes with the smallest history. The history of a node
Cy is simply defined as the sum on j of numbers e;; of events that have so far occurred for
transitions from neighboring nodes C; of Ci. The robot will thus try to explore first those
nodes for which it has least information.

When the path towards the goal is executed, the history of all traversed nodes is
updated at the same time as transition probabilities. A difficulty arises when the path
is declared not feasible. This does not give any relevant information on the difficulty to
enter the goal node from a neighbor, but we increase its history although the corresponding
.transitions are not updated, so that the robot does not try again and again to enter a node
that it cannot reach. This conveys information such as “this goal conﬁgﬁration probably
lies inside an obstacle or another connected component of Free Space”.

The exploration process ends when all nodes have received a history higher than a
specified threshold. Figure 23 illustrates the exploration process, for a sequence of 100
trajectories with goals generated at random in nodes with lowest history. Here the thresh-
old x for the ratio g;/h; was set to 3. The histogram shows the evolution of the number
of calls to the global planner along one trajectory. We observe that the first 50 trajectories
were the most significant. Thick lines correspond to trajectories for which the goal was
successfully reached, thin lines to failures. It is clear that in the end most of the goals
are non reachable, as we select them at places where the robot has least navigated. The
impossibility to reach the goal is then generally detected in two calls to the global planner :
the first call to get as close as possible from the goal while staying in the current connected

component of Free Space, the latter to decide that its cost is too high.
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Figure 23: Exploration : a) Histogram for the first 100 trials. b) A path computed after

50 trials. c) The corresponding trajectory.
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5.7 Adaptation of the Size of the Grid

In order to decrease the number of nodes in the graph, it may be useful to adapt the
discretization of the Configuration Space to the planning difficulty in the various regions.
This can be done by analyzing the variation of the estimated transition probabilities.
Indeed, if a cell is too large, its transition probabilities will not converge towards 0 or 1,
because of alternate success and failure. Such transitions are characterized more precisely
by a high value of the entropy, measured by —p, log p, — (1 —-p,) log(1—5,), or, more simply,

by :
(s+1)(e-s+1)
(e +2)?

To solve this problem, it is necessary to split the corresponding node into several new cells,

T’e(l - -p.e) = (29)

thus refining the description of this part of the environment at the global level.

Following section 4, we propose to make use of a 2*-tree in place of a regular grid. Using
such a structure in this context may proceed as follows. Exploration starts with a regular
grid corresponding to a relatively high level in the 2"-tree. When an event occurs for a
given transition, we first look at the corresponding entropy and compare it to a threshold
(a decreasing function of time). If the entropy is smaller than the threshold, updating is
performed as usual. Else, the node we aim at is split into its sons and new transitions are

initialized as detailed below.

o Transitions between sons and neighbors of the father are initialized assuming that
the events that happened to the former transition are uniformly distributed on the

2"~! new transitions.
¢ Transitions between two sons are initialized with the a priori uniform law.

This process can be used similarly for solving the problem of a dead-lock occurring
inside the goal node.

Splitting is performed until the size of a node is smaller than a threshold, function
of the ability of the local method to reach a subgoal at a distance corresponding to that
threshold.

A question naturally arising is whether one should now influence the cost function

considering the width of a cell. We argue that we should not, as long as the hypothesis
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of independence of the various transitions stand, which implicitly means that we will use

smaller cells only in cluttered areas.

5.8 Two Six Degree of Freedom Examples
5.8.1 Coordinated Motions of two Manipulators Moving Among Obstacles

In this first example, the robotic cell is composed of two 6 degree of freedom manipulators.
The local planner builds at each time increment a local view of the obstacles in the 12D
Configuration Space of the system, and moves the robots safely. We couple this trajectory
generator with a global planner that makes use of a model of the first three degrees of
freedom on both articulated chains, the most significant for gross motions of the system.
The planner will thus reason on a graph of 6D cells, product of the 3D graphs representing
independent motions for each arm.

A 6D cell C is valuated with the probability of success for the trajectory generator to
make the system enter this cell, when coming from a neighboring cell and aiming at some
configuration inside C. We are compelled to valuate cells themselves and not transitions,
because of memory limitations. The path to be executed follows the list of cells which
maximizes the product of corresponding probabilities.

To keep the cost of such a model reasonable, we do not build an explicit representation
of the whole graph. Motions of the arms are indeed independent outside the area of
possible collision between them. This interaction region is represented by the image in
Configuration Space of the intersection of the spheres that describe in Cartesian space the

maximum swept volume of both manipulators.

Values of probabilities are initialized from the octree representations of Free Space for
the arm of each manipulator, ignoring the opposite robot. Each octree is a structure of
about 210 Kbytes, which corresponds to a discretization of configuration parameters in
respectively 64, 64 and 44 intervals, for ranges of 270° (the idea being that the contribution
of each discretization interval to the precision of a Cartesian displacement of the wrist be
roughly equal). Due to memory limitations, the 6D graph is based on a discretization
4 times coarser. The probability of entry in a 3D cell is initialized with the ratio of its

free successors at the lowest level in the octree. Probabilities of nodes of the interaction
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INITIALISATIONS PLANNER GLOBAL

nom du fichier octree du robot I Trlmg
nombre d'nctets :206810

nom du fichier octree du robot 2 ?r2mg
nombra d'octets :286910

robot 1

increment( 1 }=16.875

ho_intervalles[ 1 ]=16
nb_int_zone_interaction[ 1 ]=6
increment[ 2 }=16.875

nb_intervalles[ 2 ]=16
nb_int_zone_interaction{ 2 ]=7
increment( 3 ]=24.54546
nb_intervalles{ 3 =11
nb_int_zone_interaction[ 3 ]=9

robot 2

increment{ 1 ]=15.875

nb_intervalles{ 1 ]=i6
Inb_int_zone_interaction[ 1 ]=5
increment[ 2 ]=18.875

Inb_intervalles{ 2 ]=i6
Inb_int_zone_interaction[ 2 ]=7
increment[ 3 ]=24.54546
nb_intarvalles[ 3 J=11
nb_int_zone_interaction{ 3 ]=8
initialisation du graphe d'interaction

INITIALIZATIONS SENERATEUR LOCAL
calcul des couples en interaction
coupie en interaction ; 2 3
couple en 1nteraction
coupla =n ‘nt2raction
coupi2 2n interaction
couple 2n 1nteraction
couple 2n interaction
couple en interaction
Coupie en interaction
coupla en intaraction
couple en interaction
couple en interaction : 5]

/
/
// /

[ /3w /= (& (R R L W OV I W O

calcul

noeuds sommets des arbres enveloppes

generation
generation

definition

couples robotl-obstacles fixes
couples robotZ-obstacles fixes

vue

dd1 numero 3 :-55.

dd1 numero 4 :8

dd1 numero 5 :3

dd1 numero 5 9

robot2 command2 en articulaire (@)

ou cartesien (1) ?

bositions articulaires finales
dd1 numero 1 :75. : =75

dd1 numero 2 :38.

ldd1 numero 3 :-55.

dd1 numero 4 :8

dd1 numero 5 :3

dd] numero 5 :9

darinition vue

[Tquit

>calcule-trajectoire

Inom du fichier ?traject

methode globale =t aoprentissage ? o

calcul gioba! de trajectoire

188 noeuds developpes

17 noeuds sur !a tr3ajectoire

execution trajectoire

karametres par defaut{B) ou check-up(ly:
locage 3 t= 3 1 3

definition vue

Figure 24: Dead-lock.
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autre recherche giobale 70

calcul global de trajectoire

184 noeuds developpes

3 noeuds sur la trajectoire

execution trajectoire

barametres par defaut(@) ou check-up(1):
locage a t= 8.225 s

definition vue :

?quit

autre recherche globale 20

calcul global de trajectoire

135 noeuds developpes

9 noeuds sur la trajectoire

execution trajectoire

barametres par defaut(8) ou check-up(1):

blocage a t= 8.225 s

definition vue :

Pquit

autre recherche globale ?0

calcul global de trajectoire

127 noeuds developpes

11 noeuds sur la trajectoire

execution trajectoire

parametres par defaut(@) ou check-up(1): ~C

definition vue :

autre recherche globale 7o

calcul global de trajectoire

184 noeuds developpes

Q noeuds sur la trajectoire

execution trajectoire

parametres par defaut(B8) ou check-up(1l)
blocage a t= B.225 s

definition vue :

?quit

autre recherche globale 70

calcul globhal de trajectoire

185 noeuds developpes

9 noeuds sur 1a trajectoire

execution trajectoire

parametres par defaut(B) ou check-up(l):
blocage a t= 9.225 s

definition vue :

[7quit

lautre recherche globale 20

icalcul global de trajectoire

127 noeuds developpes

11 noeuds sur ia trajectoire

execution trajectoira

parametres par defaut(8) ou check-up(1l): ~C
definition wvue :

arametres par defaut(8) ou check-up(1):
locage 2 t= 8.225 s
definition vue :
7quit
autre recherche globale ?0
calcul global de trajectoire
185 noeuds developpes
noeuds sur la trajectoire
execution trajectoire
arametres par defaut(@) ou check-up(l):
locage a t= 8.225 s
definition vue :
[P7quit
autre recherche globale 70
calcul global de trajectoire
127 noeuds developpes
11 noeuds sur la trajectoire
xecution trajectoire
arametres par defaut(@) ou check-up(l): ~C
definition vue :
?quit
continue
tache realisee en 3.75 s
definition vue .

”Execution trajectoire

Figure 25:

Learning of coordinated motions.
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graph are initialized with the average of probabilities for the two 3D cells representing
independent motions of the arms. Before learning, the robots thus possess a (simplified)
view of fixed obstacles, but ignore possible collisions between them. The learning process
will essentially consists in updating probabilities for cells in the interaction region.

The number of nodes of the interaction graph is 62729%, which corresponds to a memory
of about 570 Kbytes. The total cost of the representation is thus about 1 Mbytes.

From initial configurations of figure 24, we try to reach opposite values on the first
joint of each arm. On the first attempt, dead-lock occurs at mid-distance (Fig. 24). After
three modifications of the graph and calls to the global planner, we find a trajectory that
necessitates retraction of joint 2 of one arm (Fig. 25). Some possibilities of movements in
this part of the environment have been memorized : on a second attempt, a single call to

the planner is enough to reach the goal.

5.8.2 Motion Planning for a Manipulator with a Bulky Load

To compute trajectories of a manipulator robot carrying a large object, one cannot simply
consider the first three degrees of freedom to describe Free Space. We propose to build
a State Graph that takes into account the whole six degrees of freedom. Again, due to
memory limitations, the degrees of freedom of the hand can be only coarsely discretized.
As in the above example, the State Graph is initialized from the octree computed for the
3 degrees of freedom of the arm. Joint ranges of the arm are divided into 16, 16 and 11
intervals, and those of the hand into 6, 4 and 6 (for ranges of 270, 150 and 270 degrees
respectively). The total cost of the representation is then about 1.6 Mbytes. The State
Graph is updated from results of execution of the local trajectory generator, which uses
an exact geometric model of the arm, the hand and the load.

Before learning, the robot is aware of the interactions between its arm and the obstacles.
The learning process essentially discriminates between different configurations of the hand,
for given positions of the wrist.

Trajectories obtained are illustrated by figures 26 and 27. Computation time is of the

order of a few minutes for the first execution of a trajectory.
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Figure 27: Initial, intermediary and goal configurations.




6 Conclusion

Difficulties we are faced with in order to solve the motion-planning problem for manipula-
tors are twofold : 1) the practical difficulty of dealing with rotations in a three dimensional
space, 2) the inherent exponential complexity of the Free Space construction with the num-
ber of degrees of freedom.

~ To answer the first point, we have given general tools to translate the control of critical
distances between solids in Cartesian Space into constraints in Configuration Space. This
results in building a local model of Free Space, that we use both to locally generate safe
trajectories by minimization techniques, and to build global discretized models of Free
Space.

To answer the second point, we have proposed to decouple the search for the global
shape of the trajectory from the fine motion computations. As illustrated by figure 28,
the two levels operate with very distinct time-scales : a fast one for the computation of
displacements from local information, a slow one for the learning of global strategies from
execution of a path. This method can also be adapted to various applications, such as the
exploration of an unknown, eventually changing, environment by a mobile robot.

In addition, we have extended the motion-planning problem to a broader class of ex-

amples, defined by the control of a set of measures on the systemn.

Environment .
Local Planner Motion -
Strategies Evaluation
Update of
the Model

Global Planner |«

Model

Figure 28: Two time-scales for path-planning.
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