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Résumé ;

Ce papier introduit des éléments de méthodologie de développement de logiciel dans le
contexte de la Programmation en Logique, A savoir de programmes écrits en Clauses de Horn avec
négation. On s'intéresse d'abord au probléme de I'adéquation entre une sémantique attendue et celle,
déclarative, attachée au programme. On donne alors des méthodes de preuve de correction et de
complétude relativement a une sémantique attendue pour des programmes en clause définis comme
des programmes avec négation. Dans ce dernier cas les méthodes présentées sont originales et
aboutissent a des caractérisations simples de classes de programmes logiques connues dans la
littérature. Il est suggéré que la simplicité apparente de la programmation en logique sans négation
vient de la relative facilité des preuves et que la sémantique de la négation devrait également respecter
cette simplicité,
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Abstract :

This paper introduces some elements of a methodology of software development in the
framework of Logic Programming, that is to say a way to write programs in the form of Horn
Clauses with negation. It addresses the problem of the adequation between some intended semantics
and some declarative one attached to the program. Proof methods for correctness and completeness
of a logic program with regards to its intended semantics are presented for programs without and
with negation in a common formalism. For programs with negation they are original ones. It is
suggested that the apparent simplicity of logic programming (without negation) comes from the
facility to handle such proofs and that the semantics of the negation should reflect this simplicity.
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1. Introduction

This paper introduces some elements of a methodology of software development in the
framework of Logic Programming, that is to say Horn Clauses with Negation. It shows how the
choice of a methodology may influence the choice of a semantics for the negation in Logic
Programming. ' ' -

In “Logic Programming” there is “Logic” and “Programming”, or in other words
programming using logic [Kow 74, 79]. According to common sense, and this corresponds in
some extend to reality, “programming” is related with some operational view of the semantics of
written programs, when “logic” claims that they have also a declarative semantics which can be
understood in the framework of first order logic, without any operational view or any reference to
some execution mechanism.

But it should be noted that there exists also a third element : the “intended semantics”. This
“intended semantics” corresponds to the intentions of the programmer. When it is formalized it
corresponds to what can be called a specification. In Logic Programming it can be formalized by a
set of atoms, i.e. a relation described by n-uples of values satisfying this relation. For example
suppose we want to write a logic program to compute the length of a list. We may introduce two
relations : the addition on integers (denoted “plus” with three arguments) and the length of a list
(denoted “length” with two arguments) : |

length (nil, zero).
length (A.L, N) « length (L, M), plus (M, s(zero), N).
plus (zero, X, X).

plus (s(X), Y, s(Z)) « plus (X, Y, Z).



No matter here whether this program is a “good” one. We focus our attention only on the
“intention” which is : we want to specify (and furthermore to compute) the following sets of

atoms :
for plus : plus (s"zero), sM(zero), s"*M(zero)) n, m 2 0
and forlength: length (t). .... ty.nil, sP(zero)) n 2 0, t; terms.

In other words the third argument of “plus” is the sum of the two first if they are natural
integers and the second argument of “length” is the length of its first argument which is a list of
any length (lists of any elements).

It must be noted at this point that it is always possible, at least from a theoretical point of
view, to represent the intended semantics by a set of well-formed atoms ([Cla 79, Hog 84, SS 86,
Fer 87]). We use this approach for simplicity as it seems well adapted to describe the principles of
the methodology we want to present herein. In practice some more convenient way may be used,
but we do not develop this aspect in this paper. See for example [Cla 79, CD 88, DF 88a, Hog 84,
DM 88, Dev 87] for different ways to specify the intended semantics or intended properties.

Coming back to the previous example the intended semantics looks clear — because the
domains are well known — but now the questions are : does the given program fit with the
intended semantics ? and what will happen when executing this program with some interpreter ?
These two questions are related respectively with the declarative semantics and the
operational semantics. Thus the process of software development should be analysed
considering the three semantical levels : the intended semantics (IS), the declarative semantics (DS)
and the operational semantics (OS). This is illustrated by the figure 1 :

What should be specified
What is (declaratively) What is effectively
written @ & computed

Figure 1 : the three semantics of a logic program

The purpose of the methodology is to describe the relationships between the three kinds
of semantics. The introduction of the intended semantics is something new. In fact it is generally
agreed that the declarative semantics of logic programs is clear enough in such a way that it reflects
the intended semantics. In other words the two ways (declarative and operational) to look at a logic
program permit to consider it as a specification or a program as well. This view does not
correspond exactly to the prdctice. A program with a clear declarative semantics cannot always be
executable for some goals. Thus the programmer is often encouraged to give more attention to
what will be effectively computed, forgetting the declarative view. This comes from the fact that
logic programming is still a low level style of programming.



The given example will illustrate this point. With a standard interpreter, as it is written, this
program will work well for goals whose first argument is a given list. But it does not terminate if
the first argument of “length” is a variable. One may observe that the way the second clause is
written reflects some intended use coming from an operational view. For the “reversed” use one
should write : '

length (AL, N) « plus (M, s(zero), N), length (L, M).

as plus terminates if its first or last argument is ground
Now the third equivalent version like :

length (A.L, N) « plus (s(zero),vM, N), length L, M).

will work well with every goal “length” with one of the arguments instantiated.

All these programs are obviously equivalent from the declarative semantics point of view.
But what can be observed is that with such writing methodology we are considering two problems
at the same time : the relationships between DS and IS (correctness of the program from the point
of view of the intended semantics) and the rela,iionships between OS and IS.

Our suggestion is that both problems should be analysed separately (at least from a
methodological point of view) following the scheme of figure 2 :

declarative aspects

@S =

operational aspects

(©9)-

Figure 2 : suggested methodology

One should analyse first the relationships between IS and DS showing that they are equal,
hence giving first attention to the declarative view. It is the declarative step. Then one should
care about execution, trying to preserve as much as possible the same semantics through
computations (operational step). Depending on the interpreters it is not always possible to have
only one executable program for any kind of goals.

As these steps are obviously related (if some part of the semantics is not computable with
some interpreter for a given program, one may modify the intended semantics as the program as
well), they should be treated in a common framework. Our suggestion is to use the notion of
proof-tree as the basic notion which permits to relate the three levels of semantics. More
precisely the two steps are thus the following :



- The declarative analysis step in which relationships between IS and DS are considered.
For programs without negation the notion of proof-tree formalizes the notion of proof of atomic
theorems ([Cla 79, DM 85]). In the case of negation the notion of proof-tree can be generalized
[DF 87a, 88c]. Thus the declarative semantics is the set of all the proof-tree roots. Hence the
adequation between IS and DS consists in showing the correctness (DS < IS), i.e. that all the
proof-tree roots are in IS, and the completeness (IS ¢ DS), i.e. that all the intended atoms
are proof-tree roots. The notion of préof-tree permits to make simple foundations of proof
methods, essentially based on inductions on proof-trees.

- The operational analysis step in which the operational properties of the program are
established in comparison with DS. The operational semantics describes the way to compute
proof-trees. Depending on the interpreters and the proof-tree building strategies they include, not
all proof-trees are always possible to compute (loop may appear). In that case the operational
semantics will not be complete in the sense of DS (hence IS, as the identity of IS and DS has
been established previously).

Many operational properties may be proven like run-time properties in [DrM 87, DM 88, Der
88] or termination, but the main purpose of the methodology consists in finding or verifying the
conditions such that the operational semantics remains correct and complete with regard to DS.

In principle, one should make sure that the correctness will be preserved and, if the
completeness cannot be reached, one should be able to characterize the successful computations.

As illustration consider the following program which specifies the inclusion of two sets
represented by lists of elements (repetitions are possible) :

include (L1,L7) ¢« notninclude (L, Ly)

ninclude (L3, Ly) « elem (X, Ly), not elem (X, L2)
elem (X, X.L.)

elem (X, Y.L) « elem (X, L).

In the first step the methodology will give proof methods showing that this program is
correct and complete with regard to the intended semantics :

include (L1, Lp) : Lj et Ly are ground lists such that L1 c L.

In the second step the methodology will help to be sure that by using some implementation
of the negation, the inclusion of two given ground lists will be computed successfully if they are
included, and with failure if not. For example for standard interpreters implementing SLDNF-
resolution, it will be sufficient to show that the negation is “safely” used [Llo 87).

The methodology we present in that paper concemns the first step only. It addresses the
problem of the adequation between the intended and the declarative semantics. For programs
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without negations some solutions have been already proposed [Cla 79, Hog 84]. We recall here
some other solutions based on the notion of proof-tree as they have been already proposed in [CD
88, Der 84, DF 87a, b], but with a different formalism. Then we present a new solution for
programs with negation, keeping the same approach based on the notion of (generalized) proof-
tree. This preserves the simplicity of the proof methods, hence the simplicity of the declarative
semantics. As a consequence the kind of negation we are dealing with is slightly different from
others which have given rise to many publications until now. But these differences, if compared
with the closed word assumption, or the completion of axioms [AVE 82] are minor and this
negation is very close to that of [ABW 86, PP 88]. However it should be noticed that the purpose
of this paper is not to study the semantics of this new negation (such a study is in DF 87a, 88c),
rather to present the basic motivations of such kind of negation based on methodological concerns.

This paper does not develop the methodology attached to the second (operational) step. It has
been in [DF 88a, b]. But the relationships between DS and OS have been extensively studied until
now. Usually DS is the logical semantics represented by the completion of the axioms in case of
negation ([Cla 79, AvE 82, Llo 87], see [Del 86] for a study of different semantics) and OS is
some resolution procedure, for example SLD or SLDNF-resolution ([Llo 87, DF 87a, WML 84,
Der 88] and many others). ' '

This paper is organized into two parts : methodology of logic programming without negation
(section 2) and with negation (section 3). Proof methods of completeness and correctness with
regards to a specification (the intended semantics) are presented in both cases with proofs of

soundness and completeness of the methods and illustrating examples.

2. Elements of Methodology of Logic Programming without negation
We borrow from [Cla 79, DM 85, DF 87b] some well-known concepts.

2.1. Abstract Syntax (Terms, Atoms, Clauses)

- Terms : They are built as usually with variables, constants and functors. Terms will be untyped.
This convention will oblige us to introduce in logic programs some typing predicates. For
example integers will be speciﬁed by a predicate defined by clauses :

int (zero)

int(sX) <« int(X).
or lists :

list (nil)

list (A.X) « list (X).
Well-formed or typed terms could be used as in [Der 89] but with untyped terms the theory as
presented here is simpler, without lost of generality. A ground term is a term without variable.

- Atoms (atomic formul®) built with predicate symbols and terms. We denote by ATOM the set of
all the (non necessarily ground) atoms.



- Clauses ag ¢ a1, ..., ap. 120 where ag is the head, aj, ..., ap the body. If n =0, ag is a fact.

- Program : a set of clauses grouped into packets.
- Goals : in general a body limited to one atom.

Note that the notions of substitution and instances apply as usual to terms, atoms, goals or

clauses.

2.2. Deciarative Semantics (Proof trees)

The declarative semantics DS is the set of the proof-tree roots. A proof-tree ([Cla 79,
DM 85]) is a tree built with instances of clauses, whose leaves are instances of facts. Note that by
definition the proof-trees are not necessarily ground and that any instance of a proof-tree is a
proof-tree. It follows that DS is closed by substitution. (DS is denoted DEN (P) in [DF 87a, b] and
called the denotation or constructive semantics). |

2.3. Note on the Logical Semantics

As proof-trees are representation of a proof of its root, proof-tree roots are atomic theorems
and DS is also the set of all the (atomic) logical consequences of the axioms. It is also the least
(not ground) Herbrand model of the program [Cla 79, Fer 87].

2.4. Intended Semantics, Correctness, Completeness of a program.

The Intended Semantics (IS) is a set of atoms which is the disjoint union of a family of sets
{ISP}p e PRED, such that ISP ¢ {p(ty, ..., ty) | n arity of p and the t;'s are well-formed terms}.

Thus IS= I8P,
p € PRED
IS is supposed to be closed by (well-formed) substitutions.

The aim of the methodology is to prove that DS and IS are identical (i.e. DS = IS).

A program P is said (partially) correct w.r.t. IS iff for all atom a in DS, a sin IS, i.e. :
DS ¢ IS.

A program P is said compete w.r.t. IS iff for all atom a in IS, it exists a proof-tree whose
root is a, i.e. :
IS ¢ DS.

2.5. Proof method for correctness

In [CD 88, Der 89] and, with a closer formalism in [DF 87], the following method is
proven sound and complete.

v
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Find some subset 1S’ C IS closed by substitution such that
For every clause C : ag < ay, ..., ag the following statement holds :

Vo (substitution) [(Vi, 1 £i<n, oaj e 1S") = ocag e IS

It is clear that such a method is sound as every proof tree is built with well-formed clauses
instances and such implications insure that every proof tree root will belong to IS' hence to IS, by
hypothesis. The converse holds trivially with IS' = DS, as, by hypothesis, DS < IS hence the
method is complete (see [CD 88 or Der 89] for a detailed discussion about this point).

This proof method is extremely simple. It can'be viewed from a practical point of view as a
way to get convinced that the program is built with axioms (by the way, implications (1) are the
definition of the fact that IS’ is a (termal) model of the axioms — see [Fer 87 or DF 87a] for more
details). But its simplicity suffers some drawbacks, as noticed in [CD 88], coming from the
simplicity of the definition of the intended semantics. Thus other and more tractable proof methods
have been developed in [CD 88, Der 84, 89] for the same purpose. We do not develop such
methods herein. A short example will help to understand the general and simple method presented
here : -

P: C1:plus(zero, X, X) « int(X).
C2:plus (sX, Y,sZ) « plis(X,Y,Z)
ISPIUs : plus (sM zero, sM zero, sh*+M zero), n 20, m > 0
int as in 2.1
ISint ; jnt (shzero), n 2 0
Cl: Vo oinyX) e ISint= oplus (zero, X, X) e ISPlus
C2: Vooplus (X, Y, Z) € ISPIus = oplus (sX, Y, sZ) e ISplus

obvious as for the clauses of int.
In 2.7. some complete examples are developed.
2.6. Proof method for completeness

Joining results obtained in {CD 88 and Der 84], also described with a closer formalism in
[DF 87a, b] we get the following method which we show sound and complete :




Find some superset IS' of IS (i.e. IS ¢ ISY) closed by substitution and a function f such
that :

a)  For every predicate p, IS'P is the (not necessarily disjoint) union of subsets IS'Py, each of
them being associated to one clause whose head is an atom of p. In other words to every
clause cPy of the packet of p (denoted CP) is associated a subset ISPy such that :

ISP = ki IS'P

The sets ISPk are assumed closed by substitution.
b)  For every predicate p and for every clause cpk ag « ajy, ..., ap of the packet CP the

following statement holds :

Vae ISPk J6:0ap=2a and

bl) Vi, 1<i<n caje IS' and

b2) for some j's f(o aj) < f(o ag)
in which in the conjunction “for some j” denotes the atoms which may correspond to “recursive
calls” of the predicate p (directly or not) and f is a function from atoms into a set in which “<”

denotes a well-founded relation (there is no infinite decreasing sequence in it).

In other words (soundness of the method) conditions a and bl express that for every atom in
ISP it is possible to find an instance of a clause (by G) in the packet of p such that the head instance
is this atom and the instances of the atoms in the body are in IS. Thus it is possible to continue the
“construction”. Notice that this kind of “construction” is not the operational semantics with
unification. It consists only in pasting together instances of clauses. The criterion b2 ensures that
such a “construction” is finite, which means (with criteria a and b1) that it will be achieved with
success. Hence the existence of a proof tree for every atom in IS. The converse is not difficult to
prove with IS' = DS and using as function f the height of the proof-trees (completeness of the
method).

The same example will illustrate the method.

P: C1:plus(zero, X, X) « Int X).
C2:plus (sX, Y,sZ) « plus X, Y, Z)

ISPWus = plus (sMzero, sMzero, s™+Mzero), n > 0, m > 0
a)  ISPlus;= plus (zero, sMzero, sMzero), m > 0
ISPlus) = plus (snzero,sMzero, sh+Mzero), n >0, m 2 0
ISplus — ISPlus; ISplus,
b) choose f(plus(sizero, t1, t)) = n
InCl :6: X « smzero, hence int(sMzero) belongs obviously to ISint
Clause 2 is the only possiblity of recursive call.
In C2 : (Note ¢ is ground)
Vo o plus (sX, Y, sZ) e ISplus,

\Y

)

~

)



¥

= (bl) o plus (X, Y, Z) € ISPIus arid
(02) f (o plus (X, Y, Z)) < f (o plus (sX, Y, sZ))
Obviously true as ¢ is, by hypothesis :
X — shzero, Y — sMzero, Z — sMMzero n>20,m>0
and plus (s"zero, shzero, s™*Mzero) belongs to ISPIUS | hence the results
withb2 :n<n+ 1.

“int” is obviously complete with regards to ISint,

As quoted for the (partial) correctness method, this method suffers from being too simple in
many practical situations. Its advantage is to formalize also the simplicity of 1ogic programming :
each clause in a packet may correspond to some (non exclusive) case such that — at some intuitive
level — the head is equivalent to the disjunction of the bodies. This kind of idea is also formalized
in the notion of completeness [AVE 82] or of “logic algorithm” in [Dev 87] but in these
approaches this semantics denotes some “belief” as quoted in the introduction, when here it is
clearly related to the existence of a proof tree for every atom in the intended semantics (This does
not mean that such proof trees will be computable with any interpreter — which is a problem of
relationships with the operational semantics).

However the (apparent) simplicity of the proof method is related to the apparent simplicity of
logic programming such that the programmer can be easily convinced that he is writing correct and
complete axiomatization of some intended semantics (or also model).

2.7. Examples
We achieve firstly the previous example and give one other.

2.7.1. Coming back to the example of the introduction, we have :

- ISplus = plus (s"zero, sMzero, s"*mzero),‘ n20,mz20
ISlength = length (t1.tp, ... ty.nil, sPzero), n 2 0, t; denotes any term.
- P: C1 plus (zero, X, X) « int (X) '

C2 plus (sX, Y,sZ) & plus(X,Y,2Z).

C3 length (nil, zero).

C4 length (A.L, M) & plus (N, zero, M), length (L, N).
Correctness and completeness of plus and int already proven w.r.t. ISPlus  [Sint

Correctness of P w.r.t. IS (= ISlength  [Splus  JSint) :
C3 : Vo(empty) length (nil, zero) € IS'ength. Obvious ( n = 0).
C4:Vo(A—>t,L-t. .....tn.nil, M - st*lzero, N — shzero), n > 0
oplus (N, szero, M) e ISPIis A clength (L, N) € ISlength = G length(A.L, M) e ISlength
: olength (A.L, M) =length(t.t; ... ty.nil, s"*1zero) e ISlength



Completeness of P w.r.t. IS (= ISlength  ISplus) .

a)  ISlength = Jglengthy  1Slength, with
ISlengths = length (nil, zero)
ISlengthy = Jength (ty. .... t.nil, sPzero) tj € term, n >0

b)  Choose the following function :
f(length(ty. .... ty.nil, t)) =n
f(plus(sPzero, t}, t2)) =n
only clause C4 has to be considered (clause C2 has already been) for decreasing f :
Va e ISlength, |
3 6(A - t1,L > ta. ....tg.nil, M — sPzero, N — s™1zero) o length (A.L, M) = a and
(bl) o plus (N, szero, M) € ISPIUS A g length (L, N) e ISlength
and (b2) f(olength(L, N)) < f(c length(A.L, M))
hence the results for the atom length in the body and :
f(length(ty. .... tp.nil, t') < f(length(t.t;. ... tn.nil, t").

Note that no decreasing is necessary for atom plus in the body of C4 as no recursion is
possible through this atom.

The case of clause C3 (with ISlengthy = length(nil, zero)) is trivial.

2.7.2 Here s an other example for which a proof seems necessary in practice to be convinced
of its correctness : the palindrom program with difference list [CT 17 :

ISpalin = palin (t;. .... ty] — 1) n 2 0, 1 is a list as specified by predicate “list” in 2.1.
and t1 .... tg.nil =reverse (tj .... ty.nil)

ISlist=" [ist (tj..... t.nil), m 2 0.

Palin = Cl: palin(L—L) « list (L).
C2: palin (AL —L) & list (L).
C3: palin (AL —M) « palin (L — A.M).

(Partial) Correctness with regards to IShist = list (u;. ... .Up.nil), m 2 0, uj terms, union 1Spalin
Cl: Vo(L - uy. ... .up.nil) olist) (L) = opalin (L — L) e ISpalin
V (n =0 and nil = reverse (nil))
C2: also obvious.

C3: Vo(A>t, Loty ....th.t, M > tl) withty. .... tp.nil = reverse (ty. ....tg.nil)
o palin (L — A.M) e ISPalin = ¢ palin (A.L — M) e ISpalin
as tt. .... t.t.nil = reverse (t.t. ....to.t.nil)
The properties of “reverse” are supposed to be known.

10

g



Completeness :
a)  ISpalin = JSpaling  [Spalin, , JSpaling
with  ISPaliny =palin (1 — 1) 1 list (1 = uy. .... up.nil, m > 0)
ISpaliny = palin (t.1— 1) t term, 1 list
ISPaling = palin (t.t}. .... tn.t.1—1) n 20, t, t; terms 1 list.
and tj. .... t.nil = reverse (tj. .... tg.nil)

b) wechoose :
f(palin(t;. ... tg.] —1)) = n + m where m is the lepgth of the list1 (1 = uj. .... up.nil,
2 | | m = 0)

The only difficulty is to prove : Va e ISpaling,

30(A 5 Lot ... tpth, 02 0,1 = uy. ... um.nil, m20, M — 1)

o palin (A.L —M)=aand '

(bl) o palin (L — A.M) e ISPalin gng "

(b2) (o palin (L — A.M)) < f(c palin (A.L — M))

Obvious asif  reverse (t.ty. ....tg.t.nil) = tt]. ....to.t nil

then reverse (t]. ....tn.nil) Bt ...to.nil,

hence the results : '

palin (t]. ....tgp.t.] — t.1) € ISPalin 3pd

f(palin (11. .... t.t.1 —t.1)) < f (palin(t.ty, ,... to.t1 — ).

(asn+1l+m<n+2+m). . "

Remark that the clause C2 is needed as the proof for C3 uses the hypothesis that
t.t1. ... .tp.t.1 — 1 represents-a list with at least two elements. Moreover one could observe that
from an operational point of view it could be sufficient to write a program with
1spalin = palin (t;. .... tg.nil — nil) as (as the proof of completeness of this deterministic
program shows) only goals having finite lists in the argument will terminate. Thus one could
expect that clauses C1 and C2 are-too general ones. Unfortunately proof in clause C3 would not be
possible any more with such IS, hence variables in C1 and C2 are necessary to ensure

completeness.

3. Elements of Methodology of Logic Programming with Negation

3.1. Abstract syntax

We consider now normal programs [Llo 87] in which the clauses have the following syntax :
ape 1y, ..., 1p,n20

where ; is aj or (not aj).

All other notions are unchanged. .

11



3.2. Declarative semantics (proof-tree with negation)

We present a semantics of the negation based on an extended notion of proof-tree. Its
advantage is to permit a uniform treatment of the methodology (proofs of identity of IS and DS and
relationships with OS), but it differs from other semantics of the negation. This point will be
discussed below.

Definition 3.2.1. : Semi-Proof-Tree (SPT)

A Semi-Proof-Tree (SPT in shoft) is a proof-tree (section 2.2) with the difference that there
is no restriction on the negative leaves.

This definition keeps the idea of proof-tree built with instances of clauses. But the leaves are
positive or negative ones. Positive leaves are instances of facts. The idea of negative leaves (not a)
corresponds to atoms a which are never true, hence a cannot be a proof-tree root. This idea leads to
a paradox : take for example the program :

p < not p

thus p is a proof-tree root iff p is not a proof-tree root. the following definitions are stated with the
purpose to overcome this paradox.

Definition 3.2.2. : Set of useful atoms U, semi-proof tree on U (SPT on U)

We consider a subset U of ATOM (U ¢ ATOM) called the set of useful atoms which is
closed by substitution. Note that ATOM and ATOMG (ground atoms) are possible candidates.

A semi-proof-tree on U is a semi-proof-tree in which all nodes a or (not a) satisfy
ae U.

Definition 3.2.3. : (Rélation on SPT on U : >, well-foundness)
We denote by > a relation deﬁned on i_,he set of the SPT on U as follows :
T > T' iff there exists a negative leaf of T, (not a), such that root (T") is an instance of a.
(3o, oa =root (T")

The relation > is well-founded iff there does not exist infinite “decreasing” sequence
ag>ajp > .... (usually > is not an order).

The idea of the relation is to-characterize some way to combine proof-trees, exhibiting
eventual paradoxes. With the given.example and definition 3.2.3., the unique semi-proof-tree
t:p ¢ notp satisfiest>t> ...

Thus the fundamental theorem which ensures the existence of a semantics based on the
notion of semi-proof-tree .

12
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Theorem 3.2.4. : Proof-Tree with Negation (PTN)

If the relation > (deﬁnitionb3.2.3.)\is well-founded then there exists a unique set of SPT on
U, denoted by PTN, which satisfies the condition :

For all semi-proof-tree on U, T :

T e PTN & For every negative leave (not a) of T no instance of a is the root of a semi-
proof-tree of PTN. | ‘

Sketch of the proof : th‘e" conditiqn is equivalent to a definition by induction on the well-
founded relation. - ' ‘ : .

To be more precise : |
a) Let SPT(U) be the set of the SPT on U. We have to prove that there exists a unique function
f: SPT(U) — {0, 1} verifying the condition :
Forall Te SPTU), =

f(T)=1<« for evéry negative leave (hot a) of T no instance of a is the root of a T' € SPT(U)
such that f(T") = 1.

But in the second member we can add T > T, so this condition is equivalent to

f(T)=1 ¢« for every T' € SPT(U) such that T > T", for every negative leave (not a) of T, if
f(T") = 1 then no instance of a is the root of T".

b) Now we are going to use the principle of dcﬁnition by induction on a well-founded relation. We
recall here the principle (for more details, see for instance [Acz 77]) :

Let W be a set and > a binary relation well-founded on W.

Let E be a set. For each w € W, we call w-family any family of elements of E whose index set
is{we Wlw>w}

Let WF the set of all the w-family, for all w e W.

The principle says that, for each function
F:WF—E
there exists a unique function f : W — E such that, forallw e W,
f(w) = F(F(W)w > w?)

c) We get our result with :
W = SPT(U)
E={0,1)

13



F(er)T>T) =1if for every negative leave (nota) of T,
for every T'< T such thater = 1,
no inStancer'f a is the root of T.
=(0 otherwise QED.

Definition 3.2.5. : Declarative Semantics (DSy, negy)
The elements of PTN will be called the proof-trees (with negation) on U.

Again not all proof-trees are always possible to compute : at first for the same reason as
without negation (introduction, the operatiénal analysis step and section 2.1), and also because of
the implementation of the negation. The programmer must certify that only semi-proof-trees on U
will be computed. This point is related to the operational semantics and is not developed here.

The declarative semantics of P on U (denoted DSy) is the set of all the proof-tree roots
on U.

We denote negy the set of the atoms in U such that they don't have any instance in DSy.

We give now some sufficient condition such that the proof-trees on U are well-founded (i.e.
the relation > is well-founded) :

Property 3.2.6. : Condition of well-foundness on U
The relation > (def. 3.2.3.) is well founded if the following condition holds :
It exists a function g : U — N (natural integer) such that :
1)VainU, Vo : g(ca) <g(a)
2) In every semi-proof-tree on U of root a, all negative leaves (not b) satisfy g(b) < g(a).

Proof : It is sufficient to show that if T > T' then g(root(T)) > g (root(T')) holds. By (C2)
g(root(T)) > g (b) holds for the atoms b in every negative leaves and by (C1) g(b) 2 g
(root(T")). QED. o

Remark : this condition may appear very sopﬂisticat,ed. But it is satisfied if the program P is
stratified in the sense of [ABW 86] for any U. A program is stratified if no recursion goes through
the negation. For ground U the conditions are analogous to that of [PP 88].

Notations : Let I be a set of atoms. We will denote by neg(I) the set of atoms in U which do not
have any instance in I. Note that negyy = neg(DSy), and neg(l) is closed by substitution.

Now we can give a characterization of the declarative semantics of logic programs with
negation.,

Corollary 3.2.7.

DSy is the unique subset I of U which satisfies :

14



ae I« ais the root of a semi-proof tree on U whose negative leaves (not b) satisfy
b € neg(l).

Proof (Existence) (Unicity). B& deﬁhition 3.2.5. DSy satisfies the property. If I satisfies the
property then the set of semi-proof-trees whose negative leaves are in neg(lI) satisfies
the theorem 3.2.4. QED.

3.3. Methodology

The purpose of the methodology is to prove IS = DSy. This will be done by proving
together correctness and completeness. Thus we have to verify (by definition of the methodology,
and corollary 3.2.7.).

a€ IS & ais the root of a semi-proof tree on U whose negative leaves (not b) satisfy
b € neg(IS).

This can be achieved by satisfying the three following independent steps :
The relation > (for P and U) is well-founded (if P is stratified this condition holds for any U).
Give the sets neg(IS) from IS. (Note that neg(l) is a function of I).

Prove the following conditions :

letasin2.6 (@) IS=UISPand ISP = U ISPkWand f be some function,
in every clause C : ag « 1; ... I, the following statements hold :
1) Vo [(Vi,1<i<n olje (IS U Nneg (IS))) = oag € 1)
where (not a) € Nneg (X) iff a € neg(X)
2) b) Va e ISPy Jdo oapg=aand
bl) Vi,1<i<n olj € IS U Nneg (IS) and
b2) for some j's f(cag) > f(oaj)

Theorem 3.3.1. (soundness and completeness of the method)

Under the hypothesis of condition , the program P on U is correct and complete with
regards to IS, i.e. IS = DSy iff the conditions [3] hold.

Proof : conditions are the strict translation of the definition of the methodology a € IS &
there exists a semi-proof-tree on U whose negative leaves (not b) are in Nneg(IS) and
same reasoning as in proof of section 2.6 can be used for f. Thus IS is the unique set
satisfying corollary 3.2.7. QED. |

Remark : One should remark the analogy between the conditions [3] in the methodology with

negation and the conditions of correctness an completeness in the methodology without negation.

15



If there is no negation we find the same conditions as in section 2.5 and 2.6 (take DSy in state of

DS). This shows that the kind of negation considered here keeps the simplicity of the axiomatic

style of logic programming. However one could be tempted to split conditions |3 such that each A
part would correspond to one inclusion : (1) to DSy ¢ IS and (2) to DSy 2 IS. This is not ¢
the case since (1) = DSy ¢ IS holds if we assume completeness (IS ¢ DSy). This can be 0
achieved if one manages the proof level by level (see theoretical and practical description in .

{DF 87a]).

3.4. Examples
3.4.1. Inclusion of two sets
Program :
1 -included (L1,L2) ¢ not nincluded (L3, Ly), glist (Ly), glist (L3).
2 - nincluded (L1, L2) « elem (X, L), not elem (X, Ly), glist (L), glist (L2), gelem (X).
3-elem (X, X.L) « glist (L), gelem (X).
4 -elem (X, Y.L) ¢« elem (X, L), gelem (Y).
S - glist (nil).
6 - glist (X.L) « glist (L), gelem (X).
7 - gelem (a).

in which “gelem” defines possible ground elements of a list and “glist” defines ground lists
as in 2.1.

Conditions :
The program is stratified. .

IS  neg(IS)

included ground L), 17, Ly gLy not needed
nincluded ground Ly, Ly, L1 €Ly ground L1, Ly, L1 c Ly
elem ground X, L, Xe L ground X, L, X ¢ L
glist ground L not needed

gelem “ground X not needed

Conditions trivially hold for clauses 1 and 2.

For elem (clauses 3 and 4) correctness and completeness are proven without negation.

3.4.2. Example (analogous to [PP88])

Program: 1 - even (zero).
2- even (X) ¢ is_suc (X, Y), not even (Y)
3 - is_suc (sX, X) « int (X).

16



Conditions :
U = ground atoms built with Int

> is well-founded as conditions 3.2.6 hold :
choose : f(evcn(s“zero)) =n

IS . neg(IS)
even even(s2zero) n20 s2+lzero n20
is_suc is_suc(s"*1zero,s"zero) n >0 not needed
int int(s"zero) n20 not needed

1)  even(zero) € s2(zero) (n = 0)
and Vo (X —sPzero, Y —sdzero)
is_suc(oX, oY) € is_suc(s"*lzero, s"zero) A even(cY) € even(s2"*1zero)
= even(oX) € s2zero
OKwithp=2n'"+2,q=2n"+landn=n"'+1
2) a) ISevem; =even(zero)
ISeven, = even(s2nzero) n>0
bl) same kind of reasoning, but implication reversed and existence of G
guaranteed by the head even(X) in which the term is a variable.
b2) use: f(even(s"zero)) = n.

4. Discussion, conclusion

Proof method of correctness and completeness with regard to a specification have been
presented and proven sound and complete. They seem very natural on a practical point of view.
The concepts of correctness and completeness are globally equivalent to the same concepts
introduced in [Cla 79, Hog 84, KS 86, Tir 86, Dev 87, SS 86]. Only in [Dev 87] the idea of a
proof method for correctness and completeness is presented for programs with negation but it is
based as usual on induction on the intended semantics defined as the unique model of some
completion of the axioms. In our approach the axioms are used without any modification, keeping
there original form and there is no restriction a priori on the models.

We have presented a methodology .of normal logic program development in which
declarative and operational properties are considered separately. The main advantage of such a
methodology is to permit to the programmer to focus his attention to the declarative semantics of its
programs. As a consequence the semantics of the negation is slightly different from others already
known [AVE 82, ABW 86, PP 88, Kun 87], but it coincides in most of the practical cases with the
usual ones. Some theoretical aspects of such a negation have been developed in [DF 87a]. Its
drawbacks is that no simple logical semantics is always possible but its main advantage is to
preserve the simplicity of the declarative semantics by keeping the approach based on the proof-
trees still valid. It follows that operationél aspects can be analysed easily in the same framework
and that the logic program developed by that way can be more easely made runnable.
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