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Abstract

Memory interleaving considerably increases memory bandwidth in
vector processor systems. The concurrent operation of the processors
can produce memory bank conflicts and hence alter the memory band-
width. Total or steady state performance for vector operations in a
memory system is studied. Many methods of resolving memory bank
conflicts are proposed and compared. Analytical results on the result-
ing effective bandwidth are presented for one of them and the others
are described by exhaustive simulations. Some nonintuitive results are
obtained on how conflicts depend on the size of the architecture, the
number, the stride and the length of the vectors, the register length
assigned by each processor to vector components.

Index terms
Interleaved memory, memory access in vector mode, memory bandwidth,

modeling of access streams, multiprocessors, performance evaluation, regis-
ters.

1 Introduction

As the speed of CPUs increases, memory latency becomes the significant bot-
tleneck of computer performance. One class of multiprocessors, the tightly-



coupled multiprocessors, are designed with a global shared memory in order
to solve data transfers problems. Designers must find for them the right re-
lationship between the memory bandwidth (number of memory accesses per
cycle) and the processor bandwidth (number of requests per cycle) in order
to optimize the use of memory cycles, so that a maximal memory bandwidth
is balanced with a minimal latency for requests. The main factor which de-
creases the memory bandwidth is the memory bank contention. Thus, when
designing tightly coupled MIMD computers, efficient hardware management
of memory bank contention is a crucial issue. However, the problem is not
easy because the memory contention depends on the rules of arbitration of
conflicts and on a large number of architectural parameters: number of pro-
cessors, number of banks, register length, latency between the loading of the
registers, etc. The influence of these parameters is not well understood and
nonintuitive. For example, it is commonly thought that increasing the size of
the architecture (the number of processors and memory banks) increases the
memory contention, but the specific influence of the number of processors
and the number of banks is not clear.

One difficulty encountered in the analysis of the memory contention is
how to choose a representation of the sequences of addresses generated by
the programs. Most of the time, the accesses to the memory banks are
assumed to be random, mainly because of the mathematical tractability of
this model. In this case, exact or approximated models have been analyzed
in [2], [1] (see also [3], [6], [9], [10], [11]). However, in the context of scientific
computation, the hypothesis of independence of successive addresses is very
unlikely (except perhaps in sparse computation). In this case, the programs
are frequently based on the execution of loops, generating accesses to arrays
referenced by a linear index . These loops generate a sequence of references
to the successive components of vectors stored in contiguous memory banks
(vectors of stride one) or in equally spaced memory banks (vectors of stride
greater than one). Although this is a restricted model, these regular accesses
are basic and represent a wide class of loops in programs. However, there has
been little research on these regular memory access patterns. The rare studies
on such vector operations have been done for the CRAY X-MP memory
system by Cheung and Smith ([5]) and Oed and Lange ([7], [8]), but only in
the case where the vector lengths are less than the register length. They show
that the contention depends strongly on the vector starting addresses. Hence
they consider exhaustively all the possible vector patterns. The complexity



of this combinatorial problem explodes with the number of the vectors so
that their study is limited to two vectors for the analytical results and three
vectors for the simulations results.

In this work we analyze regular references streams generated by opera-
tions on vectors (of the same length with different starting addresses) where
the vector lengths can be greater than the register length. The target archi-
tectures are MIMD tightly coupled processors with one port per processor.
The size of the architecture in this study is sufficiently small (less than 16 pro-
cessors and 16 memory banks), so that a crossbar network can be used as the
interconnection network, resulting in no conflicts except the memory bank
conflicts. An example of such an architecture is the ALLIANT FX/8, devel-
oped by the University of Illinois (Urbana-Champaign) with eight processors
and a shared cache divided into four banks. With the reference streams de-
scribed above, different types of conflict management are considered. The
static priority protocol, for which processor 7 has priority over processor ¢’ if
© < ' in the case of a conflict between 7 and ¢', was implemented in a version
of the ALLIANT FX/8 to dynamically resolve conflicts. This conflict resolu-
tion scheme always penalizes the same processor. In this paper, we propose
other schemes to reduce this problem and hence to improve memory perfor-
mance. These include priority policies and a queueing policy. The priority
policies are variants of the static priority, with the priority depending on time
and even on the memory address of the request: cyclic priority , as between
the two processors of the CRAY X-MP, rotation and conflict priorities.

The purpose of this paper is to evaluate and to compare the performance
of the different conflict resolution schemes and to study its evolution when
architectural parameters are modified: the size of the architecture and the
length of the registers assigned by each processor to components of each
vector. The conflict rate is the proportion of the total execution time wasted
in latency. This is the performance measure describing the impact of the
conflicts.

The first way to have an idea of the performance is to perform simulations:
we use an exhaustive technique, where all the vector patterns are simulated,
as in [5]. The simulation results, obtained by a simulator called MEVAMP,
are presented in graphical form. They cover the cases of practical interest
and allow us to compare the different policies and to study the influence of
the parameters of the architecture.

One of the policies, the rotation priority, is analyzed analytically. It



yields results for a larger range of parameters. Moreover, according to the
simulation results mentioned above, this policy is quite efficient compared to
the other policies. Its analytical study is therefore of special interest. We
obtain the analytical expressions for the delay due to conflicts and the mean
delay when the starting addresses and possible durations to load registers that
create conflicts are randomly chosen. Upper and lower bounds are derived
for the mean conflict rate, which give a good idea of the influence of the
size of the architecture . This gives us some limits on the scalability of the
architecture. For example, we prove that, under a certain condition on the
bandwidths, it is better to have 2n processors and n banks than n processors
and 2n banks.

In Section 2, the model of the architecture is described. Sections 3 and 4
deal with the analytical results. In Section 5, we discuss how the simulations
were performed and present the results. Section 6 contains some extensions
of the simulation results, including non unit strides. The technical proofs are
given in the appendix.

2 Description of the model

Processors crossbar memory banks

interconnection network

Fig. 1. The architecture.
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The model analyzed in this paper is an architecture of n, processors in-
dexed by 7 (0 < ¢ < n, — 1) which share a memory divided into n; directly
accessible banks indexed by 5 (0 < 7 < nj, — 1) (see Fig. 1). The intercon-
nection network is a crossbar network, so no conflicts between requests are
introduced by the network. Thus all the conflicts are bank conflicts.

2.1 The memory system.

The memory banks are directly accessible by the processors. A successful
request to a bank occupies that bank during a fixed number of cycles, denoted
ty, called the memory occupation time. Two or more processors may request
the same bank simultaneously, resulting conflicts on the bank. When such
a conflict occurs, the time required to receive the requested data will be the
associated delay, denoted t,,, plus the memory occupation time. The delay
t, depends on the conflicts with other possible requests for data stored in
the same bank. A processor has the capability of delaying a request if it can
not access bank because of some conflict. Conflicts are resolved dynamically,
i.e. all the requests that cannot be satisfied will be delayed for one cycle by
their processors, and also all the subsequent requests of that processor.
There are two types of conflicts:

e a bank busy conflict occurs when a bank is still busy when a processor
requests it, and causing the request to fail.

e a simultaneous bank conflict occurs when two or more processors re-
quest the same idle bank at the same time. Arbitration is needed in
this case.

Except for the queue discipline described later, the principle of arbitration of
simultaneous bank conflicts is to assign a number, called the priority number
and denoted by P(t,t), between 0 and n, — 1 to each processor ¢ by a one-to-
one mapping P, possibly depending on time t. When a simultaneous bank
conflict occurs, the processor with the lowest number has access to the bank
while the other processors resubmit their requests at the next cycle. At time
0, P is arbitrarily defined by P(¢,0) =7 (0 < ¢ < n, — 1) . A variety of
different priority assignments are proposed below.
1) The static priority



The first one, the static priority, does not depend on time. Processor 2
has priority over processor ¢’ if ¢ < ¢’. Note that P is defined by

P(i,t)y=1, 0<:<n,—1,t>0.

This implies that the priority numbers of all the other processors can be
defined from the priority number of a single one by the relation

P(i,t)=(P(i—1,t)+ 1) modn, (t>0,0<i<n,—1). (1)

This relation will be assumed to be true for the cyclic, rotation, conflict
priorities defined later. It is sufficient to know the processor having the
highest priority at any given time, in order to know the priority of all the
Processors.

Priorities of this type were used in an earlier version of the ALLIANT
FX/8 and manage memory contention between the ports of a CPU in the
CRAY X-MP.

Note that with the static priority assignment, processor 0 always ends
first.

2) The cyclic priority

To promote fairness between processors, another policy is to change the
priority numbers cyclically. Every c cycles, if processor ¢ had the highest

priority, processor ¢ + 1 takes it. For the cyclic priority of period ¢, P is
defined by

P(i,t)=i—[t)d (t>0,0<i<n,—1)

which, as before, implies the relation ( 1).

Alternating priority of this type is used in the CRAY X-MP ([5]) between
the two CPU’s. With this priority assignment, P(¢,t) does not depend on
conflicts before t.

3) The rotation priority

In order to avoid giving priority to a processor which has just completed
an access, another type of arbitration is interesting, in which the map P
depends on the banks. This is also a priority assignment respecting the
relation ( 1). Moreover, at a given bank, after an access corresponding to a
request of processor ¢ has completed, the priority moves and processor 7 + 1
becomes the processor of the highest priority. Hence, for this scheme, called



the rotation priority, the priority number of processor 2 at bank j at time ¢
is given by

P(iyjt) = P(i,j,T;) =1 (To, <t <Tpp1,0<i<n,—1,0< ) <my—1)

where T}, is the end of the nj-th access at bank j and P(1, j, Tn_]) denote the
value P(z,7,1) just before T),.

4) The conflict priority

The conflict priority is similar to the rotation priority except that the
priority changes at the end of an access only if there was a simultaneous
bank conflict for the access (¢, cycles earlier). Thus, P is defined by

P(i,j,t)=P(i,j, T, ) =1 (T, <t<T, ;,,0<i<n,—1,0<j<m-—1)

where TTIL] is the end of the n;-th access at bank j after a simultaneous conflict
and P(z,7, T;LJ_) denote the value P(i,j,t) just before T;].

5) The queue discipline

The last policy we consider, called queue discipline, is quite different in
the sense that the priority of the request depends on its request time. Each
bank has a queue and if a request is not accepted at once, the processor does
not delay it until the next cycle but the request waits in the queue of the
bank. The queueing discipline at each queue is assumed to be first-in-first-
out, but requests which arrive simultaneously to the same queue are served
according to the static priority defined above.

2.2 The processors

Each processor sends its requests to the bank at the following rate: when
a request is about to be served, the processor which sent it waits ¢, cycles
before sending the next request. This delay is called the inter-request time.
The time required for requests to cross the network is included in ¢,. Let the
processor bandwidth be the number of requests sent by the multiprocessor
per cycle; if there is no conflict, it is n,/t,. Let the memory bandwidth be
the number of memory accesses per cycle; if there are no conflicts, it is n;/ts.
We assume here the following condition on the bandwidths

np/tp = np [t (2)



It means that the bandwidths are perfectly balanced: Without conflicts,
the requests for the memory do not wait and the rate of occupation of the
memory is one.

Each processor has vector registers of finite length r to store the vector
elements during an operation.

2.3 The load

We will consider a vector multiprocessor executing a vector operation. The
load is shared between the processors. It can be assumed without loss of gen-
erality that the vector length L (the number of the elements in the vector) is
a multiple of n,r. If this were not the case, the operations on the remaining
elements would be executed at the end with an execution time small enough
compared to the total execution time to be negligible. Each vector argument
of the operation being performed is divided into n, subvectors having the
same number of consecutive elements. The i-th processor executes the op-
eration on the i-th subvector of each of the arguments. The vector elements
are loaded from the memory into the vector registers of the processor. The
register length r is limited so that the access to a subvector is made by slices,
also called blocks, of r consecutive elements. The i-th processor requests the
n-th slice of its subvector of each of the arguments before moving on to re-
quest the (n + 1)-th slices. For example, suppose an operation executed by a
8-processor computer involving two vectors V' and V' of length 96 distributed
as 8 subvectors of length 12. The register length is assumed to be 4. The
i-th subvectors V@ and V'@ are divided into 3 slices of 4 consecutive vector
elements S{i), Sgi), S:(f) (respectively Si(i), S;(i), S;(i)). The sequence of blocks
of the ¢-th processor is: S{i), Si(i), SS), S;(i), Sé”, S:;(i).

Unless stated otherwise, the stride of the vectors is assumed to be one.

Between the requests of two blocks, the processor waits a fixed number of
cycles, called the inter-block time. It will be greater than the inter-request
time ¢, more exactly a multiple of ¢,,, denoted 67, where 6 is an integer.

The processors are assumed to be synchronized at the beginning of the
execution.



3 General analytical results

The following results are independent of the chosen policy. They explain the
choice of the range of two random parameters: the vector patterns and the
inter-block time. Before them, let us introduce the main time metrics which
will be used later.

The multiprocessor system executes vector operations as described in
Section 2. Let Ty be the total execution time for a vector operation without
conflicts. This is the minimum value that the total execution time can attain.
Given Tj, the total execution time 7' is characterized by the total delay R
which must be added to T to obtain 7.

Definition Let the conflict rate, denoted ¢., be

where T' denotes the total execution time, R = T — Tj the total delay due to
conflicts, Ty the total execution time without conflict.
It is easy to obtain an analytical expression for 7.

Proposition 1 The total execution time without conflict can be expressed as

L
To=(r—146)t,o— +t, — 61, (3)
nyT
where v is the number of vectors of length L , r is the register length, 6t, s
the wnter-block time, n, is the number of processors, 1, is the inler-request
time and t, is the memory occupation time.

Proof

To execute the vector operation on v vectors of length L, each processor
has to request v% vector components, i.e. to perform vn% vector register
stores. The time required for one such store, without conflict, is (6 +r —1)t,,
except for the first one which is ¢, 4+ (r — 1)t,. This gives the result.

In the analysis, the time evolution of the system can be described by the
following time process: (W (t) = (W;(1),0 < ¢ < n, — 1),t € IN) where
Wi(t) = (w;,0 < j < np — 1) where w; is the non negative memory occupa-
tion time which remains at time ¢ for processor ¢ at bank j. This is called the



residual occupation time process. The process W(t) is periodic from a cer-
tain instant to the completion of the first processor because (W (t),t € IN) is
a Markov chain on a finite set with deterministic transitions. Thus, the evo-
lution of the execution is divided into three distinct phases: a startup phase,
a periodic phase called stationary and a completion phase. In this context, a
desirable solution would be a conflict resolution scheme with a small startup
phase and a stationary phase without conflicts. We will prove in Section 4
that this is not the case using the rotation priority, and counter examples can
easily be found using the static priority for some possible starting addresses
and inter-block times.

The starting memory addresses.

However, for a special vector pattern, the total delay is minimum for all
conflict resolution schemes.

Remark 1 When the first component of each vector is stored in the same
bank, for all conflict resolution schemes, for any register length which is a
multiple of ny, the total delay is

R = (np — 1)tb

independent of inter-block time. Note that (n, — 1)t, is the time necessary
for processor n, — 1 to have access to the first bank because all the processors
request the same bank at time 0, due to the fact that n,r divides L and n
divides r.

Proof.
The key fact is that, if the vectors have the same starting addresses, for
example 0, each processor has the same sequence of addresses to access:

0,1,...,(r—=1)mod ny,...,0,1,...,(r — 1) mod ny, v mod ny, . ..

If ny divides r then (r — 1)mod ny is ny — 1 and each processor has access to
the banks cyclically. After an initial delay of it; for processor ¢ (0 < i < ny)
to access bank 0, the processors request data in each bank cyclically without
any conflict. It is true, for any value of the inter-block time and for any
conflict resolution scheme.

In the previous case of vector pattern, the stationary conflict rate is zero.
Let us present cases where the conflict rate is high even for relatively small
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architectures. We take this example because it is commonly thought that
the degradation due to conflicts increases with the size of the architecture.
We consider a 4-processor, 4-bank computer using two different conflict res-
olution schemes. For a register length of 4 and an inter-block time of 2¢,, the
conflict rate using the static priority can reach 33% for some vector starting
addresses (see Figure 2 ). The rotation priorityis also bad for small values of
register lengths and inter-block times: When the register length is 4 and the
inter-block time is ¢, the conflict rate reaches 33% for some vector starting
addresses (see Figure 2). It shows that the performance of the memory is
highly dependent on the starting memory addresses of the vectors and it is
necessary to consider exhaustively all the vector patterns in a study of the
conflicts.
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Fig. 2. State process W(t) for a 4-processor, 4-bank computer
. register length: 4,

. inter-block time: a) 2¢,, b) ¢,

. starting memory addresses: 0, 3

using a) static, b) rotation priorities.

The inter-block time.
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The latency between the load of two blocks is random. The influence of
its value on conflicts must be taken into account. First, remark that

Remark 2 For all conflict resolution schemes, if 6 > ny, for every r which
is a multiple of ny and all possible vector starting addresses, the total delay
s

R = (np — 1)tb.

Proof.

As L is evenly divisible by n,r and r is evenly divisible by n;, each
processor requests the same bank at time 0. As mentioned above in remark
1, for every policy, the delay experienced by processor n, — 1 when it first
accesses this bank is (n, —1)t,. However, the processors experience no delays
for the remaining addresses of the first block. By the time that processor
0 is ready to make its first request in the second block, all other processors
will have finished their first block of requests. To see this, remember that
processor 0 makes its first request in the second block at time (r — 1)t, 4 6t,,
whereas all processors finish their first block requests at time nyt, + (r —
1)t,. Since 6 > ny and nyt, = nyts, 6t, > nyt,. Hence, at the time of
the first request of the second block, no other processors are occupying the
memory banks, so no waiting occurs. Thereafter, processors access the banks
successively.

Remark 2 proves that a solution to avoid conflicts would be to force
the inter-block time to be greater than nyt,. However, this inter-block time
could be larger than the delay due to conflict, and the solution would not be
attractive. We will see in Section 4 that, for the rotation priority, the mean
delay due to conflicts, taking an inter-block time value at random between %,
and (ny — 1)t,, is, for large vector lengths, vst,(n, + 1)/6 while the delay due
to an inter-block time nt, is vst,n,, which is near six times larger. For this
reason, we will study the memory performance when the inter-block time
value is between ¢, and (ny, — 1)t,, which are all the values creating conflicts.

4 Analysis of the rotation priority

An analysis of the rotation priority is presented in this section. The aim is to
calculate the total delay due to conflicts as a function of the characteristics
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of both the architecture and the reference streams and to use it to study the
influence of the numerous parameters.

It is easy to see (cf. the appendix) that the startup phase has (n, — 1),
cycles, the stationary phase has at least s — 1 = L/n,r — 1 full periods of
v(r — 1+ 6)t, + Rstar cycles, where Ry, is the delay due to conflicts for a
period of the periodic phase. Note that a period is the time necessary for
each processor to store all the vector registers once. The completion phase
has (n, — 1)t cycles. The total delay due to conflicts R(6,p) is then given
as a sum in the following proposition. The first term is the delay during the
startup phase, the following terms are the delays during a single period of
the stationary phase, the last term is the delay during the completion phase.

Proposition 2 Let us denote with Vy,...,V,, v vectors with starting ad-
dresses ay,...,a,. Without loss of generality, ay ts assumed to be 0. Let
p; = a;11 — a; denote the difference of the banks where the starting addresses
of Visr and V; (1 <14 < v —1) are stored. We call p; the relative starting
bank of vector 1. For an archilecture with n, processors of register length
r (a multiple of ny), ny banks, the total delay R is a function of 6 and the
(v — 1)-tuple of the relative starting banks p = (p;,1 <1 < v —1), and is
given by

R (é,p) = (np —1)

v—1

+(s—1)t p[z . —7)modny — &+ 1)t + ((_Zpi—r)modnb—5—l-1)+]

=1
—I—tZ p— modnb—5—|—1)

where max(a,0) is denoted by (a)™ and s = nL—T is the number of slices

D
per veclor.

The proof is given in the Appendix. In fact, we have given this delay as
a function of the two random parameters: the banks of the first component
of the vectors and the inter-block time. On one hand, the addresses of the
first component of the vectors satisfy very simple assumptions: they are
independent and uniformly distributed across the banks. On the other hand,
the latency 6t, between the loading of the registers is not a constant in the
system. In order to study conflicts, we assume it is distributed randomly

13
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over all possible values which cause conflicts. Remark 2 in Section 3 proved
that conflicts occur only when 6 is between 1 and n, — 1.

The aim of the two following results is to give statistics on the total delay:
average, best and worst cases.

Corollary 3 If 6 > ny, then
R(é6,n) = (n, — L)ty.

Moreover if 6 < ny, the mean ER(6) of R(6,n), when the starting addresses
are independent and uniformly distributed on the banks, is

ER(6) = (n, — L)ty + (vs — )t,(ny — 6)(ny — 6+ 1) /2ny.

The mean ER of ER(6), if 6 ts uniformly distributed on the set of values

{1,...,ny — 1} corresponding to the cases of conflicts, is given by

ER = (n, — D)ty + (vs — 1)t,(ny + 1)/6. (5)

Proof.

The first assertion, which is contained in remark 2, follows immediately
from Proposition 2.

As ag,aq,...,a, are independent and uniformly distributed random vari-
ables on the set of the banks, it is easy to see that the relative addresses
P1y---,Pu—1 are uniformly distributed on the set {0,...,n, — 1}. Finally,
(pi — ) mod ny and (— 3=} p; — ) mod ny are uniformly distributed on the
set {0,...,n5 — 1}. Their common mean -1 is used to calculate ER(§).

2
Moreover, if ¢ is uniformly distributed on the set {1,...,n; — 1}, then

E(6) = ny/2

and

E(6%) = ny(2ny, — 1)/6.

This gives the result.

The following proposition gives the relative vector starting banks, defined
in Proposition 2, corresponding to the minimum and the maximum of the
total delay.

14



Proposition 4 Under the assumptions of the previous proposition, if ny
divides r, the (v — 1)-tuple of the relative starting banks giving the mini-
mum (respectively the mazimum) value of R(6,p) is (0,...,0) (respectively
(np—1,...,n,— 1)) and

R(é6,p) = R(6,0,...,0)

= (np - 1)tba

min
pe{ov"'7nb_1}v_1

max R(6,p) = R(b,ny—1,...,n—1)

pe{0,...,np—1}v—1
= (ny, — Dtp + s(v = 1)t,(np — 5)+
+(s — Dt,((v — 1) mod ny — (6 — 1))+.

Proof. The minimum follows readily from the expression for R(6,p).
For the maximum of R(é,p), we can prove the result using an argument of
convexity.

Note that the expression of R(6,0,...,0) is a consequence of remark 1.
If ny does not divide r, this is no longer true.

This analysis is now used to study the influence of the different architec-
tural parameters, in order to guide the design of the vector machines. We
will consider the register length and the size of the architecture.

Influence of the register length

First we discuss the influence of the register length, which appears to be a
key parameter. We present a monotonicity result, which suggests that large
register lengths are preferable.

Let us write, from formula ( 3), the mean value of T, when ¢ is randomly
chosen in {1,...,ny — 1}, and rewrite the formula ( 5) so as to emphasize the
dependence on r.

vl vLt, ng 1 npt
ETy=—"+4 —2(Z —1)=+t, — —~
0 n, + n, (2 )T+ b 9 ’
5} 1 1 vli,ny +11
ER=(=— —)t,n, — = o —.
(6 np)pnb 6 * n, 6 r

15



In this form, it is easy to see that KTy and ER are functions of the form
a% + [ given by

ETy =2 10,
r
!
ER=24¥
r
where
vl vt t
a:U p(n__l)v b:U p-l-tb—nbp,
n, 2 np 2
Cl/:’ULtpnb—{_l’ /:(é—i)tpnb—t—p
n, 6 6 n, 6

The monotonicity result follows.
Proposition 5 ETy, ER, ET and Et. are non increasing functions of r.

Proof. The previous formulas give the result for 7Ty, ER and their sum,
ET, because a and a’ are non-negative. Unfortunately, Et. can not be ex-
pressed in terms of ETy and ET. However, Et., which is the mean of ¢.(6, p)
over 6 and p, is monotonic because each ¢.(¢6, p) is monotonic, which is not
difficult to prove.

We just have noted that the mean conflict rate Et. can be expressed as a
summation Y s, 1.(6, p) which is a complicated expression. To derive further
results on the influence of the parameters, it is desirable to have more explicit
formulas for Et., even if they are asymptotic, for example for large L. The
next proposition gives such results in the case where v = 2.

Proposition 6 As L — oo,

! dny —
BT ~optr 4 =0

np 6r

)- (6)

Let us assume that v = 2 and recall that n, divides r. The mean of the
stationary conflict rate (Et.)s = limy_ Et. is given by

16



(Bt.)y ~ =2 (7)

6r

as r — oo and n, — oo. More precisely (Et.)s has an upper bound M

and a lower bound m given by their expansions where 1/r is the independent

variable
3 o 2 .
M= anb(ib—l)(% 341&_% %)—{—O(%) ®)
e (M o) 9)
which yield asymptotic relationships as ny — oo:
M:g—i(l—l-%-l-éﬁ'%*‘o(%))a (10)
=g g ) .

The precision of these bounds is given by

M—-—m 3
~ — as ny — 0.

2 8r

See the proof in the Appendix. The main result of the analysis is that
the conflict rate increases linearly with the number of memory banks and de-
creases with the register length as 1/r, in the limit as L approaches +o0c. The
bounds are useful to estimate the accuracy of the first term of the expansion.

Remark.

The quantity M;m is, in the first order, a decreasing function of r, in-
dependent of n, and is less than 1% when r > 33. Hence these asymptotic

M;m is not too big

functions are interesting if r is sufficiently large because

(see Fig. 3).

r 1 8 16 32 64 128
M-m/2(in %) | 9.37 4.69 234 1.17 0.8 0.29

Fig. 3. Error on the approximation of the conflict rate.
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Nevertheless, for small values of r, it is perhaps not sufficient to replace
M and m by their asymptotic forms when » — oo. However, for the cases
of practical interest developed in Section 5, except for n, = 8,r = 8 and
ny = 16,7 = 16, it can be verified that (Ft.)s is between the expansions of
M and m given by ( 10) and ( 11).

The threshold r,, the smallest r such that Et, is less than a given value «,
is interesting from a practical point of view. It can be estimated by 7, = 2,

6o

the smallest r such that £ is less than o, where g is the first term of the

expansion of limy_.., Ft. as r — oo.

Influence of the size of the architecture

Using Proposition 6, let us examine the influence of the architecture size.
L is assumed to be large so that KT and FEt. are reduced to their asymptotic
forms given by relations ( 6) and ( 7). The register length is fixed. Hence Et,
depends only on the number of banks and is a linear increasing function. ET
is inversely proportional to the bandwidth n,/t, and a function of the number
of banks which has the form an, + 5. These results should be compared to
those of Bailey [1], which give an decreasing performance as the square of
the number of memory banks . Therefore with an interconnection network of
the same size 2n?, a 2n-processor, n-bank computer has better performance
than an n-processor, 2n-bank computer with the same memory bandwidth.

5 The other priorities

The other conflict resolution schemes appear to be more difficult to study
analytically than the rotation priority, because the delay is no more the
same for each processor. Hence, simulations are used to study exhaustively
all vector patterns. The simulator, which is called MEVAMP and written
in C, is based on an explicit description of the behavior of the system as
a function of time. It determines the total execution time and the conflict
rate at the end for every set of vector starting addresses. The principle is
to construct a time dependent process describing the state of the system big
enough to be a Markov chain: the state of the process at cycle ¢ depends
only on the state of the process at cycle t — 1. The process used here is
W(t), which was introduced in Section 3. Moreover this evolution process
has the following attractive property: given the vector starting addresses, the
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evolution process is deterministic, that is, the transitions are deterministic.
Hence it is easy to simulate it exactly.

In this section, we present the results obtained by the simulator for all
conflict resolution schemes, except the rotation priority where the analytical
expressions are used. These results are presented in graphical form.

In order to obtain useful simulation results, it is crucial to control the
range of the different parameters. We present them below.

5.1 Framework of the simulations.

The parameters of the vectors are their number, their stride, their length,
their starting addresses. The number of vectors is fixed at two, in order to
minimize the combinatorial complexity of the system. The stride is one. The
vector length is fixed at 8192, which seems large enough to be significant and
will be discussed later. All possible starting addresses are explored.

The parameters of an architecture are the number of processors, the
number of banks, the memory occupation time, which determines the inter-
request time (by relation ( 2)), the inter-block time and the register length.
Small numbers ( powers of 2 up to 16) of processors and banks have been sim-
ulated in so-called symmetrical architectures i.e. where ny, = n,/2, n, = n,,
ny = 2n,, and for all values of é between 1 and n, — 1 (see the discussion of
Remark 2 in Section 3, register lengths of 4, 8, 16, 32, 64, 128.

The simulations give the exact determination of the total execution time
for these architectures for every vector starting addresses and every inter-
block time involving conflicts. We derive the mean conflict rate, denoted Et.,
(called also conflict rate if it is not ambiguous), when the starting addresses
and the inter-bloc time are randomly chosen, and study it as a function of
the register length for a given architecture and a given conflict resolution
scheme. The results are presented in Figure 5.

5.2 Conclusion of the analysis.

For a given architecture, the conflict resolution schemes are compared. For a
given conflict resolution scheme, the influence of the architectural parameters
is described. The following insights can be derived from a study of Figure 5.

Influence of the conflict resolution scheme.
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In comparing the strategies, note that the static priority is not the best:
the conflict rate of the static priority is twice the conflict rate of the rotation
priority (except for small register lengths —4, 8 and even 16— where the rota-
tion priority has a high conflict rate). For the version of the ALLIANT FX/8
with vector registers of length 32 and a static priority for solving memory con-
flicts, the conflict rate for accessing two vectors of stride one and length 8192
is 0.035. For the same architecture, the other conflict resolution schemes
exhibit smaller conflict rates. The conflict policy gives the best results as
shown in Figure 4.

policy static | cyclic 1 | queue | conflict | rotation

conflict rate || 0.0354 | 0.0262 | 0.0326 | 0.0215 0.0260

Fig. 4. Influence of the conflict resolution scheme for a 8-
processor, 4-bank computer with register length 32 such as the

ALLTIANT FX/8.

Secondly, except for the static priority, for large register lengths, the
strategies have similar conflict rates. This leads us to examine more closely
the influence of the parameters.

Influence of the register length.

For all policies, the conflict rate is rapidly decreasing as the register length
increases for r greater than some value. The reason is that, independent of the
conflict resolution scheme, the number of conflicts decreases as the register
length grows. For example, the analysis of the rotation priority shows that
ER — (n, — 1)t is proportional to the number of conflicts 2s — 1 (when n,
divides r). For the ALLIANT FX/8, when the register length is multiplied
by 2 (respectively 4), the conflict rate for accessing two vectors of stride
one decreases from 0.035 to 0.034 (respectively 0.020) (see static priority in
Figure 5). When three vectors of stride one are accessed, the conflict rate
drops from 0.075 to 0.044 (respectively 0.024) when the register lengths are
doubled (respectively quadrupled) (see static priority in Figure 7). A second
observation concerns the conflict rate for small values of the register length.
For small architectures (4-processor, 4-bank and 8-processor, 4-bank), the
conflict rate decreases as r increases. However for larger architectures, there
is a maximum on the curve representing the conflict rate as a function of the
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register length. The bigger architecture, the larger the peak. Furthermore,
the position of the peak moves to the right as the size of the architecture
increases. This is difficult to explain. Thirdly, note that the queue-discipline
is good for any register length: the conflict rate is low for large register
lengths and this policy has one of the lowest maxima of the conflict rate,
especially for the biggest architectures: it is the best for 16-processor, 8-
bank, 8-processor, 16-bank and 16-processor, 16-bank computers. It is an
attractive solution for all the register lengths.

Influence of the size of the architecture.

Concerning the influence of the architecture, a similar behavior to that
of the rotation priority is also observed for the other strategies: the conflict
rate depends especially on the number of banks. The cyclic priority and
the queue-discipline are good examples (see Figure 5). The architectures are
generally such that a 2n-processor, n-bank computer performs better than
an n-processor, 2n-bank computer which itself performs better than a 2n-
processor, 2n-bank computer. Note the low conflict rate, given large register
lengths, for the 2n-processor, n-bank computers. The ALLIANT FX/8 has
this type of architecture.

6 Extension of the results

In this section, some extensions of the simulations with MEVAMP are pre-
sented. While the simulations presented in the last section indicated the
influence of the register length, the strategies and the size of the architecture
on performance, these additional simulation results allow us to study the in-
fluence of some other parameters: vector length, the number of vectors and
the length of the vector stride.

The stationary phase

We check whether the conflict rate presented for the vector length 8192 in
Section 5 is a good approximation of the stationary conflict rate. It depends
on the length of the startup phase, which is calculated by simulations, as is
the stationary conflict rate, using the framework presented in Section 5. The
values of the length of the startup phase are not presented here, but they
show that, except for the rotation priority, for large values of the register
length, a vector length of 8192 is not sufficient to characterize the stationary
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phase and even to attain it. Stationary conflict rates for accessing two vectors
of stride one for a variety of policies and architecture are presented in Figure
6. They are generally lower than the conflict rates for a vector length of 8192
(compare Fig. 6 to Fig. 5). From Proposition 2 and Corollary 3, we have
the following result for the rotation priority:

Proposition 7 For an architecture of n, processors with register length r (a
multiple of ny), ny banks, the delay Rsiq:, due to conflicts during a period of
the stationary phase, is a function of 6 and p = (p;,1 <@ < v—1), and is

given by
v—1 v—1

Rstai(6,p) = tp[Z((pi—r) mod nb—5—|—1)+—}—((— Zpi—r) mod nb—5+1)+].
=1 =1

Moreover if 6 < ny, the mean ERgq.(6) of Rstar(6,n), when the starting
addresses are assumed to be independent and uniformly distributed on the
banks, is

ERg0:(6) = vty(ny — 0)(ny — 6 + 1)/2n,.

The mean E Rt of E Rsta1(6) where 6 is uniformly distributed on the set
of values {1,...,ny, — 1} corresponding to the cases of conflicts, is given by

ERstat = ‘Utp(TLb + 1)/6

Moreover the stationary conflict rate limy_, . t.(6, p) can be derived and
from exact expressions for its mean, it is possible to derive bounds and asymp-
totics for two vectors as seen in Proposition 7 .

The case of three vectors

To execute a vector operation, at least three vectors must be loaded or
stored in the memory. It is therefore interesting to study the influence of the
number of vectors accessed by the processors on the performance. Unfortu-
nately the exhaustive simulations, for more than three vectors, become quite
tedious, because the possible combinations of the starting addresses grows
as (np)". A more limited set of parameters were simulated for three vectors
( see Fig. 7).

For the rotation priority, the mean delay due to one period of the sta-
tionary phase is proportional to the number of vectors (see Proposition 7).
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This is important because, for this policy, the stationary phase is quite rep-
resentative of the total execution.

For the other policies, the conflict rate for accessing three vectors is nearly
the same as the conflict rate for accessing two vectors for large register lengths
or even smaller. However, for small register lengths, the conflict rate is higher
for three vectors than for two. Moreover the peak phenomenon, which was
particularly noticeable on large architectures when two vectors were accessed,
tends to disappear. The conflict rate becomes a non-increasing function of
the register length for most of the architectures studied except for the largest
ones. This shows that large register lengths yield better performance. All
of the policies considered, except the static one, exhibit better performance
than the rotation priority when the register lengths are large.

The case of vectors of non unit strides

In order to study the influence of the stride of the vectors, simulations
were performed to compute the conflict rate for two vectors of length 8192
and varying strides for every policy and every architecture as a function of
the register length. Experiments were performed for the case when the first
vector has stride one and the second has stride two; and for the case where
both vectors have stride two.

The simulations show that the mean conflict rate is higher than for vectors
of stride one: for the architectures studied, it can reach up to 0.50, which we
consider to be high.

Notice that in this case the conflict rate is an increasing function of the
register length. Moreover the influence of this parameter is quite strong. For
example, for the ALLIANT FX/8, the mean conflict rate for accessing two
vectors of stride two is 0.24 for a register length 32 (0.15, for a register length
4 and 0.43, for a register length 128).

The influence of the architecture is different for small and large register
lengths. For small register lengths, the conflict rate is two or three times
higher for the biggest architectures studied than for smaller architectures.
For large register lengths, the conflict rate increases by 10 to 20 per cent
increasing the size of the architecture in the range of sizes studied.
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7 Conclusion

The purpose of this paper was the analysis of the regular reference streams
that occur in the context of basic vector operations on shared memory mul-
tiprocessors with finite vector registers. This allowed us to estimate the
degradation of memory bandwidth due to memory conflicts. The effects of
these conflicts on memory performance were studied for a variety of con-
flict resolution schemes, both those that are well-known and some new-ones
presented here.

Analytical results are presented for one conflict resolution scheme, the
rotation strategy. For the other conflict resolution schemes, exhaustive simu-
lations were performed for all vector patterns when two vectors are accessed.
These results show the influence of a variety of parameters on the conflict
rate, our primary performance measure. The two main parameters studied
were the choice of conflict resolution scheme and the register length. A good
choice of strategy can reduce the conflict rate by a factor of two. In par-
ticular, the static strategy exhibits poor performance compared to the other
strategies.

Furthermore, we observed that when the register length is large, the con-
flict rate is considerably reduced for vectors of stride one, which represent
the main reference streams. The rotation strategy, analytically studied, ex-
hibits good performance for a large range of register lengths. In this case,
the conflict rate is inversely proportional to the register length. As shown
by analytical expansions, the conflict rate grows linearly with the number of
banks, the only architectural parameter upon which it depends. Our simula-
tions show also that the stationary conflict rate, as the vector length tends to
+00, is less than the conflict rate for a fixed vector length. Owing to the ex-
plosion in the number of the vector patterns, the entire range of architectural
parameters was not simulated for the case where three vectors are accessed
simultaneously. However, limited experimentation suggests that the system
performs better when three vectors are accessed than when two vectors are
accessed simultaneously.
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Appendix

Proof of Proposition 2. To prove the proposition, first we prove the
following lemma.

Lemma 8 Assume that each processor has access to the same sequence of
data divided into t blocks of ri data stored cyclically in the banks, each with
first address ay, (t < +00,0 <k <t—1). Let T} be the time when processor
0 obtains the access to bank after requesting the first element of the k-th block.
Assume that for every k, rp > ny. The sequence (T, 0 < k <t —1) is given
by

To=0, Ty =Ty—1+ Rp +rr—1t, (1<k<t—1)

where
Ry =t,((ar —ax_y —rp_1) modny, — 6+ )T (1 <k <t-—1)

Ry, is the delay each processor experiences due to the k-th conflict (1 < k <
t — 1) when it requests the first address of the k-th block . The delay due to
the 0-th conflict is ity for processori (1 <1 <n,—1). Therefore the sequence
(Thi,0 < k <t —1) of the first access times of processor i is given by

Tkﬂ':Tk—I-itb (1§l§np—1)

Proof of the lemma.

Assume that 6 = 1.

Step 1:

The i-th processor has access to ag, the first bank required, at time ¢,
(1<i<n,—1).

At time 0, there is a conflict because all the processors request an address
in bank ag. Hence it is easy to see that, at time ut, the i-th processor has
the highest priority for this bank which becomes available.
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Step 2:

During the time interval |jt,,5t, + t[ (1 < 7 < np — 1), all the banks
between ag and ag + j are busy.

This is because processor 0 requests an address at bank ag+ j at time 52,
and, due to relation ( 2), a bank becomes busy again as soon as it becomes
available.

Step 3:

During the time interval |(ny, — 1)t,, rot,[ (ro > ny), all the banks are
busy and the processors access the banks successively. The time nyt, when
processor 0 requests the bank ag for the second time is equal to n,t;, the time
when processor n, — 1 finishes with bank ay. Thus, all the banks are busy
during the time interval |(ny, — 1)t,, (ny + 1)t,[ and they remain busy until
processor 0 requests the first address a; of the second block, at time rot,.

Step 4:

The sequence (7,0 < k <t —1) is given by

To=0, Ty =Ty1+ Rp +rr—1t, (1<k<t—1)
and the first access times of processor ¢ are given by
Tkﬂ':Tk—I-itb (1 §c§np—1)

Moreover, during the time interval [T + (ny — 1)t,, T + rit,[, all the banks
are busy and the processors request the banks successively without delay.

This step can be proved by recursion on k. The case k = 0 is already
proved. Assume that the proposition is true for £k — 1 and let us prove it for
k. At time T%_; +ry_1t, when processor 0 requests bank a;, processor n, — 1
finishes its access at bank (ax—147rk—1) mod n,. The processor 0 waits at bank
ar until processor n, — 1 has visited all banks from (ax—1 + r4—1 + 1)mod ny
to ag, i.e. ap — ap_1 — rr_1 mod n; banks. This gives

Ry, =t,(ar — ar—1 — rr—1) mod ny.

Then processor 0 finds the banks containing the other data of the k-th block
available when it requests data from them. As for processor 2, it will experi-
ence the same delay as processor 0 at bank ay, i1, cycles later. This proves
step 4. Step 5 is then evident.

Step 5:
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Ifté>1,
Ry =t,((ar — ax_1 —rp_1) mod ny, — 6 + 1)t (1 <k <t —1).

Proof of the proposition.

Each processor has the same sequence of memory requests because n
divides r. Given the hypotheses of the proposition, the sequence of the first
relative addresses of the blocks is periodic with period v and has the following
values:

P1;P2y -5 Pu—1, — ZPH <+ s Pu-1.
Moreover t = vs — 1. This ends the proof.

Proof of Proposition 7.
Relation ( 4) in the particular case where v is two, assuming that n,
divides r, gives:

R(6,p) = (np—1)ts+st,(p mod nb—5—|—1)+—|—(3—1)tp((nb—p) mod nb—5—|—1)+.
By defining the functions ¢; and g, as follows
g1(p) = (pmod ny, — 6 + 1)+ and g2(p) = (ny — p mod ny) — 6 + 1)"’,

we will obtain more specific expressions for

1 np—1 To(é)
B = 2 - e R p)

for different values of 4. In particular, if 6 > %2, then

Etc((S):nib(nf(l— Ly (26— ) 1—— +nb21 ))

bip+ ¢ 63p+03
where
a = T0(5),
bl = —(S — 1)tp,
ci = To(6)+ (n, — Dty + (s — D)t,(b+ 1 —0),

bo T0(5) + (np — 1)tb,
bg Stp,

ez = To(6) 4 (n, — )ty + st,(1 —9).
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If 6 < %, then

nb—5

)+ > (1

nb—l

) X

a a

Et.(6) = = (1 - ;—0 +§(1 .

Ty p=1

where

bg - tp,

2 = t,(2sr + snp —1).
Using the respective signs of b; (1 < ¢ < 3), the summations are of the form
Eif f(k) where f is monotone. Furthermore, if f is non-increasing,

ky+1 ko ko
JRED SR
k1 P k1—1

and if f is non-decreasing,

ko

[oefme s

:kl
These two inequalities permit us to obtain bounds on Et.(6) of the form
m(6) < Et.(6) < M(6).

The stationary values of m(é) and M(6) can be calculated using any symbolic
computation package. The following formulas were obtained:

¢ §4+2r—24n i "
lim m(é) = n%(”bl } 5(6_+2(f)(+ Tz;j))lnw) §+2r—1+ e=g
o — -4 - St2r—14m e
’ 1 ng rnp(2r+np) 7y (5 +r 1)ln pt2r—1 b Lf o< 2b
and

¢ S5+2r—14n B n
lim M(é) = n%(nbl ) 5(;2(15)['_ Z;_}))ZWW) §42r—14 SOz

T— ny— r— n i "
o 1- ny rng(2r+np) - n_b(5 +r— 1)1717%77"1’ Zf o< 767

Then, using again the comparison between the summation and the integral
in the second summation, we get

’I’Lb—l 1 nb—l
m< — Y m(6) <Et.<— > M(§) <M,
b 6=1 b 6=1

where the values of m and M are given by ( 8) and ( 9). Expansions of the
bounds m and M, when n; tends to oo, are easy to derive.
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memory banks
time 0123
1 0---
2 10--
3 210-
4 3210
) -321
6 --30
7 0--1
8 10-2
9 -103
10 --12
11 0--3
12 10--
13 21--
14 321-
15 -321
16 --30
17 0--1
18 10--
19 210-
20 321-
21 032-
22 1032
23 -103
24 --10
25 ---1
26 ---0
27 0--1
28 10-2
29 2103
30 321-
31 032-
32 103-
33 210-
34 3210

Fig. 9. Conflicts for a 4-processor, 4-bank computer, static
priority and register length 4 (inter-block time 2{, and starting
memory banks 0 and 3)
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memory banks
time 0123
1 0---
2 10--
3 210-
4 3210
) -321
6 --32
7 ---3
8 ---0
9 0--1
10 10-2
11 2103
12 321-
13 032-
14 103-
15 210-
16 3210
17 -321
18 --32
19 ---3
20 ---0
21 0--1
22 10-2

Fig. 10. Conflicts for an 4-processor, 4-bank computer, rota-
tion priority and register length 4 (inter-block time ¢, and starting
memory banks 0 and 3)
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Fig. 5. Conflict rate for accessing two vector s of stride one under varying policies.
Ar chitectures with np processor s and np banks wer e considered for the following
values of Np and np: 1: 4-4, 2:8-4, 3:4-8, 4:8-8, 5:16-8, 6:8-16, 7:16-16.
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Fig. 7. Conflict rate for accessing three vectorsof stride one under varying policies
Ar chitectures with np processor s and np banks wer e considered for the following
values of npand np : 1: 4-4, 2:8-4, 3:4-8, 4:8-8, 5:16-8, 6:8-16, 7:16-16.
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Fig. 8. Influence of the stride on memory contention accessing two vector s of length 8192:
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Ar chitectures with np processors and np banks wer e considered for the following
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