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informally explain how to derive this new systolic architecture, then we show how to synthesize
it using a systematic methodology based upon uniform recurrence equations. Such a synthesis
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1 INTRODUCTION ]

1 Introduction

Since the seminal work of Kung and Leiserson ([18]), interest for systolic algorithms and archi-
tectures has never decreased, for the following reasons:

e systolic algorithms exist for a much larger class of algorithms than was initially expected,
especially in the strategic domains of signal processing, numerical analysis, image pro-
cessing, etc.

¢ with the advance of VLSI, it becomes more and more realistic to design directly into
silicon such algorithms

o systolic algorithms represent also a basic paradigm for programming massively paral-
lel architectures which embed easily the local communication model underlying systolic
arrays

e last but not least, the regularity of systolic array make it possible to derive them from
very high level specifications such as equations.

In this paper, we are mainly interested in the formal derivation of systolic algorithms.
These last years, several methods for synthesizing systolic arrays appeared in the literature
(see [27][8}{4],[3], [22][35][29] among others). Most of these methods rely upon the early work
of Karp et al. [14] on uniform recurrence equations and of Lamport [21] on the parallelization
of do loops. Basically, it consists in describing the algorithms as a set of indexed calculations,
each calculation being attached to a point of the space. By ordering the calculations in such a
way that the order imposed by their dependences is preserved, and by projecting the domain
of the equations along a direction of the space, one obtain a systolic array.

. The approach we shall use here is based on the work presented in [29, 9, 10, 30, 31]. As
a target example, we consider the Algebraic Path Problem (APP for short). It is defined as
follows [11, 37]: given a weighted graph G = (V, E,w) where V is a finite vertex set, E an arc
set, w a function £ — H, (H,®,®) a semiring with zero 0 and unity 1, find for all pairs of
vertices (¢, j) the quantities d;; = @{w(p); p € M;;}, where M;; denotes the set of all paths from
¢ to j. With the weighted graph (V, E,w) we associate the n by n weight matrix A = (a;;),
where a;; = w(i,j) if (4,5) € E, and a;; = 0 otherwise. We denote M,-(f) the set of all paths
from : to j which contain only vertices 2 with 1 < & < k as intermediate vertices. In practice,
a;; = ®{w(p);p € M,-(jk)} is equal to the successive values of a;; which we want to compute,
starting from the initial value a,(-;-)) = a;; up to af;-‘) = d;;. The solution to the APP problem
can be obtained by a direct generalization of the Gauss-Jordan diagonalization algorithm to
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compute the inverse of a real matrix [11]:

for k=1tondo
begin { phase k }

k k—~
af) = (ol )’;

for : =1ton,: #k, doa(). ,(-,':"I)QZ)ag;)
for j=1ton,j#k, do
begin
fori=1ton,i#k,do a(k). (k l)e)a(k)@)a(k—l)

ag;) = ag;) ® a(k 1),
end

end

In the computational procedure we have let ¢* := @{c';7 > 0} for ¢ € H. Applications of
the APP are obtained by specializing the operations @ and ® in the appropriate semirings.
Let us mention four of them: (i) determination of the inverse of a real matrix; (ii) shortest
distances in a weighted graph; (iii) transitive and reflexive closure of a binary relation; (iv)
maximum capacity matrix [11, 36]. This short list shows that path problems are ubiquitous in
computer science. Several researchers have supplied the parallelization of the APP on systolic
arrays (see [7][12][15][19][20] [28](32][33][34][36] among others).

The main result of this paper is a new systolic array for the APP whose area-time perfor-
mances overcome those of the literature. We describe this new array in section 3. Beforehand,
in section 2, we deal with a linear array of processors and we propose a parallel algorithm whose
2D space time extension will permit to retrieve the systolic solution. Finally in section 4, we
show how to synthesize the new systolic array using a systematic methodology based upon
recurrence equations. Such a synthesis provides a formal proof of the correctness of the array.

2 Using a Linear Array of Processors

We retrieve the generic algorithm for the APP by splitting it into elementary tasks, whose
execution ordering is directed by precedence constraints: independent tasks can be processed
simultaneously [5, 16, 23]. At step k, we let Ty denote the task of updating column k and Tj;
the task of combining column j with column k:

for k = 1 to n do {phase k}
task Tix:
<o i= ()
fori=1ton,:#k,do a(k) = agf—l) ® ag,?; >
for j=1ton,j#k,do
task Tj;:
<fori=1ton,i+#k, do a(k) = (k l)eaa(k)@a

ag;) = ak (k) ®a(k -, ;>

(k- 1)
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The precedence constraints are the following:

o Ty precedes Tj for all 7 > k+ 1 (the updating of column k& must be completed before it
can be combined with other columns)

o Tj; precedes Tiyy,; for all j > k + 1 (the updating of column j at step k + 1 can only
begin when its updating from step k is terminated).

The task graph model which can be constructed directly from these precedence constraints is
depicted in figure 1. Assume that a task can be processed within a time unit. We easily solve
a problem of size n on a linear array of processors, as illustrated in figure 2. Column j is input
to the top processor at step j. The program of the processors can be detailed as follows (all
column and processor indices are taken module n):

Processor P;
if time = 27 — 1 then receive column ¢ from P;_,
for time :=27 to 2:+n — 2 do
begin
receive column j = time — 1 + 1 from P,_,;
execute task Tj;;
send column j to P,y
end;
if time =27+ n — 1 then send column : to Py,

For simplicity, we have assumed that the rightmost processor P, also sends a message to its
right neighbor (i.e. to the external world).

Processor F;, 1 < ¢ < n, executes task T;;y; at time t = 2¢ — 1 + j. Assume that n is
even for the sake of simplicity: we see that processor P; executes its last task T};_, at time
2. +n — 2, that is one step before that P;;,/; initiates its first computation Tign/2,itnj2. As
a consequence, we can fold the array around its horizontal axis and assign to processor P; the
set of tasks {T3;;1 < j < n} U {Tiyns2; : 1 < j < n}. This leads to the parallel algorithm
illustrated in figure 3: we solve a problem of size n on a ring of n/2 processors. Processor p;,
1 <1 < n/2, executes task ¢;;4; at time 2 — 1+ and task Tiyn/2i4n/2+; at time 2i+n —14 7.

3 The new systolic array

3.1 Space-time extension of the ring algorithm

We move to smaller granularity from the linear array to the 2D-systolic architecture: rather
than defining the tasks T}; as a combination of full columns, we split such a combination into
n elementary updates. Let Ok;; be the operation performed on coefficient a;; at step k.

Each processor Py of the ring above is replaced by a ring array composed of n cells Py,
Pry1ks -y Pro1x as shown in figure 4. These cells execute in a pipeline fashion the tasks
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Tx; and Tiyny25, 1 < 7 < m, that were assigned to processor P;. More precisely, cell P
executes successively the operations Ogji, 7 = k, k+ 1, ..., k — 1 and the operations Oryn/2,,i,
j=k+n/2, k+n/2—1, .., k+n/2—1. In particular, cells Pxx and Piyn/2x will compute the
star operation Ogix in task Tix and Opyng2 k4nj2,k4n/2 10 task Tiyn/o kins2. Note that Ogpy is
the first computation performed in the execution of Tx;. However, because of the ring topology,
and in order to obtain local vertical communications between consecutive rows of the 2D array,
we shift the cells so that P;; is the j-th cell of row ¢ of the array. Cells P;; and P;;y,/, will
compute the star operation in task Tj; and Ty, 2,i4n/2-

Note that Cosnard and Tchuente [6] propose other examples of space-time extensions of
linear array algorithms into 2D systolic architectures. See also [1] for similar ideas.

The 2D torus of processors that we obtain using the previous extension is represented in
figure 5. For a problem of size n, the array is composed of [3] rows of n processors. Because
columns of A were input to the vertical ring of processors, the coeflicients of A are fed into the
2D array row by row (and in a skewed format, because of the pipeline execution of the tasks).
The input format is shown in figure 5. The input control is also made explicit in figure 5. The
operation of the processors is depicted in figures 6 and 7. For the sake of the exposition, we
artificially particularize the action of the diagonal cells in figures 6 and 7. In fact, all processors
should be viewed as identical, and there is no need of the additional diagonal connections for
propagating the control. Systolic techniques for identifying the diagonal cells are well known
(see Ullman [36] for the use of two boolean signals moving at full speed in one direction and at
half speed in the othe for such an identification). The specialization of the diagonal cells makes
it clearer when new phases of the algorithm are initialized, that is, when a new star operation
is performed by some diagonal cell.

We state our main result:

Theorem 3.1 Any instance of size n of the APP can be solved on a 2D-toroidal systolic array
of [$] x n processors within 5n — 2 time steps.

We have validated the operation of the array using a program written in SISYC, which is a
language for the simulation and the validation of systolic algorithms, based on the mathematical
model for the specification and verification of systolic networks due to Melhem and Reinboldt
[26, 25]. SISYC is an applicative language in the sense that all programs and all operators
are functions of data sequences. In SISYC, we represent the data appearing on the same
edge of the systolic network by a data sequence z, where z(n) is equal to the data item that
appeared on that edge at time n. The computation performed by each cell in the network
is then modelled using operators on data sequences such as the shift, the arithmetic and the
conditional operators. A SISYC compiler and environment tools developed by Benaini [2] were
used to test our array on various instances of path problems, including matrix inversion.

4 Systematic derivation of the new architecture

In this section, we show how the architecture described in the previous section can be derived
systematically. The method we use (see [29, 30, 31]) starts from an initial specification of
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the algorithm using a system of recurrence equations. These equations, directly obtained form
program 1 of subsection 1, are shown in subsection 4.1. Then, in subsection 4.2 and 4.3,
we apply successively two translations to subdomains of the system. In subsection 4.4, we
explain how to replace some of the non-uniform index functions by uniform ones (that is to say,
index translations). This transformation, called uniformization, aims at “localizing” the data
transfers between the points of the domains. Subsection 4.5 shows that all the indexes of the
final system can be assigned an instant of time using a piecewise linear function, in such a way
that the dependences between the equations be preserved. Finally, subsection 4.6 describes
how the architecture can be derived by an appropriate projection of the domain.

4.1 Initial system of recurrence equations

The initial system of equations is obtained directly from the program 1:

Input Equations :

k=0,1<i<n,1<j<n — A(ij.k)=a(ij) (1)

Computation Equations :

1<k<ni=j=k — A(@,j,k)=AG,7,k-1) 2)
1<k<n,1<i<nitk,ji=k — A(i,jk)=A@G4,k~1)Q® A(k,j, k) (3)
1<k<nl1<j<nj#ki=k — A(i,j k)= AWk k) A(ijk—-1) (4)
1<k<n1<i<ni#hbl<j<nj#k — AGjk)=AGjk-1)6 (5)

Output Equation:
1<i<n1<j<n — R("J)=A(1)])n) (6)

All the equations are of the form
(i,5,k) € C = AG,j, k) = fL..A(I(i,5, k))..]

where C, called the domain of the equation, is a convex polyhedron of Z3, and I is an affine
mapping. An equation defines a finite set of equation instances, one for each point (2, 5, k) of
the domain of the equation.

In order to separate the equation describing proper computations and the communications of
the algorithm, let us rewrite the equations by introducing new variables P(z, j, k) = A(z, j, k—1),
AI(i, 5, k) = A(k,j, k), AJ(3,7,k) = A(s,k, k), and AK(3,7,k) = A(k, 5,k — 1).

After substituting these new variables in equations (2) to (5), we obtain the new set of
computation equations:

1<k<ni=j=k — A(@,j,k)=P(, 35,k (7
1<k<n1<i<ni#kj=k — A(@jk)=P(G 5,k AI(i 5, k) (8)
L<k<ni<j<mithkizk — AG,jk) =AJG, k) ® PG,k (©)

1<k<nml1<i<ni#k,
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1<j<n,j#k — A(,j,k)= P3G, 5,k)®AJE 7, k) AK(, j,k) (10)
1<k<n1Li<n1<j<n — P(@,jk)=AGj4k-1) (11)
1<k<nml<i<ni#kl<j<n — AIG, jk)= Ak j k) (12)
1<k<n1<i<n1<ji<nj#k — AJ(,j k)= AGk k) (13)

1<k<n,1<i<ni#k,
1<j<nj#k — AK(,jk) = Ak, j,k—1) (14)

Notice that these equations are of two types: (7) to (10) express really computations, and
equations (11) to (14) express only communications (we shall refer to them as communications
equations in the following).

The domains of these equations are shown in figure 8a. In the following, given an equation
numbered (z), we shall denote by D(z) its domain. All the domains of the equations of the
above system are enclosed in a cube of size N of the space.

4.2 'Translation of the subdomain j < &

Our first transformation involves translating the part of the domain where j < k by (0,n,0)
(see figure 8b). In other words, we reindex the equation instances whose index satisfies j < k by
adding the vector (0,n,0). The following proposition explains precisely how this transformation
must be done:

Proposition 4.1 Consider a system of equations of the form
z € D — A(z2) = f[B1(2), ..., By(2)] (15)
or
z € D — A(z) = B(I(?)) (16)

where D is a domain of Z9, and I is a mapping form 29 to 2!, 1 < q. Let C be a subset of 79,
and 0 be a vector of Z?. Denote Tg(E) the translation of set E by vector 8. Assume moreover
that Ty(C) does not contain any point of D nor of I(D), for all domain D and all dependence
mapping I. We obtain an equivalent system of equations by replacing all equations of the form

(15) by

z€(D\C) — A(2) = f[Bi(2), ..., By(2)] (17)
z€T(DNC) — A(2) = f[Bi(2), ..., By(2)] (18)

and all equations of the form (16) by

z€Ty(DNCNIC)) — A(z) = B(I(z - 0) +0) (19)
2 € Ty(DNC)\I7H(C) — A(z) = B(I(z - 0)) (20)
ze (D\C)NI(C)) — A(z)=B((z)+90) (21)
ze D\C\IY(C) — A(z) = B(I(2)). (22)
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Proof The new equations are easily obtained by considering the instances of the initial equa
tions which are translated. In equation (15), all the arguments of the equation have the sanne
index, and all are therefore translated or not translated. Therefore, we obtain two egunations.
In equation (16), since the left-hand side variable and the right-hand side argument do not
have the same index, we have four cases to consider, depending on whether the index of the
arguments are translated or not. |

Let us apply such a transformation to the system, by taking C equal to the half-space j < k,
and 4 = (0,n,0).
We notice that D(7), and D(8) do not intersect the half-space j < k. Therefore, equations

(7), and (8) are not modified.
By the transformation, equations (9) and (10) give only one equation, as the index functions
of the right-hand side elements is the identity. We have thus:

1<k<nk+1<j<n+k-1li=k — A(i,jk)=AJG ] k)® P(,j k) (23)
1<kE<n1<i<nighk+1<j<n+k—1 — AG,5k) =P,k @ AIG,5,k) @ AKG, j, k)(24)

The transformation of the communication equations is more involved, as the index mapping
is not the identity. Consider for example equation (11) that we recall here:

1<k<n1<i<n1<j<n — P(,jk)=AG,jk-1).

This equation is split in two equations, one with subdomain j < k is translated, and the other
one, where § < k is not:

1<k<n1<i<nl<j<k — PG, jk)=AGjk-1)
1<k<n1<i<nk<j<n — P(ijk)=A®G]k~1).
The first equation, after translation becomes: equations:
1<k<n1<i<nn+1<j<n+k-1 — P(i,jk)=A@G,jk—1)
1<k<nl1<i<nj=n+k-1 — P(i,jk)=A(,j—nk-1).
Putting together the equations which result from the transformation, we obtain the new
definition of P:
1<k<n1<i<nl1<j<k — P@i,jk)=AGj k1)
if j<n+k—1then A(4,jk -1)

lsksmilgisnb<jsntk-1 — P(Z’J’k)z{ifj=n+k—lthenA(i,j—n,k—l). (25)
A similar treatment, once applied to (12), (13), and (14) gives:
1<k<n1<i<n,i#k,
F+1<j<n+k-1 — Al(i,j5,k)=A(k,j,k) (26)
1<k<n1<i<nk+1<j<n+k-1 — AJ(j,k)=A(k,k) (27)

1<k<n1<i<ni#k,
if j <k+n-—1then A(k,j,k-1)

k+l<jsntb-1 — AK(”J”‘)={ if j=k+n—1then A(k,j —n,k—1§°%

Finally, the output equation (6) has to be rewritten
1<i<n,1<j<n— R(i,j) = A(3,j +n,n) (29)

in order to take into account the reindexing of the results A(z, j, ).
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4.3 Translation by (0,p,—p)

Let n = 2p. We now apply a translation of (0,p,—p) to the part of the domain such that
k > p. This transformation is sketched in figure 9. All equations but (1) are affected by this
transformation. Applying the translation to (7), (8), (27) and (24) provides the following new

computation equations:

1<k<pi=j=k — A(,j4k)=P(,jk)" (30)
1<k<pi=k+pji=2p+k — A(,j,k)=P(ijk) (31)
1<k<p1<i<2pi#k,j=k — A(i,jk)=P@i j,k)® Al(ij k) (32)
L<k<pl<i<opitktpi=2p+k — AGjk) =P(i,jk)® AlG,j,k) (33)
1<k<pk+1<j<2p+k-1i=k — A(ijk)=AJ(ij,k)® P(i,jk) (34)
1<k<pi=k+pk+2p+1<j<4p+k-1 — A(i,jk)=AJ(i,jk)® P(i,jk) (35)
1<k<p,1<i<2p,i#k,
k+1<j<%+k-1 — AG § k)= P(,j k)@ AIG, j, k) ® AK(, j, k) (36)
1<k<p1<i<2pi#tk+p,
k+2p+1<j<k+4p—1 — Al j k)= P(i,jk)®AJG, j k) ® AK(, j, k) (37)

On the other hand, the communication equations (25), (26), (27), and (28) become:

1<k<p,1<i<2p,
k<j<22p+k-1

if j <2p+k—1then A(4,5,k—-1)

— P(%J,k)={ ifj=2p+k—1then A(i,j —2p,k—1) 38)

1<k<p1<iL2p,
k+2p<j<k+4p-1
if j<4p+k—1and k> 1then A4, j, k- 1)
ifj<4p+k—1and k=1then A(i,j — p,p)
ifj=4p+k—1and k> 1then A({,5 — 2p,k - 1)
if j=4p+k — 1and k£ =1 then A(4,j — 3p,p)

— P(i,j k)= (39)

1<k<p1<i<2p,i#k,

k+1<j<2p+k-1 — AI(G,j,k) = Ak, j,k) (40)
1<k<p1<i<2pi#tk+p,

k+2p+1<j<k+4p-1 — AIG,j,k) = Ak, j,k) (41)
1<k<p,1<i< 2,

k+1<j<2+k-1 — AJ(,j,k)= A(, k,k) (42)
1<k<p1<i<2p,

k+20+1<j<k+4p-1 — AJ(@i,j k)= A(G,k,k) (43)
1<k<p1<i<2pi#k,
k+1<j<2%p+k-1

= axGik={ S e A ko @

1<k<p1<i<2p,i#k+p,
k+2p+1<j<k+4p-1
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ifj<k+4p—1and k> 1 then A(k,j,k~ 1)
ifj<k+4p—1and k=1 then A(p+ I,j—p,p)AP
ifj=k+4p—1and k> 1 then A(k,j — 2p, k — ()")‘
ifj=k+4p—1and k=1then A(p+1,j~ 3p,p)

—  AK(i, j k) =

Finally, the output equation becomes

1<i<2p,1<j<2 — R(ij) = A(,7+3p,p) (16)

4.4 TUniformization

In this section, we replace some of the linear dependence mapping by uniform ones, that is,
we replace some of the dependences which are not translations by new ones involving only
translations. This transformation concerns equations (40), (41), (42), and (43).

As far as equation (40) is concerned, we note that all points belonging to a line parallel to
the 7 axis share the same right-hand side term A(k, j, k). We choose a uniformization scheme
where the value A(k,j, k) is propagated to points (k + 1,7,k), ... , (IV,4,k) then wrapped
around to point (1,7, k) and propagated to (k — 1,7, k).

Let us create a new variable AIP defined by :

1<k<p,1<iL2p,
k<j<2p+k-1
{ if i = k then A(4, j, k)
— AIP(i,j k)={ ifi=1then AIP(2p,j,k) (47)
otherwise AIP(i —1,j,k)
1<k<p1<iL2p,
k+2p<j<4p+k-1
{ if i = k then A(i, j, k)
— AIP(i,j,k)={ ifi=1then AIP(2p,j,k) (48)
otherwise AIP(i ~1,j k)

It is clear that for all (4,7, k) of the domain, AIP has exactly the A(k,j, k) value which is
needed in the definition of AI(z, j, k). Therefore, by replacing all the terms of the form A(k, j, k)
in the definition of A by the corresponding value of AIP, we obtain from (40)

1<k<pl<i<%i#kk+1<j<2+k—1 — AI(i j,k)= AIP(i,j, k) (49)
and from (41)

1Sk<p1<i<opik+pk+2p+1<i<k+dp—1 — AI(i,j,k)= AIP(i,j,k)  (50)

A similar operation can be done on the definition of AK (equations (44) and (45) by creating
a new variable AKP.

The propagation scheme for AJ is simpler: value A(Z, k, k) is propagated from point to point
(i, k+1,k), ... (4, N+k—1k).

The final system of equations is summarized in figure 10, 11, and 12.
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4.5 Ordering the calculations

In this section, we order the index points of the domain in such a way that the arguments of
the left-hand side of the equations be ordered after the arguments of their right-hand side. Iy
other words, we define a mapping ¢, called a timing-function, from Z3 to N, which gives the
instant of time when a equation attached to an index point is to be evaluated. This mapping
must preserve the dependence between the equations. The timing-function we use is a piecewise
linear mapping of the space. The total domain of the system is

D={l<k<pl<i<2pk<j<dp+k—1}
The function we choose is:

ifi>kand j<2p+kthent+j+k—-3

4i,j k) = ifi<kand j<2p+ktheni+j+k—2p
o ifi>k+pand j>2p+ktheni+j+k—3
ift<k+pandj>2p+ktheni+j+k—-2p

which can be checked to have the above property. This choice is illustrated in figure 13.

4.6 Synthesis of the final architecture

The final architecture is obtained by projecting the domain onto the plane j = 0. Each integral
point of the projection of the domain is to be interpreted as a cell of the final architecture. In
other word, the calculation associated with a point (¢, j, k) is executed on processor (3, k), at
time t(¢, 7, k). We can check that this projection ensures that a cell has at most one calculation
to perform at any given instant of time. The projected domain is shown in figure 16: the final
architecture is a rectangle of length 2p and height p.

We consider successively two phases: the first phase corresponds to the subdomain of the
system where j < 2k + p, and the second phase corresponds to the remaining of the domain.

4.6.1 First phase

The structure of each cell is deduced from the computation equations (52) to (59) of the final
system of equations. In fact, each cell has four different behaviours, depending on its location
and on the time, as shown in figure 14. For example, the star operation is done only by cells
of the array such that ¢ = k.

The communications are described by equations (60) to (69). We examine successively the
communications for P, AI, AJ, AK, AIP and AKP.

¢ P is defined by equation (60). If j < 2p + k — 1, two cases are to be considered :

— if 7 # k + 1, the P port of cell (¢,k) is connected directly to the A port of the cell
(¢,k —1). Indeed, the timing function is the same for the left-hand side and the
right-hand side argument.
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— if i = k41, the timing-function is ¢ + j + k — 3 for the left-hand side, and i+ j+k+2p
for the right-hand side. Therefore, there is a latency of 2p—2 between the production
of A and its use.

If  =2p+ k — 1, again two cases are to be considered. If i # k + 1, the P port of cell
(2, k) is connected to the A port of cell (i,k — 1), but not directly, since P must receive
the value produced ¢(z,j,k) — t(i,7 — 2p,k — 1) = 2p — 2 cycles before. If i = k + 1,
then the delau is 4p — 2. In summary, the mechanism for communicating the P value
has to be controlled by a boolean signals which select the right register or the direct link,
depending whether j = 2p+ k —1 or not and whether ¢ = k +1 or not. We shall examine
later on how these signals are created.

o Al is defined by (62). It is therefore always connected directly to AIP.

o AJ is defined by equation (64). If j > k, AJ stays inside a given cell (z, k), that is, it is
stored in a register. This register is initialized by loading A of cell (¢,k — 1), when j = k.

o AK is defined by equation (66). If j < k+2p — 1, the port AK of cell (i, k) is connected
directely to AKP. When j = k+ 2p — 1, AK is connected to a register which is loaded
with AK P 2p cycles earlier, that is when j = k. This mechanism is very similar to the
communication of P.

e AIP is defined by equation (68). If i # 1 and ¢ # k, the AIP port of a cell is connected to
the AIP port of its left neighbor. There is a wrap around connection for the case 7z = 1,
and for the case i = k, AIP is connected to the port A of the cell (7, k).

e Finally, AKP is defined by equation (70). The definition is identical to that of AIP,
except that when 2 = k, AK P is connected to the A port of cell (¢,k — 1)

Figure 16 summarizes the structure of the systolic array for the first phase of the algorithm.
Crossed squares represent the cells where the star operation is to be done.

4.6.2 Second phase

The computation done by the cell is the same than previously seen, except that the Star
operation is done by cells (z, k) such that ¢ = k + p.

The communication pattern is more complicated. We have to distinguish the case k = 1
from the case £ > 1. When k > 1, the communication scheme is the same as previously. Let
us detail the cas when k& = 1 which concerns only the bottom row of the array.

e P is connected to the cell (¢, p) of the top row in a wrap-around fashion. Depending on
whether j = 4k + p — 1 or not, there is a buffer, just as was explained earlier.

e for the special case of processor (p + 1,1), AKP is connected to the A port of processor
(p,p)
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The structure of the array for this second phase is shown in figure 17. By merging together
the structure for the first and the second phase, we obtain (up to a symmetry) the solution
described in figure 5.

In the version we have sketched, the control of the operation of the array depend on the
evaluation of linear inequalities involving the original indexes of the recurrence system. All these
conditions can be replaced in a systematic way by the test of boolean control variables which
circulate in a systolic fashion between the cells of the architecture. Indeed, linear inequalities
define convex polyhedral subdomains of the total domain of the system. By adding finitely
many new boolean variables which are propagated from the boundaries of the domain to all the
inside points, it is possible to replace any equation by a conditional function, whose condition
depends only on the evaluation of boolean variables. The interested reader may find in [35] or
[36] more details on this mechanism.

5 Conclusion

The price to pay for our new array is a period of § = 4n against a period of § = n for Kung-Lo-
Lewis version [20]. Also, partitioning issues are more involved, since acyclic implementations
usually exhibit more favorable characteristics with respect to fault-tolerance, two-level pipelin-
ing, and problem decomposition in general ({13, 17})... However, the number of cells in our new
array is half that of Kung-Lo-Lewis, and this is a great saving.

We have seen that this array can be derived in a systematic way by using conceptually simple
transformations of recurrence equations. This approach, which can be partly mechanized, has
the main interest of capturing the essential features of systolic algorithms, i.e., their geometrical
regularity and their locality.
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Figure 1: Task graph for the APP (n = 6)
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Figure 2: Solving a problem of size n on a linear array of n processors (n = 6)
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Figure 3: Solving a problem of size n on a ring of n/2 processors (n
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Figure 4: Replacing P; by a ring of n elementary cells
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Figure 5: The 2D-toroidal systolic array with its input data and control
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diag_controli ain l
horiz_controljp ' " |horiz_controly
i —— — SE—————
r r
| old | 'new -
bjn 7 bout
l aout‘ diag_controlgt
Step t Step t+1

case diag_controlj, of
star : begin horiz_controlyy,; := diag_control;j ;
x .

aout *=Told ;s bout :=ajn ;new :=nil; end
update :  begin horiz_controlyy; := diag_controlj, ;

bout :=ajpn; a3yt := il ; rnew :=nil ; end
store : begin horiz_controly,;; := diag_controlj, ;

agut :=Told ; boyt :=nil ; Tnew :=bjy ; end
normalize : begin horiz_controly := diag_controljy ;

agut ‘=Told (X) bijp ; boyt :=nil; rpew :=T1old ; end
nil : act as non-diagonal cell controlled by horiz_control;,

esac
diag_controly,; := diag_controlj,

Figure 6: Operation of the diagonal processors
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| |

horiz_controli,

e
f

horiz_controlg ;¢

—— — —- .
b' —- rOld . ——— rneW — b
in out
l alou'cl
Step t Step t+1

case horiz_controlj, of

star : begin agyt := rold ; bout :=bin: Tnew :=ajp (X) bjn ; end

update :  begin bgyt :=bin; aout = ajn (+) Told (X) bjp ; Tnew := rold ; end

store : begin aq,¢ := Told ; boyt :=nil ; mew :=nil ; end
normalize : begin agy :=nil ; boyt :=nil ; rpew :=nil ; end
esac '

horiz_controlgy; := horiz_controlj,

Figure 7: Operation of the non-diagonal processors



REFERENCES 22

"y
2]

(N,N,N)

: D(7) = AE
G L v H D(8) = ABEF — AE

D(9) = AHED — AE
AP B By A -] D(10) = ABCDEFGH — AHED — ABEF
Sl c D(11) = ABCDEFGH
koo K D(12) = ABCDEFGH — AHED
WAICRRY 4 D(13) = ABCDEFGH — ABEF
J D(14) = D(10)

J)

D(25) = AEJ'D — AE

(26) = ABCJ'I'FD — AEJ'D — ABEF
( ABCJ'I'FD

(

ABCJ'I'FD — ABEF

o)

D
D

27
28

)
)
)
)

Figure 8: Translation of the subdomain j < k
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Figure 9: Translation of the subdomain k£ > p
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Computation equations

1<k<pi=j=k
1<k<pi=k+pj=2%+k
1<k<p1<i<2,

itk j=k
1<k<p1<i< 2p,
itk+pji=2p+k
1<k<pk+1<j<2%p+k—1li=k
1<k<pi=k+p,
k+2p+1<j<4p+k-1
1<k<p1<i<2p,i#k,
k+1<j<2p+k—1
1<k<pl<il2pi#k+p,
k+2p+1<j<k+4p—1

|

|

!

!

A3, §, k) = P(i, j, k)*
A(4,4,k) = P(i, j, k)*

A(i,j, k) = P(i, j, k) ® AI(3, j, k)

A(t,j, k) = P(i, j, k) @ AI(3, j, k)
A3, 4, k) = AJ(4,4,k) ® P(i, j, k)

A(i, 4, k) = AJ(i, ], k) ® P(s, ], k)
AG,j, k) = P(i, j,k) ® AT (i, j, k) ® AI(, , k)

A(3, 5, k) = P(i, j, k) ® AJ (i, j, k) ® AI(3, j, k)

Figure 10: Final system of equations: computation equations
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Communication Equations

1<k<p1<i<2p,
k<j<2p+k-1

1<k<p1<i<2p,

k+2p<j<k+4p-1

1<k<p1<i<2pi#k,

k+1<j<2p+k-1

1<k<p1<i<2pi#tk+p,
k+2p-1<j<k+4p-1

1<k<p,1<i<2p,
E<j<2p+k-1

1<k<Lp,1Li<2p,
k+2p<j<k+4p-1

1<k<p,1<i<2pi#k,
k+1<j<2p+k-—1

1<k<p1<i<2pi#tk+p,
k+2p—-1<j<k+4p-1

2
..oy J ifj<2p+k—1then A(4,j,k—1)
P("”")‘{ if j =2p+k — 1 then A(i, ] — 2p, k — 1) (60)
if j <4p+k —1and k > 1 then A(i, 5,k — 1)
...y ) ifj<4p+k —1and k =1then A(i,j — p, p)
PG.5,E)=1 ifj—dp+k—1and k> 1then A(i.j — 2p, k — 1))
ifj=4p+k —1and k =1 then A(i,j — 3p,p)
.. [ ifj < k+2p—1then AIP(i,j, k)
AI(”"")‘{ if j = k+2p— 1 then AIP(i, j — 2p, k) (62)
...y J ifj<k+4p—1then AIP(4,j,k)
AI("”’“)—{ if7 = k +4p — 1 then AIP(i, j — 2p, k) (63)
.. if § > k then AJ(i,j —1,k)
AJ("”"){ if 7 = k then A(i, j, k) (64)
..oy | ifj> k+2pthen AJ(i,j — 1,k)
AJ("J”“)‘{ if = k + 2p then A(i, j, k) (65)
..y J ifj<k+2p—1then AKP(i,j, k)
AK (i, j k) = { if = k+2p— 1 then AKP(i,j — 2p, k) (66)
. [ ifj<k+4p—1then AKP(,j k) ,
AK(i, j, k) = { if j = k+4p— 1 then AKP(i, j — 2p, k) (67)

Figure 11: Final system of equations
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1<k<p1<i<2p,
k<j<2p+k-1

{ if i = k then A(4, j,k)
— AIP(i,j,k)={ ifi=1 then AIP(%p,j,k) (68)
otherwise AIP(i — 1, j, k)
1<k<p1Lil2p,
k+2p<j<4p+k—1
{ if i = k + p then A(4, j, k)
— AIP(i,j,k)={ ifi=1then AIP(%p,j, k) (69)
otherwise AIP(i — 1, j,k)
1<k<p1<i<2p,
E<j<2p+k-1
{ if i =k then A(i,j,k - 1)
— AKP(i,j, k)= ¢ ifi=1 then AKP(2p,j,k) (70)
otherwise AKP(i — 1,5, k)
1<k<p1Li<2p,
kE+2p<j<4p+k-—1
ifi=Fk and k > 1 then A(i, j, k — 1)
— AKP(i,j k) = 1f:=k+pandk=1thenA(k+p,]—p,lc+p—1)(71)

if i = 1 then AKP(2p, j, k)
otherwise AKP(i - 1,j,k)

Figure 12: Final system of equations (continued)
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12> k:
1< k:

iti+k—3
i4+j+k+2p

t=k+p

t2>2k+p: t+j+k-3
t<k+p: i+5+k+2p

Figure 13: Timing-function
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Figure 14: Structure of the cells of the array
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b k= AK
T AK=AKP - _ . load when 1=k
1 <2p+k-1
J P AKP
J=2p+k-1

Communication of AK

AKP

> — 2
AKP L| AKP
A

Communication of AKP

Figure 15: Structure of the cells of the array (cont’d)
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=
5
C



REFERENCES

AIP

AKP l—’
[

AKB—>

Y e B el

— 5

~
> 1
=

s

_)[—P
LT

AP 4

)

-

A

f‘

Figure 17: Systolic array for the second phase
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