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Testing for the unboundedness

of fifo channels in programs !
Thierry JERON

Abstract :

Unsolvability of the unboundedness problem for specification models allowing fifo channels was
proved a few years ago by Brand and Zafiropulo. The paper investigates a testing approach of
that problem. Instead of reducing the model in order to give decidability results, we work with
the largest possible framework. We find a sufficient condition for unboundedness based on a
relation between reachable global states. This gives a testing procedure which can be applied as
well to communicating finite state machines as to Fifo-Nets. Moreover, the test extends existing
decidability results. In fact it becomes a decision procedure for a class of systems strictly including
linear and monogeneous systems. A few modifications of the relation make it available for Estelle
specifications.

Test du caractere non borné
de canaux fifo dans les programmes

Résumé :

Brand et Zafiropulo ont prouvé que, pour des modéles de spécification autorisant des canaux fifos,
savoir si le contenu de ces canaux est borné ou non est indécidable. Cet article examine une
approche du probléme orientée vers le test. Au lieu de réduire le modele afin d’en déduire des
résultats de décidabilité, nous travaillons sur le modéle le plus général possible. Nous trouvons
une condition suffisante du caractére non borné fondée sur une relation entre états globaux ac-
cessibles. Ceci fournit une procédure de test assez générale pour étre appliquée aussi bicn aux
automates communicants qu’aux réseaux de Petri a files. De plus, ce test généralise les résultats-
de décidabilité existants. En effet, il fournit une procédure de décision pour une classe de systemes
incluant strictement les systemes linéaires et monogénes. De trés légeres modifications apportées 3
la relation entre états globaux permettent également d’appliquer le test & des spécifications écrites,
en Estelle.
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1 Introduction

The problem of verifying the specifications of distributed protocols is of major importance
in their development. If these protocols communicate by messages through fifo channels,
their specifications have to model the fifo mechanism implicitely or explicitely. The main
specification models which explicitely describe fifo channels are communicating finite state
machines (CFSMs) [Boc78], Fifo-Nets [MM81] and some specification languages like Es-
telle [ISO89]. If fifos are not forehand bounded, the behaviour of such protocol specifications
can lead to a channel overflow. But the computation of bounds, which is a wished result
of a verification, is often impossible to perform. However, this result is often requested for
the use of verification tools like model-checking, which only work on finite state graphs.

So, we would like to improve those verification tools with some tests for boundedness
and unboundedness. But it is a very difficult problem as the very little number of applicable
results proves it. '

In our paper, we choose not to focus on a particular specification model but to work
with the framework of some transition systems general enough to describe the behaviour
of most of the specification models allowing fifo channels.

The paper is organized as follows. Section 2 begins with a few results about combi-
natorics on words. We then define a general transition system we are working with and
introduce the unboundedness problem. After a recall of the main decidability results for
CFSMs and Fifo-Nets, we give some arguments in favor of the testing approach.

In section 3, we present a new relation between global states of the reachability tree and
prove that it gives a sufficient condition for unboundedness. We then give an algorithm
implementing this test.

In section 4 we show that our test generalizes the known decidability results by proving
that it becomes a decision procedure for a class of systems strictly including linear and

monogeneous systems which were the only non trivial classes for which decidability of ‘

unboundedness was known [GGLR87, CF87, Fin86, Fin88]. We then give a few examples of
CFSMs enlightening the use of our unboundedness test. We conclude with some indications
on how-this test can be applied to Estelle specifications.

2 The unboundedness problem

2.1 Notations and definitions
2.1.1 Combinatorics on words

Let A be a finite alphabet, the elements of which are called letters.
A finite sequence z = (ay,a2,...,a,) of letters is called a word and is denoted by
ai1@z...an. Its length is |2| = n.
The set A* is composed of all the words over A and At = A* — {¢} where € is the empty
word. ‘
The concatenation of two words ¢ = ay...a, and y = by ...b,, is the word
T.Yy = ay...a,by...b,,. The neutral element of this operation is e.



If z = z.y we say that = is a left factor of z. Then y is a right factor of z and can be
written y = z71.2.

LF(z) and RF(z) will denote the sets of left factors and right factors of 2.

The left factor usually defines a partial ordering < on words called the prefiz ordering :

z,y € A%z <y & z is a left factor of y

A subword of a word is a left factor of a right factor of this word. Let z = q;...a, be
a word, if 7 < j the subword q;...a; will be denoted z[i ... j].

If n is a positive integer, the concatenation of n words equal to z is denoted z". We say
that z" is a power of z. The set z* is the set of all powers of z (including € = z9).

A nonempty word that cannot be written as a power of another word is called a primitive
word. That is a word z such that

z#eand [Vy € A*, (z € y" = z = y)]

Our test for unboundedness explicitely works with channel contents and their transfor-
mations, so we prove some results in combinatorics on words. Most of them are consequences
of the definition of a code. The omitted proofs can be found in [Lot83].

Proposition 1 Let z,y € A*, n,m > 0.
If 2™ = y™, there exists a unique primitive word z such that z,y € z*

Definition 1 We say that two words z and y commute if and only if .y = y.x
Theorem 1 Two non-empty words commute iff they are powers of the same word:
z,y€ At zy=y.z & 32 € A",n,m > 0 such that z = z" and y = 2™

And more precisely, the set of words commuting with a word x € A% is a monoid generated
by a single primitive word z:

Vz € A%,3z € AT,z primitive such that 2* = {y € A*|z.y = y.z}
The following corollary is a direct consequence of theorem 1
Corollary 1 Let z,y € A*, we have:
(Im > 0,y.2™ = 2™y) <= (Vn > 0,y.2" = z".y)

Proof. The implication from right to left is straightforward. Let us see implication from
left to right : If 2 = € or y = € it is trivial. Otherwise, by theorem 1, the set of words
commuting with y is z* for a primitive word z. Thus 2™ € 2* and then by proposition 1,
z € z*. And finally, Vn,y.2" = z".y.



2.1.2 The considered transition systems

We consider a restrictive form of transition systems [Kel72, KM82] general enough to rep-
" resent the behaviour of CFSMs, Fifo-Nets and, with a few modifications, Estelle specifica-
tions. The main reasons why it is possible is that their behaviours can be described in an
operational way and that they allow a fifo mechanism on channel contents.

A transition system will be a 4-uple § =< GS,T, —,Sp > where :

e GS is the set of global states,
e T is a finite set of transitions,
e the transition function — is a partial function from GS x T to GS,

e Sy € GS is the initial state.
A global state S € GS is a N + M-uple
S =< Ey(S),... En(S),Ci(S),...,Cm(S) >

where Vi = 1... N, E; is a function from GS to the finite set LS; = {Eo, ... En, i} of local

states,

and Vj = 1...M,Cy, is a function from GS to M}, (elements of My, are called messages).

Cy,;(S) is cailed the channel content of the channel f; in the global state S. No restriction
is made on the initial state Sp € GGS.

A transition t € T is a N + M-uple

t=< 61(t)v o 'a‘SN(t)’Xfl(t)v .- -7XfM(t) >

where the local transition function &;(t) is a partial function from LS; to LS;
and the channel interaction x;,(t) consists in a couple < ¢y;(t), ¢y,(t) > where ¢y, and ¢y,
are functions from T to M} which extract the input and output streams of ¢ in the channel
fi (a transition can be composed of several inputs and outputs).

We then define the transition function — which gives a fifo mechanism to channel
contents. Let S € GS be a global state and ¢ € T a transition. Then t is fireable in S if
and only if :

o Vi=1...N,6(t)(Ei(S)) is defined,
e Vi=1 ...M,L/)jj(t) < CfJ(S)
This transition then leads to a state S’ such that :

e Vi=1...N,E(S) = 8:()(Ei(S)),
e Vi=1...M, ’(/)fj(t).ij(S') = ij(S).(,ij(t).

We then write : S 5 S,
The transition function — is extended to transition sequences of T™ by :
S, tzin, 5 .1 iff there exist Sa,.. .S, such that Vi =1,...n,S; = Sipa.
The two functions v; and ¢, are extended into morphisms of monoids from T* to Mj.
A global state S € GS is said to be reachable (from the initial state Sp) if there exists
a transition sequence w € T such that So LS.

5



We define a partial ordering on global states which generalize the prefix ordering on words

by :

Definition 2 S is a generalized prefiz of S' denoted by S <, S’ iff all the local states of S
are identical to those of S', and channels contents in S are prefix (on words) of those of S'.

S<g S = (Vi=1...N,E(S) = Ei(5")) and (Vj=1...M,Cy(S5) < Cy;(5%)
We will use the following set for generalized prefix ordered global states :

Definition 3 If S is a generalized prefix of S' we define the set Strict(S,S’) as the subset
of strictly increasing channels, that is :

if S <, 8, then Strict(S,S") = {f such that C;(S) < C4(S")}

The whole behaviour of a transition system can be represented as a directed possibly
infinite reachability tree RT(S):

o the nodes s are labelled by the reachable global states S. We will use small letters
for nodes and capital letters for global states.

e the root sp is labelled by the initial global state S

o the edges are labelled by the fireable transitions of the system. tr(s,s’) will denote
the transition sequence from node s to node s’ in the reachability tree.

The reachability graph RG(S) is obtained from RT(S) by identifying all the nodes
labelled by the same global state. Thus its set of nodes represents the set of reachable
global states.

The language of the system L(S) is the set of transition sequences from So.

The input language L;(f) of a fifo f is the set of message sequences entering channel f

ie. Li(f) = ps(L(S))

2.1.3 Unboundedness

Definition 4 A fifo channel f is bounded iff there exists a constant Ky such that, for every
reachable global state, the content of f is of length less than K;.

Koenig’s lemma asserts that every infinite tree of finite degree has an infinite branch.
The reachability tree is of finite degree, thus Kcenig lemma applies. If RG(S) is infinite
then RT(S) too. So, there exists at least an infinite sequence in RT(S). If the nodes of
each infinite sequence of RT(S) are labelled by a finite number of different states, then
RG(S) is finite. Thus RG(S) is infinite if and only if there exists an infinite sequence of
nodes of RT(S) labelled by an infinite number of different states.

In the considered transition system defined above, each local state can take a finite
number of values and the only possibly unbounded objects are channels contents so we
have the following proposition:

Proposition 2 The reachability graph RG(S) is finite if and only if all channels are
bounded.

6



2.2 Known results about CFSMs and Fifo-Nets
2.2.1 CFSMs

A CFSMs system [Boc78] is a N-uple < Py,..., Py > of CFSMs with a set of messages
M =UN._, M;;.

A CFSM P, is a 4-uple < LS;,T;, 6;, qo; > where :
o L.S; is the finite set of local states.

o T; is a finite set of transitions. A transition ¢ is an output —a,a € M;; or an input
+b,b € M;; or an internal transition e.

e ¢; is a partial function from LS; x T; to LS;.
® qo; € LS; is the initial state.

For each pair of CFSMs (P;, Pj),t # j, there exists a fifo channel f;; which allows the
communication of messages M;; between the two CFSMs.

The behaviour of such a system is described by a restrictive form of our transition system
where a global state consists in the set of all the local states and the channel contents. The
initial state consists in all the local initial states and empty channels. A global transition
is an element t € T = Uf\; T; so that the application of the transition function to t only
wodifies one Cksm ana possibly one channel content. A transition is either an input or an
output or an internal transition but cannot be a composition of them.

2.2.2 Fifo-Nets

A Fifo-Net [MM81, FR88] is a generalization of Petri-Nets in which places are replaced by
fifo queues. Edges are labelled by words. A transition is fireable when, for each incoming
edge of the transition, its label is a prefix of the starting fifo. The transition is then fired
and labels of all the outcoming edges are added to the tail of the arriving fifo. It can also
be seen as a generalization of CFSMs systems because every CFSMs system can easily be
translated into a Fifo-Net.

2.2.3 Decidability results
In the formal framework of CF'SMs, Brand and Zafiropulo proved the following theorem :

Theorem 2 The unboundedness problem is undecidable for two communicating finite state
machines.

This result is a consequence of the capability for CFSMs to simulate Turing machines. The
most frequently mentioned reference is [BZ83] but the complete proof is only available in
the technical report (BZ81]. The inclusion of CFSMs systems in Fifo-Nets allows to state :

Corollary 2 The unboundedness problem is undecidable for Fifo-Nets.



In the same paper we can also find a test for boundedness. This test is a static one in the
sense that it does not consider the reachable global states. After an analysis of local loops
of each finite state machine, it gives a system of inequations on the number of messages in
transit at any point of the computation. Solving this system can then give bounds to these
numbers.

Some people also tried to find decidability results for limited classes of CFSMs systems.
We discuss here the main results concerning this problem.

Let us give some definitions [CF87, Fin88]:

Definition 5 A language L C A* is monogeneous iff it is included in a finite union of left
factors of languages u.v*, with u,v € Mj.

A language L C A" is linear iff it is included in a finite union of languages aj.a3...al
where a;’s are different letters of A.

A CFSM is monogeneous (resp. linear) iff the input languages of all fifo channels are
monogeneous (resp. linear)

We give here a summary of the main results concerning unboundedness decidability for

CFSMs.

Unboundedness is undecidable for two CFSMs [BZ81, BZ83] and for 3 CFSMs even
when, except for one fifo, all the others are 1-bounded over some tally language (that is
Li(f) € a*, a € My) [GGLR8T].

Thus unboundedness is undecidable for general CFSMs and Fifo-Nets. However, there
exists decidability results for restrictive classes.

e unboundedness is decidable for two CFSMs when :

— one of the two fifos is bounded [BZ81, BZ83].
~ one CFSM is restricted to send only a single type of message [GR84, RY86).

— the input language of one fifo is monogeneous [Fin86).
e unboundedness is decidable for CFSMs and Fifo-Nets when :

— all the queues alphabets consist of a single message type (it is a subclass of
Petri-Nets and thus the result is proved in [KM69])

— all the input languages are linear [GGLR87, CF87]

— all the input languages are monogeneous [Fin86)

2.3 Justifying tests for unboundedness

We saw in the preceding subsection that unboundedness is undecidable for CFSMs systems
which are particular cases of the transition system defined in 2.1.2. Thus unboundedness
is undecidable in the general framework of transition systems that we consider.

The first idea to avoid this is to work with restrictive models in which the problem is
decidable. This gives the preceding results about CFSMs systems. Our approach is concep-
tually different for we want to find sufficient conditions of boundedness and unboundedness
which can be applied to all specifications. This gives tests (or semi-decision procedure).
We here justify why it seems more interesting than the first point of view.

8



First of all, the decidability results obtained for CFSMs and Fifo-Nets seem unsatisfac-
tory. As a matter of fact, the only non trivial decidability result for an unlimited num-
ber of CFSMs and Fifo-Nets were found for linear and monogeneous systems. But these
properties seem to be generally undecidable [Fin86]. Moreover, the decision procedures
explicitely use the input languages. So they can only be used on systems for which mono-
geneous and linear languages including their input languages are known. In the case of
linear systems, the generalization of the decision procedure for linear languages on words
(Li(f) C Uk w}y. .. - wi,,,, wi,; € M}) does not seem realistic because the procedure [CF87]
(where w; ; are letters) uniquely identify the channel content with the w;;’s of the linear
language. If w; ;’s are words, that seems impossible even if it is a code (because channels
contents are subwords). To sum up, the above decision procedures seem to be too much
restrictive because they need additional information on channels which are generally inde-
cidable. But those classes of systems allow to decide other problems with the construction
of a coverability tree.

A complementary approach would be to find sufficient conditions for boundedness and

unboundedness which allows testing every possible specification with fifo channels.

' We are looking for a condition on global states which can be evaluated on each reachable
state during the construction of the reachability tree and only depending on the states of
the current sequence. This leads to the construction of a reduced tree in which a sequence
is stopped at the states satisfying the condition or when a loop is detected. This can be
~ improved if we keep some of the completely visited states (which are no longer in the current
sequence) and detect equality. This avoids regenerating some states without storing all the
completely visited ones [JJ89].

Such a test will be practicable on every execution of the system as soon as the current
transition sequence (or even a window of them) is kept during the computation. That
means as well during a partial exploration of the reachability tree, as during an exhaustive
one..

Another very important argument is that, in practice, testing such properties as un-
boundedness on possibly infinite trees gives the same service as decision procedures. In
fact, decidability is merely theoretical because we must store an increasing number of ob-
~jects (the states of the current sequence) with a bounded memory. Thus, both give one of
the three results : the property is true, false or there is a memory overflow.

Our search for a test is in fact in the continuation of decidability results for linear and
monogeneous systems [Fin87]. Both were based on the construction of a reduced reacha-
bility tree with an ordering < on global states having three essential properties allowing
decidability :

e monotonicity: if S — S’ and S € S/, S # S, then for every transition ¢,

S8 =8-25,5<58,5+#S

o well-ordering: in every infinite sequence of different markings, there exists a strictly
increasing subsequence,

e decidability of the ordering and equality : S < S’ and S = S’ are computable.

9
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Monotonicity gives a sufficient condition and well-ordering assures that the algorithm stops.
Thus for a test, decidability and monotonicity properties are sufficient.

3 The considered test

This section shows how we found a relation between global states by several steps of gener-
alization of a simple idea and then proves that it is a sufficient condition for unboundedness.
In fact, at each step of our refinements, we proved that the found relation was monotonic
and we worked by feedback between the definition of the relation and the proof of mono-
tonicity. Our concern in those successive definitions was always to detect unboundedness
as soon as possible and for the largest class of unbounded systems.

3.1 Definition of a relation between global states

Studying results for monogeneous and linear systems, we observed that in both classes the
decision procedure was based on an ordering < included in the generalized prefix ordering.
One would then be tempted to find an ordering included in the prefix order and having a
monotonicity property. But the transitivity of the order is unnecessary and thus a relation
is sufficient. It is why we have searched for a decidable relation © between reachable global
states included in the generalized prefix ordering and having some kind of monotonicity
property.

The first idea was that if a transition sequence w is repeated twice between three global
states D, S and S’ with a strict generalized prefix increasing between them, then we could
infinitely repeat w and reach an infinite number of different global states. That gives a
relation §} defined between couples of nodes by :

Qs,s) iff 3D € GS,w € T" such that So 5 D % S % S and D <GS5<, S

We then proved that : if ((s,s’) and § # S’ then RG(S) is infinite
We then noticed that the proof is still available if you replace w by two different powers
of w:

s, s') iff 3D € GS,w € T*,k,1> 0 such that So > D5 S % 5" and D <, S <, §

The third step was to observe that transition sequences are not the essential. The input
and output parts of them are sufficient and they can be treated separately and for each
channel. That gives :

s, s') iff there exists a global state D € GS, and for all channel f, there exist two
words ¥, € M;, and integers k,1,k',I' > 0 such that

Ss—»D355 9
with D <, § <, S
and ¢;(v) = * | pi(w) = ¢
and ¥y(v) = ¥, pp(w) = ¢*

{

We then noticed that :

10



e no condition has to be required for non-increasing channels,
e output loops must be detected in order to stop earlier,

e the existence of an unique global state D is not necessary, we only need a particular
one Dy for each channel f, and even Dy <, S is not necessary.

e input streams do not need to be powers of the same word, the suffix condition is
sufficient. '

That leads to the following final definition :

Definition 6 Let s and s’ be two nodes of the reachability tree corresponding to two global
states S and S’.

s 23 &' (s’ is reachable from s by a transition sequence w)
O(s,s') <= ¢ S <, 5 (S is a generalized prefiz of S’)
for every channel f € Strict(S,S’), we have ©(S,5’)

where for each such channel f, ©(S,S’) is defined by :

e cither ¥ (w) = € (no receipt on channel f between s and s')

o or ¢s(w) # € and there exist two words 1, € M3, a global state Dy reachable from
So and strictly positive integers k,l (y,, Dy, k,l depend on f) such that

RN ) BN

ps(v) = ¢* and gs(w) = ¢!
Pr(w) = P.py(v)

By corollary 1 we can equivalently define ©(S,S") by :

e Ys(w) = € (no receipt on channel f) or

o Ys(w) # € and there exist two words ¢, € M} and a global state Dy (¥,¢, Dy
depend on f) such that

So = Dy s 5 - 8 :

@r(v)ps(w) = pr(w).ps(v)
Pi(w) = p.ps(v)

The two above definitions of ©f are mathematically equivalent but the second one is
more suited in the algorithm because it is easier to test commutation (by equality of two
words) than to find a common generator. However we will rather use the first one in the
proofs.

The generalization of the first idea presented in the beginning of the section to find the
final expression of © made us see several intermediate relations which are particular cases
of ©. Thus if © gives a sufficient condition for unboundedness, the others too. They are
certainly easier to compute, thus if © is too much expensive, any of its particular cases can
be used.

We do not assert that © is the best relation we can find. Perhaps could we relax some
conditions and keep the desired monotonicity property.

11



3.2 The relation is a sufficient condition for unboundedness

We now prove that © gives a sufficient condition for unboundedness. We need some kind
of monotonicity property weakest than the one given in 2.3 that is : if two nodes s and s’
satisfy ©(s,s’) and S # S’ then the transition sequence from s to s’ is again fireable from
s’ and leads to a third node s” such that ©(s’,s") and S’ # S5”.

For that aim we need the following very important result :

Proposition 3 If S <, S’ and t is a fireable transition from S then t is fireable from S’
and the local states of the two reached states are identical.
ie. if S — 51 and S <, S' then S' - 8! and Vi,1 < i < N, E«(S1) = Ei(S)).

Proof.
If ¢ is fireable in S and leads to S; we have :

Vi=1...N,&(t)(E(S)) = Ei(S1),
Vi=1.. -Ma¢fj(t) < ij(S)’
Vi=1...M, "J"fj(t)'cfj(sl) = ij(s)"Pf,'(t)'

We have S <, 5" thus Ve =1... N, E{(S) = Ei(S') and V5 =1...M,C(S) < C,(5').
Therefore Vj = 1... M,y (t) < Cy,(S') and Ve = 1... N, 6;(t)(Ei(S’)) is defined. Then
t is fireable in S’ and leads to a state S such that

Vi, Ei(S]) = 8i(Ei(S")) = 8(Ei(S)) = Ei(S1)

Warning : generally, we do not have S; <, Sj.

The monotonicity property is a consequence of the following lemma :

Lemma 1 IfO(s,s’) and S # S’ then the transition sequence tr(s,s’) from s to s' is fireable
in s’ and reach a node s" such that S’ <, S”.

Proof : The transition sequence w from S to S’ is a sequence t;.t5...%, of transitions.
Assume S; is the global state reached by the sequence t; ...t; (S’ = S,). The demonstration
is inductive in 1¢:

1. prove that ¢, is fireable in S’ and reach a state S such that
51 <g S1 and Strict(S, S;) = Strict(S, '),

2. suppose that for all 7 < 7, ¢;...t; is fireable in S’ and reach a state S} such that
Sj <g S} and Strict(S;, S}) = Strict(S, S’). Then the transition t; is fireable in S;_,

Jr*~,
and reach a state S} such that S; <, S and Strict(S;, S!) = Strict(Si-1, SI_,).

, bt i tigg..t ty.. i t
So —» Dj AN S i Si1 — S; g gr it S:{—l -5 S:

1. Proposition 3 implies that ¢, is fireable in S’ and Vi, Ey(S,) = Ei(S}).

We must now prove :

VI [Cs(S) = C1(S') = Cy(S1) = CHSHI A [C(S) < C(S") = Cy(S1) < Cs(8))]

12
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e For every channel f ¢ Strict(S,S’) (i.e. C¢(S) = Cy(S5")).
We have ¢f(t1)Cf(S{) = Cf(S').(pf(tl) and l/)f(tl).Cf(Sl) = Cf(S).Lpf(t)).
Therefore Cy(S7) = Cy(S1).

e For every channel f € Strict(S,S’).

— if Yy(w) = € then s(t;...t,.t1) = € because it is a circular permutation of
¥ ;(w). The evolution of channel contents between S, and Sj gives :
Cy(S1) = Cs(S1).p5(ta .. . tn.t1)
We have ps(w) # € (f € Strict(S,S’)) thus pg(ts...tn.t1) # € and then
Cs(S1) < C4(81)

— otherwise ;(w) # e. We know that C;(S) < Cy(S’). Then there exists a
nonempty word Q € Mj s.t. :

Cy(8") = C4(5)-Q (1)

The evolution of channel contents between S and S; and between S’ and 5]
gives the equations : '

¥i(t1).Cs(S1) = Cs(S)ps(t1)
¥i(t1).Cs(Sy) Cy(S").ps(t1)
= C(5).Q.ps(t)

Therefore
C1(S1) < Cy(S1) <= ps(t1) < Qups(t1)

The equations of channel contents evolution are :
pr(u).hs(v).CHS) = Cs(So)-ps(u)-ws(v)
i (w).Cy(S") = Cy(S)-ps(w)
We have ¢;(u) < Cy(So).w(u) so, if we note 8§ = ¥s(u)'.(C;(So)-05(u)),
the preceding equations can be written :
¥(v).Cs(S) = 6 (2)
Ys(w).Cs(S) = Cy(S).¢' (3)
We now prove Q.¢* = ¢©*.Q) using the three equations ( 1), ( 2) and ( 3) on

channel contents. The equalities are indexed by the equation used.
We have

¥.95(v).Cr(S").¢"

Py(0) C(S).Qt &
2 Cy(8) e

13



Thus

Q¥ = (Ci(S)")N|as(v).Co(S)| + 1... [.0s(v).Co(S)] + |Q + klgl]
= (")l + [p0) + 1... 18] + [9s(0)] + Q| + k]

We also have

Ps(0).605Q 2 5(v).9.95(v).C5(5).Q
= Ps(v).Ps(v).C5(S")
2 4hs(v).CH(S).¢'
L §pht

Thus

P°.Q = (6™ ps(v).8l+ 1. |[9s(v)-9.6] + klo| + Q]
= ("))l + [+ 1. [s(0)| + 19| + klo| + Q]

Thus Q.¢* = ¢*.Q and by corollary 1 we have
Vi, Q.¢' = ¢'.Q (4)

In particular Q.¢' = ¢'.Q, that is Q.s(t;...t,) = @s(t1...1,).Q
And therefore

Cy(S1) < Cy(57)

2. By proposition 3, S;_; <, S!_; implies that ¢; is fireable in S!_, and leads to a global
-state 5] such that Vj, E;(S;) = E;(S’7). We must now prove :

V1, [Cs(S) = Cs(S') = Cy(Si) = CH(SHI A [C4(S) < Cp(S") = C4(S:) < Cy(S))]

o For every channel f & Strict(S, S") = Strict(S;_1, S!_,)-
We have ;(2:).C1(Si) = Cy(Siz1).¢s(t:) and 4(t:).C(S]) = C(Si_;)-p5(t:).
Therefore
C1(S;) = Cy(S3)

e For every channel f € Strict(S,S’).

- if Yp(w) = e then ¢s(tiy1...ta.ty...1;) = € (circular permutation of 1 ;(w)).
The evolutions of channel contents gives the following equation :

Cf(S:) = C'f(S,‘).go_f(t,'+1 RO O S .t,')

Now C;(S) < C4(S'), thus ¢s(w) # € implies @f(tiy1...tn-t1...t;) # € and
then :
Cy(8:) < Cy(S5)



— otherwise 1;(w) # ¢. We want to prove that C;(S;) < C4(S!) knowing that
V] < i,Cf(Sj) < Cf(S}).
In particular we still have the equations (1), (2) and (3) which give the
result : :

Vi,Q¢' = ¢'.Q (4)
Thus, the evolution of channel contents between S and S; and between S’
and S; gives :
1/)f(t1 ces t,').Cj(S,') = Cj(S).(pf(tl ... t,')
’t/)f(tl . ..t,').Cf(Sf) Cf(S/).(pf(tl.. .tg)
Cf(S).Q.cpf(tl e t,')

=1

Thus .
Cf(S,‘) < CI(S:) = ‘Pf(tl . t,') < Q.QOf(t] .. .t,')

Now result (4) with i = [ gives :
Q.ps(t1. .. 1) = @s(ty.. . 1,).Q |
From which follows : |
wr(ti...t) < Qups(ty... 1)
And then C¢(S;) < C(S))

Theorem 3 Let s and s’ be two nodes of the reachability tree RT(S) corresponding to two
global states S and S’.

O(s,s'), and S # S| = [¢' ) o and O(s',s") and S’ # S"
Applying this again, we can build an infinite number of different global states :
(©(s, s'YmbozandS # S') => RG(S) is infinite

Proof. 1t is a consequence of the preceding lemma 1. Suppose that ©(s, s’) and S # S".
Lemma 1 asserts that the transition sequence w from s to s’ is again fireable in S’ and
reach a node s” such that S’ <, S”".

We are then in the situation :

§ =8 S"and S <, 5 <, 5"

which is a particular case of ©(s’,s”) and S’ # S”.



Figure 1: The unboundedness test algorithm
type
gl_st_tp = record
loc_st: array[1..N] of local_state_tp; — array of local states —
g-cont: array|[l..M] of queue_content_tp; — array of queue contents —
end;
cur_seq_tp = T elt_cur_seq_tp;
elt.cur_seq_tp = record
glst: gl_st:tp; -
fireable: set of trans_tp; — set of fireable transitions not yet fired —
succ: cur_seq_tp;
end;
seqpptp =1 elt_seqpip_tp
elt_seq_1p _tp= record
¥, %: array[l..M] of word, |
succ: seqp_tp; ‘ |
end; .
var |
bounded, unbounded, saturated: boolean init false;

function fireable_trans ( g_s: glst_tp): set of trans_tp;
— returns the set of fireable transitions from g_s —

function succ (g-s: gl_st_tp; t: trans_tp): gl_st_tp;
- — returns the global state reached from g_s after the fireing of ¢ —

function pick_off ( var f.t: set of trans_tp): trans_tp;
— chooses and extracts one transition from the set f.t of fireable transitions —

function static_verif-bounded: boolean;
— performs a static test of boundedness described in [BZ81}—

procedure add_or_replace ( g.s: gl_st-tp; Mem: set of gl_st_tp);
— if Mem is full, replaces at random a state in Mem by the state g_s —
— else adds state g.s in Mem —

procedure testo ( S': gl-st_tp, c_seq: cur-seq.tp, s.ptp: seqpip_tp, var lp, unbd: boolean )

— unbd:= (3S € c_seg s.t. O(S,S’)A S # S’) — unboundedness detected —
— Ip:= (35 € c_seg s.t. § = S') — loop detected —

16



Figure 2: The unboundedness test algorithm (continuation)

procedure test_unbounded ( unbounded, saturated: boolean);
var ,
memory: set of gl_st_tp init 0;
— contains some already visited states —
cur_seq: stack_tp init nil;
— stack of ( state, not yet fired transitions) of the current sequence from Sp —
seqpt: seqpip_tp init nil;
— stack of input and output streams of the current transition sequence—
cur_state: gl_st_tp; — current state —
t: trans_tp; — just fired transition —
begin
cur_seq:= push(Sy, fireable trans(Ss));
while cur_seq # nil and ( —unbounded and —saturated) do
if cur_seq 7 .fireable # @ then begin
t:= pick-of f(cur_seq 7 . fireable);
cur_state:= succ(cur_seq T .gl_st,t);
seqpp:=push- o ( seq o, {ps(t), ¥s(H) h<rem )i
testo (cur_state, cur_seq, seqpy, loop, unbounded);
if ~(loop or unbounded) then
if cur_state € memory then begin
saturated:= (|cur_seq| = maz_seq-length);
if —saturated then
cur_seq:= push( cur_state, fireable_trans(cur_state)
else pop_pib(seqpp);
end
else pop_p(seqpyp) — if (cur_state € memory) —
else pop_p1(seqpyp); — if (loop or unbounded) —
end
else begin — cur_seq | .fireable = 0, all successors of cur_seq T .gl_st are visited —
add_or _replace(cur_seq T .gl_st, memory);
pop(cur_seq); pop-pp(seqpph);
end;
end;

main
begin
bounded:=static_verif-bounded;
if —-bounded then
test_unbounded ( unbounded, saturated);
if = (saturated or unbounded) then bounded:= true;
end.
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3.3 An algorithm for unboundedness test

An algorithm performing the unboundedness test is described in figure 1 and 2. It uses
a depth first strategy for the construction of the reachability tree. The algorithm takes into
account the following remarks :

e before testing for unboundedness, we can use a static boundedness test, for example
the one proposed in [BZ81].

e when reaching a new state S’, testing the unboundedness condition or the existence
of a loop consists in finding a preceding state S of the current sequence such that
O(s,s’) or S = S’. Thus we only need to know the current transition sequence and
the states from the root. We can then use a depth first strategy in which we only
keep trace of this sequence in a stack. However, a breadthwise strategy can also be
used and is theoretically better. It would avoid us traversing an infinite sequence
where our test is always false whereas a neighbouring one would satisfy it. But this
strategy requires to store the whole part of the graph that is already visited. Thus
this strategy allows us to analyse smaller systems than with a depth first one.

e In order to avoid retraversing states we can also use a memory in which we record
completely visited states (all their successors have been visited) and check for equality.
This memory is of course bounded and the state graph may be infinite, so, when this
memory will overflow we must replace states. The best strategy seems to be random
replacement [Hol87]. So, every time we pop a completely visited state from the current
sequence, if the memory is full, we take off a state at random and replace it with the
new one [JJ89].

e we already saw that the definition of ©; can be written in two different ways and we
noticed that the second definition (using commutation rather than power of the same
word) is easier to compute.

o for the computation of ©; we do not need to know transitions but we only need the
values of ¢(t) and 1;(t) for each queue f and each transition ¢.

3.4 Complexity

We cannot really speak of a complexity for such an algorithm because it is only a test
and then the time required for an answer is theoretically infinite. However we could give,
for finite state graphs, the increase of time needed for the test. But it is a very difficult
problem and a theoretical complexity could not lay enough stress on the link between
the graph structure and the time needed. The best measurement of its efficiency is to
know, for real specifications having an infinite number of states, whether the test detects
~r¥ ¢ i~dedness before memory overflow or not. This can only be observed if we include
.+ test in a real verification tool.

When you reach a new node s’ you theoretically need to visit all the previous nodes s

until s = sg or you find one such that ©(s, s’). Thus, when the sequence grows the number

¢+ les to visit is also growing. The time needed to verify O(s, s’} at each newly reached

. e
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node is not bounded. However, you can avoid this if you only test © on a window of nodes
of the current sequence. The size of the window which is chosen must depend on each
specification. The increase of time requested for the test for each node is then bounded by
a constant.

4 Application

4.1 Coverability of © as a necessary and sufficient condition

In this section, we try to define the largest class of transition systems in which the relation ©
gives a decision procedure for unboundedness (remember that it is a theoretical decidability
depending on the size of the system).

We must distinguish two cases according as we use a depth first or a breadthwise strat-

egy :

1. if a depth first strategy is used we must have the property : in all infinite sequence of
nodes of the reachability tree there must exist two nodes s and s’ such that O(s,s’).

2. if a breadthwise strategy is used the weakest following property is necessary : if the
reachability set is infinite, there must exist two nodes s and s’ of the reachability tree

such that ©(s,s’) and S # S'.

Thus if the depth first strategy provides decidability then the breadthwise one too.
Thus the largest class of transition systems for which © provides a decision procedure is
the largest class for which the breadthwise strategy does.

However, we will see that a depth first strategy is sufficient for a class of transition
systems including linear and monogeneous systems. This class is that of transition systems
where all input languages are included in finite unions of left factors of linear languages on
words. That is :

K
for all channel f,L;(f) C | J LF(w};.w},..... w; n,) where w; ; are words of M}

i=1

We call 1t the class of transition systems linear on words. The inclusion of linear and
monogeneous systems in that class is straightforward. For that class we prove that a depth
first strategy decides unboundedness :

Theorem 4 In all infinite transition sequence of the reachability tree of transition system
linear on words, there exist two nodes s and s’ such that O(s,s’).

Proof.

From every infinite sequence of reachable global states we can extract a finite number
of infinite subsequences such that the local states in all these global states are identical
(because the number of local states is finite). Let (S,), be one of them.

Let f be a channel with an input language defined as above. For the given sequence
{Sn}n, there exists a particular index 7 (not necessarily unique) such that the input stream
during this sequence is included in LF(w},.wj,..... wy N,

ENeY
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The behaviour of fifo channels implies that the states of that sequence have channel
contents of the form :
N N;
Cj(Sn) € U ( U [(RF(C;(SO).w,-‘j).w}‘_J- ..... w,’-"k.LF(w;,k)] U LF(RF(Cf(So).w,',j)))

§=1 k=j

Then, from sequence {S,}. we can extract a subsequence {Sy, }» such that there exist
indexes j,k,1 < j < k < N;, sequences {rjm}m,---{Tkm}m of positive integers, two
constant words ¢ € RF(LF(C(S0).w;;)) and d € LF(w; ) such that

Ci(Sm) = cw™..... w™.d

The form of the input language implies that if we have begun to send some w;; in f
then you can no more send the preceding ones. That is, if there exists an index m; and
l,7 £ Iy < k such that 7, ,», # 0, then from m,, all sequences {r;n}n» with [ < [, are
stationnary.

Thus there are two possible cases :

e from an index m; all sequences {r;,}m are stationnary and then

Ym 2 ma, Cf(Sm) = Cf(Sm+1)-

e otherwise, there exists a sequence {rj, m}m from which we can extract a strictly in-
creasing infinite subsequence {r, ,},. According to the above remark, we have :

VI'> I, Vp
Vi<l,¥p , {ri,}, is stationnary

, 11 =0 (otherwise, r;, , would be stationnary)

lip

- The corresponding {C(S,)}, are then strictly increasing for the prefix ordering and
can be written :

Cy(Sy) = ey wi T i

zll

where c;,..., ¢, -1 are constants and {7‘,],,,},, is strlctly increasing.

- if 7 # |1 (and ¢; # 0) there cannot exist any receipt on channel f in the transition
sequence. Thus Vp, ©(S,, Spt1).

— otherwise j = [, and we can write :
Cf(Sp) = c.w:f;”.d

with c € RF(LF(Cy(So).wi;)), d € LF(w;;) and {r;,}, strictly increasing. Let
us note w, = @S, Sus)) and b, = be(tr(S,. Spaa)) (1r(S,. Sper) is the
transition sequence from 5, Lo Sp41)-

* if the number of psuch that 1, # € is finite then, starting from an index p,
all ¥, are equal to € and then

vp 2 P, Of(Sps Sp+1)
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* otherwise, there is an infinite number of p such that ¢, # €.

Thus there is a moment where all C;(Sp) has been received, so we can
suppose that ¢ € RF(w; ;) (let b be the word such that b.c = w; ;). We also
have d € LF(w; ;) thus there exists a word e such that d.e = w; ;. The form
of C;(S,) implies that o, = (e.d)”” and ¥, = (c.b)* with [, > 0, k, > 0 and
lp—kpzrp+1—7‘p>0.

- if k, = 0 then O(S,, Sp+1)

- otherwise 3¢ > p such that k, + ... + k, > k,_; (there is an infinite

number of non-null k,), and then 1, ..., = (c.b)frt-+ka=kp-14p ;. We
also have ¢,_; = (e.d)*-! and ¢,...¢, = (e.d)’#*+la which proves
O4(Sp, Sq)-

Then, for a given channel f we can find a subsequence {S,;}, of {S.}» such that
{C4(S4)}, is stationnary or ©(S,, Sy41).

We can then begin again with that subsequence and an other channel f’, and so on.
The number of channels is finite thus we finally find a subsequence {S,}, such that two
consecutive elements satisfy ©(S,, S,4+1). And therefore the theorem is satisfied.

4.2 Examples

This section gives some examples of CFSMs systems producing infinite reachability trees.
They were all tested with a prototype of the algorithm presented above.

The first example (see figure 3) is a system S; of two CFSMs such that one of the input
languages is linear on words (L;(f1) C LF(ab)*.a.(ba)*) and the other one is monogeneous
(L1(f2) € LF(cd)*). The test can then decide unboundedness or not. The figure shows
an example of transition sequence on which unboundedness was detected. When reaching
S" = (1,1, (ab)3a, cd) we find a state S = (1,2, (ab)%a, ¢) which is a strict prefix of S’ and
satisfying ©y (5,5') and ©4,(S5,5"). We can observe that the states Dy, and Dy, of the
definition are not the same for the two channels.

The CFSMs system S, of figure 4, which infinite state graph is partially represented in
figure 5, is detected unbounded by the above procedure. The input language of f; is linear
on words (L;(f1) € LF(ab)*.a.(ab)*) and Li(f2) C c¢*. It is why its reduced tree is finite
(in all infinite sequence there exist two states satisfying the test).

The CFSMs system 83 of figure 6, which produces an infinite reachability tree, has been
specially designed to fail our procedure. There exists an infinite transition sequence that
can be written w.v.u?v? ... u? .w?" ... traversing an infinite number of increasing states
(for the generalized prefix ordering) but the relation © is always false. We think that this
kind of “exponential growing” cannot be detected by our procedure. However, it is possible
to build a specialized procedure which could detect this behaviour. But it is very tricky
and its coverability as a decision procedure would be very restricted.

Consider the system Sy obtained from S; by identifying the two states 1 and 2 of the
first CFSM. Its reachability tree contains the one of S5. Thus there are infinite sequences
in which the test is always false. But there are some sequences in which the test is satisfied.
For example the sequence —a — ¢+ c—a —d + d — a + a reach the state S’ = (1,0, aq,¢)
and S = (1,0, a,¢€) is a strict prefix of S’ and we have O(s,s’).
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Figure 3: An example of the use of the test
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4.3 Application to Estelle specifications
4.3.1 The Estelle model

The Estelle language is a Formal Description Technique (FDT), now standardized by I1SO
and well suited for the specification of distributed systems. We present here the restrictions
of static Estelle and their consequences on its semantics. Our aim is not to describe the
Estelle language, therefore refer to [ISO89] for further informations.

A standard Estelle specification is a hierarchical structure of instances of modules com-
municating by messages through bidirectionnal links betweeen their interaction points. A
module instance is an automaton extended with Pascal. Yo each interaction point s asso-
ciated a fifo queue (which may be shared by several interaction points of the same module).
In standard Estelle, the hierarchy of modules and links can change over time.

However, most of verification tools cannot accept dynamical change of topology. Thus,
we can restrict to a static part of the Estelle language. The restrictions are the following:
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Figure 4: A simplified connect-disconnect protocol
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e only one initialization part in each module.

e active modules (those who have transitions) cannot have submodules. This implies
that there cannot have any release or creation of modules and links in transitions.

e all Pascal variables are bounded (in particular the use of dynamical structures is

forbidden).

The restriction to static Estelle implies that the hierarchical structure is a tree of module
instances in which only leaves are active (can have transition-parts) and thereby can be
reduced to this set of active modules.

Each module instance is then a finite state automaton which states are composed of a
control-part (associated with the keyword state), and an internal-data-part represented by
values of Pascal variables. Each local transition is supposed to be atomic and is composed
of a pre-condition and an action which modifies variables and output messages. The pre-
condition may consist in :

e a when clause which is true iff the first message in a given queue corresponds to the
argument and which opens visibility to message parameters,

® a provided clause which has a boolean value depending on the message parameters or
Pascal variables,

e a from clause, true iff the actual control-state is the one given by the keyword from

The transition is enabled if and only if the three preceding clauses are all evaluated to
true. If priority and delay clauses are used, the fireable transitions are chosen among the
enabled ones with respect to priority and delay values. If we restrict the use of these clauses,
enabled and fireable are identical.

The semantics of the complete Estelle specification is defined in an operational way
in terms of transformations of a global state. A global state is the union of all the local
states of the module instances with the channel contents. Several levels of parallelism can
be described. Their semantics can be sequential non-deterministic, synchronous or fully
asynchronous. No assumption can be made on the relative speed of modules so, in order to
model the behaviour of the specification, all the possible interleavings of local transitions
must be considered as possible computations. A transition of the complete system is then
a set of synchronized local transitions.

If the Estelle specification involves the initialization of N module instances P ... Py
and M queues f; ... far, each global state can be described as a t-uple

S =<< E,(S) >1<i<N, < ij(S) >1<i<M >

where F(S) represents the iocal state of T in the state S and Cy;(5) is the content of the
¢viue f;in the state S.

iFor cach queue f, we define the two morphisms ¢, and ¢ s on transitions which isolate
respectively the input and output streams through f. And for each module P;, we define a

function §; on transitions which isolate the next-state relation of the transition in module
P;.
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4.3.2 How testing unboundedness for Estelle specifications

All what is previously defined seems to give to an Estelle specification a transition system
structure. However the presence of delay and priority transitions arises a new problem
because the fact that a transition is fireable not only depends on the local states and the
channel contents. For delays it depends on a time process and for priorities it depends on
the set of enabled transitions. If delays are used, equality of global states does not insure
the necessary property that the sets of fireable transitions of two equal global states must
. be identical. And if priority are used the very important property 3 is not satisfied. For
example suppose S <, S’ with C4(S) = € and Cy(S’) = a. If fireable(S) = {t;...t.}.
Now imagine t is a transition such that Vi = 1...n, priority(t) > priority(t;) and begins
with an input of a. Thus t & fireable(S) and Vi = 1...n,t; & fireable(S’).

In fact this is because the notion of global state in Estelle is not the good one for
the transition system and must be redefined. The generalized prefix order must also be
redefined because of priorities.

Thus a new global state of an Estelle specification will be the classical one to which we
add the set D(S) of enabled delayed transitions with their delay values and the set F(S) of
fireable ones.

The new generalized prefix ordering is then defined by :

(Vi,1 <i < N, Ei(S) = Ei(S"))
S< S = (Vf,1 < f < M, Cp(S) < Cy(5))
D(S) = D(S') and F(S) C F(S")

The property 3 is then straightforward and the proof of monotonicity is identical. In
the algorithm, this new notion of global state can be simplified. For example if you test for
equality, F'(S) is unnecessary, thus it can be removed from the completely visited states.

In fact, most restrictions of static Estelle can certainly be removed in order to test for
unboundedness on standard Estelle specifications. You must take care of the definition
of global states to give sense to equality (they must contain the hierarchical structure of
modules) and redefine the relation to preserve property 3. But most existing verification
tools using Estelle restrict to its static part.

5 Conclusion and prospects

Dealing with the difficult problem of unboundedness of fifo channels, we have defined a
general transition system in which fifo channels are expressed. We have exhibited a new
relation between global states included in the prefix order. With a very careful study of fifo
channels behaviour, we have proved that this relation induces a test for unboundedness.
We have proved that this test is strictly more powerful than the decision procedures for
monogeneous and linear systems. In fact, it is a decision procedure for the class of systems
in which the input languages of fifo channels are included in finite unions of left factors of
languages of the form w} ... w} where w; are words (instead of letters in linear languages).
In order to apply this test to Estelle specifications, we were obliged to add information
in global states and give a new definition of the relation. These modifications were required
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in order to preserve the monotonicity of the relation and an acceptable definition of equality
of reachable states. ' ‘

The unboundedness test presented here can be improved if it is preceded by a static
analysis of the system and if we mix it with other tests. The analysis can for example give
bounds to some channels (or even to all of them) and can determine linear or monogeneous
languages in which its inputs languages are included. The definition of the relation ® must
then take into account these additional informations in order to advance the detection of
unboundedness.

We think that this kind of test can be very useful for protocols designers in the verifica-
tion phase of protocol specifications. The algorithms given in the paper and all the remarks
can give a good idea of a real implementation.
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