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Abstract

The ray tracing algorithm produces high
quality images, but it requires a lot of com-
putations which makes it extremely time-
consuming. Several attempts have becn
made to reduce the synthesis time by using
high speed parallel computers. Ior exam-
ple, distributed memory parallel computers,
such as hypercubes or {ransputer-based ma-
chines, offer an interesting performance/cost
ratio. Several studies have used parallel
computers to specd up the ray tracing al-
gorithm so as to render complex scenes with
scveral thousands of objects. Ilowever few
of them have led to real implementation due
to the complexity of the solution proposed
by the authors. This paper introduces a
new approach emulating a read-only shared
memory on a distributed memory parallel
computer. Results are given and are com-
pared to a previous parallel ray tracing algo-
rithm, both are implemented on an iPSC/2.

Résumé

L’algorithme de lancer de rayon permet la
production d’images de synthese de grandes
qualitées. Cependant il nécessite souvent un
temps de calcul élevé. L’utilisation de nou-
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velles machines paralléles permet de réduire
ces temps de calculs. Les architectures pa-
ralleles & mémoire distribuée, telles que les
hypercubes ou les machines & Transputer, of-
frent un rapport performance/coit trés in-
téressant. Des études ont été effectuées afin
d’utiliser de telles architectures pour accélé-
rer ’algorithme de lancer de rayon en vue de
calculer des scénes complexes constituées de
plusieurs milliers d’objets. Cependant, peu
d’entre elles ont été suivies d’une mise en
ccuvre en raison de la complexité des so-
lutions proposées par les auteurs. Cet ar-
ticle introduit une nouvelle approche qui uti-
lise une mémoire partagée en lecture uni-
quement mise en ccuvre sur une architecture
a4 mémoire distribuée. Une expérimentation
sur un iPSC/2 permet de comparer les résul-
tats avec ceux obtenus avec un algorithme
que nous avons décrit dans une publication
antérieure.

1 Introduction

To render high quality images, the ray trac-
ing algorithm necds to shoot different kinds
of rays: from an observer and toward a
screen plane (primary rays), in the reflected
and refracted directions (secondary rays),
toward the light sources (light or shadow
rays).

Computing rcalistic images requires sev-
eral millions of rays. Hence a large num-
ber of ray/object intersections are involved.
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Several solutions have been proposed to re-
duce this number. They are based on what
we call an objects access structure which al-
lows a fast search for objects along a ray
path. They can be grouped in two classes:
those that build a tree (or a hierarchy) of
bounding volumes [35, 25] and those based
on a subdivision of the scene extent in order
to take advantage of the spatial coherence
[2, 5, 14, 15, 24].

Even when such mechanisms are used, the
ray tracing algorithm is still too slow on
sequential computers. Moreover, latest re-
searches such as stochastic sampling [11, 27]
and sophisticated light models {10, 23, 37]
require more and more computations and
new algorithmical improvements can not
decrease substantially the synthesis time.
Therefore, the only way for speeding up ray
tracing algorithms is to use more powerful
computers. Several supercomputers (Cray
or Fujitsu) are available but their price of-
ten prohibits their use in computer graphics.
On the other hand, low cost supercomput-
ers are now commercially available. They
are constituted by several powerful micro-
processors and are known under the name
of Distributed Memory Parallel Computers
(DMPC).

Several attempts have been made in using
such architectures for speeding up the ray-
tracing algorithm but few of them have given
results on real parallel architectures. The
goal of this paper is to present and compare
results of two algorithms which have been
both designed for DMPC and implemented
on an iPSC/2. Results have been performed
on a set of scenes called Standard Procedu-
ral Databases provided by Eric Haines [19].
Therefore, readers can compare easily these
results with their own.

This paper is organized as follows. After
a brief description of the methodology for
programming DMPCs, the previous works
on parallel ray tracing algorithms are dis-
cussed. Then we present a ray tracing al-
gorithm we have implemented on a parallel
machine (iPSC/2) in order to emphasize the
complexity of designing this kind of parallel
algorithm. To overcome this complexity, we

propose another parallel approach that con-
sists in emulating a read-only shared mem-
ory on a distributed memory parallel com-
puter.

2 Using a DMPC for speed-
ing up ray tracing

A DMPC is a MIMD computer where each
processor has a local memory used to store
its own code and data. All the processors of
a DMPC are connected through a network.
Researches at Caltech ! [36] have led to
DMPCs organized according to a hypercube
topology of dimension d, where the num-
ber of processors is N = 2¢. This topology
has several interesting properties: topologies
such as ring, mesh and tree can be embedded
on a hypercube topology.

Various DMPC with hypercube topologies
are sold by several companies: NCUBE/10
by Ncube, and iPSC/1 and iPSC/2 by In-
tel Scientific Computers. Parallel com-
puters based on transputers T800 also are
DMPC; for example, the Computing Surface
by Meiko, T-NODE by Telmat, Supernode
from Parsys or the Supercluster from PARA-
COM. These transputer-based DMPC offer
a programmable topology via a switch net-
work.

2.1 An example of a DMPC: the
Intel iPSC/2

For our experimentations, we have used an
iPSC/2 which is configured into 64 nodes.
The iPSC/2 system consists of two main
components: the cube and the system re-
source manager.

The cube houses all the nodes which are
connected through a hypercube network.
Each node consists of an Intel 80386 mi-
croprocessor supplied with a 80387 floating
point co-processor and 4 Mbytes of local
memory. It is equipped with the Direct Con-
nect Module (DCM) for high speed routing
message between nodes. The performance
of this configuration is approximately 256

!California Institute of Technology



MIPS and 20 MFLOPS. A node can sup-
port a vector extension board with a peak
performance of 20 MFLOPS.

The System Resource Manager hosts the
software development tools. It is connected
via a special link to node 0. It performs
compilation, program loading and I/O oper-
ations with the cube.

The iPSC/2 can be programmed using C
or FORTRAN language. A communication
library has been added to these languages
to allow the exchange of messages between
nodes.

2.2 Programming a DMPC

DMPCs can deliver high performances, but
are difficult to program due to the lack of
a powerful software environment. The stan-
dard programming methodology consists in
subdividing the problem to be solved into
a set of communicating tasks [21]. Each
of these tasks is described with a conven-
tional language such as C or FORTRAN. To
take full advantage of the multicomputer re-
sources, the programmer must try to follow
several rules.

First, the task decomposition must ensure
that the computations are evenly distributed
among all the processors. Secondly, the pro-
grammer must take into account the cost of
the remote data access: the data needed by a
task must fit as often as possible in the local
memory of the processor that runs the task
50 as to avoid a remote data access. Last but
not least, the user must verify that there is
no potential deadlock due to the communi-
cation in his parallel algorithm. Such situa-
tion occurs when for example two tasks are
waiting for receiving a message and there is
no message in the network.

2.3 Parallelizing ray tracing algo-
rithms

A ray tracing algorithm consists of two dis-
tinct phases: the building of an object data
structure, and the computation of the inten-
sity of each pixel. This is the latter part
that generates most of the computation and
therefore that must be parallelized. Since

the computation of each pixel is independent
of the others, it can be easily distributed
among the processors. As there are much
more pixels than processors, load balancing
can be achieved by using a server/client pro-
gramming model: a server process assigns
the computation of a pixel to a client pro-
cess running on a non-busy processor.

We must determine which part of the
database is needed by a processor to com-
pute a pixel. Its size depends on the ob-
jects access structure which has been cho-
sen for designing the ray tracing algorithm.
For space-tracing algorithms, the objects
access structure consists of a collection of
adjacent 3D cells which may need several
megabytes for its storage. The computation
of a pixel by a processor potentially requires
the knowledge of the whole objects access
structure since the path followed by a ray
is unpredictable. Several strategies can be
used to assign the objects access structure
to the different nodes:

1. Duplication of the data in each proces-
sor.

The objects access structure is dupli-
cated in each local memory of a DMPC.
Load balancing is achieved according to
a server/client programming model as
said above. We name this strategy pro-
cessing without dataflow since there
is no interprocessor communication.

2. Geometrical partitioning of the data.

Each processor is responsible for a sub-
region of the scene extent. The dis-
tribution of the computations and of
the data are made at the same time.
The processor’s load depends on the
size of its associated sub-region. When
a ray leaves a sub-region, it is com-
municated to the processor responsible
for the next sub-region along the ray
path. We name this strategy process-
ing with ray dataflow.

3. Random distribution of the data

The object data structure is randomly
distributed among the local memo-



ries of the processors. If a proces-
sor needs a datum, such as an ob-
ject or a voxel, which is not stored
in its local memory, it can access it
by sending a message to the processor
containing this datum. This strategy
needs a software service that provides a
global memory abstraction. Load bal-
ancing also is achieved according to a
server/client model. Since objects are
exchanged between processors, we name
this technique processing with ob-
ject dataflow.

Several parallel ray tracing algorithms
have been proposed, the next section clas-
sifies them according to the strategies they
employ.

3 Previous works

3.1 Algorithms based on process-
ing without dataflow

The simplest way to parallelize ray tracing
algorithms is to duplicate the entire object
data structure in the local memory of each
processor. The CRISTAL parallel computer
(6], the LINKS [31] and the SIGHT architec-
ture [29, 39] use this technique. A sequen-
tial process running in each processor is in
charge of computing a subset of pixels. This
set is dynamically determined according to
the load of a processor. In fact, this sequen-
tial process is almost the same as the one
running on a sequential computer. Owing to
this simplicity, many ray tracing algorithms
running on DMPC as demonstration use this
technique. However, the limited size of the
local memory associated with each processor
of a DMPC prohibits its use for rendering
complex scenes. Efficient algorithms, such
as space-tracing, cannot be used since the
employed objects access structure would re-
quire a very large memory.

3.2 Algorithms based on process-
ing with ray dataflow

Since using DMPCs aims at rendering very
complex scenes, new researches have been

made for distributing the objects access
structure among the processors. Each pro-
cessor is assigned one part of the whole
database. There are mainly two techniques
for distributing the database, according to
the ob jects access structure which is chosen.
The first one [8, 16] partitions the scene ac-
cording to a tree of extents while the second
[9, 12, 22, 26, 30] subdivides the scene extent
into 3D regions (or voxels).

3.2.1 Tree of extents as an object
data structure

The distribution of a tree of extents has first
been proposed by Goldsmith and Salmon
[16]. The method they propose involves the
creation of a hierarchy of rectangular extents
used to compute intersections. Only the up-
per tree (named forest by the authors) is
replicated in each processor. The lowest lev-
els of the forest are pointers to subtrees of
the entire hierarchy: a pointer provides ac-
cess to the processor in which the appropri-
ate part of the database is stored. Thus,
each processor controls a subset of pixels to-
gether with the forest and a subtree of ex-
tents corresponding to the associated por-
tion of the database.

To compute the color of a pixel, a pro-
cessor shoots a primary ray and follows it
through the forest down to the lowest lev-
els of this forest which are pointers. If this
traversal leads to a pointer to this proces-
sor, this latter performs the necessary calcu-
lation, otherwise it sends the relevant ray to
the concerned processor.

The drawback of this algorithm is the
weakness of its load balancing technique
which is only based on the distribution of
the pixel array. Caspary and Scherson have
addressed this problem in {8].

Algorithms based on tree of extent have
the advantage of requiring less memory than
those based on a spatial subdivision de-
scribed below. But this is at the expense
of a more important execution time caused
by the traversal of the hierarchy (forest and
subtrees associated with the portions of the
whole database) which requires numerous



floating point operations.

3.2.2 Spatial subdivision as an object
data structure

Each processor is assigned one or more re-
gions and each region contains on the one
hand a part of the whole database and on
the other hand a data structure describing
a spatial subdivision (octree, grid ...). Rays
are passed from processor to processor via
messages. Such algorithms have been pro-
posed by Cleary et al. [9], Dippe et al. [12],
Nemoto et al. [30], Kobayashi et al. [26] and
Jevans {22].

As far as load balancing is concerned, sev-
eral strategies have been proposed in [12]
and [30]. The load balancing is performed
dynamically by moving the boundaries of
the regions allocated to the processors by
means of redistribution messages passed be-
tween processors. Besides the numerous
floating point operations and the important
message traffic it involves, this kind of dy-
namic load balancing technique raises diffi-
cult issues. Since a dynamic load balancing
proceeds by moving a corner or a face; which
corner or face is selected first? What is the
behavior of the algorithm when all the pro-
cessors are adjusting their load at the same
time? What is the periodicity of the load re-
distribution? This latter may be a source of
oscillations. How to avoid it? How to solve
the deadlock problem caused by a large mes-
sage traffic?

3.3 Algorithms based on process-
ing with object dataflow

Examples of such algorithms are those pro-
posed by Green et al. [18] and Potmesil and
al [32].

Green’s algorithm is embedded on an ar-
chitecture which is organized according to a
tree of transputers, each one uses its local
memory as a cache to reduce the commu-
nications with the other processors (ances-
tors, parents, children). The root proces-
sor contains the whole database represent-
ing the scene. In fact, the database consists

of two parts: an octree description and ob-
jects descriptions. Each node processor has
a copy of the octree description and main-
tain a local database (description of some
objects) which, in general, is much smaller
than the whole database. The main fea-
ture of this algorithm is that portions of the
database must be communicated between
processors to accomplish the ray/scene in-
tersections. Requests for objects are then
passed between processors to ensure a dy-
namic allocation of ob jects to the processors.
Each node processor maintains a ray stack
to be treated, passes requests for work to its
parent processor when the stack is empty,
pushes onto the stack the rays spawned from
the last popped ray. This approach is well
suited to ensure a load balancing.

The second object dataflow algorithm
[32] is implemented on the Pixel Machine.
This architecture offers a parallel process-
ing thanks to an array of pixel nodes and
a distributed frame buffer. The pixels are
distributed among the pixel nodes, the CPU
of which is a DS P32 processor with only 36
Kbytes for program and data storage. As
this memory is too small, a virtual memory
mechanism is used to render scenes exceed-
ing 36 Kbytes.

For these two algorithms, the virtual
memory is located in the host, which in"
our mind, increases the communication cost
between the host and the nodes, and con-
sequently may reduce their efficiency. For
DMPCs, it is more efficient to distribute the
virtual memory among all the nodes because
a node to node communication is faster than
a communication between the host and the
nodes.

Later on, we will describe a new approach
of parallel ray tracing which emulates a read-
only shared memory on a DMPC. Unlike
the previous algorithms, this approach dis-
tributes the virtual memory among all the
nodes and uses both caching and paging
mechanisms.



3.4 conclusion

In most cases, algorithms have been simu-
lated in a sequential environment which does
not take into account important features
such as communication overhead and syn-
chronization. Moreover, scenes used in these
simulations are different and do not allow to
compare the different strategies used in the
parallel algorithms. Therefore, it is difficult
to appreciate the performances of these al-
gorithms. As for the algorithms based on
processing without dataflow, they are sim-
ple to implement but, for complex scenes,
they cannot be embedded on a DMPC be-
cause of the large memory they require. The
last part of this paper shows experimenta-
tions we have done on an iPSC/2 hypercube.
Two parallel ray tracing algorithms are pre-
sented in the two next sections. The for-
mer is based on processing with ray dataflow
whereas the latter is based on processing
with object dataflow. Results are given and
used to compare their performances.

4 A ray dataflow approach

This section deals with the description and
the evaluation of a parallel ray tracing algo-
rithm based on processing with ray dataflow.
Since rays are exchanged between processors
via messages, it is well suited to DMPC us-
ing standard message-passing programming
methodology. This algorithm is almost iden-
tical to the one described in [34], the only
difference lying in the way the computation
and the data are distributed to ensure load
balancing.

4.1 Partitioning both the compu-
tations and the objects access
structure

Cleary’s [9] idea of distributing the objects
among the processors is elegant. However,
the distribution of the computation he pro-
poses is difficult to implement. Indeed, the
load associated with each processor depends
on the size of the corresponding subregion
and therefore depends on several parame-
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Figure 1: Ray coherence property.
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Figure 2: Subdivision of the scene extent
using a 2D grid.

ters: a) the relative location of the sub-
region with respect to the scene extent, b)
the number, the location and the size of the

objects contained in the sub-region, c) the

photometric properties of the objects con-
tained in the sub-region, d) the number of
rays entering in the sub-region.

A modification of the size of a subregion
entails the change of these parameters and
consequently the corresponding load. The
synthesis time related to one region cannot
be precisely known in advance because of the
important number of parameters involved in
the computation. However, it can be esti-
mated by using the ray coherence property
(20, 38] As shown in figure 1, two rays shot
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Figure 3: Clustering cells in equal load 3D
regions

from the observer through two adjacent pix-
els have a high probability to intersect the
same objects. This property is also true for
all the rays spawned from the two primary
rays. Consequently, the time needed to com-
pute a pixel is close to that of the neighbor-
ing pixels. We use this ray coherence prop-
erty to subdivide the scene extent into equal
load 3D regions. Three steps are needed to
achieve this space subdivision:

1. The scene extent is subdivided into cells
by using a 2D grid as shown in figure 2.

2. The image is sub-sampled, so that only
a subset of pixels is computed. A
counter is associated with each cell and
represents an evaluation of the amount
of time needed to treat all the rays
which enter this cell.

3. Values of counters are used to cluster
cells in order to get equal loaded 3D re-
gions (see Fig. 3). There are as many
regions as processors.

The clustering technique is the following
one. The scene extent is recursively sub-
divided using median planes perpendicular
to the X and Y axes of the screen coordi-
nate system. This technique is known as
BSP ? [13] in the field of computer graph-
ics or BDD 3 [3] in the area of parallel com-
puters. The BSP is convenient because it

2Binary Space Partitioning
3Binary Domain Decomposition

3D adjacent regions

Connectivity graph

Figure 4: Communication graph.

provides a 2V regions, which is the num-
ber of processors in a hypercube topology.
Figure 3 shows a partitioning of depth 2.
The subdivision provides a set of adjacent
regions. The adjacency (or connectivity) of
these regions may be modeled by a connec-
tivity graph, whose vertices are 3D regions
and edges represent the adjacency relation.
Since each region is associated with a pro-
cess performing a ray tracing operation, the
connectivity graph can be seen as a graph
of processes, where a vertex is a process and
an edge represents the communication be-
tween processes (figure 4). It is this graph
that should be mapped on a real architec-
ture. The subdivision is performed so as
to produce a number of processes equal to
the number of processors. So, the aim of
the mapping is to place communicating pro-
cesses on neighboring processors.

4.2 Algorithm overview

The algorithm consists of two processes.

1. Host process :
As described above, the host performs
a static load balancing by subdividing
the scene extent into 3D regions. Then,
according to a mapping strategy, it as-
signs to each processor a region and a
portion of the database as well as a part



of the pixels array. Once all the proces-
sors have accomplished, in their turn,
a spatial subdivision of the region they
are responsible for, they notify the host
which sends them a message allowing
them to start the synthesis phase. Fi-
nally, the host waits for the pixel inten-
sity contribution messages coming from
the nodes and updates the frame buffer
accordingly.

2. Node process :
A node process performs two tasks :
synthesis and communication.

e Synthesis task

This task subdivides the region
provided by the host into 3D cells.
Then, it shoots the primary rays
through the portion of the pixels
array it is responsible for. These
rays can give rise to secondary rays
which are passed to other nodes
by putting the associated messages
into a FIFO queue. To avoid the
saturation of the queue, this syn-
thesis task treats, in priority, the
rays coming from other processors.
The fraction of the pixel inten-
sity computed by this task is sent
to the host which stores it in the
frame buffer.

¢ Communication task

This task is in charge of managing
the FIFO queue. Indeed, when the
synthesis task wants to put a ray
message in the queue, it calls the
communication task which sends
the oldest ray message in the FIFO
so as to avoid saturation.

4.3 The deadlock problem

In our case a deadlock situation can only
be caused by the saturation of the FIFO
queues. Figure 5 illustrates such a situa-
tion. If the FIFO queue of processor P
is full, then P, cannot receive messages as
these might create later new rays that could
not be saved in P;’s queue. Moreover, let us
assume that processor Py sends shadow ray
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Figure 5: Example of a deadlock situation

messages to P; by saving them in its queue.
After a while, Py’s queue is, in its turn, full
because P; cannot receive these messages.
This situation then entails a deadlock.

To remedy a deadlock situation, we opted
for the following strategy. When a FIFO
queue is full, the ray messages are sent to
the host instead of the concerned proces-
sors. Then, the host processor saves these
messages in its own memory and forwards
them to the concerned processors as soon as
possible. For some test images the host re-
ceives about 0.5 percent of all the exchanged
messages.

4.4 Results and discussion

Tests of our parallel algorithms, this one as
well as the other developed in the next sec-
tion, have been performed on a set of scenes
called Standard Procedural Databases (SPD)
provided by Eric Haines [19)].

Before giving the performances of our al-
gorithm applied to these scenes, let us recall
the definitions of the speed-up and the ef-
ficiency of an algorithm. The speed-up is
the ratio of the running time of a processor
to the running time obtained with p proces-
sors. This quantity represents, in fact, the
number of processors effectively used during
the parallel execution of the algorithm. As
for the efficiency, it is equal to the ratio of
the speed-up to the number of processors.
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[ # [ 1 J2]4a]8[16]32]
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Figure 7: Efficiency in percent for the Rings
images. ‘

It represents the average utilization of the
Processors.

Figures 6 and 7 give the speed-up and
the efficiency of our algorithm for different
scenes and different numbers of processors.
With configurations of two or four proces-
sors, we have not been able to compute the
efficiency for scene rings4, since the local
memory of a processor is not large enough
to contain the ray tracing algorithm and its
database.

These results show that the efficiency of
our algorithm decreases rapidly when the
number of processors increases. This is
mainly due to two reasoms.

1. The increase of computation due to «
larger number of regions

When a processor receives a ray mes-
sage, it must determine the entry cell.
This requires a computation involving
floating point operations. The cost
of this computation increases with the
number of regions.

2. The increase of communication / com-
putation ratio

An increase of the number of processors
makes the size of regions smaller. This
reduces the synthesis time involved by a
ray but increases dramatically the mes-
sage traffic.

As pointed out previously, the use of a
static load balancing technique consists in
subsampling the screen and subdividing the
scene extent into equal loaded regions. The
results, presented here, are related to scene
ring3. The subsampling has been accom-
plished by choosing one pixel in a grid of
8 x 8 pixels. This represents 1.5% of the
total image. With this load balancing tech-
nique, the average load of the processors is
about 82.5%.

We have also implemented the technique
which consists in subdividing the scene ex-
tent into equal sized regions and assigning
one region to each processor. With this tech-
nique, the average load is smaller than 20%.
This result proves that the first method is,
from far, more efficient. However, we have
found three drawbacks for this approach :

1. The behavior of our algorithm is based
on empirical choices such as the size
of the subsampling grid and the 2D
grid used for the partitioning into equal
loaded regions.

2. Several regions resulting from a spa-
tial subdivision, may share the same
object thus implying repeated intersec-
tions with this object when the ray
moves from region to region. A solution
has yet been brought to this problem of
shared objects. It consists in using a
data structure named mail box [2]. This
idea of mail box can be extended to our
parallel algorithm. This extension can
be made by allowing a ray message to
contain informations about the intersec-
tions performed by the processor which
sends this message. This mail box tech-
nique could be embedded in our algo-
rithm but would add an overhead for
each exchange of a ray message.



3. Another problem not solved by our al-
gorithm is related to the situation in
which a light source lies in a region as-
signed to a processor. Indeed, since the
database partitioning is performed stat-
ically, this processor receives a lot of
shadow ray messages. This makes dif-
ficult a uniform load distribution, and
may entail a network contention since
the message traffic is increased.

In conclusion, we have seen that, in case
of a parallel ray tracing algorithm, partition-
ing the database statically is very difficult.
So, as shown in the next section, a dynamic
partitioning is indispensable when the aim
is to ensure a uniform load balancing.

5 An object dataflow ap-
proach

To overcome the difficulties of the mes-
sage passing model of programming, sev-
eral studies have tried to define mechanisms
for implementing a shared data model in
distributed systems [4, 7, 28]. In [4] and
(28], strategies for maintaining data consis-
tency between copies of modified variables
are studied in order to offer a general pur-
pose shared memory service. The aim here is
to show that the emulation of a shared mem-
ory on a DMPC is the best way to parallelize
algorithms such as ray tracing which use
large read-only databases with no obvious
data domain decomposition. With a DMPC,
a portion of each node’s memory can bhe used
to store a part of the shared database and
the remaining portion as a cache to speed up
slow global accesses. The notion of cache,
managed by software in our case, is the core
of an efficient shared memory emulation.

Various characteristics of the ray tracing
algorithm led us to design a software tool to
emulate a global memory access in the con-
text of distributed memories. These charac-
teristics are as follows:

o the huge amount of memory necessary
for this algorithm makes the database
load balancing as important as the com-
putation load balancing.
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o due to the coherence property and topo-
logical property of 3D objects, only a
small part of the whole database is re-
quired at a given time. Thus, a caching
mechanism can be efficient for our prob-
lem.

o due to illumination effects (shading, re-
flection, refraction), the small part of
database necessary to evaluate one pixel
is very difficult to determine statically.
Thus a dynamic database management
is appropriate.

e the calculation of an image uses the
database in a read-only way, therefore
the problem of data coherence manage-
ment is not posed.

5.1 Distributing and accessing ob-
jects in the shared memory

For our experimentation, we have chosen a
regular 3D grid as in [14]. with the traver-
sal algorithm described in [1]. The database
which must be shared by the processors are
the photometric and geometric parameters
of the objects of the scene together with the
voxels of the grid. The mechanism used to
manage the shared memory is called Object
Paging. The shared memory is constituted
with a set of pages where polygons and vox-
els are stored. The pages are equally dis-
tributed over the set of nodes without any
particular strategy. A local memory of a PE
is organized as shown in figure 8. Each lo-
cal memory is divided into three parts: one
containing the code to execute the applica-
tion, another to store the pages which rep-
resents a portion of the initial database, and
the free space is used as a cache memory for
storing temporary pages received from the
other processors.

During the synthesis task, the applica-
tion (ray tracing) can potentially access the
whole database through the software mem-
ory management. For each node, when a
cache miss is detected, i.e. the page is nei-
ther in its local database nor in the cache
memory, then a request is sent to the node
responsible for this page. When the node

W
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Figure 8: A user node memory description.
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receives the page, it stores it in its cache
memory according to a LRU (Last Recently
Used) policy. This search is done during the
communication of the new page, and thus
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causes no extra cost (cf. Fig 9).

5.2 Work distribution
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With a shared database, ensuring a load bal-
ancing is quite simple. Each PE is owner
of a part of the bitmap. For example, if
we use 32 PEs to compute an image with
a 512 x 512 resolution, each PE manages a
32 x 32 sub-bitmap. We use a square (or
nearly square) sub-bitmap in order to ex-
ploit as much as possible the ray coherence
property. If the PEs could directly address
the frame buffer, a centralized control would
not be necessary. As we do not have this
facility on the iPSC/2, the host computer
insures a global management of the differ-
ent sub-bitmaps in order to fill in the frame
buffer. The synthesis of each sub-bitmap re-
quires frequent global data accesses at the
beginning of the task, and the number of
external requests progressively decreases as
the memory cache keeps the pertinent items
of the global database.

When a PE completes the computation of
its sub-bitmap, it sends a request to get a
work item (i.e a set of pixels) from a PE
still working on its own sub-bitmap. This

mastnmnInn
iserstineansisen)
isansqnineniagl

Figure 10: Relative efficiency using different
size for a work item.

request moves along a ring topology. If this
request goes back without satisfaction, the
PE knows that the image computation is
achieved. This local termination detection
is sufficient for our application.

In order to insure a good load balancing,
the only parameter to be determined is the
size of this work item. If its size is mini-
mal (i.e. work item = one pixel), then we
have the best load balancing we can obtain,
but the communication cost is then high. To
take benefit of a good load balancing, we
must not generate more communication ac-
tivity than computation. Experimental re-
sults (see Fig. 10) show that a size of about
3 x 3 pixels offers a good compromise.
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Figure 11: Speedup for the Rings images.

5.3 Results and discussion

Figure 11 and 12 show the speedup and ef-
ficiency obtained with this algorithm. If
we compare these results obtained with our
previous work [34, 33], we can emphasize
on the improvements brought by the shared
database model of programming. The be-
haviour of this algorithm is what a user of
parallel machines expects: the use of more
PEs allows to solve problems faster, and to
consider larger problems. This is due to the

e the size of the memory cache is flexi-
ble. Indeed, with a memory fixed-sized
problem, i.e. a fixed-size database, us-
ing more PEs increases the computation
power of course, but also provides a bet-
ter memory management as the local
cache memory increases (see Fig. 8).

A nearly similar approach has been pro-
posed, independently of ours, by Green and
Paddon in a recent paper [17]. The results
given by their simulation as those given by
our implementation confirm the interest of a
cache mechanism for ray tracing. In a pre-
processing step, they statically divide the lo-
cal memory of each processor in two parts :
the first one is resident while the other acts

>
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as a cache. The difference between their
method and ours is that, in our approach,
the local memories are dynamically divided
without requiring a preprocessing step.

One of our goals was to compute as large
a database is possible. At present, we have
rendered tetral0 database which contains
more than one million (1048 576) polygons.
The size of this scene and of its objects access
structure requires the use of 109452 pages
(x 1280 Bytes), which represents a shared
memory of about 140 MBytes. The synthe-
sis time with 64 nodes is 8 mn 46 sec. With
a number of nodes ranging from 1 to 32, we
ascertained that it is not possible to render
this scene since the memory capacity is not
sufficient (4 MBytes per node). For this rea-
son, we had to estimate the speedup for 64
nodes. Its value is about 32.5.

6 Conclusion

Our goal was to design parallel ray-
tracing algorithms which distribute the ini-
tial database among the local memories of
the nodes of a DMPC. This feature is essen-
tial for rendering complex scenes. The two
proposed algorithms meet this goal. How-
ever their performances are not similar. For
scenes rings containing several thousands of
polygons, the first algorithm seems to have
a O(logn) speedup while the second is in
O(n). These results can be explained by the
fact that the first algorithm has two major
drawbacks.

First, objects which are shared by several
processors imply repeated intersection and
decrease the efficiency of the algorithm when
the number of processors increases. Solv-
ing this problem is difficult because a ray is
processed by several processors. So, avoid-
ing repeated intersections would require that
the ray/object intersection points must be
passed from processor to processor. Our
experience has shown that the implied cost
would be too prohibitive. The second algo-
rithm does not have this drawback because
a ray is always computed by one processor,
thus standard solution explained in [2] can
be applied.
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Database | # Polygons | Synthesis Time
Teapot 3754 2 mn 49 sec
Coupe 15408 4 mn 02 sec
Rings4 18002 9 mn 05 sec
Tetrad 262144 2 mn 21 sec
Tetral0 1048576 8 mn 46 sec

Figure 13: Examples of synthesis time with
64 nodes and a resolution of 512 x 512 pixels.

The second defect concerns the light
source. A processor that possesses a light
source in its associated region, receives a lot
of messages from the other ones. This causes
a network congestion and decreases dramat-
ically the efficiency of the algorithm. As for
the second algorithm, it efficiently handles
this situation since it uses cache memories.
Indeed, a region that contains a light source
will be frequently used by a processor and
therefore it will be stored in the cache mem-
ory with a low probability to be overwritten.

This drawbacks allow us to say that
algorithms based on processing with ray
dataflow are not well suited to DMPC. This
is due to the fact that the data domain de-
composition cannot be made efficiently be-
fore the computation. Therefore, the shared
model approach on DMPC is well suited be-
cause 1t achieves a dynamic data domain de-
composition.

Last but not least, algorithms based on
processing with ray dataflow are generally
difficult to implement while those based on
processing with object dataflow are sim-
ple, especially if the DMPC operating sys-
tems offer a software shared memory service.
Such services are likely to be available soon
in DMPC operating system.
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