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Terminaison par Complétion
Termination by Completion

Frangoise BELLEGARDE et Pierre LESCANNE

Résumé

Ce rapport présente une procédure de complétion pour prouver la terminaison
des systémes de réécriture. Il fonctionne de la fagon suivante: étant donnés un
systéme de réécriture R qui est supposé se terminer et un systéme de réécriture
T utilisé pour transformer R, la complétion construit un systéme de réécriture
auxiliaire S, le systéme transformé de R par S. La terminaison de S et T as-
sociée & une propriété appelée coopération locale implique la terminaison de R.
Si le processus se termine cela fournit une preuve automatique de terminaison

de R.

Abstract

This paper presents a completion procedure for proving termination of term
rewrite systems. It works as follows. Given a term rewrite system R supposed
to terminate and a term rewrite system T used to transform R, the completion
builds an auxiliary term rewrite system S, the system transformed of R by T'.
The termination of S and T associated with a property called local coopera-
tion implies the termination of R. If the process terminates this provides a
mechanical proof of the termination of R.
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Abstract

This paper presents a completion procedure for proving termination of term rewrite
systems. It works as follows. Given a term rewrite system R supposed to terminate
and a term rewrite system T used to transform R, the completion builds an auxiliary
term rewrite system S, the system transformed of R by T. The termination of S and
T associated with a property called local cooperation implies the termination of R. If
the process terminates this provides a mechanical proof of the termination of R.

Introduction

Among the problems related to rewrite systems, termination is probably one of the most
difficult. In particular, it has been proved to be undecidable [HL78] even for a system with
one rule [Dau89] and some specific termination proofs are hard problems [HL86]. Since it
has many practical applications, especially in completion procedures, many computer aided
methods have been proposed. Based on simplification orderings they are usually limited by
the fact they do not accept the left-hand side of a rule to be embedded in the right-hand
side. The transformation orderings proposed here do not have this limitation.

There are essentially two families of orderings on terms for proving termination. One is
called syntactical and orders the terms from a careful analysis of their structure. Among
these syntactical orderings are the “recursive path orderings” [Der82], the “recursive path
of subterm ordering” [Pla78] and the “recursive decomposition ordering” [JLR82,Les89b],
see also [Rus87]. These orderings are easy to use since they are based on a concept of
precedence which is somewhat natural, especially in the context of abstract data types.
A naive view sees the precedence as a measure of the complexity of the definition of the
operators if one considers rules as definitions. Another family of orderings contains those
called semantical. The semantical orderings interpret the terms in another structure where
a well-founded ordering is known. There are basically two familiar well-ordered sets: the
natural numbers and the terms ordered by a syntactical ordering. Taking the first choice, for
instance by considering the size of the terms, is not not general enough and does not provide
orderings that are fully invariant, i.e, stable by substitutions. This leads to consideration
of functions over the natural numbers to insure full invariance and, since they are simple
to manipulate, polynomials [Lan79,Hue80| are often used and an implementation of this
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method can be made [BL87b]. The ordering described by Knuth and Bendix in their
paper [KB70] is actually a composition of a semantical ordering (an interpretation with
polynomials of degree one) and of a syntactical ordering.

From a semantic view, if the set of terms ordered by a syntactical ordering is chosen
as a target for the “semantics”, this means that one transforms the rewrite system into
another one. For convenience this is more suitably described by a rewrite system [BL87a]
and properties of commutation have to be checked [BD86]. If we call R the system of which
one wants to prove the termination and T the transforming system, the goal is to build
a system S with good properties such that the termination of R comes directly from the
termination of S. This paper describes a completion procedure that mechanically builds S,
given R and T. This procedure is given by inference rules.

This work originated from [BL86] and was described in [BL87a]. Some results were
independently proposed by Bachmair and Dershowitz [Bac88,BD86] and their presenta-
tion has st strongly influenced our presentation. A generalization was done recently by
Geser [Ges89). This paper contains in addition a description of the completion procedure
which was implemented in CAML by Bruno Galabertier [Gal88] and many simplification
ordering resistant examples all tested with the implementation.

Notations

We suppose the reader is familiar with the basic features and notations of term rewrite
systems [DJ89]. Let F be a set of operator symbols and V be a set of variables, 7(F,V) is
the set of terms with symbols in F' and variables in V.

The relations on terms —~!, or «— denote the converse of the relation — between
two terms. —* and —1 denote respectively the reflexive and transitive closure and the
transitive closure of —. Given a relation R, we freely write it R or —p; the second form
is used generaly with rewrite relations. We write R;.Rp or —p, . =g, for the composition
of the two relations —p, and —g,. We write Ry C Rz or -, C —p, if {(z,y) |
z—p,y} C {(z,y) | z—r, y} a8 sets.

A (rewrite) rule is an oriented pair of terms. (7 (F, X)) is the set of substitutions with
range T(F,X). We say that a relation |- satisfies the replacement property if

sk t=f(...,s...) F f(...,t..0).
A relation F is invariant for a set ¥ of substitutions if
(VoeX)s F t=s0 F to.

A relation is fully invariant if it is invariant for L(7(F,X)). A fully invariant relation
which has the replacement property is called a rewrite relation.

— is noetherian (or by analogy with rewrite systems one says also that — terminates
and one speaks of the termination of the relation) if and only if there is no infinite sequence
of terms ¢, t9, ..., such that t; =, —.... The relation — is confluent if for all terms t,t;
and ta such that t —" ¢, and t —* t5, there exists a term # such that t; »* ¢ and t, —»* ¢t
In terms of inclusion we have —*. =~ C —*.«*. Local confluence is —.— C —". ",
The normal form of a term ¢ is a term ¢t | p such that t =%t | g and there is no u such that
t |p —pru. If —5 is noetherian and confluent the normal-form exists and is unique. Given
two relation R and S, R/S is called R modulo S and stands for the relation §*.R.5*. Note
that R/S and R/S™ are the same.



A rewrite rule is an ordered pair of terms, written [ — r, such that V(r) € V(I) where
V (t) is the set of variables occurring in ¢. A rule [ —r is left-linear if each variable occurs
only once in [ and it is variable preserving if V(r) = V(I) A rewrite system is a set R of
rules. — g or — if there is no ambiguity is the rewrite relation generated by R. We say that
the rewrite system R is confluent or noetherian when the rewrite relation —p is confluent
or noetherian. A noetherian ordering which has the replacement property,i.e. s—t implies
f(...s...) = f(...t...) for all the operator symbols of F, is called a reduction ordering.

1 The Transformation Ordering

Let us consider simple examples in order to motivate and illustrate the transformation
ordering and related properties. The following example comes from [Bel86,Bel85]
Example 1 : Associativity and Endomorphism

Consider the two identities,

associativity : (z+y)+z=z+(y+ 2)
endomorphism :f(z) + f(y) = f(z+y).

Suppose the identities are oriented from left to right by a recursive path ordering [Der87,
KL80] based on a left to right lexicographic status (LR) for the symbol + and a precedence
(+ > f) for the symbols + and f. They form the set of rewrite rules,

associativity: (z+y)+z - z+(y+2)
endomorphism :f(z) + f(y) — f(z+y)

Running the Knuth-Bendix procedure one looks for critical pairs and returns the following

one
endo_assoc: f(z+y) + 2= f(z) + (f(y) + 2).

This identity is oriented in a rewrite rule from left to right because of the LR status of +:

fx+y)+2z= @)+ (fy) +2)
and then the procedure diverges generating infinitely many rules of the form
fflet+y)+z—- )+ (f"(y) + 2)
In addition, the system
(t+y)+z —z+(y+2)
f@)+ fly) — flz+y)

fra+y) 2 — @)+ (@) +2)

is not desirable if one does code optimization. First it is infinite which does not make
simplifications easy, second it increases the number of calls to f. Indeed one may imagine
that f is an expensive function like a Fourrier Transform and + is the naive addition.
Considering the cost of evaluating f, it is expected that its number of occurrences reduces.



f(@) + (f(y) +2) endo_assoC flz+y)+2z

T* T"

f(f(z+(y+2))) S flz+(y+2))

Figure 1: diagram for endo.assoc

A better system would be the rewrite system Assoc+Endo:

assoctativity : z+y+z—-=2 + (y+2)
endomorphism : fle)+ f(y) = f(z+y)
endo_assoc:  f(z)+(fly)+2) - flze+y)+=2

with the question of finding an ordering for proving its termination. Definitely no prece-
dence based recursive path ordering works. However the two sides of endo_assoc could be
transformed into two terms where the numbers of occurrences of f is preserved and that
can be easily compared by a recursive path ordering f(f(z + (y+ 2))) for the left-hand side
and f(z+ (y+ 2)) for the right-hand side seem to be good candidates and a rewrite system
that realizes this transformation is T™:

left_f_up: f@)+y — fz+y)
right_f up : y+ f(z) = f(y+x)
associativity :(z +y)+2 — T+ (y + 2)

T is confluent and terminating and normalizes (or transforms) the sides of endo_assoc as
wished, namely:

(f(@) + (f(¥) +2)) Ir = f(f(z + (y+2)))

(fle+y)+2) Ir = flz+(y+2))
If now we consider the rewrite system S:
f(f(z)) = f(=)

we get Figure 1 for the rule endo._asso and Figure 2 for the rule endomorphism.
The rewrite system S terminates and entails the termination of Assoc+FEndo.

Example 2 The second example comes from the Cartesian category combinators [Cur86],
see also [Bel85,Bel86,HL86] where similar systems are presented. Consider the rewrite
system C':

assoc : (zoy)oz - zTo(yoz)
dist_pair . (z,y)oz — (xoz,yo0z)
wdl zol - x

dr Jozx - x

P1: Fsto(z,y) —

P2 Sndo(z,y) -y

4



f(z) + f(y) endomorphism flz+y)

f(f+v) 5 f(z+y)

Figure 2: diagram for endomorphism

Append o ((Append o (z.y)). z) app Append o (z, (Append o (y, z)))
T* T*
(z@y)Qz app’ rQ@(yQz)

Figure 3: diagram for app’



o is the composition of combinators and (-,.) is the pairing. I is the identity combinator
and Fst and Snd are respectively the first projection combinator and the second projection

combinator.

C terminates and is confluent. The termination proof uses the recursive path ordering
(RPO) with the left to right lexicographic status (LR) for o and (.,.) and the precedence
(e > (-,-)). Now, let us add another operator Append that has arity 0, and, let us consider
the following axiom: :

app : Append o ((Append o (z,y)), z) = Append o (z, (Append o (y, 2)).

The two sides are incomparable by any recursive path ordering, so no recursive path
ordering can prove the termination of the rewrite system R = C U {app} .

assoc : (zoy)oz - zo(yo2)

dist_pair : (z,y) 0z — (xo02,y02)

udl - zol -z

idr : Joz —x

p1: Fsto{z,y) — «

p2: Sndo(r,y) =y

app : Append o (Append o (z,y),2) — Append o (x, Append o (y, z)).

similarly no polynomial interpretation works. However, we can think in terms of transfor-
mations. The set 7(F, V) of the terms on F and V with F = {o,(-,.), I, Fst, Snd, Append}
is embedded in the set 7(F',V) with F' = F U@ and the terms are transformed by the
rule 7y of the rewrite system T '

1 : Append o (z,y) — zQy "
this rule rewrites the sides [ and r of the rule app

l r—;(:c@y)@z

T :*-» zQ(yQz)
1
The rule app’ of the rewrite system §
app' : (2Qy)@z — 2@(yQz),

gives the diagram of Figure 3. Since (z@Qy)@z >ppo z@(y@z) with the left to right lexi-
cographic status for the symbol, the rule app’ can be used to prove the termination of R.

Example 3 This example comes from [Der87]. It is interesting because it cannot be proved
to terminate using simplification orderings

f(f(z))— fg(f(2)))

because it is self embedded which means that the left-hand side is embedded in the right-
hand side in the sense of Kruskal's theorem. However thinking in term of transformations,
we transform the right-hand side by the rewrite system T:

fg(£(2))) = f(2)

(A



and using a rewrite system S:

f(f(z))— f(z)

we get the diagram

F(f(@)) 2 f(z) o fl9(f(2)))

Since f(f(x)) >rPo f(x), this can be used to prove the termination of this self embedded
rewrite system.

1.1 The ideas behind the concepts

Suppose given T the transforming rewrite system and S a rewrite system whose well-
foundedness is known. Basically we define an ordering that satisfies

>ty if £ lrg»tzir.

If we say ”if and only if” in the former statement, this ordering still works but it is not
fully invariant. Indeed suppose t; and t» are two non ground terms that satisfy t; > 2.
This does not implies that o(¢;) > o(t2) even if S is fully invariant. Indeed o(¢; |1) is not
always the normal form of ¢(t;), it could be the case that o(¢; |7) is reducible. So instead
of defining t; > t5 to be ¢; |71 —+§ to |1, we define t; > to by the existence of u; and us
such that t; —7 u; —+§ ug <7 t2. But now the question is to know whether this defines an
ordering. Especially whether the relation is transitive. Recall that a relation — is transitive
if and only if —. — C —. In other words one may wonder whether

R LI A P R .l
T s T T § T — T S T

This would be true if — . —7 is the identity. But this is rarely the case. However if T
is confluent, we get

* x* * *
.= C —
T T T T

and we have to prove:
*

e e A i .t
T T s'T T TS

*
ull
S T - T
This last inclusion holds if one can shift «} through —3 to the right. Suppose this succeeds,
we get then:
* -+ * * -+ *
T § T T S T
» + * + * x
C .2, . 2. .
=T's'T 's'TT
* + * + *
T S T S T

In order to shift —% through —¥ to the left, it is reasonable and natural to consider
the relation —7 . —g(—sU —7F)". —7 which starts by applications of T, then followed by
one application of S, followed by applications of T possibly followed by applications of S
and eventually followed by —7% which is the converse of —7 (Figure 4).



|~
T
S »*
|7 |
——S-> . cerenaann .o
|~
———ip
S

Figure 4: The relation (S/T)*.(T!)*

This last relation which has several expressions like

(-—»U—-»)"—»—*»«:-
S T S T T
or
(= U-—))*, —-)(—»U—-»)*, -
T S S S T T
or

T s T T

or in Bachmair and Dershowitz notations,
(S/Ty* (1Y)

is a generalization of S by T. Proving its transitivity requires a way to shift «% through
—s .(—sU—7)" in order to remove subdiagrams of the form

-— ,(——)U—»)'_
T S S T
T

This relies on the local confluence of

* *
—. = C = .«

T T T T T
and another property called local cooperation of S with T which is the property
T s ~'‘t's' v’ T
Notice that (=7 .—s.—7F)*. % requires at least one S step and this is a key step in the
proof of termination.

1.2 Some basic results

Two relations —s and —r are considered. These relations are general relations not only
rewrite relations. This means that when we say —7 is confluent or —5 terminates, we state
properties on abstract relations.

As we have seen the local confluence of —7 is the property «—7.—7 C —5.—7. We
now define the local cooperation of —s with —7 which is a kind of local confluence.
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T T
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Figure 5: S cooperates locally with T

Definition 1 —g cooperates locally with —7 if and only if

<+ *
—_,— C =  —
T S ~—S§/T T

orT~1.8 C(T*.8.T*)*.(T~!)* this is equivalent to (Figure 5)

<———-—>C—*>—-)(—>U-:>)*<—*—
T § - T §° S T T

The following theorem is a consequence of results in [BD86] and in [BL86].

Theorem 1 If S locally cooperates with T, SUT terminates and T is locally confluent then
(S/(TUT™Y))* is a well-founded ordering and moreover when S and T satisfy the replace-
ment property and are fully invariant, (S/(T U T~1))* satisfies the replacement property
and is fully invariant.

Since rewrite relations on 7 (F, V) satisfy the replacement property and are fully invari-
ant we may state the following corollary:

.Corollary 1 Let —s and —7 be two rewrite systems. Suppose —g locally cooperates with
—1, —=sU—7 is noetherian and —7 is confluent then (S/(TUT 1))t is a fully invariant
reduction ordering.

Corollary 2 With the condition of Theorem 1, a rewrite system that satisfies
L(S/(TUT ')t r
for all rules | — r terminates.

Usually one proves | |7 —s7 |7, hence the name “transformation ordering”.

2 A criterion for Local Cooperétion

In Theorem 1 there are three properties to check, namely local cooperation, local confluence
and termination. The two last one can be proved using classical techniques. In this section
we use the fact that —¢ and —7 are rewrite relations in order to check local cooperation.



Definition 2 A critical pair (p,q) between a rule of S and a rule of T such that:

is said to be cooperative if and only if

In this section, T is supposed variable preserving. If a term ¢ may be rewritten to t at
the position a by a rule ! —r and is rewritten at the position a3y, by another rule g —d,
where B € Pos(l) and [(8) = x € V, then t’ may be rewritten at least once by the rule g —d
since £ occurs at least once in 7 and thus t|,4., occurs at least once in t'. This property for
T is important if one does not want to loose track of S rewrites, as required in the local
cooperation.

Theorem 2 If T is a variable preserving and left-linear rewrite system. A rewrite system S
cooperates locally with T if and only if all the critical pairs between S and T are cooperative.

The proof looks like the proof of the similar theorem on confluent critical pairs.

Proof: The only if part is obvious. For the if part, let us have ¢ such that
t —gty by arule [; »r; of S applied at the position a; and that t—rt; by a
rule I — 7o of T at the position as.

1. a; and a- are disjoint positions, we have

to—.—1
2 g h

and then ¢ —+ng =Tl

2. a; (or ag) is a prefix of @z (or a;) and ap (or ;) corresponds to an
internal position i.e., a non variable position in [; (or lz), there exists a
critical pair between S and T and we get the result because this critical
pair is cooperative.

3. o is a prefix of as and ay = a3y where 3 € Pos(l;) and lllﬂ =z €V,
the subterms of t corresponding to the other occurrences of z in /; can
also be rewritten by lo — r, at appropriate positions (so doing, we get t3).
The subterms of ¢; corresponding to the occurrences of z in 7, can also be
rewritten by lo — 7o (80 doing we get t}). Then we have t, —st]. Thus

Q%Q?ﬁ%n
and then t, —’:;/T .t (Figure 6).

4. oy isaprefix of o) and a1 = a2y where 3 € Pos(l2) andlpg=z € V. T'is
variable preserving thus V(lp) = V(r2) and we find again z at least once in
9. Thus it is possible to rewrite t at least once by the rule /; — 7y of S.
If we rewrite all the subterms of t5 corresponding to the occurrences of =

10



Figure 6: T rewrites “under” S
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Figure 7: S rewrites “under” T
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(perhaps many) by the rule I; — 7, we get t,. Thus we have t; =5 . =%t
T is left-linear therefore after one replacement of o(l) by o(r1), the rule
Iy — 74 is still applicable and produces t;. Thus we have t; —7 15 and get
(Figure 7)
t2 —. —:b L1y
s S T

0

The previous theorem is the original result in [BL86] and the only necessary here. Geser

proves a more general result in [Ges89].
Example 4 Let R be the rewrite system made of the two first rules of Assoc+ Endo

endomorphism : f(@)+ fly) = f(z+y)
endo_assoc : F@)+(fly)+2) = flz+y)+ =

We choose T to be:
left.foup: f(z)+y — f(z+y)
right_f up :y + f(z) — f(y + )

in order to push up f and put down + and we choose S to be
f(f(2)) = f(z)

T is confluent and S U T terminates. S and T satisfy the condition of Theorem 2,
therefore S cooperates locally with T. Thus we may use (S/(T UT™!))* to prove the
termination of R. Let us check that I (S/(T UT™!))* r for all rules [ —r of R:

Proof: We have to check two inequalities:
o f(z)+ f)N(S/(TUT™ ) f(z+y) since

f@) + fly) 2 f(f@+y) 3 fz+v)

o f(2)+ (fly) +2)(S/(TUT 1) f(z +y) + 2 since

@)+ (F) +2) 2 f(f@+) +2) 2 f(a+y) +2) ¢ flz+y) +2

3 Strengthen the ordering

The ordering S/(T U T™!) is not universal. For instance, it was used in the previous
example to prove termination of only a subset of system Assoc + Endo. In other words,
given a system R = R; U R3, one proves only R; C S/(T uT~1). However, Bachmair and
Dershowitz have proven that if R;/R, and R; terminate then R; U R terminates. As we
said, R C S/(TUT™!), gives the termination of R;, but it also gives the termination of
the stronger relation Ry/(TUT™!) or R, /(T UT™!)*. If we prove that R, C (TUT™1)"
then Ri/Ro terminates. If now R, terminates then R; U Ry terminates.

13



Now let us describe a practical situation. Like with polynomial orderings where the key
choice is the interpretation of the operators by polynomial, in the transformation ordering
the key choice is the transformation 7. Usually we proceed as follows. First, we convince
ourselves that a classical method (a recursive path ordering in our case) does not work,
usually by identifying resisting rules (for instance, self-embedded). We may take for R, this
set of resisting rules or a larger one. Second, we try to guess an “interpretation” that can
be described by a confluent, variable preserving, left-linear and terminating rewrite system
T and that can solve the termination for R; and we enlarge T so that

R;=R-R C(TUT™).

Third, we propose a method (a recursive path ordering in our case) for proving the termi-
nation of T', R2 and S. Fourth, we build S such that S cooperates locally with T". Note the
paradox that we have to propose a method for proving the termination of a system S that
we do not know yet, usually this is not a problem since the recursive path ordering used to
prove the termination of T can be extended. Note also that the comstruction of S can be
mechanized (see section 5).

4 More Examples

In this section, we propose many examples to illustrate the power of this method. They
all have been experimented with the procedure proposed in the next section. We start first
with the three examples presented in the introduction and set the termination problem in
terms of T and §.

Example 5 In Example 4, we didn’t consider rule assoc; to handle it we extend T =
{left_f.up,right_f_up} with the left-linear and variable preserving rule assoc itself. S =
{f(f(z)) = f(x)} still cooperates with T' = {left_f up, right_f_up,assoc} and T' U S ter-
minates, therefore the system Assoc+Endo terminates.

Example 6 In the system C U {app} of Example 2, app is the rule that poses problem, let
T be

T Appendo (x,y) — zQy
dist_pair : (z,y)0z — (zo02,y02)
and S be
app':  (2Qy)Q@z — z@(yQ2)
idl zol -z
udr Tox -z

p1: Fsto(z,y) —

p2: Sndo(x,y) —y

assoc: (royjoz — zo(yoz)

r2i (2@y)oz = (z02)@(yo2)

T is confluent, variable preserving and left-linear. SUT terminates. By Theorem 2, we
prove that S cooperates with T by checking whether the critical pairs between S and T are
cooperative. For instance, the critical pair

(zQy) o z = Append o ({z,y) o 2)

between assoc and 7y is cooperative (Figure 8).

14



assoc

(Append o (z, )] o 2 *=Appénd o l(z, ¥) o z]
dist_pair

Y
T Append o (T o 2,y o 2)

™

Y Y

T2
[z@ ¥l o 2 — [z o @ [¥ o 7
Figure 8: diagram for assoc
R = {assoc,idl,idr,py, p2,app} U {dist_pair}
terminates.

Proof: The proof requires three steps.
o app, L |1 —apy 7 |1 2nd app’ € S.
e assoc, idl, idr, p; and pp are rules of S and [ =1 |y —s7 |r=T.
o dist_pair is a rule of T'.

]

Comment: The rewrite systems S and T are not unique. We could also choose another
solution for T,

Tyt Appendo (z,y) — =@y
assoc : (xoy)oz — To(yoz)
dist_pair : (z,y) 0oz — (xoz,yoz)
ry (2@y) 0z — (z02)Q(y 0 2)
and for S,

app’ : (zQ@Qy)Q@z — zQ(yQz)

wdl : zol =<z

idl : Tox — 1z

p1: Fsto(z,y) =<z
p2: Sndo(z,y) =y

which have also the properties required by Theorem 2.

Example 7 Let us consider now the rewrite system

f(f (=) = f(a(f(2)))

Since g is just a separator of two occurrences of f, it seems natural to remove it and to
transform these two occurrences of f into one f, thus we choose T to be:

fg(f(z)))— f(=)

and S to be
f(f(z))— f(z)
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T is confluent and terminates, S UT terminates. Let us look at the critical pairs between
T and S. We have first

FUF@) & F(F (@) 7 He(F @)
which is cooperative because f(f(z))—s f(z) «r f(9(f(z))). Second we have
F(£(@) < f(a(f(f(x)) 2 fl9(f (=)

which has basically the same critical pair. This shows that S cooperates locally with T'.
T is variable preserving and left-linear. R terminates because

@) 2 £(@) = fg(f ()

We now give other examples. The following one comes from [Der87].
Example 8 The termination of this simple system

fa) = f(b)
9(b) — g(a)

resists to usual methods because one has to choose between @ > b or b > e, thus no recursive
path ordering based on a precedence works. However we choose T to be:

F(6) = g(b)

and S to be
fla) — g(b)
g9(b) — g(a)
Proof: The relation SUT terminates. The proof uses a recursive path ordering,
taking f > g and f > b > a. T is obviously locally confluent and S cooperates
locally with T because there are no critical pairs between S and T. We now
prove that R terminates by:

* f(a) lr= f(a), f(b) L7= g(b) and f(a) —s g(b), thus f(a) —=g/rur-1)+ f(b)
e g(b) L= g(b), 9(a) l7= g(a) and g(b) —5 g(a), thus g(b) —s/(Tur-1)+ 9(a)
o

Example 9 The termination of:

g(z,y) = h(z,y)
h(f(z),y) — f(g(z,y))

cannot be proved by a recursive path ordering, the first rule requires to take the precedence
g > h and the second requires h > f and h > (or ~ ) g. However we choose T to be:

9(z,y) — h(z,y)

and S to be
h(f(x),y)— f(h(z,y))
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Proof: There are no critical pairs between S and T. S UT terminates taking -

g > h> f. T is confluent and by Theorem 2, S cooperates locally with 7. We
prove that R terminates:

. g(za y) -T h(x7 y)

(9(z,9)) L= f(h(z,y))
and h(f(x),y)—s f(h(z,y)).

Example 10 Another self embedded rewrite system is:

flg(x)) — f(h(g(=)))
Taking a new symbol ¢, we choose T to be:
h(g(z)) — q(z)
and S to be
fg(=)) — fla(x))

Proof: The relation SUT are terminating and there are no critical pairs between
S and T. T is confluent and S locally cooperates with T. We prove that R
terminates:

flg(2)) ir= f(g(2)), f(h(9(z))) lr= f(¢(z)) and f(g(z)) —s f(g(x)). O

Example 11 This example is quite natural and comes from a specification of binary num-
bers. It was proposed to us by Alfons Geser as a challenge and required to use our program
in order to examine all the details of the proof of termination, namely the cooperation of S

with T,

Div2(Q) —
Div2(S(9)) —
Div2(S(S(z)) — S(Dw2(.z'))
LastBit(0) —
LastBit(S(Q)) —
LastBit(S(S(z))) — Lastht(:c)
Conv(0) — €& 0
Conv(S(z)) — Conv(Div2(S(x))) & LastBit(S(z))

W N =

-] O &
N e e N e N e e !

N N TN TN SN N N N
o0 =

It is a definition of the mapping of the S™(Q) representation of the naturals to their binary

representation. The main problem of termination in this system is due to the rule:
Conv(S(z)) — Conv(Div2(S(z))) & LastBit(S(z))

where the left-hand side
Conv(S(x))
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is embedded in the right-hand side
Conv(Div2(S(x))) & LastBit(S(x)).

The idea to get rid of this embedding is to introduce a new operation, let us call it Prefiz
with the following property

Conv(Div2(z)) — Prefiz(z)

that we put in to the transforming rewrite system T'. It is also necessary to add to T tule
(7) of R

Conv(Q) — €& 0

The termination of the following rewrite system that we call §

Div2(Q) — O 9)
Div2(S(Q)) —» O (10)
Div2(S(S(z))) — S(Dw2(zx)) (11)
LastBit(@) — 0 (12)
LastBit(S(Q)) — 1 (13)
LastBit(S(S(z))) — LastBit(x) (14)
Conv(S(z)) — Prefiz(S(z)) & LastBit(S(x)) (15)
Prefiz(Q) — €& 0 (16)
Prefiz(S(Q)) — €& 0 (17
Prefizx(S(S(x))) — Conv(S(Div2(x))) (18)

can be easily checked by a recursive path ordering, based on the precedence

Conv > LastBit > 0
LastBit > 1

S > Div2

S > Conv > Prefiz > +
Zero>0

Zero>0

One sees that each rule in R can be transformed by T into a rule in S, except rule (7);
however this rule belongs to T that terminates. Therefore the termination of S implies the
termination of R.

5 Mechanizing the construction of the ordering

In Section 3, we described a method for building a transformation ordering and therefore
a proof of termination. This method requires three data: a set of rewrite rules R for which
we want to give a proof of termination, a set of rewrite rules T, the “transformation” and a
proof of termination for T and later S. The ordering for termination of SUT will be written
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> and given by a precedence and a status for the operators since we use the recursive path
ordering in our current implementation. One can imagine another method like a polynomial
interpretation [BL87b]. The procedure works as a completion and will be described by a set
of transition rules as for completion [Bac88,BDH86,Les89a]. The set of rewrite rules T', the
precedence and the status are not modified by the procedure, therefore they do not belong
to the data structure on which the transition rules work.

The data structure of the procedure is a triple (R, P, S). Each component of the triple
is a set of ordered pairs of terms. R is a set of rules candidates to be ordered by the
transformation ordering. P is a set of cooperative critical pairs S is set of pairs that will
eventually form the set previously called S and that will be used with T to build the
transformation ordering. During the run of the procedure, R decreases and S increases. An
ordered pair is written ! = r and a transition rule is written (R, P,S) + (R, P',5').

Elimination of orderable pairs, ER

Rules in R that are included in (TUT-,)" and orderable by > belongs to what we called R,
and proved to terminate directly by > and not by S and T, therefore they can be removed
at the beginning of the completion process. Note that, since T is confluent, | (TUT~!)* r
is the same as | —% . «7T 7.

(RU{l=7},P,S) F (R,P,S) ifl >.&rA(l>7)

Moving of a pair, M

One moves from R to § pairs with different T-normal forms for the sides and not orderable
by the given recursive path ordering >.

(RU{l=r},P,S)  (R,PU{l=>7},8) if-( —T-> «T— YVl > 1)

Elimination of cooperative pairs, EP

As we said, P gets critical pairs obtained by superpositions between a rule in T and a rule
S, if such a critical pair is cooperative it can be removed.

ifl 5 . &
(R,PU{l=r},S8) F (R,P,S) if pyd =T

Normalization, N

Here are transition rules for simplifying rules in P
(R,PU{l=r},SYF(R,PU{u=Tr},S) ifusl|r
(R,PU{l=>7},S)F(R,PU{l=>v},S) ifv=rlr

Orientation and critical pair computation, OC

A pair goes to S only if it can be ordered by ». If CP(s,T) is the set of all critical pairs
between s and all the terms ¢t € T. Orientation is a good time to compute critical pairs,
therefore, when ! = r is oriented, CP(s,T) is added to P.

(R,PU{l=r},S) F (R,PUCP(,T),SU{l=r)) ifl>r
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To use these rules efficiently requires a control that gives some order in which the rules
are invoked. In our implementation, we choose to apply first ER and M on the rules in R,
then to loop on EP, EN, N and OC. We can describe the control by

ER'; M%; (EP; N; OC)'

where “” is the sequential composition and A' means that the simple or compound rule A
is applied while it is applicable. It is easy to see that the procedure stops with two kinds of
data structures: either (,@, S) which is a success, or with P not empty which means that
there is a pair in P that cannot be oriented and which is a failure. It should be noted that
the procedure can diverge since computed pairs can be added for ever in P, but there is
no real problem of fairness. A procedure that diverges without failure still provides a proof
of termination. A CAML implementation of this procedure based on a description of this
procedure by transition rules was done [Gal88] and used to check our examples.

6 Conclusion

These techniques allowed us to mechanically prove the termination of many rewrite systems
for which no mechanical prove existed yet. Now it should be interesting to integrate this
algorithm in a completion to see how it reacts and it should also be interesting to see
how it can be extended to handle termination of equational rewrite systems especially of
associative and commutative rewrite systems.

We would like here to thank Bruno Galabertier, without his implementation we would
not be able to make experiments and to get confidence in our theoretical tool.
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