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Abstract: Gothic purpose is to build an object-oriented fault-tolerant distributed operating system
for a local area network of multiprocessor workstations. This paper describes Gothic memory manager.
It realizes the sharing of the secondary memory space between any processes running on the Gothic
system. Processes on different processors can communicate by sharing permanent information. The
manager implements a shared single level storage with an invalidation protocol working on disk-pages
to maintain shared data consistency. The result is a secondary memory shared through a local area
network of loosely coupled multiprocessor workstations. This memory manager has been implemented
in the current version of the Gothic operating system prototype. It is particularly suitable for distributed
applications with relatively local calculations and references, such as distributed data base systems.

Key words: Gothic, multiprocessor, distributed system, memory management, shared data consis-
tency, single level store.

Résumé: L’objectif du projet Gothic est de réaliser un systéme distribué, orienté objet, tolérant
les fautes, s’exécutant sur un réseau de machines Bull SPS7 multiprocesseurs. Ce rapport décrit la
conception et la réalisation du gestionnaire de la mémoire de Gothic, qui réalise la mise en commun
de la mémoire secondaire entre tous les processus Gothic. Ceci permet aux processus de communiquer
par partage d’information permanente. Le gestionnaire de 1a mémoire réalise un stockage uniforme des
données, et un protocole a invalidation est implémenté pour maintenir cohérente toute page d’information
partagée. C’est avec une telle gestion de la mémoire que fonctionne le prototype actuel du systéme
Gothic. Cette gestion est appropriée pour toute application présentant une localité des calculs et des
références, comme en particulier les bases de données réparties.

Mots clés: Gothic, multiprocesseurs, systemes distribués, gestion mémoire, cohérence des données
partagées, stockage uniforme des données.



1 Introduction

Gothic is a joint INRIA/BULL S.A. research project which aims at building an object-oriented

fault-tolerant distributed operating system for a local area network (a LAN) of multiprocessor
workstations (MW) [BANA 88a].

Distributed computer systems seem to be able to meet many users’ requirements, such as
those about distributed computation, large storage capacity, and reliability. Those systems,
built from many small or medium computer workstations connected by a network, are rela-
tively cheaper than tightly coupled multiprocessors or mainframes. They can be geographically
distributed. Distributed systems are really interesting by the sharing of resources they can
support. They can be managed so that some computer’s devices are made available to anyone
in the network. A resource such as a laser printer can be managed by the computer which
owns it so that any user in the network can reach and use this device, the cost of the device
being divided between all the users. Sharing of more basic devices, such as computing power
and/or memory, can also be implemented in those systems. The idea is to build a common
pool of processors, of memories, and to allocate them to any user according to his/her needs.
Sharing devices and resources has many advantages but brings also some problems: contention,
fair allocation between users, shared data consistency, .... But this sharing of memory and/or
of computing power realizes data and/or calculus distribution between computers, which really
answers users’ requirements. The Gothic project is investigating how to realize these distri-
butions, and already provides the sharing of the secondary memory storage on a network of
multiprocessor workstations.

Distributed systems can also be managed to present good features towards the fault-tolerance
issue. First, provided it is "well-built”, the operating system easily adapts to another com-
puter/workstation plugged in/out the network. Second, each computer can be quite au-
tonomous.. Fault-tolerance at the hardware level is closely related to redundancy. Some systems,
such as Tandem[BART 81], achieve their fault-tolerance purpose by doubling any component
in the system, bus, memory, cpu, etc. Gothic’s concern about fault-tolerance is not to build a
whole fault-tolerant machine, but to provide fault-tolerant process executions. A special sta-
ble storage memory board has been designed and built for this purpose and is added to any
Gothic processor. Actually, Gothic’s researchs about fault-tolerance are joining transactionnal
systems. Reliable communication primitives are also implemented using these special memory
boards.

Gothic includes both operating system and language researchs. Gothic’s language is an ob ject-
oriented one. This feature will be integrated down into the system. Some kinds of capabilities
will be implemented, ensuring high protection on data.

Gothic’s memory management is discussed in this paper. It is explained in detail in
[MICH 89]. Beyond the scope of this paper are Gothic’s results about fault-tolerance, reli-
able communications, and research to express data and calculation distribution with new lan-
guage concepts. Interested readers should consult [BANA 88b], [MULL 88] for fault-tolerance
issues, [BANA 89] for reliable communications concerns, and [BANA 86] about language and



expression of distribution.

Gothic’s memory manager realizes the sharing of the secondary memory space between
any processor in the system. Information storage is done by a single level storage (a SLS).
Any Gothic permanent information is managed and kept consistent as a common memory is
in a tightly coupled multiprocessor. This management of memory in a loosely coupled mul-
tiprocessor is quite new, is very convenient for process communication, and is very useful to
achieve calculus distribution or parallel clause execution. When designing Gothic memory
management we were deeply interested in Apollo Domain [LEVI 86] for the shared SLS imple-
mentation. Many things done were suggested from the study of this system. However Apollo
files sharing policy is different from Gothic. Apollo’s consistency protocol works with a file
granularity and is a lock/unlock protocol. Moreover Apollo’s protocol keeps files consistent
only within a node and not through the whole network. Gothic keeps information pages consis-
tent through the whole network. And if Gothic’s granularity is too fine for an application, some -
tools (semaphores) are available to implement the needed coarser granularity. Ivy [LI ~ 86] is
a system implementing a shared virtual memory on a loosely coupled multiprocessor. Although
Gothic’s protocol works on disk-pages whether Ivy’s works on virtual pages, Gothic consistency
management protocol principles are quite similar to Ivy’s. But it is important to note that it is
the virtual addressing space which is common and shared in Ivy, whether it is each permanent
disk-information which can be shared in Gothic. Sharing does not occur at the same level in
the memory hierarchy. Gothic does not restrict the sharing and the consistency management
to processes using the same addressing space. Clouds [RAMA 88] is a research project which
presents common points with Gothic. Gothic consistency requirement and protocol are different
however. Cloud’s protocol works with an object granularity.

The following of this paper is organized in five sections. The second section gives an overview
of Gothic since this project is the context in which this work is done. The third section presents
general issues about permanent information management such as access and storage issues. The
fourth section deals with information sharing in Gothic; it explains and discusses the protocol
maintaining shared data consistency. Section five briefly describes the implementation steps
followed to obtain the Gothic system prototype. The conclusion presents some measurement,
and Gothic future.

2 Gothic Architecture

2.1 Machine Architecture

Gothic target architecture is a local area network (LAN) of Bull SPS7 multiprocessor worksta-
tions (MW) [BULL 85a). Figure 1 shows one of the simplest configurations of a Gothic system,
in which two SPS7 workstations are connected by an Ethernet nerwork.

Each SPS7 workstation has two 68020 processor, each with a local memory of 4 up to 16 M-
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Figure 1: Example of an Architecture for a Gothic System

bytes, and a stable storage memory board for fault-tolerance purpose. Processors communicate
which each other through message passing.

2.2 System Architecture

The Gothic system architecture consists of five levels as depicted in Figure 2.

5 Applications

4 Polygoth

3 | Reliable Communication Primitives

2 Gothic Kernel

1 Bull SPS7 Stable Storage
multiprocessor Memory
workstations Boards

Figure 2: Gothic Organization

The hardware level at the bottom is the Bull SPS7 [BULL 86] multiprocessor workstations
plus the stable storage memory boards developed at IRISA. Next level is the Gothic kernel.
Basic entities are segment and process. The whole memory management uses the segment as a
basic entity. Process is used to express and manage a program execution on the Gothic system.



The kernel includes management of peripheric devices, communication, process, memory, and
so on. The work described in this paper, i.e.: Gothic’s memory manager, belongs to this
level. The third level consists of reliable communication primitives for rendezvous and parallel
clause atomic communications. The fourth level is the language level which includes studies to
express parallelism, parallel clause nestings, and data and calculation distribution [LECL 89},
[LECE 88]. Applications are at the fifth level.

This paper discusses in detail the design and implementation of Gothic memory manage-
ment. Gothic aims at being an ob ject-oriented system running on a LAN of MW where informa-
tion can be accessed and shared by any process no matter the processor on which the process
is currently running. Gothic memory management has to be convenient for parallel clause
executions. Any information used on the Gothic system is a permanent one. Gothic mem-
ory management, therefore, is very much concerned with permanent information management
issues.

3 Permanent Information Management Issues

In Gothic any piece of information belongs to a permanent segment. A segment is the set of
memory pages storing a whole logical piece of information. Managing these segments implies
to consider naming, localization, access and storage issues (see Figure 3). For Gothic special
purposes, segment sharing is also to be studied; this will be presented in the next section.

External naming in Gothic is a Unix-like one, where names are built according to a hierar-
chical tree-organization. Gothic external names look like: ”/dir1/dir2/.../dirn/segment-name*.
This hierarchical tree-organization is only a logical one. It is possible for two segments to belong
to the same directory and to be stored on different (physical) disks.

Universal Unique IDentifiers (UUID) are used to give any Gothic segment an internal name.
A segment’s UUID is built from two integers: the date this segment was created and the number
of the processor where this segment was created. Such UUID are location independent; and as
long as the migration mechanism itself is not considered but just migrated segments, segment
migration does not ask for further requirement than a localization protocol. When a processor
P needs to locate a segment S, two situations can arise:

o 1st case: processor P never accessed S before. A message is sent to the processor where
S was created and whose name is stored in S’s UUID. If this creator processor does not
own S anymore then P broadcasts a localization message to any other processor in the
system. The processor which owns S then responds so that P knows S’s localization. If
nobody responds, either S has been destroyed, or S never existed; anyway, it is an error
case.

e 2nd case: processor P has accessed S previously. P has memorized the identity of the
processor P’ which owned S at this time. P asks P’ for S; if S has migrated since, P’ is
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no more S’s owner. Then P broadcasts a localization message which is handled as in the
first case.

This broadcast localization message is somewhat "heavy“ for the system because every
processor has to respond. However, we choose this approach because it is simple, and segment
migrations are rare. This protocol is improved by using an hint file which keeps information
about migrated segments.

3.1 Access to Gothic Segments

For the processor to work on a permanent information, this information has to be brought
from the disk to the processor main memory. This swapping can be implemented by a virtual
memory mechanism (a VMM). There are many different VMM. A brief description of a paged
virtual memory mechanism is given now since Gothic implements this mechanism. A page is
a fixed size piece of memory; a page size in Gothic is 1 K-byte. A paged virtual memory uses
the page as its basic unit for the whole memory management. In Gothic, it is the page unit
and not the segment unit which is used in the lowest levels of the memory management. Main
memory is viewed and managed as a set of pages by the operating system. The VMM brings
information from disk to main memory pages after pages when the processor asks to access
them. The system uses an array data structure to manage main memory pages, to know which
pages are having a copy in main memory and which main memory pages are free. A processor
wanting to access a data stored in a "Py“ page of a »UUIDx*“ segment is in one of these two
situations:

¢ This page has been copied in one of the processor’s main memory page. The processor
can access it immediately.

e This page is not in the main memory, it is a page fault case. The operating system
tries to solve it and calls the page fault handler. It first has to localize the faulting
page (localization of the segment this page belongs to; this localization protocol has been
described previously). Then this page must be copied into a main memory page. This
is easy as long as there is at least one free page in main memory. However, when there
is no room left, a page remplacement algorithm is called for deciding upon which page
can be freed and used to copy a new page in. Many page remplacement algorithms exist,
following different strategies (lru, Ifu, fifo, at random, ...). They all try to determine
with the highest probability pages that the processor is not going to ask to access in the
near future. But the purpose of this paper is not to discuss these strategies.

To summarize, a VMM controls and does the swap-in/out of information between main
memory and secondary storage devices. It makes permanent informations accessible to the
processor.



How is translated the virtual address a process gives to the processor into the physical
address of the information? Each process is given by the system an array when created called
this process’s addressing space. The system uses this array to memorize which information
this process has asked for and is allowed to access: before accessing an information a process
has to ask the system for mapping this information into its addressing space; if this access is
allowed an information descriptor is put into the process’s addressing space and the process can
then access the information through virtual addresses. The system translates virtual addresses
according to the process’s addressing space and is therefore able to compute corresponding
physical addresses of the information. (The information can then be found in main memory, if
the VMM has allready brought it here, or on disk). A process can access an information only
after the system has done the mapping of this information segment into its addressing space.

3.2 Information Storage

There are two ways to store and access permanent informations [HOUD 81].

o The first one is the ”classical“ one, with two addressing modes. To access permanent files
users call explicit input/output primitives: read-file, write-file, for example. Buffers are
used to transfer the information from/to disk. To access informations in main memory,
they use virtual addressing. There are two representations of information, depending
on whether the information is copied into main memory (by the VMM), where it is
represented as segments, or if it is stored on disks, and represented then as a permanent
information, as a file. Main features of this approach are the two addressing and accessing
modes, and the different information representations in main memory and on disk. So
information has to be copied and "transformed“ when brought from disk to main memory.
There are two access levels to information.

e The second one is called the Single Level Storage approach. The virtual addressing mode
is used to access information both in main memory and on disk. Users access any informa-
tion with this "transparent virtual addressing. There is also a unique way to represent
information. Information does not have to be transformed when copied into main mem-
ory, and the virtual addressing mode is the only one. The swapping is performed directly
between the copy of the information in the processor main memory and the information
stored on disk.

Because of these features and simplicity it is this second solution which is implemented for
Gothic information storage. Information in Gothic is represented and managed as sets of pages
as well in main memory than on disk.



3.3 Summary about Gothic Permanent Information Management

Gothic memory management is a paged VMM working with a Single Level Storage (SLS). For
Gothic’s purposes, it realizes the sharing of disks: it is a generalized SLS. Swap in and out do
not work only between a processor’s main memory and the disk this processor is managing, but
between its main memory and the whole set of disks managed in the Gothic system (network
wide swapping). Any process no matter the processor on which it is running can access any
information no matter the disk on which this information is stored, provided this process is
having sufficient access rights to this information. To processes disks are a wirtual disk, a
shared resource for everyone in the system. Processes can communicate by sharing permanent
information. Before the next section about information sharing, the four interface primitives
to Gothic’s memory management are given:

e create-segment(out:UUID): Called by a process to create a segment on disk. This new segment’s uuid is
the output parameter.

o delete-segment(in:UUID): Called by a process to delete on disk the segment which uuid is the input
parameter.

o access-segment(in:UUID, in:access-mode, out:virtual-address): Called by a process when it wants the
*UUID’ segment to be mapped into its addressing space. The output parameter is the virtual address of
this segment in the process’s addressing space.

o deaccess-segment(in:UUID): Called by a process when it wants to unmap the *"UUID’ segment out of its
addressing space.

4 Information Sharing in Gothic

Disks in a Gothic system are managed as a virtual disk, a resource shared between all processors
in the system. Each processor uses its local memory as a cache of the virtual disk. However,
sharing disks and allowing multiple copies of information bring in consistency problems. A
consistency maintenance protocol is required to manage sharing according to the chosen sharing
policy. Gothic information consistency definition is the following:

An information is consistent if the value returned by a read operation is the same as
the value written by the most recent write operation to the same address [CENS 78].

Actually, Gothic manages each permanent segment as a common main memory is managed
in a tightly coupled multiprocessor.

Gothic memory manager does not consider the architecture as made of workstations but
rather as made of sites. A site is the set composed by a processor, its local memory, its
stable storage, and disk partition(s) managed by this processor. There are four sites on Figure
1. Gothic operating system manages the architecture on which it is running as many sites
connected by a communication link (bus or network).

Figure 4 shows a consistency example. Two processes, p2 and p3, running respectively on
processors CPU2 and CPU3, are accessing a same page of information. The VMM brings a
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Figure 4: Example of a Consistency Problem

copy of this page in both CPU2’s and CPU3’s local memory. Everything goes smoothly as long
as p2 and p3 just read the page. If p2 for example, modifies this page (it writes xx), then there
are different versions of the same page of information in the system. More precisely, in the case
drawn on Figure 4, CPU2’s local memory copy(xx) is different from CPU3’s local memory
copy(yy) and from the page stored on disk(yy). It belongs to the consistency protocol to make
everybody knows that the accurate version of this page, according to the chosen consistency
definition, is the one in CPU2’s local memory.

How does Gothic consistency protocol work? The consistency management protocol im-
plemented ensures consistency of any shared word of information. However, for performance
reasons and because of the target architecture’s hardware, the word consistency wanted is im-
plemented by a page consistency, a page size being 1K-byte. It is an invalidation protocol which
allows many readers or only a writer on the same page at the same time. Any access to any
piece of information is checked for consistency. Each segment has a home associated with a
disk. The site that manages the disk maintains the consistency of the segment pages. This site
is the only one that knows the exact mode of the pages and which sites have copies. Other sites
know their local access right on their copy of the pages. They cooperate with the manager site
to maintain the consistency. Any page can be in one of the following modes:

e invalid: There is no copy of this page in any local memory of any site (the page is just
stored on disk).

o write: Only one site has a copy of the page with an exclusive access right.

11



o read: There can be multiple copies of the page in the system. No processor can modify

it without causing a write page-fault.

Any access of a processor to a page leading to a page-fault has to be considered by this page’s
manager site and is checked for consistency there. If there are several page faults occurring on
a same page at the same time, their handlers are serialized on the site managing this page.

The following scenario sets out how consistency is kept while page faults are solved. This

scenario takes place on the system drawn on Figure 5. (About data structures used: the lock

field is used to sequentialize different page-fault handlers asking for the same page at the same
time. A lock is required on any site to serialize page faults on the same page within a site:
Local-Table(UUID,p).lock, and on the manager site to serialize all the page faults on the same
page in the whole system: Manager-Table(UUID,p).lock).

Local-Table (UUID,p) Memory Local-Table (UUID,p) Memory
access right lock access right lock
SITE i SITE j
SITE M Bus
Manager-Table(UUID,p) Memory Disk

mode copy-set

lock

Figure 5: Gothic Consistency Management Protocol (data structures used)

o 1st step: There are three sites in this Gothic system. The sharing of a page of information

called ’p’ is considered. Site M is the manager of p while sites i and j are just "ordinary
sites to p. First p is invalid as the only instance of p is the one stored on M’s disk.

«

e 2nd step: Now, a process running on site j needs to read p. A read page fault then occurs
on j. Site M (p’s manager) is asked for solving it. M checks in its table and sees that as
nobody is owning a copy of p there is no problem for sending one to j. M memorizes j is

now having a copy of p in read mode: p.copyset = j, p.mode = read. j keeps that it is
owning a copy of p in its local memory with a read access right, too.

e 3rd step: Now another process running on site i also wants to read p. Another read page

fault occurs, but on site i. M has to solved it. M sees in its table that j is owning a copy
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of p in read mode. As many readers are allowed on the same page at the same time (it
does no present any danger for this page consistency) M asks j to send i a copy of p; then
M adds i to p.copyset; p.mode remains the same (read).

o 4th step: The process running on j now wants to write p. A write page fault occurs.
M looks in its table to see which other sites are having a copy of p, and sees that just
i has one. M sends then an invalidation message to i for i to invalidate its copy of p.
Afterwards, j becomes the only site having a copy of p and is given an exclusive access to
p: a write access. M updates its record about p, so p.copyset = j, and p.mode = write.
p consistency is maintained.

Gothic memory management provides consistent information sharing between any Gothic
processes no matter the processor on which each one is running, and thus is suitable for parallel
clause execution. Gothic protocol checks any word access for consistency. It is not a lock/unlock
protocol, but an invalidation protocol allowing several readers or one writer on the same page
at the same time. Therefore, if an information is stored in more than a page, there can be many
writers on the same information at the same time, each one on a page. This protocol could
seem a very hardworker and heavy one. Actually it gives lots of work only when really needed:
checking any access for consistency will cost only in case some invalidations are required. It
is the case only if there are several processes sharing a page in write mode, and there are
cases where this fine sharing is really required. In other cases this protocol does not cost more
than an Apollo-like one or any other consistency protocol for loosely coupled multiprocessors.
This checking of any word access for consistency is really needed and convenient for parallel
applications, for data sharing, synchronization, communication, parameters passing. With such
a system programming synchronization in a parallel clause can simply consist in checking the

value of a shared variable.

Gothic consistency protocol has the finest possible granularity according to the target ma-
chine. But bigger ones can also be handled. The word granularity implemented through a page
granularity is the consistency granted by the operating system. However, Gothic offers some
facilities for implementing coarser granularities if required by an application. Other sharing
policies can be implemented by using Gothic semaphores. These semaphores are special tools
managed by Gothic operating system. An Apollo-like sharing policy with a segment granular-
ity can be implemented by using these semaphores to lock and unlock process accesses to this
segment. The user can also creates his/her own synchronization objects using Gothic sharable
segments to implement his/her own sharing policy. However he/she must keep in mind that a
ping-pong effect [DUBO 88| can then arise on these objects which cannot arise using Gothic
semaphores.

Gothic protocol for maintaining a segment consistency is centralized on this segment’s man-
ager site. As any input and output to/from the disk segment has to be performed by the
processor managing this disk, and are so centralized, it seems to be the best solution. More-
over, it makes the protocol rather easy to design and implement.

13



Another point that has to be precised is that each Gothic process is given its own addressing
space. Pointers would have to be translated into (segment UUID, pointer inside this segment)
when passing to another process. There is no lightweight process in Gothic today. In the actual
prototype, process creation is costly, and so is process migration. A process’s context is rather
big, quite similar to a Unix process’s and makes context switching not fast. Issues dealing with
process definition, lightweight and heavyweight processes, process migration, are under study
for Gothic’s next version.

5 Implementation

This section briefly reviews implementation work carried out to obtain a Gothic system first
prototype running on a MW (a Bull SPS7 MW). Three main steps compose this work. Two of
them are completed today, and the third one is under achievement. The first step consists in
the building of a Gothic system for a single processor workstation. The next step extends this
system so that it runs on a MW. A final third step is adapting the system to a LAN of MW.

5.1 First Step

We start from a Bull S.A. operating system called Spart [BULL 87] which runs on the target
Bull SPS7 workstation [BULL 85b]. This workstation has just one processor for this first
step. Spart operating systeimn serves as a basis for building Gothic, instead of starting from
"nothing”. It is adapted in order to become a Gothic system; actually, this really means to
re-write it nearly completly, but progressively. This is the advantage of the method: each time
something is modified in the system it can immediately be tested since any other system parts
remain unmodified. Spart adaptation to a paged VMM and a SLS are the main problems in the
achievement of this step. Spart indeed did not work with a real VMM. Spart was originally built
to run on a 68010 processor with a segmented Memory Management Unit (MMU). There were
no page faults. Spart was then adapted in a straightforward way to run on a 68020 processor
but did not use all of this processor functions. It still worked with the same segmented MMU.
The processor board is changed to a board with a 68020 processor and a MT68851 Paged
MMU [MOTO 86]. To adapt Spart, page fault handlers are written, the whole main memory
management is changed: main memory is now managed as a set of pages, and process addressing
space management is rewritten. To implement a SLS, a permanent information management
system is built to manage Gothic segments on disk. And a minimal external naming system is
made for Gothic segments. This first step results in having an operating system working with
a paged VMM and a SLS running on a processor. This step is the longest to achieve and asks
for a lot of implementation, coding, and debugging works.
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5.2 Second Step

The virtual disk implementation is this step main issue. It implies the implementation of the
consistency management protocol. The aim is to have a system running on a MW where dif-
ferent processes can share a permanent segment, this permanent segment being kept consistent
according to Gothic consistency definition. The architecture is divided into sites. Each site is
given the management of the disk (or disk partition) which is associated to it. When a process
running on a site wants to access a segment, the local disk manager first checks if this segment
is stored on the local disk. If so, the whole access request is handled locally. Otherwise the
access request is sent to the site managing the disk where this segment is stored; it is a Remote
Procedure Call. The request is handled on this distant site and resulting parameters if any are
sent back to the calling site (see Figure 6). The consistency management protocol described
in the previous section is implemented as a part of this virtual disk implementation.

Call to a primitive on a segment

~
SLS Memory distant segment SLS Memory
Management » | Management
local segment l l
Disk Disk
Management Management

Disk Disk

Figure 6: Virtual Disk Implementation

Gothic manages exceptions as the initial Spart system did. Any faulting process is aborted
while an explicit message is displayed on the system console screen to inform the user which
fault occurred. The code returned is composed of the number of the kernel primitive where the
fault occurred and the error specific code. This exception management is also implemented in
page fault handlers and any other primitives added to the initial Spart kernel.

Today a Gothic system is running on a Bull SPS7 MW. A paged MMU is implemented,
segments are stored with a SLS, and shared segments are kept consistent.
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6 Conclusion

6.1 Measurement

Some tests were done on this initial version of the Gothic system mainly to check the behaviour
of the consistency management protocol (the burden it puts on program execution). The
following Figure 7 shows results gained from a small test done for this purpose.

} execution time (in sec.)

10 ] ,/  2nd version
’
- J/
/ /7
] 4 e .
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- // /s
/ Vi
~ ,/ ,l'
7/ e
5 e ,,/
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4 “ // o”
-~ -~
3 i PR I -’
/’/ ,—-—”"
2 J
1 ] 3rd version
— square matrix size
T 1 T { | S i T bl
0 10 20 30 40 50 60 (nb. rows)

Figure 7: Measure on Square Matrix Product

The test program computes the product of two square matrix. This is performed in parallel
by two processes running on two processors. A process calculates the resulting matrix odd row
elements while the other calculates the even row elements. The two initial matrix are shared
in read mode while the resulting matrix is shared in write mode. Gothic consistency protocol
has to perform invalidations for keeping the latter consistent.

There are three versions of this program. In the first version, each time an element is totally
computed it is written into the resulting matrix. The second version is the worst one because it
leads to many invalidations: each time any operation is performed (any addition or product),
the result is reported into the resulting matrix, even if it is only a step in a calculus and not the
definitive value of an element. Of course, this leads to many write operations into the matrix,
and therefore many invalidations. The third version is the best as it tries to reduce the number
of writes into the resulting matrix and so reduces the number of invalidations: it waits to have
computed all the elements of a row to write then the whole row into the resulting matrix.

16



3)

This small test points out that invalidations are costly, and should be avoided as much as
possible if speed performances are required. Gothic memory management, however, acts as
expected (!). Processes can share any permanent segment in the Gothic system. The operating
system keeps shared segments consistent. It is but up to the user to write programs that will use
”cleverly“ facilities the system is providing. Parallel clauses should be programmed in order to
have a good distribution of calculus and data, and notice that these two must be quite related.
Shared segments can be used for communication and synchronization. The ”trick* is to used
this facility only when really needed.

6.2 Final Remarks and Gothic Future

These first tests performed on the Gothic system show that Gothic consistency management
protocol fits for parallel application executions provided these are showing a good locality. Of
course, Gothic is not to be compared with any tightly coupled multiprocessor or any parallel
computer. Gothic’s purpose is rather to allow information sharing in a distributed system so
that processes can cornmunicate by sharing a permanent information. This is interesting for
programming distributed applications and for synchronization between processes. Gothic seems
to suit very well distributed data base applications as any distributed application with locality.

This first prototype of a Gothic system needs of course many improvements. The whole
kernel code has to be checked for optimization and for getting better speed performances. The
third step has to be achieved for the system to run on a LAN of MW. It is mainly inter-
workstation communication that have to be installed. A priori, as Gothic is built on the "site“
and not the workstation notion, it should be rather easily adapted.

This first version is a basis in which we get experiment and which validates our main ideas
about SLS and consistency management. These benefits will be used for building Gothic next
version. Other issues will now be considered. One among others is the object oriented issue.
This concept is not fulfilled today in the Gothic kernel; capabilities, object-typing, garbage
collection are under study. Another important problem is fault-tolerance. Gothic memory
manager will be a reference for designing the memory manager of a new research project. This
new project will consider fault-tolerance as a main issue and will integrate it in the system
kernel itself. Beside this new project, fault-tolerance is now studied for the Gothic kernel too.
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