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Abstract

Path reversal is a very available and fruitful data structure. For example,
it proved useful in the design of a novel distributed algorithm for mutual
exclusion in complete networks [8,9,10]. The average-case message complexity
of the mutual exclusion algorithm in [10],f'/i.e. H,_; (where n is the number
of nodes in the network), has been derived in [1] by means of combinatorial
tools on words. More recently, a tight amortized bound of log n for the cost
of path reversal in a rooted n- node tree has been given in [6].

The present paper proposes a new approach to derive the average cost
of path reversal which uses bijective tools between combinatorial structures,
and associated probability generating functions. The average waiting time
of the algorithm in connection with path reversal is also given together with
the worst-case complexity measures. Randomized bounds for the worst-case
message complexity are derived in the general case, for arbitrary networks.
Thus, the analysis of path reversal and of the above-mentioned distributed
algorithm for mutual exclusion is fully completed in this paper.

Résumé

La compression de chemin dans les arborescences est une structure de
donnée qui s’est révélée particulierement utile et fructueuse. En particulier,
elle a fait ses preuves dans un nouvel algorithme distribué d’exclusion mutuelle
dans les réseaux complets congu par Naimi et Trehel [8,9,10]. La complexité
moyenne en messages de cet algorithme distribué d’exclusion mutuelle proposé
en [10], H,—; (n étant le nombre de sommets du réseau complet), a été calculée
en [1] par des méthodes combinatoires sur les mots. Plus récemment, une
borne en logn pour le colit amorti de la compression de chemin dans une
arborescence de taille n a été donnée en [6].

Le présent rapport de recherche propose une nouvelle approche, plus di-
recte, pour calculer le colit moyen de la compression de chemin dans les ar-
borescences. Il s’agit de mettre en oeuvre des outils combinatoires tels que
divers isomorphismes de structure et les fonctions génératrices associées. Le
temps moyen d’attente des sommets dans Il’a.lgorithme est également calculé,
ainsi que ses mesures de complexité dans le pire des cas. La généralisation
au cas de réseaux quelconques est enfin traitée a l'aide de résultats sur les
graphes aléatoires. L’analyse de la compression de chemin et de l’algorithme
de Naimi-Trehel est donc menée entierement a bien dans ce rapport.



Figure 1: Path reversal ¢.,. The T;’s denote subtrees of T,.

1 Introduction

Let T, be a rooted n-node tree. A path reversal at a node z in T, is performed
by traversing the path from z to the tree root r and making = the parent — named
“Last” in [9,10] — of each node on the path other than z. Thus = becomes the
new tree root. The cost of the reversal is the number of edges on the path reversed.
Path reversal is a variant of the standard path compression algorithm for maintaining
disjoint sets under union [6].

The average cost of a path reversal performed on an initial rooted n-node tree
T, which consists of a root with n — 1 children is the expected number of edges on
the paths possibly reversed in T, (see Figure 1). In words, it is the expected height
of such trees, provided that we let the height of a tree root be 1 : viz. the height of
a node z in T}, is thus defined as being the number of nodes on the path from the
node z to the root r of T;,.

It turns out that the average number of messages used in the mutual exclusion
algorithm in complete networks designed in [9,10], A, is actually the expected cost
of a path reversal performed on such initial rooted n-node tree T, which consists
of a root with » — 1 children. This is indeed the average number of changes of the
variable Last which builds the distributed data structure of path reversal used in
algorithm A.



In 6], Ginat, Sleator and Tarjan derived the tight upper bound of logn?! for
path reversal in using the notion of amortized cost of a path reversal. Actually, by
means of combinatorial and algebraic methods on Dick words, Arnold, Delest and
Dulucq had already obtained in [1] the exact average number of messages used by
algorithm A : ie! H, ;. J

The present derivation uses direct methods with bijective tools between com-
binatorial structures such as priority queues, binary tournament trees and permuta-
tions. In Section 2, the associated probability generating function yields the exact
expected cost of path reversal performed on such initial rooted n-node trees T;, which
consists of a root with n — 1 children : H,_,, and the second moment of the cost.
Section 3 is devoted to the computation of the waiting time of algorithm A in using
simple birth-and-death process methods. In Section 4, extended results are given
on randomized bounds for the worst-case message complexity of the algorithm in
arbitrary networks.

2 Expected Cost of Path Reversal

We first point out some one to one correspondences between combinatorial
objects and structures which are related to the problem. Then we use such bijective
tools to compute the expected cost of path reversal and its variance by means of
corresponding probability generating functions.

2.1 Priority queues, Tournament Trees and Permutations
on [n]

Whenever two combinatorial structures are counted by the same number, there
exist bijections (one to one mappings) between the two structures. Explicit bijec-
tions between combinatorial representations provide coding and decoding algorithms
between the stuctures.

Definitions and Notations 2.1

(i) Let [n] be the set {1,2,...,n}. A permutation is a bijection o : [n] — [n] ; we
write o € S,, where S, is the symmetric group over n objects.

!Throughout the paper, log denotes the base two logarithm and In the natural logarithm.
H, = Y7, 1/i denotes the n-th harmonic number with asymptotic expansion H, = Inn + v +
1/2n + O(n~ ') (where v is Euler’s constant : y = 0.577...).
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(ii) A binary tournament tree of size n is a binary n-node tree whose internal nodes

are labeled with consecutive integers of [r], in such a way that these labels are
decreasing (bottom up) along each bra.nch Let 7, denote the set of all binary
tournament trees of size n.
7, also denotes the set of tournament representatlons of all permutations o €
Sn, considered as elements of [n|", since the correspondence 7 : S, — 7, is
one-one (see [7,11] for a detailed proof). Note that this bijective mapping
implies that |7,] = n!

(iii) A priority queue of size n is a set @, of keys ; each key K € @, has an

associated priority p(K) which is an arbitrary integer. To avoid cumbersome
notations, we identify @, with the set of priorities of its keys. Strictly speaking,
this is a set with repetitions since priorities need not be all distincts. However,
it is convenient to ignore this technicality and assume distinct priorities. The
simplest representation of priority queues of size n is then a sequence s =
(p1, P2y - - -, Pn) Of the priorities of Q,, kept in their order of arrival. Assume
the n! possible orders of arrival of the p;’s to be equally likely, a priority queue
Q. (i.e. a sequence s of p;’s) is defined as random iff it is associated to a
random order of the p;’s.
There is a one to one correspondence between the set 7, of all the n-node
binary tournament trees and the set of all the priority queues of size n, S, (see
[5] for a detailed proof). We shall use binary tournaments 7, to represent S,
: 1.e. both the permutations on [n] and the priority queues of size n.

(iv) If T, is a binary tournament, its right branch RB (7,) is the increasing sequence
of priorities found on the path starting at the root of 7, and repeatedly going to
the right subtree. Its left branch LB (T,) is defined in a symmetrical manner.

Lemma 2.1 Unsigned Stirling number of first kind s, count the binary tourna-
ments T € T, having a left branch such that |LB(T)| = k or a right branch such
that |RB(T)| = k. The left branch and right branch of a random T € T, has length
H,, i.e. the n-th harmonic number. In other words, the average length of LB(T,)
or RB(T,) over all n! binary tournaments is H,.

Proof Correspondence 7, maps the left-tosright minima of 0 € S, into LB (T,,)
and the right-to-left-minima of o € S, into RB(7T,). Now, it is a classical result of
combinatorics on permutations (see [4,7,11]) that the average number of left-to-right
minima or right-to-left minima of a permutation o € S, is H,. The lemma is thus
proven. 0

We now give a constuctive proof of a bijection mapping the given combinatorial
structure of rooted trees T, into the priority queues of size n.

4

1

11



Theorem 2.1 There is a one to one correspondence between the priority queues of
sizen, Q,., and the rooted n-node trees T,, which consist of a root with n—1 children.

Proof There are many representations of priority queues @, ; let us consider
the n-node d-heap structure, which is a very simple one. A d-heap of size n is a
perfect d-ary tree with the priority queue ordering : the key in the parent node is
strictly greater than any descendant key. Thus the root is located at position 1 and
contains the minimum key. The parent of the node located in position 7 is located
at [(i—1)/d]. The sons of node 7 are located at d(: —1)+2,...,min{di+1,n}. The
d-heap is “perfect” in the sense that a tree with n nodes fits into locations 1,...,n.
This forces a breadth-first, left-to-right filling of the d-ary tree.

Now, to each one sequence s = (py, ..., pn) of priorities, we can associate one-

rooted n-node tree consisting of a root with n —1 children, T,, = a(s), in the natural
way (i.e. in heap order), provided T, is built as a n-node d-heap for fixed d. Note
that we also assume that a(@) = A (where A denotes the empty tree).

Conversely, to any rooted n-node trees T, which consist of a root with n — 1
children regarded as a d-heap, a unique sequence s = B(T}) of “priorities” can be
associated in the priority queue order.

The correspondence is one-one, and it is easily seen that mappings a and 3 are
respective inverses. a

Let binary tournament trees represent each one of the above structures. Any
operation can thus be performed as if dealing with rooted trees T, although binary
tournament trees or permutations are really manipulated.

Note that, we could now compute the average cost of path reversal, ¢ : T, —
T.. Denote cost(o(T,)) the average cost of path reversal, and let |LB(7,)] =
|RB(T,)| = H, denote the average length of LB (7,,) or RB(T,).
We have that

cost(p(Tn)) = |LB(Tn-1)| = Hn-, (1)

and hence, the average cost of path reversal is H,_;.

2.2 Expected Cost of Path Reversal and Message Com-
plexity of A

Equation (1) in the preceding subsection is certainly sufficient to provide the
average cost of path reversal. However, if we also desire to know the variance of the
cost, we do need the probability generating function of the probability p, ; defined
as follows.

1



Definition 2.1 Let h(T,) denote the height of T,, i.e. the number of nodes on the.
path from the deepest node in T, to the root of T,.

Paj = Pr{cost of path reversal for T, is k} = Pr{h(p(T,)) = k}
is the probability that the tournament tree o(T,) is of height k. We also have that
Pagx = Pr{k changes occur in the variable Last of algorithm A}
! /
In words, |

1'/

Pnj = (—n—l_l)—' [number of 0 € S,_; suchthat ¢(o) = k],

since the cost of a path reversal at the root of a rooted tree such as T, is zero.

Lemma 2.2 Let P,(2) = >0 Pn iz be the probability generating function of pu .
We have the following identity :

Proof p,o=1and p;, =0forall k>0
A fundamental point in this derivation is that we are “averaging” not over all
tournament trees 7, but over all possible orders of the elements in 7,.

Thus, every permutation of (n — 1) elements with k changes corresponds to
(n — 2) permutations of (n — 2) elements with k& changes and one permutation of
(n — 2) elements with (k — 1) changes. This leads directly to the recurrence

(n - 1)' Prk = (n - 2)("’ - 2)' Dn—1k + (n - 2)!pn—l,k—17

or

1 1
n = 1_ n— n— —-1-
20 ( n—l)p Lk + (n—l)p 1L,k—1 (2)

Using now the probability generating function Pn(2) = Ti>qPnkz®, we get
after multiplying (2) by z* and summing,

(n —1)P,(2) = 2P,_1(2) + (n — 2)P_y(2),
which yields

z4+n-2
Pn(Z) = T—f—Pn_l(Z)

Pi(z) = =2 (3) i



1
This latter recurrence (2) telescopes immediately to

n—1 7 +] _ 1
P(z) = J] 22—,
=t J

a

Note that the property proved by Trehel that the average number of messages re-
quired by A is exactly the number of nodes at height 2 in the reversed rooted trees
o(T,.) (see [1,9]) is hidden in recurrence (2).

Theorem 2.2 The ezpected cost of path reversal and the average message complez-
ity of algorithm A is C,, = H,_,, with variance var(C,) = H,_; — H,(,z_)l. Asymptot-
ically, for largen, C, = lnn + v + O(n™") andvar(C,) = lnn + v — & + O(n™).

Proof The probability generating function P,(z) may be regarded as the product
of a number of very simple ordinary generating functions (O.G.F.s), viz.

And thus,

Therefore, we need only compute moments for the O.G.F. II;(z), and then sum
for j =1 to n — 1. This is a classical property of O.G.F.s that one may transform
products to sums.

Now, H;-(l)’ = 1/j and IT}(1) = 0, hence

. /
n—1
Cn = P (1) = ) (1) = Hyy.
i=1 1

Moreover, the variance of C, is var(C,) = PZ(1) + P.(1) — P!*(1) and thus,

n—1 1 n—-1 1 2)
var(C,) = 2.5~ E}_z = H,; — H,”;.
j=1 j=1

Since H,(lz_)l = 7%/6  as n — 0o, and by the asymptotic expansion of H,, the
asymptotic expansions of C, and of var(C,) are easily obtained. Recall that Euler’s
constant is y = 0.57721. .., thus vy — n2/6 = —1.6772....

Therefore, C,, = 0.693...logn + O(1), and var(C,) = 0.693...logn + O(1).
O



Note also that, by a generalization of the central limit theorem to sums of indepen-
dent but nonidentical random variables, it follows that
Cn - -En
(lnn — 1.06772...)1/2

converges to the normal distribution, as n — oo.

Proposition 2.1 The worst-case message complezity of algorithm A is O(n).

Proof Let A be the maximum communication delay time in the network and let
¥ be the minimum delay time for a process to enter, proceed and release the critical
section. Set ¢ = [A/X], the number of messages used in Ais (n—1) + (n—1)q =
O(n). o

Remarks
/

- Let C be the class of distributed algorithms for mutual exclusion in complete

networks of size n. There still remain open questions about A. In particular,
is algorithm A average-case optimal in the class C ?
By the tight amortized bound derived in [6], we know that the worst-case cost
of path reversal is O(logn). It is therefore likely that the average complexity
of A is O(logn), and whence that algorithm A is average-case optimal in its
class C. The same argument can be derived from the known average height of
n-node binary search trees : i.e. ©(logn) [4].

- In the first variant of algorithm A (see [10]) which is analysed here, a node
never stores more than one request of some other node and hence it only re-
quires O(log n) bits to store the variables, and the message size is also O(log n)
bits. This is not true of the second variant of algorithm A (designed in [8]).
Though the constant factor within the order of magnitude of the average num-
ber of messages is slightly improved (from 1 downto 0.4), the token now con-
sists of a queue of processes requesting the critical section. Since at most n—1
processes belong to the requesting queue, the size of the token is O(nlogn).
Therefore, while the average message complexity is slightly improved (up to
a constant factor), the message size increases from O(logn) bits to O(nlogn)
bits. The bit complexity is thus much larger in the second variant of A [8].
Moreover, the state information stored at each node is also O(nlogn) bits in
the second variant ; this again is much larger than in the first variant of A.

.1':



3 Average Waiting time of Algorithm A

Algorithm A is designed with the notion of foken. A node can enter its critical
section only if it has the token. However, unlike the concept of at token circulating
continuously in the system, the token is sent/from one node to another if and only
if a request is made for it. The token (also called privilege message) consists of a
queue of processes which are requesting the critical section. The token circulates
strictly according to the order in which the requests have been made. The queue
is updated by each node after executing its own critical section. The queue of
requesting processes (Last, Next, etc.) is maintained at the node containing the
token and is transferred along with the token whenever the token is transferred.
The requesting nodes receive the token strictly according to the order in the queue.

In order to simplify the analysis, the following is assumed :

e When a node is not in the critical section or is not already in the waiting
queue, it generates a request for the token at Poisson rate A, i.e. the arrival
process is a Poisson process.

e Each node spends a constant time (o time units) in the critical section, i.e.
the rate of service is p = 1/o. Suppose we would not assume a constant time
spent by each process in the critical section. o could then be regarded as the
maximum time spent in the critical section, since any node executes its critical
section within a finite time.

e The time for any message to travel from one node to any other node in the
complete network is constant and is equal to § (communication delay). Since
the message delay is finite, we assume here that every message originated at
any node is delivered to its destination in a bounded amount of time : in
words, the network is assumed to be synchronous

At any instant of time, a node has to be in one of the following two states :

1. Critical state.
The node is waiting in the queue for the token or is executing its critical
section. In this state, it cannot generate any request for the token, and thus
the rate of generation of request for entering the critical section by this node
is zero.

2. Noncritical state.
The node is not waiting for the token and is not executing the critical section.
In this state, this node generates a request for the token at Poisson rate .

9
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Let S; denote the system state when exactly k nodes are in the waiting queue,
including the one in the critical section, and let P, denote the probability that the
system is in state S, 0 < k < n. In this state, only the remaining n — k nodes can
generate a request. Thus, the net rate of request generation in such a situation is
(n — k)X. Now the service rate is constant at u as long as k is positive, i.e. as long
as at least one node is there to execute its critical section and the service rate is 0
when k = 0. The probability that during the time period (¢,¢ + h) more than one
change of state occur at any node is o(h).

By using a simple birth-and-death process (see Feller, Vol. I [3]), the following
equations are obtained :

Po(t+h) = Po(t)(1 —nAh) + Py(t)[1 — (n — 1)AR] (ph) + o(k)
1
P (Po(t + k) — Po(t)) = — nAPo(t) + pPi(t) — (n— 1)AuhPi(t). (4)
Under steady state equilibrium, Py(t) = 0 and hence,
uPi(t) — nAPy(t) = 0,
or
Pi(t) = n(A/p)Po(t). (5)
Similarly, for any k such that 1 < k < n, one can write :
Pk(t + h) = Pk(t) [1 — (n - k)/\h] (1 - [th) +

Pes(t)[(n — K+ 1)MR] (1~ puh) +
Posa(t)[1 = (n = k = 1)M] (h) + ofh),

and

1
7 (Pt +h) =~ Pit)) = —(n—k)AR(t) + (n—k+1)AP(t)
+ BPei(t) — uPe(t).
Classically, set p = A/p. Proceeding similarly, since under steady state equilibrium

P(t)=0:
Penlt) = [14(n— KA P(t) — (n—k +1)p, (©)

and for any k (1 < k < n),

Pit) = kPo(t)

n!
m—Kt”
= ’n,&pkpo(t). (7)

10

7‘:

1



For notational brevity, let PrdenoteP,(t). By (7), we can now compute the
average number of nodes in the queue and the critical section as

n

= Y kP = P Y knkot.

k=0 k=0

3|

Since the system will always be in one of the (n + 1) states Sy, ..., Sn,
Y« Pr = 1. Now using expressions of P in terms of P, yields

n n
Z Pk = Po Z nipk.
k=0 k=0

Thus, .
} f% = (}E:n$pk)
k=0
and iy
P = —1F (8)

(§:2=onipk).

Let there be k nodes in the system, when a node 7 generates a request. Then
(k — 1) nodes execute their critical section, and one node executes the remaining
part of its critical section before i gets the token. Thus, when there are k (k > 0)
nodes in the queue, the waiting time of a node for the token is

wy = (k — 1) time to execute the critical section + communication delay +
average remaining execution time | :

wr = (k—1)(c+8) + o/2. (9)

When there are zero node in the queue, the waiting time is wy = 26 = total com-

munication delay of one request and one token message. Hence the average waiting
time is

n—1 n—1

w = j{:?ﬂkf% = 25}% + :Z:

k=0 k=1

{(k—l)(a+5) + %}P,,,

n—1 n—1 n—1
= (0+8)Y kP, — (0+68)>_ P + 0/2) P, + 26P,

k=1 k=1 k=1

and
W= (6+6)(Tm—nP,) - (6+0/2)(1 — Py— P,) + 26P,. (10)

11
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Note that by (9), the worst-case waiting time is
I Weorst < (n—1)(0 +6), + 0/2=0(n).

The above computation of @ yields the asymptotic form of the average waiting
time.

Theorem 3.1 The average waiting time of a node for the token is asymptotically,
ifp<1 (asn— o),

w < (0+9) [n(l — el/P) — p] - (6+0/2)(1-€e") + O ((a + 6)&;;) .

Proof Assume p = A/p < 1, in equation (10) we can bound % from above when
n is large as follows :

First, 1 — Py — P, = 1 — Py — nlp"P,, where Py = (L nip') L.
-1
Since p< 1, Py < (n!p"el/") , and for large n,

1+ nlp™
Po P B s b e
1 Y
Sl € -y

| I 3

Second, Pn = n!p"Po 2 n_'nﬁ'%]; = e_l/p, and

n
m — nP, = By ' — nP,.

=1

Now,
n o 'I.l_ o _]' '
Py inipt = Zimn=9)e7/s
= Yi=0P /3!
| R R > 2T 5%
E?:Op—_]/]! E;:Op_]/j!
n
< n - m - p.
Therefore,
T —nP, < n — ne’llr — p — mel/°
< n(l—eVP) — p. (12)

12
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Thus, by (10), (11) and (12),
T < (0+8) [n(l —e Py — p]

— (6+0/2) [1 -
+ 26 (f: nip")_l,

=0

— = _ e1Y/p
nlpret/e € }

which yields the desired upper bound for p < 1, when n is large :

T < (0 +96) [n(l _e—llp)._p] — (6+0/2)1 =€) + O ((a+6)%).

0

4 Randomized Bounds for the Message Com-
plexity of A in Arbitrary Networks

The network considered now is general. The exact cost of the reversal on the
rooted trees T, is therefore much more difficult to compute. The message complexity
of the variant of algorithm A for arbitrary networks is of course modified likewise.

Definition 4.1 Let G = (V, E) denote the underlying graph of the arbitrary net-
work, and let d(z,y) the distance between two given vertices z and y of V. The
diameter of the graph G is defined as

D = maz, yevid(z,y)

. (IV| = n is the number of nodes in the network.)

Lemma 4.1 The number of messages M, used in the algorithm in arbitrary net-
works is such that 0 < M, < 2D.

Proof Each request for critical section is at least satisfied by sending zero messages
(whenever the request is made by the root), up to at most 2D messages, whenever
the whole network must be traversed by the request message. 0O

In order to bound D, we make use of some results of Béla Bollobas about
random graphs {2].

13
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Notations 4.1

A graph process is a nested sequence of graphs Gy C G; C -+ C Gy with vertex
set V = [n] such that G, has precisely ¢ edges. Here, N stands for ( g ) For a
particular graph process we write G = (G)§ ; G is the state of G at time t. The
collection of graph processes is G. Note that |é l = N! (that is Ié l = < 72" ) ).

The space G contains all the information about the spaces Gy = G(n,M) of

random graphs with vertex set V and M edges : the map GG (n, M) defined by
G = (G,)Y — Gy is measure preserving.

Theorem 4.1 Let 7, be the hitting time of connectedness, i.e. given a graph process
G = (Gi)y, set 7o(G) = min{t / G, is connected}. Then almost every (a.e.) graph
process G is such that !

1+ [Inn—anJ < DG,O < [lnn+6] + 3

Inlnn Inlnn

Theorem 4.2 Let € > 0. If ¢ is sufficiently large and M = |cn /2], then a.e. Gy
consists of a giant component H and components of order at mostlnn/(c—1—-Ilnc—
€). Furthermore, the diameter of the giant component H satisfies

Inn Inn
— —_ < < _—
(1—¢) Inc — Dr < (1+¢) Inc

Theorem 4.3 The diameter of a.e. r-regular graph G of order n is at least

6
D < ot + logsin—tor (5)] + 1,

where r is the average degree of G.

From the three above theorems, it is now possible to derive explicit random
bounds for the worst-case message complexity of the algorithm in various configu-
rations of networks.

Corollary 4.1 Let 19(G) = min{t / G, is connected}. Then a.e. graph process G
is such that for G, , the number of messages used in the algorithm in the worst-case

. log
5 O( logolo:n)'
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Corollary 4.2 Lete > 0. If ¢ is large enough and M = |cn /2|, then for a.e. graph
Gu, the number of messages used in the algorithm in the worst-case is ©(logn).

Corollary 4.3 For a.e. r-regular graph G, the number of messages used in the
algorithm in the worst-case is O(logn). ‘
/ /

Recapitulation 4.1

1. Consider very sparse networks, e.g. for which the underlying graph G is just
hardly connected. For almost every such network, the worst-case message
complexity of the algorithm is O(El!—;?f};;).

2. For almost every sparse networks (e.g. such that M = O(n/2)), the worst-case
message complexity of the algorithm is ©(logn).

3. For almost every r-regular network, the worst-case message complexity of the
algorithm is O(logn).
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