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Lambda-Calculi for (strict) Parallel Functions

Lambda-Calculs pour les Fonctions Paralleles (strictes)

Gérard Boudol
INRIA Sophia-Antipolis
06565-VALBONNE FRANCE

Abs(_.ract.

We introduce two A-calculi and show that they are expressive for two canonical domains of parallel
functions. The first calculus is an enrichment of the lazy, call-by-name A-calculus with call-by-value
abstractions and parallel composition, while in the second the usual call-by-name abstractions are
disallowed. The corresponding domains are respectively Abramsky’s domain D = (D — D)., a
lifted function space, and D = (D —; D),, a lifted domain of strict functions. These domains
are lattices, and we show that the parallelism is adequately represented by the join operator,
while call-by-value abstractions correspond to strict functions. The proofs of the results rely on a
completeness theorem for the logical presentation of the semantics.

Résumé.

Nous introduisons deux A-calculs, dont nous montrons qu’ils sont expressifs pour deux domaines
canoniques de fonctions paralléles. Le premier de ces calculs est une extension du A-calcul pa-
resseux en appel par nom, consistant en 'ajout d’un mécanisme d’abstraction fonctionnant en appel
par valeur, et d’une construction de composition paralléle. Le second calcul est semblable, mais
I’appel par nom n'y est pas autorisé. Les domaines correspondant sont respectivement le domaine
d’Abramsky D = (D — D), qui est ’élévation d’un espace de fonctions,et D = (D —; D)., qui
est 1'élévation d’un espace de fonctions strictes. Ces domaines sont des treillis, et nous montrons
que l'opération de borne supérieure fournit une interprétation adéquate du parallélisme, tandis que
I'appel par valeur détermine des fonctions strictes. La preuve des résultats repose sur un théoréme
de complétude concernant la présentation logique de la sémantique.
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1. Introduction.

The Full Abstraction Problem.

The main theme of this work is the full-abstraction problem for programming languages. This
problem, first raised by Milner in [27], can be stated as follows: given a programming language,
can we provide a mathematical interpretation of this language such that the resulting semantic
equality on programs coincides with operational indistinguishability?

According to Scott [39], what is intended as “mathematical interpretation” is an abstract
semantics involving objects that do not refer to a particular way of computing, if not by abstract
means, like continuity or stability (cf. Berry & al. 85[7]). Such an abstract semantics would
provide a simple intuition about the meaning of programs. But obviously, programs have to be
run on a machine, and an abstract semantics has to agree with operational semantics in some
way (sce again Scott 70[39], and [7,26]). The full abstraction criterion is one way to asscss the
agreement between a programming language and an abstract semantics for it. Another naturally
arising criterion is the expressivity, or completeness, of the language with respect to an abstract
interpretation: a language is expressive (resp. fully expressive, or universal) if all the finite (resp.
computable) objects of the domain of interpretation are definable in the language. As a matter of
fact, these two criteria are closely related.

We can also turn the full abstraction problem the other way round: given a semantical domain
ol “objects”, can we find a programming language for it, that is a language in which to express
these abstract objects? This is the way we shall take: we introduce two extensions of the pure,
untypéd A-calculus, which are expressive respectively w.r.t. a notion of “parallel function”, and
of strict “parallel function”. Qur notion of parallel function is quite trivial: we consider domains
of continuous functions where any function can be regarded as parallel. We shall not make any
attempt at bringing out a notion of “truly parallel” - or conversely of “sequential” - function. For
some elements in this direction, see the work of Berry and Curien [7,16].

Let us recall some well-known results about full abstraction in the case of functional languages
(for a survey see Berry & al. 85[7) and Stoughton 88[44]). This question was investigated by
Plotkin [35], who showed that the model of continuous functions over ¢po’s is not fully abstract for
the PCF language, a typed lambda-calculus extended with fixed-points, boolean and arithmetical
features. However, this model becomes fully abstract when PCF is enriched with a “parallel or”
facility, and the extended language is expressive with respect to the model.

We shall look more closely at the situation of the pure, untyped A-calculus with respect to the
full abstraction problem, concentrating on Abramsky’s ideas [3,4]; for what regards the “classical”
A-calculus we refer to Barendregt’s book [5). Let us first give some general definitions: a program-
ming language consists of a syntax for programs together with an evaluation mechanism, c.g. an
abstract machine. These two ingredients are the only means to define the operational semantics
of programs. The syntactic features of the language provide a notion of test: a test is a program
context C[], and two programs are operationally equivalent when they pass exactly the same tests.
To observe the success of a test C[M], we have to make it run on the machine, using the evaluation
mechanism of the language.

This evaluation mechanism will be formalized by means of a predicate M | K meaning “K
is a value of M”. Usually this also means that K is a normal form of M with respect to some
reduction strategy. We shall say that the program M converges, in notation M}, if it has a value,
i.e. 3K M || K. Conversely divergence is denoted Mf}. The notion of convergence, or termination,
is, according to Abramsky, the only operationally observable property, something like “getting the
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prompt” on the screen (see also Meyer [26]1). Then the success of a test C[M] is its termination,
and operational indistinguishability is given by means of the testing or observation preorder, whose
definition, due to Morris, cf. [5] exercise 16.5.5, is as follows:

MCo N &4 VC.C[MI = C[NN

Clearly, this preorder does not say anything about the abstract nature of the objects involved in
the language. An interpretation, assigning a meaning [M] to M in some semantic domain (cpo),
is said to be

(i) adequateif it induces a precongruence, and assigns no significant value to a divergent program,
that is:

[M]C[N] = VC.[C[M]]C [C[N]] and Ml=1 & Mt
(ii) fully abstract if it is adequate and reflects the operational distinctions, that is:
MCo N = [M]C[N)

Clearly an adequate semantics does not equate operationally distinct programs, that is it satisfics:
[MIC[N] = MCo N

The A-Calculus: Evaluation Rules and Domain Equations.

Let us now examine the full abstraction problem for the pure A-calculus. First we should say
that this calculus is more appropriate to deal with “abstract machines” than to provide a model
for “programming languages”. For this last purpose one should use a typed calculus, with some
constants and é-rules, like PCF. Therefore our discussion will concentrate on evaluation rules, and
more precisely on parameter passing mechanisms and their semantic counterpart.

For the pure A-calculus, the adequacy requirement can be stated as follows: recall that this
calculus is based upon the assertions:

B: (AzM)N = M[N /]

v: M=M= MN=M'N
p: N=N' = MN=MN'

€: M=M = \zM = XzM'

Then an adequate semantics of the A-calculus should satisfy these assertions, and also the re-
quirement concerning divergence. This last property depends on the evaluation mechanism. Let
us denote by £, 7, ji and £ the conditional rewriting rules obtained by orienting the preceding
equations M = N from left to right. Can these rules be considered as providing an evaluation
mechanism?

The answer is as follows: first, there is no adequate semantics if we allow all these to be
evaluation rules. Let us see this quite well-known result in some detail: let K = Azy.2 be the
usual “right cancellator”, or “left choice”, A = Az(zz) the “duplicator” and Q@ = AA the typical
divergent term. Since K is convergent, we should have [Q] # [K] in any adequate semantics. If for
any term M we let Fpy = Az((zM)R?), then the term F)s is divergent, therefore we should have
[Fm] = [Fn] for all M and N, but FpyK =g M, hence [M] = [N], contradicting the existence of
an adequate interpretation. The problem is with fi, which has to be dropped.
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Sccond, if evaluation is given by B, 7 and £, we get a call-by-name calculus, since onc never
cvaluates the argument N in an application M N. This is also an eager, or strong calculus since
one may evaluate the body M of a function AzM. In this calculus the (closed) values are the
“head normal forms”(!). Note that due to the rule 7 we have Mft = M N1, therefore L(z) = L
in any adequate semantics. Similarly, due to the rule fwe have M{t = Az M1, therefore an
adequate semantics should satisfy AzL = L. The strong call-by-name A-calculus has an adequate,
i.c. sensible, and fully abstract semantics, namely Scott’s D-interpretation studied by Wadsworth
in [45] (cf [5] thm. 19.2.9). However, the D-interpretation is quite strange, since no finite
non-trivial element of Dy, is A-definable; in other words: the “Br{-calculus” is not expressive (i.c.
it is incomplete) with respect to Do,. Here the problem is with the f_'-rule.

We are then left with § and 7, and the situation appears much better; this is Abramsky’s
lazy A-calculus [3]. This calculus is lazy, or weak, since one cannot evaluate the body M of
an abstraction AzM; it is still a call-by-name calculus since f is not allowed as an cvaluation
rule. Tn the lazy A-calculus, with “Br-evaluation”, there are many more convergent terms thau in
the “classical” A-calculus: the (closed) values are “weak head normal forms”, that is abstractions
Az M. In other words, the convergent terms are those that can accept an input, possibly after some
internal evaluation. The typically divergent term is still Q, but for instance T = Az, which is
clearly “finite”, is now strictly greater than Q in any adequate semantics.

For what regards the lazy A-calculus, we should first mention that Lévy proposed in [24] ';i.n
adequate semantics for this calculus, built using syntactic means. Also Longo [25] studied soine
“very sensible™ models of the A-calculus, distinguishing the terms Az, ...z,.02. More roughly, one
can distinguish in the lazy A-calculus two kinds of objects: the undefined objects, like 2, and the
truly functional values, like Az M. In other words, any adequate semantics should satisfly Az L # L.
Accounting for this fact, Abramsky proposed to interpret the lazy A-calculus in a domain D, which
is the canonical solution of the equation:

D=(D- D),

where (X — Y) is the usual domain of continuous functions, extensionally ordered, and X, the
lifting construct. So Abramsky’s domain consists of all, possibly “non-sequential”, continuous
functions over itself, plus a non-functional undefined object.

However, the D,-interpretation of the lazy A-calculus is not fully abstract — more precisely, it is
“over-genercus”. One can show for instance that the terms A = Az(z(z§2)) and B = Az(z(Ay(2Qy))
are operationally indistinguishable; but if we consider the step function §: D, — D, given by:

§(z) = { Id (the identity function) if z # L
1 otherwise
then [A)J(6) # [B](é). Therefore the element § of D, is not definable in the lazy A-calculus.
Abramsky and Ong [4,32,33] proposed to enrich the lazy A-calculus with a combinator C for
convergence testing, satisfying:
CM 51 & ML and CMp & My

where | = Azz is the usual identity combinator (thus [C} = §). However, this seems a little ad hoc,
both from a programming language point of view (or more accurately from an abstract machine

(') warning: this does not mean that the usual notion of “N is a hnf of M™ corresponds to Sué-
evaluation. For instance if M reduces to N then Az(zN) “is a hnf of” Az(z M), but Az(z M) docs
not Bré-reduce to Az(azN). What we get is the “principal” hnf.
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. point of view) and from a denotational point of view. Then the question is: can we find another,
more “natural” formulation the weak A-calculus with convergence testing? Abramsky remarked
that the combinator C is a variant of the usual “left cancellator”, or “right choice” F = /\2:y.'y,
namely: C is the same as F, but strict in its first argument. Therefore we should extend the
A-calculus so as to be able to define such a strict function which is in fact nearly independent of
its argument. Then an appealing solution to the previous question consists in considering not only
the usual call-by-name abstraction Az M, but also a call-by-value abstraction A\Vz M, like the one
considered by Plotkin in [34]. The corresponding S-rule is:

By: (AzM)K — M[K /3] where K is a value (normal form)

Obviously we should also add:
iv: N—N' = AVzM)N — (AVzM)N'

Clearly we may now define the convergence testing combinator by C = AVzl, and conversely the call-
by-value abstractions A¥zM can be simulated using the convergence testing combinator, namely
by AVzM = Az(Cz)M (see also the “call-by-value simulation” of Ong [33]). Then introducing
the call-by-value abstractions provides a satisfactory means for testing potential termination. Note
that the call-by-name abstractions are still useful, in the untyped calculus, to define non-strict
constructs like the “if-then-else” cond = Azyz.zyz. However we shall see that, while call-by-name
is not enough to set up an expressive calculus, as we saw above, the standard call-by-value parameter
passing mechanism is in some sense sufficiently powerful.

Let us call A*-calculus the A-calculus enriched with call-by-value abstractions, equipped with
the evaluation rules 4, 7, By and [y, and AY-calculus the call-by-value A-calculus, where the ordinary
call-by-name abstractions are discarded. It should be clear that, since Nft = (AYzM)N1, the call-
by-value abstractions must be interpreted as strict continuous functions, i.e. such that f(L) = L.
In particular, we can adequately interpret in this way the A*-calculus in Abramsky’s domain D,.

For what regards the AV-calculus, or strict A-calculus, one can provide an adequate semantics
for it by means of partial functions, as shown by Plotkin 85[37] for the typed case, and Moggi
86[29]. However, it is simpler to use strict functions: let (X —, Y') be the domain of strict
continuous functions from X to Y. Obviously one still has to use the lifting construct to reflect the
distinction between divergent and convergent A¥-terms, the values being the truly functional terms
Az M. Then the canonical domain for the AV-calculus is the initial solution Dg of the equation:

D=(D—-D),

The strict canonical domain Ds has another definition, which is technically more convenient: note
that there is an obvious isomorphism (X — 1Y) = (X —Y), therefore if we denote by V the
domain of values, that is (Ds —, Ds), we may also define our strict domain by the following system

of equations:
Ds =V, where

V= (V- Ds)

Following the terminology of Moggi 89[30], we could call Dg the domain of computations. Note
that, since V = (V— V), we may also regard the values as partial functions over V. In other
words, Ds is a partial function space (see Plotkin 85[37]), enriched with a denotation 1 for the
“non-existent” objects. The lifted strict function space (X —, Y), is what Abramsky [3,4] calls
the Landin-Plotkin function space. It is used by Sitaram & Felleisen in [18] to give a fully abstract
semantics for a call-by-value PCF enriched with a parallel combinator.
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Parallel Functions.

The reader should not be surprised to be told that the D,-interpretation of the A*-calculus and the
" Ds-interpretation of the AV-calculus are not fully abstract: these languages still lack some parallel
facility. For instance, it can be seen that the function of D, given by:

w(z)(y):{'d ife#Lory# 1l

1 otherwise

is not A*-definable. This is clearly a “parallel” function since, although the value of m(z)(y) only
depends in general on the value of z or on the value of y, to compute 7(z)(y) we have to compute
concurrently z and y. The computation of such a function is non-deterministic in that we have to
cvaluate both arguments and cannot say in advance which will finish first.

Abramsky [3,4] proposed to enrich the A-calculus with a parallel convergence testing com-
binator P, whose interpretation is the function 7 above (see [4] def. 7.2.7). This combinator is
what Barendregt calls “parallel or”, see [5] §14.4. Note that we can define C = AzPzxz. Then the
resulting language is expressive with respect to D,, and the D,-semantics is fully abstract for it -
for all these results, see Abramsky and Ong [4]. This solves the problem stated above: the lazy
A-calculus with parallel convergence testing provides an expressive language for parallel functions.
A similar result holds for lazy PCF, see [8,15].

However, extending the language with this combinator seems again a little ad hoc: instead of
adding a special combinator, distinguishing a particular element of the domain, we would like to
know which control mechanism could model “parallel computations”, and to which property of the
domain it would correspond. One may remark that to evaluate PM N amounts to concurrently
evaluate CM and CN, therefore the parallel convergence testing combinator could be defined as a
parallel composition of AzAy(Cz) and AzAy(Cy). This is the solution we shall adopt, introducing a
parallel composition operator (M || N). The operational meaning of this operator is as follows: the
evaluation of (M || N) initiates two concurrent sub-computations, one for each component, and this
term will have a value as soon as one of its components has a value. As usual, we shall formalize
a concurrent computation as the non-deterministic interleaving of its sub-computations. Then the
evaluation of a parallel combination is given by the following rules:

M-—M = (M|N)—(M'|N) and (N||M)—(N||M"

However, we have to change our mind about the notion of observation, or more precisely about
the notion of result, since these rules do not reflect the idea that (M || N) has a value if onc of the
components, M or N, has a value: a value can no longer be just a normal form, since for instance if
M has an infinite computation while N converges, then (M || ¥) has an infinite computation, hence
no normal form, while it should have a value. Therefore we define a value as a term of a special
shape, which can be produced at any stage throughout the computation, and not necessarily at
the end. More precisely, a value is produced as soon as one concurrent component has terminated.
Therefore the syntax of the values is given by the grammar:

K = AxM | \eM | (K || M) | (M| K)

where M stands for any term. Intuitively, a value can be regarded as a set of functional elements.
Then we shall define the evaluation predicate M || K, for any closed term M, in such a way that:

MUK & Kisavalue& M 2+ K
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The notion of convergence, which is the basis of the operational semantics, still means “to have
a value”, but now this is not the same as “to have a terminating evaluation”. However, the
convergence property can be adequately interpreted as “to have a terminating sub-computation”,
and observing a term means to concurrently observe its components. It is also worth noting that,
although our notion of reduction (see § 2.2) satisfies the Church-Rosser property, the calculus is
non-deterministic: a given term may have several (compatible) values.

There is a rule missing concerning parallel composition: a term (M || N) is, in general, made
of functional units, i.e. abstractions. Then we have to say how it can be applied to an argument.
This is the aim of the next rule, which says that the operand is shared between the functional units
of the operator:

(M{[N)P—(MP|NP)

Clearly the sharing of data among concurrent programs does not introduce any conflict, since the
data are distributed to all the components.

Let us see now what is the abstract meaning of concurrency: it can be noted that the canonical
domains D, and Ds are in fact algebraic (complete) lattices, with all joins(?). Then it turus out
that the parallel composition can be adequately interpreted as the join operator, or sup, which is
typically “non-sequential” or more precisely non-stable, that is:

[M|| N} =[M]U[N]

Then the parallel composition operator will be also called the concurrent join, and the calculi
we propose for parallel functions are respectively the Aj-calculus, that is the call-by-name and
call-by-value A-calculus with join, and /\}’~ca.lculus,-the call-by-value or strict A-calculus with join.

Using the idea that a parallel function is the join of some more basic functional elements,
it is easy for instance to “program” a parallel disjunction. Let us see this in more detail: first
recall that K and F may be regarded as the truth values, respectively true and false. Then parallel
disjunction O is just the join (V|| V) of “left sequential disjunction” V; = Azy.(zK)y, that is
V; = Azy.condzKy, and “right sequential disjunction” V, = Azy.(yK)z, or V. = Azy.condyKz
(c¢f. Curien [16]). One should note that evaluating a parallel combination always yields another
parallel combination, therefore, though (K || 2) = K is a valid semantic equation, we cannot get
simply the value K in evaluating OM N for instance.

Let us now return to the full abstraction problem: recall that this property relates a semantical
preorder with a testing preorder, and that a test is just a program context. However, to test properly
the non-closed terms of the AY-calculus, we have to slightly enrich the notion of test. The reason
is that there is in the /\‘j’-calculus an asymmetry between the two ways of closing a term, namcly
abstraction and substitution: in AYz M the bound variable z only stands for values, i.e. terms having
a normal form, while one can substitute any term for a free variable. This makes a difference from
Plotkin’s Ay-calculus [34], where a variable is always supposed to stard for “existent” objects. As
a matter of fact, distinguishing between the ranges of free and bound variables is a standard matter
in existence logic, see for instance Scott 79{41].

Without the power of substitution we would not be able to test any difference between z
and AVy(zy), as we should be, since [z]p = L if p is an environment assigning the value L to =z,
while [AYy(zy)Jp # L. Therefore we should in principle include substitution as a fully explicit

(%) as we shall see the canonical domains are also (lower) powerdomains, with the join as the union
operator.




computational mechanism, as it is done by Abadi, Cardelli, Curien & Lévy in [1] for instance.
This means that we should introduce terms of the form Mo, that is general closures, where o
is a syntactic “environment”, and extend the abstract machine to deal with them. However, we
shall content ourselves here with “semi-explicit” substitutions. More precisely, substitutions will be
involved here only by two means: first we shall consider tests of the form C[Mo], where Mo is not
a term, but denotes the result of applying the substitution o to the term M — this is supposed to be
provided by an outer evaluation procedure. Second, to avoid any problem with “fresh names” and
c-conversion, we shall replace the ordinary abstractions Az M, and also the strict ones, by closures,
i.e. pairs (A2 M, o) made of a functional value and an environment. Then the calculi /\} and /\}’ for
parallel functions that will be studied here have the following syntax: the grammar of the first is

M

g

z|(AzM,0) | (\'zM,0) | (MM)| (M || M)
¢|[M/z]o

while we disallow the use of (AzM, o) for the strict sub-calculus /\‘j’. The usual abstractions Az Af

and AVz M are notations for closures where the environment part is the empty substitution ¢.
Since one may define the parallel convergence combinator by P = (AzAy(Cz) || AaAy(Cy))

where C = AVzl, it is not surprising, in view of Abramsky’s results, that the following holds:

THEOREM 1. The /\}-calculus is complete with respect to the canonical domain D,. Morcover
the D, -interpretation of this calculus is fully abstract.

We show that a similar result holds in the strict case:

THEOREM 2. The /\}’-calculus is complete with respect to the canonical domain Dg. Moreover
the Ds-interpretation of this calculus is fully abstract.

Before giving an idea of the proofs, let us say a few words about domains. Scott originally proposed
to work with lattices, and we saw that this seems quite convenient for dealing with “parallel”
functions. However, the meaning of the T element in Scott’s work was not entirely clear. Sometimes,
as in [39], T is an “over-determined”, inconsistent element, sometimes it is the most multivalued
element, as in [40]. I think both interpretations are right: as the join of all values, T is clearly the
most multivalued element. But then T does not provide much information: anything is true of it.
This is reflected in the syntax: in the /\}-calculus we can define an “ogre”, namely:

T, =get (AzAy(zz))(AzAy(z2))

This combinator is the “best” one, greater than any other. But it is not a very interesting one:
since T, — AyT,, the ogre can repeatedly accept any input value you propose, but then it simply
ignores it and returns the prompt.

The use of lattices in semantics was criticized, for instance by Plotkin in [36], for the rea-
son that some natural identities, concerning the “if-then-else” construct, fail if the T element is
admitted. The first expected identity, namely:

condXYY =Y

(where X and Y are values) refers implicitly to a notion of “type”: we cannot guarantee anything
if the first argument of the if-then-else is not a “boolean”. Indeed we have condY, XX = T,, but
also cond(K || F)XY = (X || Y), hence cond(K || F)X X = X. The other expected identity, that is:

condX (condXY Z)V = condXYV
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assumes implicitly that X is either true or false (or undefined). Obviously this equation does not
hold in a non-deterministic language, where X may be the join of the truth values.

Another criticism against lattices, based on the negative results of Plotkin [35], is presented
by Bloom [9] and Meyer [26]: Meyer argued that, although the mathematical results they provide
are quite nice, lattices should be rejected because any expressive language for them has to be “un-
reasonable” — this meaning that the evaluation mechanism has to be inherently non-deterministic
(non-confluent). As we indicated above, our notion of reduction is indeed confluent, but the notion
of observation is non-deterministic, since we cannot predict the relative speed of execution of the
concurrent components. Unlike Bloom [9], we do not regard “single-valuedness as an essential
criterion”. One may also question the choice of lattices he made: we would choose a powerdomain
(see section 3.1.1) for the domain of integers, instead of the flat lattice used in [35,9].

The Proofs of Full Abstraction.

As we indicated above, the main point of this paper is to show that the interpretations of the /\}' and
/\‘j’ calculi, respectively in the domains D, and Ds, provide adequate and fully abstract semantics
for these languages. For the first one, this is more or less an adaptation of Abramsky & Ong’s
results [4]. As far as I know, the second full abstraction result is new. We shall prove both these
results here, since the proofs follow exactly the same lines. Now let us see how these proofs arc
articulated:

(1) the first step is to give a concrete presentation of the canonical domains. This is done using
Scott’s information systems [43]. Then it can be observed, following the work of Coppo & al.
[12,13], that another equivalent concrete presentation is by means of filters of logical formulac.
This formalizes Scott’s idea that “elements of a domain can be identified with the sets of propositions
true of them”, which was already realized in Coppo & al. [11,6]. This is also a simple instance of
Abramsky’s theory of “domains in logical form” [2]. Then the domains are logical domains. The
logic for D, is:
b= wl(6— )| (BA0)

together with an axiomatization of the entailment relation ¢ < ¢ meaning intuitively “¢ implies
%”. This is the logic of Abramsky 88([3], and also, apart from the propositional variables, of Dezani
& Margaria 86{17]. For the strict domain, the formulae belong to a subset of the previous logic,
given by:

puzw| (| (PAY)

(= (w—ow) [ (CAQ](C—¥)

with a slightly different axiomatization of the entailment relation.

Since the abstract meaning [M] of a term M is now a set of formulae, we can recast the
interpretation of the calculi using the logical presentation of the domains, and we get “typing
systems”, that is logical natural deduction systems allowing one to prove sequents of the form:

1Py, TntPp F Mo
It turns out that, for closed terms:
FM:¢ & ¢e[M]
Therefore if we define an “assertional preorder”, or syntactic logical preorder, by:
MCESN Sget Vo. FM:¢p > FN:g
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we have

[MICIN] & MCs N

(2) the second, easy step consists in giving a “realizability interpretation” of the formulae as sets
of closed terms, namely:

|= M:w $ger true
=M:(pAY) Caer |=M:0& EM: 9y
EM:(¢—¢) ©aet MUGLVR. ER:¢ = |=(MR): 9
It is worth noting the similarity between this interpretation and Hindley’s “F-semantics” for type
schemes [19,17]. Again associated with this interpretation we find a semantic logical preorder:

MCLN ©q V9. EM:¢p = |=N:¢
and it is quite easy to show that this is implied by the testing preorder:
MEoN == MCN

(3) finally the heart of the full abstraction proof is the soundness and completeness theorem, that
is:

T1:P1y ey TniPn | M & Z1:01,...,Znt F M: 9
The key fact for completeness is that any compact element of the domain D, (resp. Ds) is Aj-

definable (resp. /\‘j’-deﬁnable) - in other words, our languages are complete with respect to their
abstract interpretations, namely:

Vo IMy. FMy:d & ¢< 9

This is the only result for which we need the concurrent join ||, together with the call-by-value
abstractions: the logical meaning of parallelism is the conjunction, while the call-by-value abstrac-
tions provide a test for existence. The essential role of this definability result is not a surprise:
although it was not formulated in logical terms in the pioneering work of Plotkin 77[35] and
Milner 77[28], the completeness of the language was recognized as a crucial property for the full
abstraction problem (see also [7], lemma 5.1.2).

Summarizing, we can picture the architecture of the whole proof as follows:
MCoN <« [M]C[N]

4 g

MCcN & MCs N

NOTE: although the results are simple adaptations of more or less standard ones, most of the proofs
will be given in full details. The facts concerning the left side of the above diagram are directly
adapted from {3,4]. For the lower side, we use proof techniques mainly due to Coppo [6,10,12],
Hindley [19,20], Krivine [21]; the idea of the “characteristic terms” My is due to Abramsky [3]
(see also [14] where Coppo remarked that the proof of completeness relies upon the existence of
“characteristic values” for each type). We shall only give hints for the proofs concerning the right
side of the diagram; we refer the interested reader to [13], but we hope that he/she will think it
is an instructive exercise to find out the arguments. We will mainly take into consideration the
“constructive” presentation of the canonical interpretations: in fact these interpretations are given
by means of the logical natural deduction systems.

Acknowledgments. Merci & Jean-Jacques Lévy: Penseignement tiré de discussions tenucs avec lui
m’a été fort utile pour P’élaboration de ce travail.
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2. The ,\’J? and ,\‘j’ Calculi.

2.1 Syntax and Evaluation.

To build the terms of our calculi, we assume given an infinite set X of variables. As we Jjust said in
the introduction, the ,\}‘-calculus is given by the grammar:

(A}) M u=z|(AaM,0) | (\=M,0) | (MM)|(M || M)
(%) o = €| {M/a:]a

where z is any variable.

We call || the concurrent join, or parallel composition, (AzM,o) a call-by-name closure,
(\VzM, o) a call-by-value closure, and ¢ the empty (or identity) substitution. We shall use M,
N, P,Q, R,... to denote terms of Aj. The set of call-by-value terms, or /\}'-terms, built without
using the closures (A\zM, o), is A}’. We shall often use the standard abstraction construct Az M as
an abbreviation for (AzM,e), and similarly for AY2M. As usual, we omit some parentheses, de-
noting (M N) by M N, and use the standard abbreviations, namely Az, ...z,.M for Az; ... Az, M
and M Ny.-- Ny for (--+ (M Ny)--- Ng).

We shall use a structural ordering on Aj U L, denoted s « t, meaning that s is a syntactic
component of t. The formal definition of this ordering should be obvious. In particular we have
o« (AxM,0) and 0 x (\VzM,0), and 0 x [M/z]o and M « [M /z]o. It should be clear that this
ordering is noetherian, that is there is no strictly decreasing infinite chain for it. This allows us to
use structural induction, that is induction on the structural ordering, in definitions and proofs.
The following combinators were already introduced, at least in their non-strict version:

identity: 1= Azz and lg=Avaz

duplicator: A = Az(zz) and Ag = AVz(zz)

divergence: Q= AA and Qs = Asls

least value: T =Xz and Tg = AVzQs

truth values: T =Azdyz =K and F =Ayizz

Ts =AVzAVyrz=Ks and Fs=)AVylVzz

ogre: T, = (Azdy(zz))(AzAy(zz)).

The substitution [M/z]o can also be regarded as an environment, providing the value M for z,
and acting as a stack: if o also assigns a value for z, this value is ignored. This is formalized by
defining the value o(z) of the variable z in the environment o, as follows:

E(Z) =z
M ify=z
((M/ylo)(=) = {a(z) otgerwise
The set fv(M) of free variables of M is given by:
v(z) = {z}
fv((AzM,0)) = {v|3Iz. z € V(M) — {2} & v € fv(o(2))} = fv((AVz M, 0))
fy(MN)=fv(M)Ufv(N)="fv(M]| N)

As usual, a term M is said to be closed if fv(M) = 0. The set of closed terms is denoted (A})°.
Similarly (A})° is the set of closed AY-terms.
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We shall regard as given, by an outer evaluation procedure, the operations of composition of
substitutions (o o p) and application Mo of a substitution o to.a term M. These operations are
supposed to satisfy:

zo = o(zx)
(MM,o)p = (AzM,(o0p))
(NWzM,o)p = (\VzM, (00 p))
(MN)o =(MoNo)
(M| N)o = (Mo | No)
(€op)=p
(IM/z)0)o p = [Mp/z)(c 0 p)
One may note that the evaluation mechanism for Mo does not have to be especially sophisticated.

In particular, there is no need for converting bound variables using new names. It is a very casy
exercise to show the following:

LEMMA 2.1.
(i) Me=M andooe =0
(ii) (Mo)p = M(c op) and (podg)o oy = po(ago0y)

We shall use the standard notion of context: a /\j-context, or simply context (resp. /\‘j’-cont_cxt,
or strict context) is a term built using the Aj-constructs (resp. the /\‘j{-const,ructs), and possibly a
new constant [}, the hole. However, we do not need the hole to occur in the environment part of a

closure context. Then the syntax of )\j-contexts is given by the grammar:

C =0l z|{(dzC,0) | (\zC,0) | (CC)|(C|C)

The /\‘j’-contexts are given by a similar grammar, where the call-by-name closures are discarded.
Filling the hole with the context B in the context C gives the context C[B] (the definition, by
structural induction, is obvious). Note that in this operation, some free variables of I may be
bound by the context C, e.g. (Az[])[z] = Azz. We shall say that a context C closes the term M if
C[M] is closed.

Let us now define the evaluation mechanism for /\j-terms, formalized as a relation M | K
meaning “K is a partial normal form of M”, or a value of M. In principle we should define two
such relations . and {y, but in fact the latter is just the restriction of the former to the sct of
/\jv-terms. The partial normal forms, or values, ranged over by K, J, L ... are closures (Az M, o) or
(A\YzM, o), and parallel combinations including at least one partial normal form. Then the syntax
of partial normal forms is given by the grammar:

K == (OzM, o) | (\VzM, o) | (K || M) | (M || K)

where M stands for any term.

We only define evaluation for closed terms, i.e. M € (A])°, by means of the rules given below.
Our first two rules for evaluation just assert that the closures are their own normal form:

R1.1: (AzM,o) | (AzM,0) R1.2: (A\VaM,o) | (\VzM,0)

The next rules describe how to evaluate an application M N: to do so we have first to evaluate the
operator M into a partial normal form, if any. Then there are three cases: if this partial normal
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form for M is a call-by-name closure (Az R, p), then we have to evaluate the body R of this closurc
in the updated environment [N /z]p, that is: -

My (AI?R,[)) ) R[N/:z:]p J K
(MNY U K

R2.1:

If the partial normal form for the operator M is a call-by-value closure (A\Vz R, p), then we have
to evaluate the operand N into a partial normal form J, and then to evaluate the body R in the
updated environment [J /z]p, that is:

MY (\zR,p), N4 J, R[J/z]p b K
(MN) 4 K

R2.2:

Note that these two rules implicitly call for the substitution procedure that has to return a terin
for R[N /z]p or R[J/z]p. One should remark that the rule R2.2 is not exactly the one of Plotkin’s
Av-calculus [34], since here a variable is not taken as a “value”.

The last case of the evaluation of an application M N is the one where the partial normal form
we get for the operand M is a parallel combination (Mg || M1). In this case the evaluation procccds
by distributing the operand N to the concurrent components, that is:

My (M|l My), (MoN || MiN)J K
(MN)} K

R2.3:

Let us see an example of evaluation using these rules: since (Ay(zz))[M/z]e = (Ay(zz),[M/2z)¢)
and AzAy(zz) § AzAy(zz), one has:

T. 4 (Ay(zz), [AzAy(zz)/g)e)

Moreover

(zz)[ X [y)[AzAy(zz)/z]e = T,

therefore
T.X § (Ay(zz),[AzAy(z2)/z]e)

Qur last rules for evaluation concern the concurrent join. They simply assert that to cvaluate
(M || N), one has to evaluate M or N and join the partial normal forms, that is:

MUK NyJ
R3.2:
(M| N)J (K| N) (M||N)Y (M| J)

MYK,NyJ
(MIN) (K| J)
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It should be clear that although we have some choice in evaluating (M || N), the rules R3’s would
preserve a Church-Rosser property, that is:

MUKo& MUK, = 3K. KoUK & K,V K

However, this property fails to hold, owing to the rule R2.2: if M has two distinct partial normal
forms K and K, as it is generally the case if M = (M || M;), then (AVzAyR)M will converge
to the partial normal forms (AyR,[Ko/z)e) and (AyR,[K1/z]e), and these two have no common
partial normal form. However we shall see that the non-determinism of the evaluation mechanism
does not create real conflicts: in fact evaluating the environment part of a closure would not he
incorrect. This will be shown in the next section. To this end we shall use the following facts about
evaluation:

LEMMA 2.2.

(i) if K is a partial normal form then K | K
GMIK&RKYL == MYL

(i) (MN)K & IL. MY L& (LN)J K.

PROOF: the first point should be obvious. One shows the second one by induction on the inference
of M || K. Let us see the case of R3.1, that is M = (P || Q) and K = (J || @) with P |} J. Then
K | L can only be proved using R3.1, R3.2 or R3.3; in this last case we have L = (J' || Q') with
Jy J'and Q | Q’, therefore P || J' by induction hypothesis, and M | L by R3.3. The other cascs
are left to the reader.

For what regards the third point, the implication (MN) 4y K = 3IL. M Y L & (LN) | I
should be clear, since (M N) §§ K can only be proved using R2.1, R2.2 or R2.3, and cach of these
rules implies M | L for some L (note that, by the first point of the lemma, L § L). Conversely
one proves M 4 L & (LN)§ K = (MN) | K by induction on the proof of M § L. The details
are omitted @

We shall say that a closed term M is convergent (resp. divergent), in notation My (resp. M), if
it has a value, that is there exists K such that M | K (resp. there is no such K’). It should be
clear that Qf} for instance, since a proof of Q § K would call for a shorter proof of the same fact,
and that the following holds:

M{ = MN{

Moreover in the call-by-value calculus /\‘j’ we also have:
Nty = MN1{y,

2.2 Reduction. Preliminary Results.

In this section we establish some results regarding substitutions and a notion of reduction. Let us
first define a congruence relation M = N, meaning “M and N are the same, up to some garbage
collection”. The “garbage collection” operates on the environment part of the closures. Typically
we will have (Az M, o) = (AzM, p) if 0(2) = p(z) for all z€ fv(M ) — {z}, and similarly for the strict
closures. Then this relation, which will be called gc-equivalence, is the least one such that:
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(i) M =M and
M=M = M =M and
M=M'&M'=M = M=M
(MN)=(M'N) & (NM)=(NM')
@ M=M = {
(M||N)=(M'||N) & (N||M)=(N]| M)
(AzM,0) = (Az M, p)
(iii) (Vz € V(M) - {z}. o(2) = p(2)) = {
, _ (AVzM,0) = (AVz M, p)
An obvious remark is: M = N = fv(M) = tv(N).
LEMMA23. -
(i) Yz € fvy(M).-0(z) = p(z) = Mo = Mp
(WWM=N = Mo=No

PROOF: for the first point one proceeds by induction on M. The only case descrving some
consideration is the case of closures. So let us assume that M = (AzN,¢) for instance. Then
Mo = (AzN,50p), and for all z € fv(V) - {z} we have (¢(z))o = (s(z))p by induction hypothesis,
and (s(z))o = (s 0 0)(2) by the lemma 2.1, and similarly(s(z))p = (s 0 p)(z), therefore Mo = Mp
by definition of the equivalence. .

For the second point, one proceeds by induction on the definition of M = N. If this is
obtained using the last clause of the definition, we have M = (AzR,¢) and N = (AzR,p) with
¢(z) = p(z) for all 2z € fv(R) — {z} (or M and N are strict closures). Since by the lemma 2.1 we
have (s 0 0)(z) = (¢(z))o and (po o)(z) = (p(2))o, by induction hypothesis (¢ 0 o)(z) = (p o g)(z),
therefore Mo = No by definition of the equivalence. All the other cases are easy &

An obvious consequence is:

COROLLARY 24. M =N & Vzeftv(M). o(z) =p(z) = Mo= Np

For instance we have
z¢tv(M) > M[R/z]o = Mo

Note also that if M is closed then Mo = M, since Mo = Me = M.

Now we introduce a notion of reduction M > N, between closed terms, to be read “N is a
reduction of M ™. This relation, extending the usual B-reduction - except that the £-rule is limited to
reduction in the environment part of the closures -, will provide us with an alternative presentation
of the operational semantics. Since we want to show a Church-Rosser property for reduction, we
will allow to reduce simultaneously several redexes in a given term. Then the reduction relation is
the least relation on closed terms satisfying: '

(i) Mo M

(AzM, o) > (AzM,p)
(ii) (Vz € w(M) - {z}. a(2)>p(2)) = {
- (AVzM, o) > (AVz M, p)
(MN)»> (M'N')
(iii) Mo M' & No N' = {
(M || N)o(M'|| N')
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(iv) (\zM,0)N > M[N/z]o and
(\VzM,0)K v MK /z]o if K is a partial normal form, and
(Mo “ M‘)N > (M()N u MlN)

An obvious remark is:

REMARK 2.5. If K is a partial normal form and K o N then N is a partial normal forim.

Another observation is that gc-equivalent terms may be reduced to each other:

LEMMA 2.6. For M closed M =N => Mo N& No M.

PROOF: by induction on the definition of M = N, trivial @

T'o establish the Church-Rosser property, we need first to show the following:

LEMMA 2.7. Ifog(z)> oy(z) for any = € tv(M) then Mog > Mo,.

PROOF: by induction on the term M. Let us just see the case M = (AzR,p). Then, for i = 0,1
Mo; = (A\zR,p;) where p; = (po0o;), that is p;(2) = (p(2))o; (see the lemma 2.1). By induction
hypothesis po(z) > p1(z) for any z € fv(R) — {z}, hence Mao > Mo, by definition of the reduction
relation. All the other cases are left to the reader

Now we show that the reduction relation has the Church-Rosser property:

LEMMA (the CHURCH-ROSSER PROPERTY) 2.8. Mov Ko & Mo Ky = 3K. Koo K & K\ » K

PROOF: this is trivial if Ko = M or K; = M or Ko = K;. Then we shall assume K; # M and
Ko # K. We proceed by induction on M, examining the possible critical pairs. In fact we can, by
symmetry, restrict our investigations to the following cases:

o if M = (AzR,0) then K; = (AzR,0;) with a(z)>0;(2) for any z€ fv(R) — {z}. By induction
hypothesis, for any z € fv(R) — {z} there exists p(z) such that o;(z) > p(z). Therefore we may let
K = (AzR,p). The case of M = (A\YzR, o) is entirely similar.

o if M = (PQ) with Koy = (P'Q'), Po P’ and @ v Q' then there are four cases. The first one,
where K; = (P"Q"), P> P" and Q > Q" is obvious: one simply uses the induction hypothesis. If
P = (MzR,0) and K, = R[Q/z]o, then P' = (AzR, p) with o(z) > p(z) for any z € fv(R) — {z}. Let
K = R[Q'/z]p; then K> K by definition of the reduction relation, and Ky » K by the previous
lemma. The case of P = (AVzR,0) and K = R[Q/z]o, where @ is a partial normal form, is
entirely similar (from the remark 2.5 Q' is also a partial normal form). Finally if P = (P || P,) and
K, = (PoQ|| P1Q), then it is easy to see that P' = (P§]| P{) with Pio P]. Welet k' = (F3Q'|| P{Q’);
clearly Ko K since Ko = (P} || P{)Q'. Moreover P;Q > P/Q’ by definition of the reduction relation,
therefore Ko K.

o if M = (P || Q) then clearly K; = (P || Qi) with Pv P; and @ » @i, and we simply use the
induction hypothesis &

Let us denote by N <« M the converse of the reduction relation. Now we introduce a relation of
conversion M ba N between closed terms. As usual this is just the reflexive and transitive closure
of o U q, that is:

Mo N &4 M(PpUQ)'N

Clearly this convertibility relation is an equivalence, and an obvious consequence of the Church-
Rosser property is:

COROLLARY 29. MtaN & SR . Ms>*R& Nbv*R
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To conclude this section we relate the reduction relation and the evalution relation introduced in
the previous section. More precisely, we show that if a term has a value, then it reduces to this
value, and that reduction and evaluation commute: :

LEMMA 2.10.
(OMUK = Mo*K
({)M>N&NJK = ILMYL& Lo K

PROOF: we prove the first point by induction on the inference of M § K. Let us just sce the
case of R2.2: M = (PQ), P § (\VzR,0), Q U J and R[J/z]o § K. Then by induction hypothesis
Po* (A\YzR,0) and Q o* J, therefore M o* (A\YzR,0)J, hence M o* R[J/z]o since J is a partial
normal form, and finally M »* K by induction hypothesis on R[J/z]o § K. The other cases are
left to the reader.

For the second point we proceed by induction on the proof of N |} K, and then by casc on
the definition of M o N. In fact we can factorize three cases for M o N: first, the result is trivial
if M = N. Moreover, if M = (AzP,p)Q and N = P[Q/z]p then M § K by R2.1, and similarly if
M = (A\VzP,p)Q and N = P[Q/z]p, where @ is a partial normal form, then M § K by R2.2 since
QlQ. These cases will not be taken into account in the following proof.

e if N | K is proved using R1.1, then N = K = (AzR,o). The only possibility for inferring
M v (AzR,0) - apart from the cases mentioned above — is M = (Az R, p) with p(z) v o(z) for any
z € fv(R) — {z}. This case is trivial since M § M.

e the proof is similar if N | K is inferred using R1.2.

)
¥

o if N | K is proved using R2.2 (we shall not investigate the case of R2.1, which is entirely
analogous) then N = (PQ) with P § (A\VzR,0), @ } J and R[J/z]o § K. Again the only
possibility for inferring M > N we have to consider is: M = (P'Q’') with P'> P and Q' > Q. Then
by induction hypothesis there exist P” and J' such that P' § P"o(AVzR,0) and Q' § J'>.J. Since
P" is a partial normal form we have P" = (AVzR, p) with p(z)v>0o(2) for any z € fv(R)— {z}. Then
by the lemma 2.7 R[J'/z]p > R[J/z]o, therefore by induction hypothesis there exists L such that
R[J'/z]py Lv K,and M | L by R2.2.

e if N || K is proved by means of R2.3 then N = (PQ) with P Y (P, ||P,) and (PoQ||PiQ) I K.
Assume that M = (P'Q’) with P'> P and @' > Q. By induction hypothesis there exist P" such
that P’ || P"v (P || P1). Since P" is a partial normal form we have P" = (Fy || P[) with P{ o F;,
therefore P/Q v P;Q’', hence (P§Q || P{Q) > (Po@Q' || PAQ'). By induction hypothesis there exists I
such that (P3Q || P{Q) 4 L and Lo K, therefore M || L by R2.3.

The remaining cases (R3.1, R3.2 and R3.3) are left to the reader O

COROLLARY 2.11. M N => M| & N|

PROOF: if M | K then M v* K by the previous lemma, therefore M < N & M J k' = N <o K.
By the corollary 2.9 there exists R such that N>* R and K »* R. Since K is a partial normal form,
R is also a partial normal form, hence R |} R, and an obvious consequence of the previous lemma
isNo"R& R = N|

The results about conversion we shall use later can be summarized as follows:

PROPOSITION 2.12. The conversion relation va has the following properties:

i)M=N = MwN

(i) MoaN = M| & NJ§
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(i) M« N = (MR)v<(NR)

(iv) (A\zM,0)N va M[N /z]o

(V) Ny = (A\VaM,o)N o2 M[N /z]o

PROOF: the first and second points have already been established. The third and fourth point
result directly from the definition of the reduction relation. The last point is true since N | implics

N o* J for some partial normal form J, therefore we have (A\YzM,0)N o* (A\VzM,0)J o M[J/z)o,
and M[N /z]o>* M[J /z]o (lemma 2.7) &3

3. Semantics.

3.1 The Canonical Domains.

In this section we introduce the domains D, and Ds that we shall use to interpret the A} and MY
calculi. These domains are respectively the initial solutions of the equations:

D =(D— D),
and
D=V, where
V=(V-D)

where X is the usual lifting of X, adjoining a new bottom element to X, and (X —Y) is the
domain of continuous functions from X to Y. It is worth noting that the initial solutions of these
equations yield prime algebraic lattices (cf. [31]).

This section will be quite allusive — in particular no proof will be given. The reason is that we
regard the logical interpretation, given below, as the actual interpretation. Here we will begin with
some abstract concepts, and introduce the logical content of these concepts by gradual changes
in the notations: first we recall some definitions concerning lattices, which will be dealt with
using Scott’s information systems [43]. This will provides us with an explicit presentation of
the canonical domains D, and Ds, using standard means to solve recursive domain equations (see
for instance Larsen & Winskel 84[22]). Finally we will get a logical characterization a la Coppo
[12,13] of our domains by giving a syntax for the canonical information systems.

3.1.1 Algebraic Lattices.

We first recall some standard definitions concerning lattices. A complete lattice is a partial order
(L,C) such that each subset X of L has a least upper bound | |X. The least upper bound of two
elements z and y is their join z Uy. A complete lattice has a least and a greatest clement, namely
1 =] and T = | JL. The lifting construct builds a complete lattice L, out of a given complete
lattice L: this simply consists in adding a new bottom element. A subset X of L is directed if for
any finite subset Y of X there exists £ € X such that | Y C z (therefore a directed sct is non-
empty). Given two complete lattices Ly and L;, a function f: Ly — L; is continuous iff it preserves
the joins of directed subsets, that is iff for any directed subset X of L we have f([|X) = []f(X).
The set (Lo — L;) of continous functions, extensionally ordered, i.e. f C g 4er Vo f(2) C g(2),
is a complete lattice.

An element ¢ of a complete lattice L is compact iff for any subset X of L such that ¢ C [ JX
there exists a finite subset Y of X such that ¢ C | JY. We shall use K(L) to denote the set of
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compact elements of L. A complete lattice is algebraic if any element e of L is the join of the

compact points it dominates:
e=clcek(L) & cCTe)

The representation of algebraic lattices by means of information systems will rest upon the following
well-known characterization: every algebraic lattice is isomorphic to the family of ideals of a join-
semilattice with bottom element. Let us spell out this statement: a join semilattice with bottom is
a partial order such that any finite subset has a join. An ideal is a directed cone, that is a directed
subset X such that z€ X & yC ¢ = y € X. By a family we mean any set of sets, ordered by
inclusion.

A fundamental fact about algebraic lattices is that a continuous function f from an algebraic
lattice Lo to an algebraic lattice L is uniquely determined by the set of pairs:

araph(f) = { (c,d)|c € K(Lo), d € K(L1) & d Ty f(c)}

We could say that a pair (c,d) € graph(f) is an “element of information” about the function f,
requiring the information c on the input to produce the information d on the output. Note that
the information (c,d) is better than (¢’,d’) if it requires less - i.e. ¢ Co ¢’ - to produce more - i.c.
d' C, d. This is the basic idea of the concrete representation of continuous functions over algebraic
lattices that will be used below.

As we shall see our canonical domains have a property stronger than algebraicity, namely they
are prime algebraic lattices. Let us recall the definition, taken from Nielsen, Plotkin & Winskel
[31]. First we say that an element p of a lattice L is prime iff pC z Uy implies pC z or p C y.
Note that L is prime according to our terminology. We shall denote by P(L) the set of prime
elements of L, and by KP(L) the set of compact prime elements — these are, apart from L, the
“complete primes” of [31]. Then a complete lattice is prime algebraic if any element e of L is the
join of the compact primes it dominates:

e=||{clce KP(L) & cC €}

Note that if ¢ is compact then it is the join of a finite number of compact primes, that is ¢ =
p1U---Upy, for some p; € KP(L).

We shall not use here the characterization of prime algebraic lattices given by Nielsen, Plotkin
& Wisnkel, but it is worth noting that any prime algebraic lattice is a kind of powerdomain. Given
any poset (P,C), we could define the lower powerdomain, or Hoare powerdomain P’ of this poset as
the family of ideals of the pre-ordered set (Fin(P),C"), where Fin(P) is the set of finite non-empty
subsets of P, and u C" v is given by:

uC’v g VzeuIyev. 2 Cy

For instance if the poset (P,C) is discrete, that is C is the equality, then its lower powerdomain is
just (isomorphic to) the powerset of P, that is the set of subsets of P, ordered by inclusion. The
union in P is given by:
XUY =get {uUvjue X &veY}

Usually one uses this definition of powerdomain when P is the set of compact elements of some
domain. Here we will use it as follows: given a prime algebraic lattice (L,C) we define its prime
powerdomain H(L) as the lower powerdomain of the poset (KP(L),C) of compact prime elements
of L. Then we have:

LEMMA. Any prime algebraic lattice is isomorphic to its own prime powerdomain: L = H(L).
Moreover the union in H(L) corresponds to the join in L.
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3.1.2 Information Systems.

We can give a more concrete formulation of the afore mentioned characterization of algebraic lat-
tices, using Scott’s notion of information system. Since we are interested in lattices, the information
systems we use do not involve the consistency predicate. Moreover, we shall disallow the empty sct
to enter into consideration. Then our definition is as follows:

DEFINITION (INFORMATION SYSTEMS) 3.1. An information system is a structure § = (A, A, F)
where A is the set of atoms, A€ A and & is a relation over finite non-empty subsets of A satisfying:

DI: ut {A}

D2: vFov&vbw = ubw
D3 wuCv = vhu

Dd: vhbo&ubw = ubovUw

Let us introduce some notations: Fin(A) is the set of finite non-empty subsets of A, ranged over
by u, v, w... Sometimes we shall denote u F v by ai,...,an F b1,...,bc when u = {a1,...,a,}
and v = {b1,...,bs}. For instance a,...,a, F A in any information system.

A basic example is the following: let (K,C) be a join semilattice with bottom L. Then it is
casy to sce that the structure (X, L,+) where I is given by

Qyyeeyn by, 0 Sder (iU Ub)C (a1 U---Uay)

is an information structure.

According to Scott, we may interpret the atoms a € A of an information structure as the
“propositions” that can be made about the “elements” described by the information structure.
The “proposition” A means true, and the deduction (or entailment) relation u I~ v formalizes the
idea that if the “propositions” of u are true of some element, then the “propositions” of v are also
true of the same element. In fact, an element is just the set of propositions true of it. Then the
domain of § is the family (D(S), C) of non-empty, deductively closed subsets of A, that is:

XCA&AeX and

X €D(S) Saet {ng&:ui—v = vCX

Remark: for any deductively closed subset X of A we have X # 0 < A€ X, since u F A for any
u € Fin(A). We shall also call the elements of D(S) the configurations of S. For instance, given a
non-empty subset X of A4, the set:

X =qer UplIuc X. ut v}
is an element of D(S), the least one containing X. Note that this element is also:
X=N{U|UeD(S)& X CU}

In this last formula, the subset X of A can be empty; we shall call this set X the closure of X. It
can be noted that, for u,v € Fin(A):
vCu & ubv

Returning to our previous basic example, we can see that for a join semilattice (/',C) with bottom
1, the elements of the domain of the information structure (K, L,}) - as defined above - are
the ideals of the poset (K,C). More generally, information structures provide us with a concrete
presentation of algebraic lattices:
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PROPOSITION. A poset (L,C) is an algebraic lattice if and only if it is isomorphic to the domain
of an information structure. More precisely:

(i) for any information system the poset (D(S),C) is an algebraic lattice, whose compact elements
are the sets u for u € Fin(A)

(ii) any algebraic lattice (L,C) is isomorphic to the family of ideals of the join semilattice with
bottom of its compact elements (K(L), ).

In particular, it is easy to see that for all X € D(S):

X=Ua
uCX

In D(S), we can describe the join as follows:
XuY =XuY

We mentioned that the continuous functions between complete lattices form a complete lattice.
This lattice is algebraic (resp. prime algebraic) if the domain and range are algebraic (resp. prime
algebraic). Then we can give an explicit description of the continuous functions, at the level of
information systems: a continuous function f is represented by an approximable mapping between
information systems, which is the set of pairs (u,v) such that (u,v) € graph(f). This set has to
satisfy some properties, listed in the following definition, adapted from Scott [43] (see also Coppo
& al. 83[13]):

DEFINITION (APPROXIMABLE MAPPINGS). Let S; = (A, A, F;) fori = 0,1 be two information
systems. An approximable mapping from Sp to S) is a relation f from Fin(Aq) to Fin(A,) such
that:

(i) {Do} f {0}
(iufv&ufw = uf(vuw)
(iiu Fou&ufov&oty v = o fo

An approximable mapping f from Sp to S; represents a function fun(f): D(Se) — D(5;) given by:
fun(f)(X) =dger U{v|Iu C X. u fv}

This is 7o ¢ . Plotkin’s set-theoretical definition of application (see Barendregt [5]).

For instance it is easy to see that, given § = (A,A,}), the relation F is an approximable
mapping over S, and that fun(F) is the identity function. Remark that for any approximable
mapping f we have:

fun(f)(w) = U{v|u fv}
The approximable mappings concretely represent continuous functions:

PROPOSITION. If f is an approximable mapping from Sy to Sy then fun(f) is a continuous
function from D(Sp) to D(S1). Conversely, if g is a continuous function from D(Sp) to D(S;) then
the relation map(g) given by:

(u,v) € map(g) aer v C g(u)

is an approximable mapping such that g = fun(map(g)). This establishes an isomorphism between
the poset of continuous functions, extensionally ordered, and the family of approximable mappings,
ordered by inclusion.
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3.1.3 Construction of the Canonical Domains.

Now we use the information systems to solve the domain equations D = (D — D) and D = V|
where V = (V — D). We have to give two constructions on information systems, respectively
representing the lifting construct and the exponentiation - or more accurately the family of ap-
proximable mappings.

It is very easy to define the lifting of information structures: let $ = (A4, A,F) be an information
structure, and let us define S’ as (A',A',FF') where A" = AU {A'} (with A’ ¢ A), and ' is the
least relation containing b and satisfying D1-D4 of the definition 3.1. Then it is not difficult to sce
that D(S') is isomorphic to (D(S)) 1, and more precisely:

XeDS') & X={A'} o IYeD(S). X ={A}uY

The second construct is the “exponentiation”: let S; = (A4i,A,F;) for i = 0,1 be two information
systems. We define
(S0 — 51) = (4,4A,F)

as follows:
(1) Ais the set of pairs of finite non-empty subsets of Ag and A, that is A = Fin(Ao) x Fin(A,)
(2) &= ({Ao}, {A})
(3) F is the least relation satisfying D1-D4 of the definition 3.1, and

(3-1) (u,v), (v,w) F (u,v U w)

32 vhrou& vk v = (u,v)F (v,0)
Note that due to the clause D1 of the definition 3.1 we have

(w1,v1)y- -4 (tUnyva) F ({AO}v{AI})

Then we can show that this is an appropriate representation of the domain of approximable map-
pings:
LEMMA. f € D(So — Si) if and only if f is an approximable mapping from Sy to S;.

A consequence of this result is that the poset (D(Sp) — D(S$)),C) of continuous functions is
isomorphic to (D(Sp — 51),C). We are now ready to give the information systems describing
the canonical domains; the constructions are very similar to the Plotkin-Scott-Engeler’s one, sec
Barendregt [5], definition 5.4.5. Intuitively the information system for D, is the least one that is
closed for both the lifting and the exponentiation constructs:

DEFINITION (the CANONICAL INFORMATION SYSTEM) 3.2. The canonical information system
is 8. = (As, D, F.) where A, is the least set such that:

(i) A€ A,
(ii) u,v € Fin(A,) => (u,v) € A,

and F, is the least relation on Fin(A,) satisfying the clauses D1-D4 of the definition 3.1, and also
the clauses defining the exponentiation of information systems, that is:

D,5: ueFin(A, - {A}) = vk, ({8}, {A})
D.6: (u,v), (u,w)F, (u,vU w)
D.7: vhiu&obkod = (u,v)k, (¢,0)
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Clearly if we let D, = D(S,) then this domain satisfies the equation:
D, = (D, — D),

For the strict canonical domain Ds, the definition is quite similar:

DEFINITION (the STRICT CANONICAL INFORMATION SYSTEM) 3.3. The strict canonical
information system is Ss = (As U {A},A,ls) where Ag is the least set such that:

(i) v€As withyy #A

(ii) u € Fin(As) & v € Fin(As U {A}) = (u,v)€ As

and Fs is the least relation on Fin(As) U {A} satisfying the clauses D1-D4 of the definition 3.1,
and also:

DsS: ue€ Fiﬂ(As) => U }—5 {V} & u I"s ({V},{A})
Ds6: (u,v), (u,w) s (u,vU w)
Ds7: w'bsu& visv = (u,v)ks (u,v)

Note that in Ds6 and Ds7 it is implicitly assumed that u,u' € Fin(As) ~ otherwise we could not
form (u,v U w), (u,v) and (u',v’). Clearly if we let Ds = D(Ss) and V = Ds — {A} then these

domains satisfy the equations:
Dg =V,

3.2 Logical Presentation of the Domains.

Information systems provide us with a concrete representation for algebraic lattices. In fact one can
give an even more concrete presentation by using a syntax for information systems. This syntax
will be a logical one: this formalizes Scott’s intuitive explanations about information systems (cf.
Coppo & al. 83[13], Dezani & Margaria 86(17], and Abramsky 87[2]).

The logical representation of algebraic lattices relies upon a statement dual to the one we used
in introducing information systems, namely: every algebraic lattice is isomorphic to the family of
filters of a meet-semilattice with top element. A meet semilattice with top element T is a poset
(I,C) such that any finite subset Y has a meet, that is a greatest lower bound [ Y. A filter is
a subset X which is filtered (that is: for any finite subset Y of X there exists z € X such that
z C[]Y) and satisfies t € X & 2 Cy = y€ X. Clearly a meet-semilattice (/£,C) with top T
determines an information structure (K,F,T) where | is given by:

al,...,anl-bl,...,bk@(alﬂn-ﬂan);(blﬂ---ﬂbk)

The domain of this information structure is the family of filters of (K,C).

The formulae of the logical language associated with a given information system S = (A, A, F)
describe the finite non-empty subsets of A, that is elements of Fin(A). We assume given an atoric
proposition for each singleton {a} where a € A. In particular we shall always use w to denote {4},
so that w means “true”. The union of two elements u and v of Fin(A) respectively denoted by ¢ and
¥ will be denoted by ¢ A 1, the conjunction of ¢ and ¥. This is consistent with the interpretation
of uU v as a set of propositions that can be made about some elements of the domain D(5). Then
the logical language associated with .5 is the set of formulae given by the grammar:

pu=plwl(drd)
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where p is any atomic proposition.

The next step is to represent the deduction relation . This is turned into an entailment
relation between formulae, ¢ < 3 (which could also be written ¢ = 1, that is “¢ is a consequence
of ¢”) corresponding to u b v. Then for instance a deduction ’

a1,...,ani'b1,...,bk

will be denoted by
LA AP S A Agi

Translating the clauses D1-D4 of the definition 3.1, we see that the entailment relation has to satisfy
first the following two axioms corresponding to D1-D2:

El: ¢<w E2: — ——

To formulate D3 we remark that this requirement is equivalent to u F u and v U v + u (for
u, v € Fin(A)). Since the conjunction is not a priori associative and commutative, we shall give two
axioms for this last clause. Then we get:

E3.1: ¢<¢ E32: (dA¥)<é E33: (6A4)< ¥

Then < is a preorder on formulae, and w is the greatest, or “most general” formula. Finally the
axiomatization of D4 is:

<o, d<th
¢ < (Yo Ar)

I we let:

P~ Rt 0SYE&YLP

it is easy to see that:

PAw~ &
PAY~YPAG
PA(YAQ) ~(BAD)AC

This allows us to use the notation /\¢,~ for finite conjunctions, up to ~ (with the convention that
the empty conjunction is w). One c;.n also remark for instance that ¢ ~ (¢ A ¢).

REMARK 3.4. ¢St & 1 <1 = doAd1 <A

Finally we have to reflect in the logic the notion of element of the domain, that is deductively closed
non-empty subset of A. As we saw above, the appropriate notion is that of a filter of formulae:

DEFINITION (FILTERS). A filter is a set F of formulae such that
(i) we F

(i pe F& YeF = ¢pAPpEF

(ili) pe F& ¢ < = YeF.
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For instance, for any formula ¢ the set ¢ = {¥|¢ < ¥} is a (principal) filter, generated by
¢. We let the reader convinces him/herself that given an information system one can introduce
some further axioms for entailment, so that the domain determined by the information system is
isomorphic to the family of filters of this logic. We shall only detail the cases of S, and Ss.

To deal with the exponentiation construct, we have to give a syntax for the finite non-empty
sets of pairs (u,v) — in the strict case we also have to add a new propositional constant ¥ denoting
{}. Taking advantage of the recursive nature of A, and As, we can describe these pairs (or more
precisely the singletons consisting of one of these pairs) as implicative formulae (¢ — ), and in the
strict case (¢ — ¢) where ( and ¢ respectively represent elements of Fin(As) and Fin(As U {A}).
An implicative formula ¢ — 1 represents an element of information about a function f, meaning
that if we have the information ¢ on the argument z, then we can be sure that the information
is true of the result f(z). Then the logical language for D, is as follows:

(2) du=w|(d—¢)|(sAQ)
As for Dg we have:

(¢s) du=w|([(dAQ)

Ty  C==7v[(CAQI(—¢)

The proposition ¥ could be called the “existence proposition”, or the “convergence formula”, a
name that will be justified later.

We shall denote by <, and <s the entailment relations respectively representing -, and k.
Both these relations have to satisfy the clauses E1-E4. Then <, is the least relation on ®, satisfying
E1-E4 (where one should obviously replace < by <,), and the clauses corresponding to D,5-D,7,
that is:

ES: (p-w)Si(w—-w) Eb: (0= @0)A(8— 1) <u(d— (doAdr))

$o 2«1y Yo <kt

E.7:
(o — o) <u (1 — V1)

Note that E,5 is not the exact image of D,5, which would be:

(D1 = D1)A A (Pn = Pp) So (W > w)
However it should be clear that this holds, since:

(¢l""¢’l)/\"'/\(¢n"’¢n) S* (¢1—’¢‘1) by E3.2
<« (¢1 —»w) DbyElE7
<s (w—w) by E.5
For what regards the strict case, we define the strict entailment relation ¢ <s % as the least one

satisfying E1-E4 above (where one should obviously replace < by <g), and the clauses corresponding
to Ds5-Ds7, that is, using ¢, {p,¢{; and ¢p, ¢ to range over I' and Pg respectively:

Es5.1: (<s7v Es5.2: (<s(y = w)
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Es6: (((— do)A(C— ¢1)) <s ({ = (do A 1))

Co2sC1, $o <sh
(Co = ¢0) <s (1 — 1)

Es7

One can see for instance that ¥ ~s ¥ — w. This expresses the fact that there is just one least
clement in the domain V, namely v1, and that the “propositions” {7} and ({¢}, {A}) should be
regarded as identical. More generally we have y ~g ( — w for any ( € T

We could call (T, <s) the logic of partial functions. The logic (®,, <.) is exactly the one of
Dezani & Margaria 86[17] (if we forget about the propositional variables, which are not needed
since there is a non-trivial initial solution to the canonical domain equation) and of Abramsky
88[3]. As a matter of fact, the “logics” (®.,<.) and (Ps,<s) would perhaps better be named,
following Curry, functionality theories, and the formulae functional characters, since some “logical”
properties do not hold here. For instance, although w means “true” and ¢ < ¥ means “¢ is a
consequence of ¢” (or 1 is more general than ¢), one has ¢ — w o, w, and in fact “¢ implies true”
is strictly more informative than “true”; indeed one has AzL # 1. Similarly w — ¢ £, ¢. Note
that ¢ — w ~ w holds in the logic of Scott’s Do, domain, see [12].

Let us denote by F(®,,<,) and F(®s,<s) the set of filters of our logics. It should be clear

that they provide us with another representation of the canonical domains (cf. Coppo & al. 84[12],
Abramsky 88[2,3]):
PROPOSITION. The canonical domain D, is isomorphic to the family F(®.,<.). Similarly the

strict canonical domain Ds is isomorphic to the family F(®s, <s) of filters of the strict logic.

PROOF (outline): we just treat the case of Ds. One formalizes the idea that the formulae represent
the finite non-empty sets of “propositions” of the strict canonical information system by defining
j:®s — Fin(As U {A}) as follows:

iw) = {4}
J(e A YD) =3(8) U j(¥)
i) ={v}

3¢ — ¢) =GO 5(¢))}

Then one proves:

(1) for any a € As U {A} there exists ¢ € $s such that j(¢) = {a} (this is very easy). Then for any
u € Fin(As) U {A} there exists ¢ € ®s such that j(¢) = u. Moreover € I' & () C As.

(2) if ¢ <s ¥ then j(¢) ks j(¥) (by induction on the definition of ¢ <g 9). Therefore if we let
h(X)={¢1j(¢) C X} for X C AsU {A} we have X € Dg = h(X) € F(®s,<s).

(3) if 7(#) Fs F(¥) then ¢ <s %, by induction on the definition of j(¢) Fs j(¥). This is a little
bit more elaborated: one should prove that j(¥) = v U v if and only if ¢ ~g 1 A ¥; where
i(¥) = u and j(¢) = v. Therefore if we let g(F) = U{j(¢)|¢ € F} for F C &5 we have
Fe F(®s,<s) = g(F)e Ds.

Finally it is easy to check that the pair h,g provides us with the required isomorphism &

3.3 The Logical Systems.

In this section we give the interpretations of the Aj-calculus and A‘j’-ca.lculus in their respective
canonical domains, that is D, and Ds. We shall begin with an abstract definition of the semantics,
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and then derive their logical formulations, that is natural deduction systems, using as an interme-
diary step a concrete formulation in terms of approximable mappings. We shall not be very formal
in this derivation, since we regard the natural deduction systems as providing the actual semantics
of the A}-terms and A}-terms.

*

3.3.1 Abstract Interpretation of the A j and ,\}’ Calculi.

Let us recall that, following Scott’s work (see Barendregt [5]), we can interpret the A-calculus in
any reflexive domain, that is a domain D whose own function space is a retract of itself. This is
the case for our canonical domains, if in the strict case we take as “function space” the domain of
strict continuous functions, since Dg is isomorphic to (Ds —; Dg), . In fact the specific retracts we
use are given by the two obvious mappings associated with the lifting construct:

down,:D, — (D, — D.) and up,:(Dy — D,) — D,

and
downg: Dg — V and ups: V— Dg

satisfying down(up(f)) = f. Then we can interpret our calculi as usual, the semantic value {M]
of the term M ¢ A}* being a mapping from environments to D,, and similarly for M € A‘j’. Given
a domain D, an environment is a mapping p: X — D assigning values to the variables, such that
p(z) = L except for finitely many variables. To give this interpretation we use the updating
operation on environments, defined as follows: the updating of p by e € D at z € X, denoted
[z €]p, 15 given by:

e fy=2

([z— elp)(y) = {p(y) otherwise

We shalt also interpret a substitution o € X as a mapping [¢] from environments to environments.
Then, omitting the obvious subscripts x and s, the semantics of our calculi is given by the following
equations:

lz]p = p(z)
[(AzM,0)]sp = upu(f) where f(e) = [M].([z — e]([o].p))
v 1 ife=1
[{A*zM,0)]p = up(g) where g(e) = { [M]([z— e](fe]p)) otherwise

[MN]p = (down([M]p))([N]p)
[M || N]p = ([M]p) L ([N]p)
lelp = p
[(M/z]olp = [z~ [M]p)([c]p)

The extensional semantic preorders M T, N on /\}‘-terms and M Cg N for the /\‘j’-terms are given
by the same definition, where D stands for D, or Ds:

MCEN ©4e Vp:X—D. [M)pC [N]p

Now we want to give a more explicit description of the semantics, using the concrete presentations
of the canonical domains. First we can rephrase the previous equations, taking into account the
fact that [M]p is a subset of A (where A4 is A, or, in the strict case, As U {A}), and more precisely
a configuration of § (where S is S, or Ss in the strict case). In view of the logical interpretation,
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we shall in fact describe [M]p as a union of elements of Fin(A). The first item, that is [z]p = p(z),
can be pedantically formulated as follows:

S1: [z]p is the least subset of A such that u C p(z} = u C [z]p where, as before, u ranges
over Fin(A).

The concrete formulations of the interpretation of the closures is a bit more elaborated. Let us first
deal with [(AzM,0)].p = up.(f) where:

f(e) = [M]u([z = el([o]r))

is, by construction, a continuous function from D, to itself, or more precisely the approximable
mapping: -
{(w, ) |v C [M]. (2~ @)([o]r))}

Since up,(X) = X U {A} we can describe more concretely the interpretation of (AzM,o) in D, as
follows:
S2.1: [{AzM,0)].p is the least configuration of S, such that
v C [M)([z— u)([o]+p)) = (w,v)€ [(AzM,0)]sp
Similarly for [(AVzM,0)]sp = up.(g), the strict function g is represented by the approximable

mapping:
{A U {(w,v)|u# {D} & v C [M]u([z— ]([e]p))}

It is not difficult to see that & # {A} & u bk, ({A},{A}), therefore we can describe more
concretely the interpretation of (A\YzM, o) in D, as follows:

§2.2: [{(AVzM,0)].p is the least configuration of S, such that

ub, ({A1{A}) & v C [ML([z - l(lo]ep)) = (u,v) € [(AzM,0)].p.

We let the reader convinces him/herself that the following is an appropriate formulatii)n of the
interpretation of (\YzM, o) in Ds: -

Ss2: [(\YzM,0)]sp is the least configuration of Sg such that

u€ Fin(As) & v C [M]s([z —a)([o]sp)) = (u,v)€ [(AxM,0)]sp

-To interpret an application M N we used down([M]p), or more precisely the function ‘rcpresented
by this element of the domain, that is fun(down({M]p)). Then it is not difficult to check that we
can rephase the definition of [M N]p as follows:

S3: [M N]p is the least configuration of S such that
v C [Np & (v,v)€ [M]p = vC [MN]p
Note that in the strict case, it is implicitly assumed that u € Fin(As), since otherwise we could not
form (u,v). Finally the interpretation of [M || N]p, that is the join of [M]p and [N]p, is quite
simple to formulate:
S4: [M || N]p is the least configuration of S such that
uC[Mlp& vC[N]p = uUvC M| N]p
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3,3.2 Logical Interpretation of the /\}‘ and /\}’ Calculi.

Now we want to take a further step, making an explicit use of the fact that the elements of the
canonical domains are filters of formulae. Then we shall describe ¢ € [M]p, where p is now a
mapping from X to the family of filters (either F(®., <) or F(®s, <s)), by means of a “typing
system”, or more accurately a logical natural deduction system allowing us to prove sequents, that
is statements of the form H + M:¢. In fact we have to elaborate two logical systems, one for
HF, M:¢, with M € A] and ¢ € 9y, and the other for H k¢ M : ¢, with M € A}’ and ¢ € ®s.
Since they share some rules, we begin with some generalities, not distinguishing the two kinds of
sequents.

In a sequent H - M : ¢, H is a “logical environment”, called hypothesis, that is a mapping
H:X — ® (where @ is either ®, or ®s) such that H(z) ~ w except for finitely many variables.
Then an hypothesis I may be represented as usual as a sequence z;:¢;,...,2,: @, (Where the
variables z such that H(z) # w are among the z;’s). In particular we write - M : ¢ for H + M : ¢
where H(z) ~ w for all z. Therefore the natural deduction systems will allow us to prove facts of
the form:

(¥) Z1:01, TP F Mo

to be read: “ from the hypothesis that the value of the variables z;’s satisfy the formulae ¢;’s we
may infer that the expression M satisfy ¢”. In fact we shall also use the comma occurring in the
hypothesis as a symbol for the “updating” operation on hypotheses. More precisely we define, for
all hypotheses H and G, the updating of G by H, denoted (H,G), as follows:

H{z) fH(z)Aw
G(z) otherwise

(#,6)2) = {

Then in the notation zy: ¢y,...,2,t ¢, a given variable may occur several times - its value is the
leftmost one in the sequence. Note also that (z:w, H) = H for instance.

We shall say that an environment p, which assigns a filter of formulae to a variable, satisfies
the hypothesis H if H(z) € p(z) for all z € X. To define the logical systems we give the logical
formulation of the previous semantic equations S1-54 defining the interpretations of our calculi,
guided by the idea that a sequent of the form (+) above means:

(**) ) ¢1€P($1),---7¢n€/’($n) = ¢EHMHP

that is: HFM: ¢ iff ¢ € [M]p for all environments p satisfying H. The first rules to state assert
~ that [M]p is a filter, that is: -

H-M:¢p, HEM: ¢
Ll: AHFM:w L2
HEM:(¢AY)
L3 HI—M:¢¢<¢
T HWM:y T

Note that the usual rules for elimination of conjunction are derived from L3 (using E3.2, E3.3):

HEM:oANY HEM:0AY
HF-M:¢ H-M:y
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Now we give the rules corresponding to terms formation. For the variables we have the obvious
rule, corresponding to S1:

L4: z:¢, Htz:¢

To give the logical meaning of (AzM, o) (in the “z\}'-logica.l system”) we introduce another kind of
sequent, namely H - 0: G to be read: “from the hypothesis H we may infer that the substitution
o satisfies the hypothesis G”. The rules for this type of sequent will be given below.

Then the “typing” rule for the usual, call-by-name closures corresponding to the definition
§2.1 of [(AzM,0)].p is:

z:Yp,GHF . M:¢,Hb,0:G
HbF, (MzM,0): (¢ — ¢)

L5.1:

Obviously this rule is not a part of the “/\}’-logical system”. In this system we only have to give a
rule for the call-by-value closures (A\YzM,o). In fact the rule is exactly the same as the previous
one, with the exception that to form (3 — ¢) we must have ¢ € I'. We shall leave this assumption
implicit, simply using { as a generic name for formulae of I'. Then the strict rule, corresponding
to Ss2, is:

z2:(,GksM:¢, Hts0:G
Hbg (AWVaM,0): (¢ — ¢)

Ls5

To formulate the “typing” rule for strict closures in the Aj-logical system, we have to translate the
assumption u k. ({A},{A}) of $2.2 in logical words. Then we get:

z:, G, M:¢, HF,0:G
L5.2: Y <o (W= w)
HbE, (ANVzM,0): (Y — ¢)

To state the rule for application, corresponding to the semantic equation S3 for [M N]p, we use
an assumption H + M : (¥ — ¢), corresponding to (u,v) € [M]p. Then in the strict case, we
should have to say that ¥ € I' (this means that, unlike Scott 79[41], we use a restricted form of
“modus ponens”). As previously, this will be left implicit, and we give the same rule for both
logical systems, namely:

H-M:(y—¢), HFN:p
HFEMN): ¢

The rule for the concurrent join, corresponding to S4, is obvious:

H-M:¢, HE N:y
HE (M| N):(6A%)

Finally we have to give the rules for H t 0: G, whose meaning is:
HVF[Ni/z,) - [Nx/zile: G & Vi HE Ni: G(z)
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Note however that since ¢ is the identity, we should also require that for any variable z not in

{z1,...,z4} the formula G(z) is in the filter generated by H(z), that is H(z) < G(z). 'Le,t',,'gs

introduce a notation: ©n
H < G S def Vr e X. H(x) < G(x)

Then the rules for H - o: G are the following:

H-M:¢p, HF-o0:G
S1: —— H<(G :
HbFe:G Hr[M/zlo:(z: ¢, G)

Summarizing, the Aj-logical system consists of all the rules above, except Ls5. Obviously one
should have written F, instead of + in the general rules L1-L4, L6-L7 and $1-52. A similar remark
applies for the AY-logical system, whose rules are the ones above, except L5.1 and L5.2. Morcover,
in these systems the terms and formulae are respectively taken to be either in A} and ®, orin AV
and ®s. In what follows, when we write H + M : ¢, in most cases we intend that this sequent |s
provable by means of the previous rules.

Let us see some examples: since Az M is a notdtion for (AzM,¢), we can derive the usuvalAru]c
for abstractions: '

z:p, HF. M: ¢
HF, AzM: (Y - @)
Then the inference rules L4, L5.1, L6 are the usual rules in Curry’s typing system, while L1-L3

are typical of Coppo’s typing systems [6,12]. One can also see that the following two rules are
derivable from L7, using L1, L3 and ¢ Aw < ¢: .

HFEM:¢ HEN:9Y
HFE(M|N):¢ . HtF(MI||N):y

In fact, we could have used these two rules instead of L7.

Some comments about these systems are in order: we do not regard the natural deduction
systems as typing systems, because the notion of type usually refers to an idea of constraint. Types
were introduced to avoid paradoxical situations, and more precisely to rule out self-application.
They are of common use in mathematics, and in programming where they provide a discipline
which ensures robust programs. In this case typability does not imply convergence, whereas in
any “Curry-Howard” typing system a typable term is strongly convergent (as well as its subterms).
Although the relation between the logical system and the computational notion of convergence
turns out to be, as usual, a central question (see for instance Leivant [23] or Krivine [21]),
it should be clear that the purpose of “typing” systems & la Coppo is not to restrict programs
formation, but rather to tell something logical about meaningful programs. Then we could say,
following Leivant [23], that Coppo’s systems implement an idea of “types as formulae” (but not
“programs as proofs”), where ¥ — ¢ is an assertion about the functional character of a program,
and conjunction is just a way to join such assertions.

As we said above, we regard the logical systems as providing the actual interpretation of the
AJ and )\}’ calculi in the canonical (logical) domains. In particular, it should be clear that we can
now reformulate the semantical preorders on the terms of the calculi as follows:

MCs N &g VAVO.H-M:¢ = HEN:¢
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Obviously this definition should have been particularized into two cases, namely C% and C% for
each of the calculi. However, we shall in most occasions give just one statement, when its takes
exactly the same form for the two calculi. '

Since the rules of the natural deduction systems for proving H - M : ¢ are either independent
of the term M, or composing assertions on the subterms of M, it is not surprising that these
preorders are precongruences:

LEMMA 3.5. M Cs N = VC.C[M]LCs C[N]

PROOF: by a tedious induction on the inference of H - C[M]: ¢, and by case on the context C,
omitted [

We shall also prove later that the semantical preorders are preserved by instantiation, that is:

LEMMA 3.6. MCs N = VYo. Mo Cs No

4. Completeness and Full Abstraction.

4.1 Testing.

In this section we introduce some preorders on terms of our calculi, wich will be denoted C, deco-
rated with various subscripts. The associated equivalences will be denoted ~, with the correspond-
ing subscripts. Obviously each preorder has two versions, one for the /\j-calculus and the other
for the /\‘j’-calculus. These preorders should be denoted C* and CS, decorated with the relevant
subscript, but we shall mostly leave implicit this distinction between the two calculi.

The definition of most of our preorders relies upon an operational criterion according to which
a (closed) convergent term is better than any other one, that is:

M <N &g My = NJ|

This is a preorder, which is not a precongruence: for instance in the A¥-calculus we have F < | hut
FQ £ 10, and in the AY-calculus, AYzz < AYzQ, but (AYzz)AVzQ £ (AVzQ)AVzQ.

QOur first preorder is the testing preorder, already mentioned in the introduction. The tests
are simply pairs (C,0) made of a context C - to be more precise, a Aj-context or a /\‘j’-context -
and an environment o, assigning Aj-terms or /\}’-terms to the variables. The success of a test (C,0)
applied to M is the convergence of C[M¢o]. This only makes sense if C[Ma] can be evaluated, that
is if it is a closed term. Then in the definition of the testing preorder, we have to require the tested
terms to be closed by the test:

DEFINITION (TESTING or OBSERVATION PREORDER).
MCo N &yer Yo VC closing Mo & No. C[Mo] < C[No]

Our main goal is to show a full abstraction result for each of our calculi, that is we want to prove
that the testing preorders coincide with the semantical preorders:

MCsN & MCo N

To this end, we have to relate the testing ability with the logical character of the abstract interpre-
tations of our calculi. Since these interpretations are functional, it is not surprising that a property
of operational extensionality (see Bloom [9]), or a context lemma (see Milner 77[28] and Berry &
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al. [7]) holds. That is, the testing ability may be restricted to applicative Aj-tests and applicative
,\}-test, namely, for the first case:

C

A== (AzA,0) | (\YzA,0) | (AM)

where M is any closed /\}*-term and o any /\j-environment. The corresponding testing preorders,
that is applicative testing preorders, are denoted C 4. For instance T % 4 F, since these two terms
are distinguished by the test JQl. Similarly the terms | and A = Azy.zy are distinguished by Q.
We let the reader find similar examples for the /\}'-calculus. It should be obvious that testing is
stronger than applicative testing, that is:

MCoN = MC4N

We shall see later the converse implication, showing that applicative tests are enough to provide us
with the full power of testing.

In the rest of this section we give some alternative characterizations of applicative testing,
as a trace preorder, and by means of a kind of “logical relation”. More precisely, we prove that
applicative testing is equivalent to an extensional preorder on terms - in fact we only prove one
implication here; the other one will be a consequence of the full abstraction result. We cannot
define extensional equality simply as the least relation = such that (for closed terms):

M>N & YR MR~ NR

since this relation is inconsistent: M ~ N for all M and N is the least fixed-point of this recursive
definition. We have to incorporate a type distinction, giving some information on the functional
character of M and N. In fact this distinction is given by our operational criterion: a (closed) term
is “functional” if it is convergent. The definition of the extensional preorder, due to Abramsky [3]
and inspired by the well-known Park & Milner’s notion of bisimulation, is as follows:

DEFINITION and LEMMA (APPLICATIVE SIMULATION and EXTENSIONAL PREORDER).

A relation R on closed term is an applicative simulation if:
M<N and

MRN = {VQ- (MQ)R (NQ)

The relation on closed terms given by:
MCe N &4 IR applicative simulation MRN

is an applicative simulation and a preorder, called the extensional preorder.

PROOF: one shows that the composition of two applicative simulations is an applicative simula-
tion O

The (A}‘ and /\)’) extensional preorders are extended to arbitrary terms by instantiation:
MEeg N &get Voclosing M & N. Mo C¢ No

An important example of applicative simulation is provided by the convertibility relation of the
section 2.2:

LEMMA 4.1. The convertibility relation v« is an applicative simulation, therefore:

MvaN => M~¢ N
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This is a direct consequence of the proposition 2.12. Let us see some other examples. The first one
will show that, for M and N closed:

MCe(M||N) & MCe(N| M)

LEMMA 4.2. Let R be the relation on closed terms given by:
MRN &gt IP. Nva(M || P)or Noa(P||N)
Then R is an applicative simulation.
PROOF: clearly M < (M || P) (by the evaluation rule R3.1) and M < (P || N) (by the evaluation
rule R3.2), therefore M RN = M < N by the corollary 2.11. If M R N, with for instance

N 0a (M || P) then NQ > (M || P)Q v« (MQ || PQ) by definition of the convertibility relation.
Therefore M RN = MQRNQ for all closed term Q @

Another example of applicative simulation will show that applicative testing is stronger than the
extensional preorder:

LEMMA 4.3. The relation R on closed terms given by:
MRN 4o VA (closed applicative test) A[M] < A[N]
is an applicative simulation, therefore:
MCAN = MCe N
PROOF: cleartly M RN = M < N (take A =[] in the definition),and M RN = MQRNQ

since for any applicative test A the context A[[JQ] is an applicative test, and A[MQ] = (A[QQ])[M].
Since (Mo)p = M(o o p) (lemma 2.1) it is easy to see that

MC4AN = Vo.MoC4 No

Therefore if M C 4 N then Mo C 4 No for all o closing M and N, hence Mo R No,and M Cg N
by definition of the extensional preorder

The extensional preorder coincides with a trace preorder, which we define now:

DEFINITION (TRACE PREORDER). The set T(M) of traces of a closed term M is the set of
(possibly empty) sequences R, --- Ry of closed terms such that M R, --- Ryl. The trace preorder
on closed terms is given by:

MCr N &4 T(M)CT(N)

Obviously we should have defined Xj-traces of Aj-terms, and AY-traces of A}-terms. The trace
preorder is extended to arbitrary terms by instantiation:

MCs N &g4e Vo closing M & N.MoCr No

Now we show that the trace preorder and extensional preorder coincide:

LEMMA 44, MCe N & MCT N

PROOF: clearly the relation C7, on closed terms, is an applicative simulation, since M{ if and
only if the empty sequence is a trace of M,and U € T(MQ) & QU € T(M). Then MCr N =
M C¢ N. Conversely, one easily proves by induction on k that if R is an applicative simulation
then

MRN = VRl,...,Rk. (MR1~~-Rk)R(NR1-~Rk)
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Moreover PRQ = P < @Q by definition, hence the lemma

Summarizing, we have established:
MCoN => MC4N => MCe N & MCEr N

We shall see that, as a consequence of the full abstraction result, all these preorders are in.fact the
same.

4.2 Realizability and Soundness.

A further step towards the full abstraction result consists in giving a “realizability” interpretation
of the formulae of ®, and ®s. That is, each formula denotes a set of closed terms (respectively /\}-
terms or )\‘j’-terms) realizing the given formula. This interpretation is due, for the typed A-calculus,
to Tait. It was originally called “convertibility”, and later on received the names of “reducibility”
or “computability” (a generalization of this semantics of formulae is credited to Reynolds and Scott
in [19,6]). We denote “M realizes ¢” by = M : ¢. We have to define a /\}‘-realiza.bility, denoted
=« M: ¢, and a Aj-realizability |=s M :¢. The first two clauses of the two definitions are the

same:
E M:w &4er true

EM:(0AY) Qe EM:i0& EM: 9
Then a closed term realizes the formula ¢ — ¢ (of ®,) when it is a functional term, that is it
converges, and when applied to arguments realizing 1 then any result it returns realizes ¢:

Ex M: (¥ > ¢) Sdet MU&VRE(AI)" =« R:¢Y = |=. MR: ¢

This interpretation suggests that we could have denoted ¥ — ¢ as a “Hennessy-Milner modal
formula” [¢]@. As one can see, this interpretation of the formulae of ®,, adapted from the one
given by Abramsky in [3], is essentially the “F-semantics” of Hindley ([19], see also Dezani &
Margaria [17]). The realizability interpretation of ®, entirely relies upon the convergence property
M. In fact it entails a characterization of this property: a closed )\j-term is convergent if and
only if it realizes the formula w — w, that is

REMARK 4.5. VM € (A})° My & = M:(w > w)
In the strict case, the convergence formula is 7. Then the /\}’-realizability is given by:
|:S M:7 < def MU
s M:(¢ —~ ¢) ®det MY &VRE(A))® s R:( = s MR: ¢
To simplify the presentation, we shall also denote by v the convergence formula of the logic ®,,
that is vy = w — w.
We can introduce a logical preorder (in fact, two preorders) on closed terms relative to this

interpretation of the formulae: a term is logically less than another one whenever it rcalizes less
formulae, that is:

MC: N ©get V6. EM:¢p = |=N:¢
This preorder is extended to arbitrary terms by instantiation:
MCs N ©get Voclosed Mo Ty No

Now we want to show that this preorder is weaker than the testing preorder. By virtue of the
results of the previous section, it is enough to show:

LEMMA. IfR is an applicative simulation and M RN then|=M:¢ = |= N:¢ for any formula
o.
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whose proof (by induction on the formula ¢) is trivial. As a consequence, we have now:

PROPOSITION 4.6.
MCoN = MCAN = MCeN & MCTN = MC.N

Now to show that the testing preorder is stronger than the semantical preorder, we have to relate the
realizability interpretation of the logics with the natural deduction system. Indeed the comparison
of = M:¢and F M : ¢ is the central topic of this work. As usual, this comparison takes the form
of a soundness and completeness result. We shall prove first the soundness of the natural deduction
systems with respect to an extension of the realizability interpretation. Welet H |= M : ¢, to be
read as “M realizes ¢ under the hypothesis H”, if Mo realizes ¢ for any substitution o satxsfymg
the hypothesis H regarding the free variables of M. Formally:

HEM:¢ &g Vo (Vzetv(M). |=o(z): H(z)) = |=Mo:¢

Note that in this definition it is implicitly assumed that o(z) is a closed term for any z € fv(M).

REMARK 4.7. MC: N = V¢VH. HEM:¢ = HI=N:¢

The soundness property of the natural deduction systems is:
Ht-M:¢ == HEM:¢

The argument is the standard one: this implication is proved by induction on the inference of the
sequent H + M : ¢. To this end we first show the validity of the natural deduction rules, apart the
rules concerning the closures. The validity of L1 and L2 is trivial. The validity of L3 results from
the following:

LEMMA 48. Ifl=M:¢ and ¢ < ¢ then|= M: .

PROOF: by induction on the definition of ¢ < ¥, straightforward (in the case of Es5.1 and Es5.2
one proves (€' & |=M:{ = MJ, by induction on the formula )

By definition of the interpretation of (¥ — @), the rule L6 is valid. It is easy to sce that the rule
L7 is valid: if H =M :¢ and H |= N: ¢, let ¢ be a substitution such that |= o(z): H(z) for any
z€fv(M||N). Then |= Mo:¢ and |= No: 3. Since Mo Cp (Mo || No)and No Cp (Mo || No)
by the lemma 4.2 and the proposition 4.6, we have = (M || N)o: ¢ and |= (M || N)o : ¢, therefore
H e (M| N): (6 A®)

PROPOSITION (SOUNDNESS). IfHF M:¢ then H |= M: ¢.

PROOF: in fact we prove simultaneously
H-M:¢ > HEM:¢9  and HFo:G = V2. H|=0(2):G(2)

by induction on the inference of the sequents. From the previous remarks, we only have to examine
the cases of S1, S2, L5.1, Ls5 and L5.2.

o if HF ¢:G (by means of S1) with H(z) < G(z) for any variable z, and if p is a substitution
such that |= p(z): H(z) then = p(z): G(z) by the previous lemma, and zp = (¢(z))p = p(2),
therefore H |= ¢(z): G(z).

oif H-[M/z)o:(z:¢, G) by S2, that is H+ M:¢ and H + o: G, then one simply uses the
induction hypotheses.
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oif M = (AzPo),¢d=9—>T7,2:9,GF,. P:7and HF, 0:G, let p be a substitution such
that |= p(2): H(z) for any z € fv(M). We have to show that = Mp:9 — 7. Clearly Mpl since
Mp is a closure. Let R be a closed term such that |= R:%. We have (Mp)R o P[R/z)(0 o p)
therefore, by the lemma 4.1 and the proposition 4.6, it is enough to show that |= P(R/z](gop): 7.
By induction hypothesis on the inference of H b, 0:G we have H |= o(y): G(y) for any variable
y, therefore = (0 0 p)(y): G(y) for y € fv(P) — {z}. Then we use the induction hypothesis on the
proofof z: ¢, G+, P:rT.

e the case of Ls5 is similar: here we have M = (A\YzP,0) and ¢ = ( — 7, with ¢ € I'. Clearly
¢ <s 7 by Es5.1, therefore if |=s R:( then R}. By the proposition 2.12 we have in this case
(Mp)R va P[R/z)(0 0 p). The rest of the proof is the same as for L5.1. The proof in the case of
L5.2 follows exactly the same lines ¢

4.3 Main Results (Completeness and Full Abstraction).

As announced, we shall prove a completeness theorem, that is:
HE=M:¢ => H-M: ¢

An obvious consequence of soundness and completeness (and of the proposition 4.6 and remark
4.7) is a first half of the full abstraction result, namely that the testing preorders are stronger than
the semantical preorders:

MCEoN = MCs N

Before seeing the converse, let us indicate what are the main points in proving the completeness
theorem. First we will show some structural properties, namely weakening, cut and paste. Qur
weakening result is somewhat stronger than the usual one. It relies upon an extension of the
entailment relation to hypotheses, relative to a given set of variables V. Let us define:

G <V H &y Yz €V.G(2) < H(z)

We shall omit the superscript when it is X. For instance (G,H) < G for any G and /. Then
the weakening lemma - which would perhaps better be named “strengthening” (3) - asserts that
if under the hypothesis H we can prove that M satisfies ¢, then by strengthening the hypothesis,
we are able to prove the same fact. Formally, if fv(M) C V then

H-M:0&G<YH = GFM:¢

Then we have the usual cut property, that is the validity of the rule:

HFN:vp , z:¢9,H-M:¢
H"M[N/x]ti’:(ﬁ

We shall prove more generally:

Hr-o:G&GFM:¢p = HFMo:¢

(®) the usual names of the structural properties refer to a “bottom-up” search for a proof of a
given sequent. If we think of a “top-down” construction of proofs, we should find dual names for
these properties, exchanging for instance cut and paste.
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In Coppo’s typing systems a kind of converse property, which we call paste, also holds, see for
instance Krivine [21]. This property says that a proof of H - Mo : ¢ is always composed of proofs
of intermediary assertions for the o(z)’s and a proof that M satisfies ¢ under the corresponding
hypothesis:

H+-Mo:¢ = 3G HFo:G&GFM:¢

The main property we have to prove is that the computational property of convergence can be
ascertained using the natural deduction system:

CONVERGENCE LEMMA.

HEM:y > HFM:qy

The proof of this lemma uses two auxiliary results, the first one being:

CONVERGENCE LEMMA, CLOSED TERMS. If M is a closed term then M = F M :+.

The crucial fact allowing us to prove the convergence lemma is the definability of the compact
elements o! the canonical domains. that is the principal filters generated by a formula {¥| ¢ < ¥}.
Then the definability result can he ~iated as follows:

CHARACTERIZATION LEMMA. [orany formula ¢ € ®, (resp. ¢ € ®g) there exists a closed /\’j'-term
(resp. Ay-term) My such that

M e <Y

This is the only result for which we vt 17 ave the call-by-value closures and the concurrent join
in the syntax. o define the characiernstic terms My we associate with each formula ¢ a “test for
¢, that is, in the case of the /\}‘~calcu1us, a closed /\}’-term Te such that |=, M:¢ = TeM UL
For the /\}’-calculus these terms will be only defined for formulae of I', and they will be such that
|=s M:( = T¢M | ls where the strict identity lg is A¥zz. The construction of these terms is, in
the case of the z\j‘?-calculus, as follows:

M, =0
To =F = AyAzz

Mgny = (Mg || My)
Tony = A2(Tez)(Tyz)

Moy—y = Az(Toz)M,
Toy = Aa(Ty(zMy))
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As for the /\‘j’-ca.lculus, we define the characteristic terms and testing terms as follows:

Mw=QS

M‘r = AVQIQS
T,=Fs =2"y)zz

Mgny = (Mg || My)
Tar = AVz(Tez)(T,z)

Mo = AVz(T(z)My
[T if g ®s— T
(=47 L \aT4(zM¢) otherwise

We can now prove that the convergence lemma holds:

PROOF of the CONVERGENCE LEMMA: Assume that H = M:7, fv(M) = {z,...,z,} and
H(z;) = ¢:i. Let x be the substitution given by

x = Mo, /z]-- M. /z,)e

Then, since = x(z): H(z) for z € fv(M) by the characterization lemma above and soundness, we
have M x|, hence, by the convergence lemma for closed terms:

FMx:y
Then by paste there exist v¥y,...,%, such that
2y, .. LTkt F My

and + x(z;): ¢i. Then, by the characterization lemma, H(z;) < v¢; for.z; € fv(M), therefore by
weakening H-M:v Q

Finally to prove the completeness theorem, we use Hindley’s method [19,20], by means of a
refinement of the usual deduction theorem, namely:

EXTENSIONALITY LEMMA (THE DEDUCTION THEOREM).
Hr-M:¢—- & HFM:v and z:¢, HFMz:y for some z ¢ fv(M)

Dezani and Margaria showed in [17] that such a property was needed for completeness: they added
to the “typing” system a rule, called Hindley’s rule, whose typical instance is:

HFEM: A (w - w)
HFMz(Mz): ¢

z ¢ tv(M)

PROOF of the COMPLETENESS THEOREM: we show H = M:¢ = H F M :¢ by induction on
the formula ¢. The cases where ¢ = w and ¢ = ¢g A ¢, are obvious (using L1 and L2). If ¢ = v
then we use the convergence lemma.
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If H}= M:¢$— ¢ then |= Mo: ¢ — 9 for any substitution o such that |= o(z): H(z) for all
- zefv(M). Then Mol and |= (Mo)R: 9 for any closed term R such that |= R:¢. Since H |= M : v
we have H + M :v by the convergence lemma. Let z be a variable not in fv(M). Then by the
lemma 2.3, propositions 2.12 and 4.6, we have:

(Mo)R =~ (M2)[R/s]o
hence z: ¢, H |= Mz : ¢ by definition. By induction hypothesis
z:¢p, H- Mx: 9
therefore H F M : ¢ — 1 by the extensionality lemma 3

To conclude this section we show how to prove the second half of the full abstraction result, that
is more preciscly the adequacy theorem:

MCsN = MCo N

We have to prove that M Cs N = C[Mo] < C[No] for any substitution o and context C, closing
Mo and No. We have seen (lemma 3.5) that:

MCs N = VC.C[M]Cs C[N]

We also announced that the semantical preorders are preserved by instantiation (lemma 3.6). We
can now prove this result:

LEMMA. M CsN = Vo.MoCs No

PROOF: if H + Mo:¢ then by paste there exists an hypothesis G such that H + ¢:G and
G+-M:4. Then G+ N:¢psince M Cs N,and HF No:¢ by cut @

An obvious consequence of these lemmas is:
MCsN = YoVC.C[Mo]Cs C[No]

Therefore to prove the full abstraction theorem it just remains to show that a closed term is
convergent if and only if it has a non-trivial semantic value, that is:

LEMMA (COMPUTATIONAL ADEQUACY) 4.9. For any closed term M
MI#1 & M

PROOF: since [M] # L & 7ve€[M] & F M:~, the implication My = [M] # L is justa
reformulation of the convergence lemma for closed terms. The converse implication is a conscquence
of the soundness of the natural deduction systems with respect to the realizability interpretation,

since [M]#L oFM:y 2 =M:y & M| Q

One should note that the adequacy results do not involve the characterization lemma. This mecans
that the canonical domains D, and Dg provide us with adequate abstract models respectively for
the usual (lazy) A-calculus and the weak call-by-value A-calculus, see Abramsky & Ong [4] and
Moggi [29].

It remains to prove the results mentioned above, that is: weakening, cut and paste, the con-
vergence lemma for closed terms, the characterization lemma and the extensionality lemma (the
deduction theorem). This will be done in the next section, but we first give some consequences of
completeness and full abstraction.
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4.4 Some Consequences.

A first obvious consequence of full abstraction is that all the previously encountered preorders
coincide. Then we can forget about the subscripts, and simply write M C N and M ~ N. Here
we list, without proving them, some properties of this preorder (these are mostly given for the
z\}‘-ca.lculus. The reader is invited to find the appropriate strict versions). It is a precongruence,

and in particular we have:
(B) MCM = NMCNM'

(v'y MCM = MNCM'N
(€°) MCM' = AzM CAzM'

The equations u and £ are semantically valid, therefore they can be used to perform some opti-
mizations. For instance if we define a left sequential disjunction by V; = Azy.condzKy, then we
also have V| >~ Azy.(zK)y.

We already mentioned that the conversion relation is stronger than the semantical equality,
that is M 0a N = M =~ N, since it is a symmetric applicative simulation. Then for instance we
have:

M=N=> M>N
(AzM,a)N ~ M[N/z]o
Ny = (AYzM,o0)N ~ M[N/z]o

As in Scott 80[42] and Abramsky 89[3], a weak version of the “functionality principle” 7 holds,
that is:
n”: MCAzx(Mz) (z not free in M)

Similarly one has M C AVz(Mz). Moreover one can check that:
My => M~ Xz(Mz) (z not free in M)

The w-rule of the A-calculus (see Barendregt [5] definition 4.1.10) is not valid: for instance we
have QR ~ (AzQ)R for all closed terms R, but © # AzQ). However we have, for closed terms:

MEN & (M <XN&VRclosed. MRC NR)
Since the following holds, for closed terms:
EM:¢ & My,C M
one can see that the axiomatization of entailment is complete, that is:

$<Y & MyCM,
o VM. EM:¢ > EM:¢

The full testing ability is achieved using only finite tests, namely Cy = (T4[]) since we have
=M:¢ & Cy(M
Similarly we could have restricted applicative tests to finite data, that is:
Ay == [ (AzAy,0) | (AVzAg,0) [ (AsMy)
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Obviously (M || N) is the least upper bound of M and N:
VPP.MCP&NCP & (M||N)CP
therefore the usual propertics of the join (namely the ones of set-theoretic union) hold:
(M (N[ PY) = (M N)||P)
(M||N)~(N|| M)
(M| M)~ M
(M) M

Moreover we have:

(M||N)P~(MP| NP)
Az(M || N) ~ (AzM || Az N)
Wz(M)|N)~(\zM || AYzN)
Similarly we have (M N || MP) C M(N || P), but the converse is false in general. For instance if

t=7— (w—7)and f =w — (7 — 7), then we have T A (K|| F)§, whereas Tia Kft and T,a/F1.
We indicated in the introduction how to define a parallel disjunction (parallel or):

O =ger Azy.((zT)y || ((yT)z) = (Vi || V)
One can check that this combinator satisfies the required properties, namely:

(0T ~ T ~ (0T)Q
(OF)F ~ F

5. The Logical Systems: Proofs.

5.1 Structural Properties: Weakening and Cut.

Usually in a logical calculus there is no particular “annotation” associated with the formulae: a
sequent has the form I' - ¢ where I' = ¢,,...,¢, is a sequence of forinulae. In fact this sequence
is almost always a multiset, since one usually assumes the exchange rule:

I'o, v, 8F¢
I'v,0,8F(

However, in our systems we can only exchange two items z:¢ and y: ¢ in the hypothesis if the
variables are distinct. For instance z: ¢, z:¢¥ F z: ¢, but the sequent 2: ¢, z: 0 F z: ¢, which is
not provable unless ¥ < ¢, would lead to the wrong conclusion F AzAzz: ¢ — (¥ — @). Similarly,
the contraction rule

I',é,0,AF(

F,¢,AF¢
does not really make sense in our systems: obviously we may contract 2:¢, z: ¢ into 2: ¢, but it
would be absurd to try to contract z: ¢, y: ¢ if  # y. Another rule which is frequently assumed
(and, indeed, needed to “type” A-terms such as K) is the weakening rule:
k¢
| VAN )

To show that this rule holds in our logical systems, we need two preliminary results. Let us first
show that we cannot infer more about a variable than assumed:

LEMMA 5.1. HFz:¢ & H(z)<¢

41



PROOF: the implication H(z) < ¢ = H + z:¢ clearly holds, by virtue of L4 and L3.- The
converse is easily proved by induction on the inference of the sequent H F z:¢ (which can only
be inferred by means of L1, L2, L3 or L4). One uses the general laws E1, E4, E2 and E3.1 for
entailement O

Then we remark that proving that a substitution o satisfies an hypothesis G' amounts to show that
each “element” o(z) of the substitution satisfies the corresponding hypothesis:

LEMMA 5.2. Hto:G & Vz. HF o(z):G(z)

PROOF: it is easy to show that H F0: G = Vz. H } o(z): G(z), by induction on the inference
of Ht+ o:G. In the case of 0 = ¢ one uses L4 and L3. Conversely if H F o(z):G(z) then one
proceeds by induction on o. In the case of ¢ = ¢ one uses the previous lemma. If o = [M /]p, let
¢ = G(y) and G' = (y:w, G). Then H + p(z):G'(z) for any variable z, therefore /I F p: G' by
induction hypothesis. Since H+ M :¢ and (y: ¢, G') =G wehave HF0:G by S2 O

It should be clear that if a sequent H F o:G is used, by means of the rules for the closures, in
the inference of a sequent F' + M : ¢, then for any variable z either H \ o(z): G(z), with a proof
shorter than the one of F - M : ¢, or 0(z) = z and H(z) < G(z). This fact will be used to establish
some of the following technical results. In particular, we can now prove our weakening lemma:

LEMMA (WEAKENING) 5.3. IfHF M:¢ and G <V H with tv(M)C V then G+ M: ¢.

PROOF: by induction on the inference of the sequent H - M : ¢, and by case on the last rule used
in this inference:

s this is obvious for L1. For L2 and L3, we simply use the induction hypothesis.

o for L4 we have M = z, hence z € V, and H = (z:¢, H'). Then G <Y H implies G =
(z:9, G') with ¢ < ¢. By L4 and L3 we then have G F z: ¢.

o for L5.1, M = (AzR,0) and ¢ = » T withz:9, FFk, R:7and H}t, 0: F. Let F' be

the hypothesis given by: .
F'(z) = {5(2) if z € fv(R) — {z}

otherwise

Let W = fv(R). Then (z: ¢, F') <¥ (z: 4, F) therefore by induction hypothesis:
z:¢, F'F.R:T

Let us show that G I, o(z): F'(2) for any variable 2:

ee this is true if z ¢ fv(R) — {z}, by L1.

oo if 2 € f'v(R) — {z} and H F, o(2): F(z) with a proof that is shorter than the one of
H '+, M: ¢, then by induction hypothesis G b, a(z): F(z), and F'(z) = F(z2).

ee if z € fv(R) — {z} with 0(2) = z and H(2) <, F(2) then z € V, therefore G(z) <, H(z),
and F(z) = F'(z), hence G I, o(z): F'(z) by L4 and L3.
Then G F, o: F' by the lemma 5.2, hence G F, M: ¢ by L5.1. The cases of Ls5 and L5.2 are
entirely similar. .

o for L6 we have M = (PQ) with HF P: (¢ — ¢) and H F Q: . Since fv(P) C fv(M) and
fv(Q) C fv(M) we have by induction hypothesis G+ P: (¥ — ¢) and G+ Q : ¥, and we use L6 to
infer G+ M : ¢. The argument is similar for L7 Q@

Let us see some instances of this lemma: we saw that (H,F) < H, therefore the usual weakening
rule is valid:

H-M:¢ = HFFM:¢
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This lemma also allows us to “restrict” the hypothesis to the free variables of the subject term
M, assigning w to any other variable, or to introduce conjunction into the hypotheses: given two
hypotheses F and G we define their conjunction FAG by (FAG)(z) = F(z) AG(z) for all z. The
following fact is an easy consequence of E3.2, E3.3 and E4:

REMARK. H<VFAG & H<VF&H<LYG

Therefore we have:

COROLLARY 54. If FFM:porGF M:¢ then FAGF M: ¢.

Another structural rule (in the usual logical sense, that is concerning the structure of the hypothe-
ses) which should hold in any sequent calculus is the cut rule, whose usual formulation is:

k¢ v, IT'Fo
T'kF¢

In our system, the cut rule will result from:

PROPOSITIONS.5. IfHV+M:0& GVFo:H = G+ Mo:¢.

PROOF: by induction on the inference of the sequent H + M : ¢, and by case on tlie last rule used
in this inference. The only cases deserving some consideration are L5.1, Ls5 and L5.2. In the casc of
L5.1 wehave M = (A\zR,p)and ¢ =y - Twithz:9, FF, R:rand H F, p: F. Let us show that
G k. (poo)(z): F(z) for any variable 2: if H b, p(z): F(z) with a proof that is shorter than the
one of H b, M : ¢, then by induction hypothesis G I, (p o 0)(z): F(2) since (poo)(2) = (p(z))o
(lemma 2.1). Otherwise p(z) = z and H(z) <. F(z), in which case (p o 0)(2) = o(z). Since
G k. o(z): H(z) (lemma 5.2) we have G(z) b, o(2): F(z) by L3. Then G , (poo): [I" by the
lemma 5.2, and G +, Mo: ¢ by L5.1 since Mo = (AzR,p o o). The cases of Lsd and L5.2 arc
entirely similar @ '

COROLLARY (CUT) 56. HFN:y & z:9,H-M:¢ = HF M([N/z]e): ¢

PROOF: by S1 we have H - ¢: H, therefore H \ [N /g]e: (z:4¢, H) by S2 O

5.2 Extensionality, Paste and Reduction.

In this section we first prove a refined version of the deduction theorem. The usual statement of
the deduction theorem, in logical systems without “annotations” is:

[Fé—9Y & ¢, THY

Assuming that in the strict case ¢ — 3 is a well-formed formula, that is ¢ € T', it is very easy to
prove that this holds in our logical systems: in the “<” direction, this is just L5.1 or Ls5. For
the converse, if f - M:¢ — ¥ and z is a variable not in fv(M) then z: ¢, H+ M:¢ — ¢ by
weakening,and z: ¢, H I z: ¢ by L4, thereforex: ¢, H - Mz : 4 by L6 (modus ponens). However
if we abstract once more we get the term Az Mz or AYz Mz which is usually more informative than
M (for instance if M = Q or M = Qg). As indicated above, we need a more refined result. Recall
that 4 denotes the formula w — w in the ®,-logic. Then our sharpened deduction theorem is:
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EXTENSIONALITY LEMMA (THE DEDUCTION THEOREM) 5.7. H + M:¢ — % if and only if
H-M:yand z:¢,HF Mz:¢ forsomez ¢ fv(M) (assuming that ¢ € T in the strict case).

PROOF: if H+, M:¢ — 1 then we have H b, M : w — w by L3 since by E1, E,7 and E,5
PP wliw—ow

Similarly in the strict case H ks M:v since ¢ — ¢ <g v by Es5.1. Moreover if z ¢ fv(M)
we have by weakening z:¢, H F M:¢ — Y and z:¢, H' F z:¢ by L4. Then by L6 we get
z:¢, HF Mz:p.

Conversely, assume that H F M:yand z:¢, H+ Mx:p with z ¢ fv(M), and ¢ € T in the
strict case. We prove that H - M : ¢ — 9 by induction on the inference of z: ¢, H - Mz : -

- o if this sequent is proved using L1 then ¢y = w,and H+ M : (¢ — w) by L3 since H - M : v
and 7 < ¢ — w (by E1 and E.7, or Es5.2, Es5.1 and Es7)

e by L2, we have 9 = 95 A 91, and by induction hypothesis H - M :¢ — ;. Then by L2
HEM:(¢— tho) A(¢ — 91), hence by L3 and E.6 (or Es6) weget HF M:¢ — (o A ).

eby L3, z:¢, H b Mz:y' for some 9’ such that ' < 3. Then by induction hypothesis
HFM:¢— 9 hence HF M:¢ — 3 by L3 since ¢ — ¢’ < ¢ — ¢ (by E,7 or Es7).

e the only remaining case is L6. Then for some ¢' we have z: ¢, H F M:¢ — ¢ and
r:¢,H F z:¢'. By the lemma 5.1, ¢ < @', therefore by L3, z:¢, H - M:¢ — 4 since
¢ — Y < ¢ — 9 (by E,7 or Es7). Since z ¢ fv(M) we have H - M : ¢ — 9 by weakening O

An important property of Coppo’s typing systems is that if a term M reduces into N and N satisfics
¢ under the hypothesis H, then the same holds for M (cf. [10,21]). Since we defined reduction
only for closed terms, we will show here:

MoN& FN:¢p =>+-M:9

In other words, reduction is decreasing with respect to “typability”, that is with respect to the
semantical preorder. To establish this property in the case of the f-rules, we need to know how
to “type” R[Q/z]p. This is expressed in the paste property, proved below. Let us first see some
auxiliary properties. One can remark that the rules L1, L2 and L3 can be extended to substitutions:

LEMMA 5.8.

(i) if G(z) = w for any = then H}+ 0: G for any H and o
(ii)if H-o0:Go and H+ 0:G, then H - 0:Go AG,
(iii)if H+o0:G and G < F then HF o: F.

PROOF: trivial

Similarly, the weakening lemma holds for the sequents concerning substitutions, that is:

LEMMAS59. Hbto:G& F<H = Fto:G

Now we can prove the paste property:

PROPOSITION (PASTE) 5.100 H+- Mo:¢ = 3G. Hto:G& G+ M: ¢

PROOF: we show simultaneously
H+-Mo:¢ > 3G HVFo:G&GFHM: ¢
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and
HVypoo:F = 3G. Hto:G& GlFp: F

by structural induction on M and p, and then by induction on the proofs of the sequents. The
sequent H - Mo : ¢ can only be proved using one of the “filter rules” L1, L2 or L3, or using a
specific rule depending on the structure of M. In fact we can “factorize™ the cases of L1, L2 and
L3, regardless of the shape of M:

o if I - Mo:¢ is proved using L1, then ¢ = w and we can let G(z) = w for any z. Then
HtF o:G by the lemma 5.8, and G+ M : ¢ by L1.

e if HF Mo: ¢ is proved using L2 then ¢ = ¢g A ¢; with H F Mo : ¢;. Then by induction
hypothesis (on the inference of the sequents) there exists G; such that H + 0: G and G + M : ¢;.
Let G = Go A Gy; then by the lemma 5.8 above H - 0: G, and G + M : ¢; by weakening, therefore
GFM:¢byL2.

o if H + Mo:¢ is proved using L3, there exists 3 such that ¥y < ¢ and H + Mo : .
By induction hypothesis (on the proof of the sequents) there exists G such that H + o:G and
G+ M : 9, therefore G+ M : ¢ by L3.

Now we examine the various possibilities for M:

e if is a variable, say z, then we let G = z:¢. We have H + o(y): G(y) for any variable y
since o(z) = Mo, therefore H F 0: G by the lemma 5.2, and G F z: ¢ by L4.

o if M = (AzR,p), then Mo = (AzR,po o), and we may assume that H - Mo : ¢ is proved
using L5.1, thatis: ¢ = ¢ — 7 withz: 9, FF R:7and H F poo: F. By induction hypothesis
(recall that p o< M) there exists G such that H - 0:G and G+ p: F. Then GF M : ¢ by L5.1.
The proof is the same for M = (A\Vz R, p) (with H F M : ¢ inferred by means of L5.2 or Ls5).

o if M = MygM,; we have Mo = MyoM,0, and we may assume that H - Mo: ¢ is proved
using L6, that is Il + Moo : ¥ — ¢ and H F Myo: 9. By induction hypothesis there exist G and
G, suchthat HFo:G;and GoF Mg: ¢ — ¢pand Gy F My: 9. Let G=GoAGy;then H Fo: G
by the lemma 5.8 above, and G+ Mp: ¢ — ¢ and G + M, : ¢ by weakening, therefore G+ M: ¢
by L6.

oif M = (Mo || M1) then Mo = (Moo || Mio), and we may assume that H F Mo : ¢ is proved
by means of L7, that is ¢ = ¢o A ¢$ with H - Mo : ¢;. By induction hypothesis there exists G;
such that H - 0:G; and G; + M;: ¢;. Let G = Gy A G1; then by the lemma 5.8 above H Fo: G
and G + M;: ¢; by weakening, therefore G+ M : ¢ by L7.

Finally we examine the two possible cases for p:
eif p=¢cthen poo=0. Welet G=F;then H+-0:G and G+ p: F by S1.

oif p=[M/z]p' then poo = [Mac/z])(p' o), and HF poo: F can only be proved using S2,
thatis: F = (z:¢, F')Ywith HF- Mo:¢ and Ht p'oo: F'. Then by induction hypothesis (recall
that M « p and p’ x p) there exist G’ and G" suchthat H+Fo:G' and G'+- M:¢p,and H F o : G"
and G"  p': F'. Let G = G' AG". Then by the lemma 5.8 above H F 6: G, and G+ M : ¢ by
weakening, and G F p': F’ by the lemma 5.9. Therefore G+ p: F by S2 &

To show that reduction is semantically decreasing, we need some preliminary results. We let the
reader check that the following holds:

REMARK 5.11. V¢pe Ps I(€T. ¢Ay~s(
Let us show that any partial normal form satisfies the convergence formula:
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LEMMA 5.12. If K is a partial normal form then - K : v.

PROOF: by induction on the definition of the notion of partial normal form. .

o if K is a closure (AzR,p), let G be the hypothesis given by G(z) = w for any variable 2.
Then z:w, G k. R:w by L1, and F, p: G (by S1, or by a repeated use of L1 and S2if p # ¢).
Then +, K :v by L5.1.

o if X = (A\VzR,p), let G be the hypothesis given by G(z) = w for any variable z. Then
z:v,GF, R:wbyLl,and b, p:G. Then F, K:vy — w by L5.2, therefore -, K :v by E,5 and
L3. Similarly k¢ K ¢ty — w by Ls5, hence ks K : ¥ by Es5.1 and L3.

o if K is (M || N) where M or N is a partial normal form, then we use the induction hypothesis
and the fact that F P;: ¢ => F (B || P): ¢ (see § 3.3.2)

PROPOSITION (REDUCTION is DECREASING) 5.13. Mo N & FN:¢ =+ M: ¢

PROOF: by induction on the definition of M > N, and then on the inference of - N : ¢. Asin the
proof of the paste property, it is easy to see that one can “factorize” the cases where this sequent
is proved by means of L1, L2 or L3. This is left to the reader. In the rest of the proof we shall not
take these cases into consideration.

oif M = (A\zR,0) and N = (A\zR,p) with (z)p p(2) for z€ fv(R) — {z}, we may assume that
F N: ¢ is proved by means of L5.1, thatis ¢ =9 — 7 withz:9, HF- R:7and + p: H. Let G be

the hypothesis given by: .
G(z) = { H(z) ifze f\{(R) - {z}
w otherwise
Then z:9, G+ R: 7 by weakening and I p: G by the lemma 5.8 since H < G. By the lemma 5.2
we have I p(2): G(z) for any z, therefore by induction hypothesis (since the proof of o(z) v p(z) is
shorter than the one of Mo N)F o(2): G(z) for zefv(R)—{z},and - o(z): G(z) for z ¢ fv(R)—{z}
by L1. Then + o: G by the lemma 5.2, and F M : ¢ by L5.1.

e the proof is the same for M = (A\YzR,0) and N = (\Y, p) with o(z)>p(z) for z€ fv(R) — {2}.

o if M = MogM, and N = NyN; with M; > N;, we may assume that - N : ¢ is proved by L6,
that is F Ny: 9% — ¢ and Ny : . Then we use the induction hypothesis and L6 to show - M : .
The argument is similar if M = (Mg || M1) and N = (Np || N1) with Mo N;, and N : ¢ is proved
using L7.

o if M = (AzR,0)P and N = R[P/z]o then by paste there exists H such that b [P/z]o: Il
and H F R:¢. The first sequent can only be inferred using $2, that is H = (z:, G) for some ¢
and G such that - P: ¢ and F 0:G. Then z: ¢, G+ R: ¢, therefore F (AzR,0): ¢ by L5.1, and
F M:¢ by L6 since b P: .

o if M = (\VzR,0)K and N = R[K/z]o where K is a partial normal form, then we may
assume that - N : ¢ is proved by means of L5.2 (in the /\j-ca.lculus) or by means of Ls5 (in the
/\‘j’-calculus). In any case, by paste there exists H such that  [K/z]o: H and H + R:¢. Then
there exist ¥ and G such that H = (z: ¢, G),and F [K/z]o : H is inferred, by S$2, from F K : ¢ and
F o:G. By the lemma 5.12 we have F K : 4. Then in the )\f—calculus wehavez: YAy, GF R: ¢
by weakening, therefore F (\YzR,0):¢p Ay — ¢ since Y Ay <, w - w. Since - K: ¢ Ay by L2,
we get - M : ¢ by L6. The proof is similar in the A‘j’-calculus since we know by the remark 5.11
that there exists ¢ € I’ such that { ~g ¥ A%, therefore z:(, G+ R:$ and - K : (.

e the only remaining case is M = (Mo || M1)P and N = (Mo P || M, P). We may assume that
F N: ¢ is proved using L7, that is ¢ = ¢o A ¢y with b M;P: ¢;. These sequents can be inferred by
means of L1, L2, L3 or L6. By symmetry, we can restrict our investigations to the following cases:
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oo - MyP: ¢y and  M; P: ¢; are both proved by L1, i.e. ¢; = w. Then ¢ ~ w, therefore
b M:¢ by L1 and L3.

oo - MyP: ¢ in proved using L2, that is ¢p = oAty witht MoP: ;. Then - N:9;A¢, (by
L7) with a proof shorter than the one of - N : ¢, therefore by induction hypothesis - M : ¢; A ¢y,
hence - M : ¢ by L2 and L3 since (3o A $1) A (%1 A1) ~ &. '

ee if F My P: ¢ is proved by means of L3, then there exist 1 < ¢ such that - Mo P: . Then
F N:9A¢; (by L7) with a proof shorter than the one of F N : ¢, therefore by induction hypothesis
F M:v9 A ¢y, hence F M : ¢ by L3 since p A ¢, < ¢.

oo if - MyP:¢o by L6, we have  Mg: 9y — ¢o and + P: 1y for some 1. Note that
F (Mo || M1): %o — ¢o (see § 3.3.2), therefore - M : ¢o by L6. Here we only have two cases to take
into consideration: if - M1 P: ¢y by L1, that is ¢; = w, then F M : ¢ by L3 since ¢ = ¢p Aw ~ ¢g.
Otherwise we may assume that - M P: ¢, is inferred using L6, thatis - My : ¢, — ¢, and F P: ¢
for some ;. As above we have F (Mp || M1): ¢1 — ¢1, therefore - M : ¢; by L6, and - M: ¢ hy
2 o

We can now prove the convergence lemma for closed terms, as an easy consequence of the previous
proposition:

COROLLARY 5.14. If M is a closed term then M} = F M:~.

PROOF: if M| then by definition there exists a closed partial normal form K such that M | K.
Then by the lemma 2.10 we have M o* K, and I K : ¥ by the lemma 5.12. It should be obvious,
from the previous proposition, that No* R & F R:¢ =+ N: ¢, therefore - M:y

5.3 Characteristic Terms.

To establish our last result, that is the characterization lemma, it will be convenient to use a
restricted natural deduction system which, although incomplete, allows us to prove the “essential”
properties (i.e. formulae) of the terms. This restricted logical system is quite close to the original
Coppo’s system {10,11]1. The sequents in this system will be denoted H I+ M : ¢, though the
restriction actually concerns the formulae. To see what are the special formulae we usc, let us
define inductively the decomposition relation ¢ v i between formulae of ®, or ®s, as follows:
(i) wobw and 5p¥

PAYD>T
(i) ¢pm = {1/)A¢t>7r

’(/J d ¢ o 't[) — T
REMARK 5.15. ¢p¢p = ¢ <9

DEFINITION (IRREDUCIBLE FORMULAE). A formula ¢ is irreducible if o = 7 = ¢.

We shall denote by II, and Ilg the sets of irreducible formulae. Clearly these sets are given by the
grammars:

(11,) Tu=wl|(d— )
where ¢ is any formula of ®,, and
(Ils) m==w|y[((—m)

where ( is any formula of I'. In what follows we shall mostly use the symbol II, without subscript,
for the set of irreducible formulae. An obvious observation is that if ¢ > ¢ then v is an irreducible
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formula. Let us see that any formula is equivalent to a conjunction of irreducible ones — recall that:
bt &SSPV S

LEMMA 5.16. For any ¢ the set ¢* = {7 | ¢>7} is non-empty and finite. Moreover ¢ ~ N{r|don}.

PROOF (sketch): by induction on the definition of ¢o m, trivial. Note that (¢ A ¢)* = ¢* Uy*. For

the case ¥ — ¢ one uses the equivalence (¥ = A ¢i)~ A (v— ¢:) @
1<i<n 1<i<

A consequence of this fact is that any irreducible formula (distinct from w and ) can be written,
up to ~, as Ty A--- AT — 7 where 7 and the 7;’s are irreducible.

Now we study the entailment relation ¢ < 1 by means of irreducible formulae (cf. Barendregt
& al. [6], Hindley 82[20], Abramsky 88[3]). Let <. and <s be the least relations on II, and Iig
satisfying

LT, T
Fl: ¢<gw F2: — . ! F3: n«r
T L M

and, for the first one:

o 2+ b1, Mo L My
(o — mo) s (¢ — ™)

Fi4: (- w) <K (w—w) Feo:

while in the strict case:

Fsal: ((—m)<Ksy Fsd42: 1<s(y—w)

(o2sC, Mo Ls My

Fs5:
(o = m0) s (1 = m1)

LEMMA 5.17. ¢<¢ & V¢ (vo¢' = 3¢' (608 & ¢' < ¢'))

PROOF (sketch): the “<"” part is clear from the previous lemma. The converse implication is easily
established by induction on the definition of ¢ < . For the cases of Es5.1 and Es5.2 one remarks
thatif (eT and (prthenr=qyorr =({' > ') with{'eTand ' €l @

We could have written this property as:
p<¥ & VY ey 3¢ ed ¢ <
Let us see some consequences of this characterization of the entailment relation. For instance the
reader could show that the irreducible formulae represent the compact prime filters:
LEMMA. A filter F is compact prime if and only if there exists an irreducible formula x € 11 such

that F = xT.

Then the previous lemma is just a reformulation of the fact that the canonical domains are also
powerdomains, see § 4.1.1. We can also characterize the formulae generating the least clement of
the domain:

DEFINITION (TRIVIAL FORMULAE). A formula ¢ is trivial if ¢ ~ w.
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. Clearly ¢ is trivial if and only if w < ¢. Then ¢A ¢ is trivial if and only if both ¢ and 9 are trivial.

" LEMMA 5.18.

Np~rw & ¢ ={w}
(i) p pw & @< and,in the strict case ((—> @) ~sY & ¢ ~sw.

PROOF:

(i) if ¢ ~ w then w < ¢ and by the previous lemma there exists m € ¢* such that w < 7. It is easy
to see, by induction on the definition of <, that w K 7 & 7 =w. Therefore ¢* = {w}.

(ii) since v* = {7}, the formula 7 is non-trivial, by the previous point, and clearly ¢ < ¢ £ w =
¢ # w. Conversely if ¢ # w then by the previous lemma there exists 7 € ¢* such that w & 7. It is
obvious that this implies # = ¢ — 7 since 7 is irreducible, or in the strict case r = yorr =( — 1,
hence r < v by E1, E,7 and E,5, or by Es5.1. Then ¢ < 7 since ¢ < 7 (remark 5.15). The last
point is left to the reader

Now we introduce the restricted logical systems, which essentially consist in disallowing L2 and L3,
and in proving only irreducible assertions about the terms. The two restricted systems share the
following rules:

Tl: HFM:w T2: rid HF 210 o>
HFM:(¢—%), HFN:¢; (1<i<k)
HIF(MN):yp PP
HI-M:¢ . HIF N:v
HIF(M||N): ¢ T HIE (M| N):y

The rules for closures are the same as L5.1, L5.2 and LsS5:

22, G M:¢p, HF,0:G
HIF, (AzM,0): (¥ — ¢)

T3.1:

z:p, G, M:¢, HF,0:G
T3.2: P <, (w - w)
HIF, (AWM, 0): (¥ - @)

z:(,GFrsM:¢, Htso:G
HlFs (M\VaM,0): (( — ¢)

Ts3:

It is easily checked, by induction on the inference of the sequents, that:

REMARK. IfHIF M :¢ then ¢ is an irreducible formula.
REMARK 5.19. z:¢, HlFz:9¢p = ¢ < ¢
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Now we relate the logical systems, showing first that the sequents provable in the restricted systems
are also provable in the full logical systems, and that the restricted assertions that can be made
about a term generate the filter of all possible properties of this term.

PROPOSITION 5.20.
WWHIFM:¢ = H-M:¢
((HFM:¢ = 3m,...,mp€ll.mA-- AT, <P &Vi. HIF M:m;

PROOF: one easily proves the first point by induction on the inference of the sequent I I+ M : ¢,
using the remark 5.19 above. Let us just check the case of T4: we have H I P:¢ — 3 and
HIF Q:¢; with ¢y A--- A ¢ < ¢. Then by induction hypothesis H+ P: ¢ — ¢ and H F Q: ¢;,
therefore H F Q: ¢ by L2 and L3, hence H F (PQ): ¢ by L6.

Now we prove the second point by induction on the inference of the sequent H - M : ¢. This
is trivial for L1, L2, L3 (using the induction hypothesis) and L4 (using the lemma 5.16).

o for L5.1 wehave ¢ =& - rand M = (AzR,0) ,withz:{,GF, R:Tand H}, 0: G. Then
by induction hypothesis there exist 71,...,7, such that n A--- A1, < 7 and 2:¢,G I+, R: 1.
We let m; = & — 7;; these are irreducible formulae, since the 7;’s are irreducible. By T3.1 we have
HlF, M:x; forall 7, and

7r1A---A7rn~(§—> A T,')Sf—)‘r
1<i<n

The proof is the same for L5.2 and Ls5.

o for L6 we have M = (PQ) with HF P:¢ — ¢ and H F Q: . We may assume ¢ # w, since
HIF M :w can be proved by means of T1. Then if we let {¢1,--+,¢n} = {¢'|¢' #w & ¢b ¢’} we
have ¢ ~ ¢ A---Ad,. By induction hypothesis there exist 71,...,7c such that ;A AT, < ¥ — &
and H I+ P:7;. By the lemma 5.17 for any j (1 < j < n) there exists i; such that 7;, < ¥ — ¢;.
Since this can only be proved by means of 2, F3, and F,5 or Fs5, we clearly have r;; = ¢; — r;
with ¥; > 1 and 7; € ¢;, therefore 71 A--- A7, < ¢. By induction hypothesis on If + Q: ¢ there
exist £1,...,€m such that &G A A&y, <Y and HIF Q:&,. Then & A--- A&, < 9 for any j,
therefore H IF M : r; for any j, by T4.

The case of L7 is trivial (using the induction hypothesis)

Let us now introduce the characteristic terms and show that they satisfy their specification. We
define for each formula ¢ € ®.., and respectively in the strict case for each ¢ € &5 and ( € T, a pair
of closed Aj-terms (resp. /\‘j’-terms) M, and T4 (resp. My and T¢) such that:

(i) Fe My o

(ii) Fo Tp: 9 — (¥ — o) for any ¢ € ®,.

and

(iii) Fs M3 : ¢

(iv) Fs T¢: (= (¥ = ¢) forany 9 €T.

We define these terms inductively, checking the required properties:
M, =9
M:J = Qs
T, =F = Aylzz
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Clearly - M, : w by L1, and similarly for M_,. To show that F F:w — (¥ — %) is an easy cxercise,

M2 = Az Qs
TS = AVyAVse

We have z: 7+ Qs : w by L1, therefore - M2 : v — w by Ls5 (recall that AVzQs is an abbreviation
for (\Vzs,€), and that H I £: H by S1). Then  MJ: v by L3 since v — w < v by Es5,1, It i
easy to see, using Ls5 twice, that F T; 2y = (Y- ¥).

Miay = (Mg || My)
Tony = A2(Tyz)(Tyz)

By induction hypothesis we have - My : ¢ and - My, : 1, therefore by L7:
F(Mg[[My):¢A 9
as required. By induction hypothesis, for any 7 we have - T4 : ¢ — (7 — 7), hence by weakening
T:pAYFTeip o (T —7)
| ‘I\/‘I‘orééver by L4 and L3: z: ¢ Ay - z: ¢. Then using L6:
r:dANYFETyzir > 1
Similarly we have z2: ¢ AP F Tyz: & — £ Let 7 = (€ — £); then by L6:
z: ¢ AYF (Toz)(Tyz): 6 — ¢

and finally F Az(Tyez)(Tyz): (A ¥) — (£ — £) by L5.1, that is the required property of 'Td,,\.,,.
The proofs are entirely similar for:

snw = (Mg || M)
Tinr = AVa(Tiz)(Tiz)

The last case of the definition of the characteristic terms concerns implicative formulae:

Moy = Az(Tpz)My
Toy = AVz(Ty(2My))

By induction hypothesis x: ¢ F My : 9. ‘As we saw above
r:9FTyzip -

. Then by L6:
r:0F (Tez)My: ¢

.and by L5.1 we get the required property of My_,,, namely:
o /\.’E(T¢$)M¢ H ¢ — ‘:j)
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. ; By induction hypothesis I My : ¢ therefore by L4 and L6 (and weakening):
z:p P F(zMy):
Using the induction hypothesis on Ty, we have, by weakening and L6:
| | T:p—-PETy(zMy): € - €
Since ¢ — P <, w — w by E,7 and E, 5, we get :
B A 2(Ty(zMg)): (6 — $) — (€ — £)
by L5.2. For what regards the strict calculus, we define:

M:_ s = AVz(Tiz)My
o T ifpeds—T
(=67 | AVeTy(zM{) otherwise

The proof that M2—>¢ : ( — ¢ proceeds exactly as for My_.y. If ¢ € &g — T then ¢ ~ w, therefore
(— ¢~ Wesawthat b T]:v — (¢ — ¢), hence in this case F T;_,:7 — (¥ — 9) by L3,
Otherwise, that is if # € ', we proceed as for Ty

PROPOSITION 5.21.

() HIF,Mg:¢ = ¢6<,¢ and HIrs M3y = ¢<s 9

(i) HIF, To:p = ((—=7) = ¢2. 9 & (<, 7 and
HiFsT:p o ((—71) = ¢2s v & (<7

PROOF: by induction on the formula ¢. Clearly we may assume that the sequents H I+, My: v
and H ks M : 4 are not proved by means of T1, since in this case 3 = w, and obviously ¢ < w by
El.

e assume that H Ik, M, : 4, that is H Ik, Q: 1, with ¥ £, w. Then we would have by the
lemma 5.18, ¥ <, v, hence H , Q: v by the proposition 5.30 and L3. But then by soundness we
would have |=, € :v, and this is impossible since Qff. Therefore H I, M, : ¢ = w <, ¥, The
proof is the same for M.

e the sequent H Ik, T, :9¥ — (( — 7) can only be proved by means of T3.1, that is

z:, G Ayy: (= T

and H <, G (recall that H I ¢: G can only be inferred using 51). To prove this sequent one must
use T3.1, thus y: (, F IF, y: 7 with (z: ¢, F) <, F. Then by the remark 5.19 we have { <, 7,
and obviously w >, %. The argument is the same for T2. Note that if Hiks T2 : 9 — (( — 7) we
have ¢ € I', therefore vy >g .

e the sequent H IFs M : % can only be proved using Ls5 (or T1), that is 3 = {( — 7 with
z:(,GlFg Qg: 7. We have seen that this implies 7 ~g w, hence ¥ ~g ¥ by the lemma 5,18,

o the sequent H I, (My || M, ): 7 is proved using T5.1 or T5.2 (or T1). In this last case for
instance 1 <, 7 by induction hypothesis, therefore ¢ A ¢ <, 7 by E3.3 and E2. For T5.1 one uses
E3.2. The proof is the same for H IFs (M || My): 7.
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. -. e the sequent H Iy Tyay: 6 — (( — 7) is proved by means of T3.1, thus

e

z:6, Gl (Tex)(Tyz):(—T

with H <, G. Since this one must be proved using T4, there exist v and vy,...,»,, such that
ViAo Avm <. v and

(1-2) z:6,GlF, Tyz:y;
(2) 2:6,GlF, Tyz:v = ((— 1)

This second sequent is proved by T4, thus:

(3) - 2:6,Gl,zip; with g1 A Apn <o p

(4) , 2:6,GlFTy:u—-(v—-((—>T1))

Then é§ <, g by the remark 5.19. Moreover u <, ¢ by induction hypothesis regarding (4), hence
§ <, ¢ (recall that we have to show ¢A® >, 6 and { <. 7),and v <, ( — 7 (induction hypothesis),
hence vy A+ Avm < (=T, Then, since each v; is irreducible, as well as 7, fromn the lemma 5.17

v; &, ¢ — 7 for some i. It is easily seen that this implies »; = £ — = with £ >, ( and 7 <, 7.
Therefore the sequent (1-¢) is proved using T4, that is:

z:6,GlF 227, with mA---An. <
z:6,GlF, Tyin— (- )

By induction hypothesis <, ¥, and by the remark 5.19, é <. 7, hence
) S* nlA"'Anr S*T’S*d)

and finally 6 <, ¢ A 9. Moreover, by induction hypothesis £ <, =, therefore ¢ <, £ <, 7 <. 7,
that is ¢ <. 7. The proof is the same in the strict case, i.e. for H ks Ty, :6 — (¢ — 7).

o if HI-, My4_y:(, then this sequent is proved by means of T3 (or T1), that is { = & — 7
with

r:6,GlF, (Tez)My: T
where H <, G. If this sequent is proved using T1 then 7 = w and we have ¢ — ¥ <, ( since:
oY wliwowlEow
Otherwise there exist v and vq,...,Vy, such that 1y A---Av,, < v and

r:§,GlF, My:
z:6,GIF, Tyz:iv -7

By induction hypothesis ¢ <, v; for all 7, therefore 1 <, v. The second sequent is proved by T4,
thus:

z:§,Glr z:ip; with gy A---Au, <p
z:£,GIF, Tg:p > (v—1)
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Then £ <, p; by the remark 5.19, hence £ <. p. Moreover 4 <, ¢ and v <, 7 by induction
hypothesis, hence £ <. ¢ and ¢ <, 7, which implies ¢ — ¢ <, § — 7 = (, The proof is eptirely
similar in the strict case, that is for H JFg M;,_,,,,:(. Note that if ( = € = 7 with 7 = w then
¢ — ¥ <s ( by Es5.2 and Es7 (and Es5.1). '

e the sequent H I, T4_.y: 8 — (¢ — 7) can only be inferred by means of T3.2, that is;
2:0,GF, Ty(zMy): (- 7

with H <, G and 8 <, 7. Then this sequent is proved using T4, and there exist v and v,,.,.,v
such that vy A--- A v, <, v and:

(1-9) z:0,GlF, (zMgy): v
2 2:0,Glk, Ty:iv—((=7)

By induction hypothesis on (2) we have ¢ >, v and { <. 7. It remains to show ¢ — 3 >, 8. We
distinguish two cases:

o0 if ) ~ w then ¢ — ¥ ~ v (lemma 5.18), and we saw that 8 <, v (this was the side candition
associated with the use of T3.2 in proving H Ik, Ty y: 8 — ({ — 7).

“ee otherwise we have v £, w, therefore the set {61,... yOn} = {v1,..., vk} = {w} is non-empty,
and '
VIA- AV m~e 8 A Abp <o v

The sequent
z:0,G I (zMy): 6;

can only be inferred by means of T4, therefore we have
z:0,GlF.z:m; = §;
z:0,Gl,My:n]  with ] A A7, <. 7
By induction hypothesis ¢ <, nf, hence ¢ <, n;. This implies n; — é; <. ¢ — §,, therefare
A (mi—=&)sSe A (6—é8)~(d— A §)
1<j<n 1<5<&n 1<j<n
<ep—mv<ip—- 9

By the remark 5.19 we have 8 <, n; — §; for any j, therefore § <, ¢ — .

The proof is the same for the strict case, that is H kg ;_,w :0 — (¢ — 7). Note that if ¥ ~vg w
then ¥ € ®s — I' by the lemma 5.18; in this case Tg_, = T3, and this was already treated 3

Finally we can establish the characterization lemma:
COROLLARY (CHARACTERIZATION LEMMA) 5.22. For any formula ¢
FeMg:itp & o<, ¢ and FsM3:¢ & ¢<s9¢

PROOF: we have seen that k-, My: ¢, therefore if ¢ <, ¥ we have b, My ¢ by L3. Conversely if
k. My : % then by the proposition 5.30 there exist ¥y,...,% such that

1/}1/\"'/\1/)[;5’(/) and Vi, ||'*M¢:‘l,[),'

Then we have ¢ <, 1; for all ¢ by the previous proposition, hence ¢ <, ¥. The proof is the same
in the strict case [
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