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Abstract

Until now, fault tolcrance has been rescrved to specialized arcas. However,
due to the gencralization of micro-computers and workstations in distributed
cnvironment, more uscrs arc concerned with reliability. For instance, diskless
workstations arc disablcd by a failurc of a filc scrver. Conscqucently therc is a
need for a gencral purposc fault tolerant system which can support a wide range
of applications. This is our goal in the design of thc Fault Tolerant
Multiprocessor machine.

The FTM hardware architccturc is built from standard opcn machincs
connccted by an interconnection sub-system. In such architecture processing
clements are built using dynamic rcdundancy. When a processor fails the
interconnection sub-system cnables another piocessor to recover and restart
comoputations from a non-crroncous state.

Our papcr is devoted to the FTM architecture, in particular we dctail an
implementation of the intcrconnection sub-system with: a stable transactional
memory.
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Résumé

Au départ réservé, a quelques domaines spécialisés, le besoin de fiabilité
s'est répandu avec la généralisation des micro-ordinateurs et des stations de
travail en environnement distribu€. Par exemple, les stations de travail sont
parralisées par la panne d’un serveur de fichier. Par conséquence, il y a un
besoin pour des systémes 2 tolérance de pannes autorisant ’exécution
d’applications diverses et variées. C'est le but du systtme FTM (Fault
Tolerant Multiprocessor).

L'architecture du FTM est construite en associant des machines
ouvertes reliées par un sous-systtme d’interconnexion. La redondance
dynamique est utiliséc dans la construction des €léments processeurs.
Lorsqu’un processeur a une défaillance, le sous-systeme d’interconnexion
permet 2 un processeur de secours de recouvrer un état sain et de relancer les
calculs interrompus.

Ce rapport décrit 1’architecture du FTM et en particulier la mise en
ceuvre du sous-systéme d’interconnexion au moyen d’une mémoire stable
transactionnelle.

Mots clés : tolérance aux fautes, mémoire stable transactionnelle,
architecture ouverte, architecture multiprocesseurs, actions atomiques.
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1 Introduction

The fault-tolerant systems which have been built so far can be placed into two
groups: special purpose systems and general purpose systems. Special purpose
systems, historically the first systems to employ fault tolerance, are designed to
achieve a very high degree of reliability and availability. Examples of such systems
are SIFT [18], developed for aircraft control, and ESS [8] for telephone
switching.

Reliability requirement of general purpose systems is most of the times lower
than special purpose one. They are able to tolerate only single hardware faults. Two
kind of general purpose systems can be encountered: on line transaction processing
systems and fault tolerant UNIX systems. The goal of on line transaction processing
systems such as TANDEM NON-STOP [5] and STRATUS [11] is to support
commercial applications which need data consistency and high integrity.
Applications are oriented towards database management and have to be designed
using transactions. UNIX fault tolerant systems provide hardware reliability to
users without modification of existing application software. Solutions are
hardware based (TANDEM S2, SEQUOIA [6]) or software based (TARGON
[7D).

Due to generalization of micro-computers and workstations in distributed
environments, more users are now concerned with reliability problems. For
instance, diskless workstations are paralyzed by the failure of a file server or the
crash of an accountancy system can seriously affect a company. Consequently, there
is a need for general purpose fault tolerant systems which can support a wide range
of applications. This is our goal in the design of the Fault Tolerant Multiprocessor
(FTM).

The report is composed as follow. In section 2 we present the design principles
of the FTM. Then we describe in section 3 the architecture of a FTM prototype.
The functions of the Stable Transactional Memory board designed in the FTM are
detailed in section 4. Section S is devoted to conclusion.

2 The FTM design

2.1 Results of the GOTHIC experiment

GOTHIC is a distributed system designed at INRIA [3] which investigates a
new concept, the multiprocedure which integrates nicely procedural control and
parallelism. Multiprocedure is in particular, well-adapted to fragmented-data
handling. Opposite to traditional data which have a centralized representation,



fragmented data may be split up into several pieces, which may eventually be dealt
with in parallel.

In order to implement reliable multiprocedure call [14] a stable storage was
needed. A stable storage provides memory that has a high probability of surviving
processor failures and has the important property that write operation are atomic,
that is, either they happen or they do not; partially completed write operations
cannot occur. A popular disk-based implementation of this abstraction was
proposed by Lampson and Sturgis [12] some years ago.

However, the GOTHIC implementation of stable storage had to be efficient for
managing small data structures such as the kernel objects involved in a distributed
commit protocol. This requirement prevents the use of disk stable storage which
have unacceptable performance for small objects. Therefore, we have introduced a
fast Stable Storage Board (SSB), which offers atomic operations on small data
structures with very good response time [15].

The SSB is built from two banks of non-volatile, random access memory [2],
each bank consisting possibly of several megabytes of memory (the board has
battery backup power in case of power failure). Although the algorithms adopted in
the SSB to implement atomicity are essentially in the same spirit as Lampson and
Sturgis’s, the SSB differs in two ways: (i) the SSB is part of the processor address
space, it is then necessary to implement a way of controlling secure access to the
board to prevent stable storage alteration by a faulty processor; (ii) the SSB
provides atomic operations on groups of objects.

Global Bus
: Recovery port Recovery port
Processor Stable Processor Stable
Storage Storage
Board Board
| |
1 |
Local Bus Local Bus
Local Local
Memory Memory

Figure 1: GOTHIC Multiprocessor Architecture

The SSB has been integrated into a multiprocessor architecture by associating a
stable storage board with each processor (see Figure 1). Every process in the
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system can allocate stable memory and manipulate stable objects. Moreover, a
checkpoint service has been designed to provide explicit checkpointing to user’s
tasks. The system can tolerate the following hardware failures:

Power failure: at restart, SSB aborts the active atomic operation and internally
restores a consistent state of stable objects. Then system services can resume from
persistent stable objects. For instance, the checkpoint service restarts user tasks from
checkpoint stable objects.

Processor failure: the SSB can detect failure of its associated processor either
by violation of the access protocol to stable objects or by the time-out of an internal
watch-dog which has to be regularly reset by the processor. If the processor fails, the
SSB sends an interrupt on the global bus to "ask” a safe processor to take control of
the SSB through the recovery port connected to the global bus. Then the backup
processor can restart services and user processes. This "non-stop” ability works only
if the global bus is not frozen by the processor failure. :

Despite some limitations, experience with the GOTHIC system has convinced
us that programming reliable applications can take advantage of the built-in atomic
operations features of the stable storage. In summary, the prototype has shown that it
should be possible to design a fault-tolerant computer from a standard open
architecture by associating a stable storage board with each processor. That is the
main reason why this approach is generalized here in the FTM in order to construct
a general purpose fault tolerant system.

2.2 Basic approach in FTM

To design a fault tolerant system four constituent phases have to be
implemented [13]: error detection; damage confinement and assessment; error
recovery; fault treatment and continued system service.

In all fault tolerant architectures redundancy is needed to ensure continuation
of service after error detection and confinement of the faulty component. When
using static redundancy, multiple components are doing the same work at the same
time. That allows to mask one failure without reconfiguration of the system and
operating system intervention. Examples of such systems are the TANDEM S2
which uses three way replication (Triple Modular Redundancy) and the
STRATUS ({11]. At the contrary, when using dynamic redundancy, similar
components are doing different tasks at the same time and the load of a faulty
component must be handled by a safe one in addition of its own work. For instance
in TANDEM NonStop [5], peripheral devices are managed by process pairs. One
process is running on the active processor, the other on the backup processor. This



implies that the active process regularly sends its state to the backup by an
interconnection subsystem, a message passing bus in the TANDEM example.
Dynamic redundancy cost is lower than static redundancy one, as in normal
operation all the processors are executing different tasks ; but message sending
introduces some checkpointing overhead. However faults are not masked by the
hardware and recovery needs an operating system reconfiguration.

Our approach is to build the FTM hardware architecture from standard open
machines using dynamic redundancy in the building of processing elements. To
reduce checkpointing overhead we use a dual ported stable storage board as an
interconnection subsystem. A stable storage board is associated with each processor
which can locally manipulate stable objects with fast access time. In normal
operation, the stable storage is not shared between a processor and its backup. When
a stable storage board detects the crash of its associated processor it restores a
consistent state of stable objects and warns the backup processor. Then the backup
processor dynamically recreates system services from stable objects and user tasks
from checkpoints.

2.3 Hardware design rules

In this section, we derive general rules which describe how to construct a FTM
architecture in a modular manner by associating a stable storage board to existing
machines. Our purpose is to build a FTM architecture which can tolerate a single
failure of any component (processor, disk, bus), with the exception of stable storage
board which is reliable and has the ability to tolerate an internal single fault
(see 3.3).

The FTM system has to provide continued service to users. Thus, both a backup
component and the faulty one must be independent as far as hardware faults are
concerned. For instance, one processor and its backup must not be connected to the
same communication bus, since for ordinary machines, the bus may be frozen by a
faulty processor. Peripheral devices (disks) must be also accessible in more than
one way.

Rule 1 allows us to build a minimal FTM machine which can tolerate any single
component hardware fault:

Rule 1: A minimal FTM architecture is built from two standard
uni-processors, independently powered, and connected by stable
storage boards.
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Figure 2: A minimal FTM configuration

A minimal FTM configuration is shown in Figure 2; this architecture allows to
switch off independently one of the two machines in case of a failure to permit
manual maintenance to take place.

The Stable Transactional Memory board (STM) is the evolution of the SSB of
GOTHIC. Its main features (see section 4) can be summarized as autonomy and
atomicity. The STM is able to take decisions. For instance, it can decide that a
processor accessing it is faulty and then initiate a reconfiguration. The STM
provides an atomic transaction facility on a set of objects (stable structures). Thus a
consistent state of a set of objects can be recovered after a processor failure.

The STM board is dual ported to permit access by another processor. In the event
of its associated processor failing, the STM switches to the other port and sends an
interrupt to the backup processor which can recover the stable objects and restart
computations from them. Detection of a processor crash is done by a watch-dog
which has to be reset regularly by the processor.

The previous minimal configuration can be extended by using loosely-coupled
multiprocessor machines instead of uniprocessors. A second rule for constructing a
multiprocessor FTM is the following:

Rule 2: A multiprocessor FTM configuration is built from two
standard multiprocessor machines in which processors are paired
by their STM recovery port.
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Figure 3: A FTM multiprocessor configuration

It is desirable that the two FTM machines act like a single multiprocessor
architecture in normal operation to facilitate system management and to permit
freely distribution of computations among the processors. We need thus a fast
communication link between the buses which offers a minimal overhead for
transferring messages from one machine to the other. Consequently, we can derive a

third rule:

Rule 3: The FTM machines can be connected by a fast Fault Tolerant
Link (FTL) which is used to implement a virtual multiprocessor
bus.
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Figure 4: Virmal multiprocessor configuration

Should a bus of one FTM machine fail, the FTL isolates the faulty machine from
the safe one. An FTL failure results in FTM partition. The architecture becomes
equivalent to the architecture of Figure 3. If the FTL fails no side effects must
occur on the FTM machine to permit service continuation. In section 3.3 we
describe a specific implementation of the FTL which offers transfer times of the
same order as the communication buses.

From these three rules, many implementations can be derived, depending on the
number and type of the FTM machines. To build an instance of the FITM
architecture, two boards, the FTL and the STM, have to be designed and connected
to the buses of the FTM machines. However the STM and the FTL will not differ
significantly from one implementation to another one. Only the bus interfaces have
to be implemented.

3 The FTM prototype.

In the last section we have given the general design principles of our FTM. We
now detail one physical implementation of the architecture.

The multiprocessor bus of the FITM machines is the message passing
MULTIBUS II (iPSB) [16]. The bus is driven by a specific integrated controller,
the MPC. The processor does not have an electrical access to the bus. This gives the
bus better protection from a hardware processor failure.



3.1 The Pair of Stable Nodes

The two FTM machines are associated in such a way that any processor of one
machine is coupled to the corresponding one of the other machine by its STM
recovery port. These two processors and their STMs form a pair of stable nodes (see
Figure 5). A stable node is a virtual component, which includes an STM and a
virtual processor. The virtual processor is either the main processor (in normal
operation) or the backup processor (when the main one fails). The backup processor
is then shared by the two stable nodes. For instance, the stable node 1a is composed
in normal operation from the processor 1a and the STM 1a. If the processor 1a fails,
the backup processor 1b becomes the virtual processor of the stable node 1a.

The major advantage of the pair of stable nodes is that it statically binds the
backup processor to a stable node. Thus, the communication subsystem is

simplified since the physical address for a message to a stable node is either the main
processor or the backup one.

Communication Bus a (iPSB)

Local bus 1a (LBX)

STM
la

STM

Local bus 1b (iLBX)

Communication Bus b (iPSB)

Figure 5: Structure of a pair of stable nodes

3.2 The mirrored disk subsystem

A mirrored disk is implemented using two physically independent disks which
are connected to two different SCSI buses. Each processor board possesses a
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separate SCSI controller for each SCSI bus. This enables any single failure in either
a disk, a SCSI bus or a SCSI controller to be tolerated.

A mirrored disk is associated with a stable node. The mirrored disk is not
shared by the two stable nodes. Only the virtual processor of the stable node owns
the mirrored disk and can modify it. For instance, in Figure 5, one stable disk is
associated with the stable node 1a.

3.3 The structure of the Stable Transactional Memory (STM)

Stable storage must provide operations which execute atomically (all or
nothing property). To implement them a two-phase commit protocol is used
internally to atomically update two different memory devices:

Phase 1 The data is written to the first memory device,

Phase 2 When the first phase has successfully completed, data is
copied from the first memory device to the second one.

If a processor failure occurs during phase 1, the previous version of the data,
which is still on the second memory device, is copied back to the first. The update is
not successful. If a failure occurs during phase 2, the first memory device will still
contain the new version of data, so phase 2 can be restarted. Only on completion of
phase 2 is the update considered successful.

The STM is an evolution of the SSB of GOTHIC [2][15] described in 2.2 The
STM contains two memory banks and an intelligent controller. The main hardware
evolution of the STM is the ability to tolerate an internal error of the STM itself. The
components of the STM, memory banks and intelligent controller, possess two
properties: non-stop and maintainability.

The memory banks are made from a set of memory chips. In order to tolerate soft
(non permanent) errors when reading memory, an Error Correcting Code (ECC)
mechanism is used to correct a false bit. Soft errors are the result of spontaneous
alterations of the memory chip and occur from time to time. The ECC is able to
correct an error on one bit and detect errors on twos. If one chip fails, the error is
hard (permanent), the ECC is able to correct the false bit, deliver the good result to
the processor, but can not write it back to the memory chip. Hence the ECC can not
recover subsequent soft failures. In such cases the bit steering technique [10] is
used to copy the contents of the faulty memory chip to a spare one on the board. The
fault is reported to the kernel and the operator is asked to replace the faulty chip.
Using the previous mechanisms a chip failure is masked to the processor. Another
solution would be to copy the value of the other bank to the faulty one and abort
atomic actions (transactions). Hovewer this is not always possible. For instance if
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bank 1 is alterated in phase 2 of the commit protocol a safe value can not be retreived
from bank 2.

The intelligent controller has direct access to both memory banks. Every
processor access goes through the controller. If the controller fails, the contents of
memory may be destroyed. To prevent this, it is necessary to design a fail-stop
controller, made from two identical VLSI chips (see Figure 6). Both chips are
always doing the same work. Their outputs are compared before being sent to the
memory banks. If any difference is found, the comparator disconnects the circuits
and declares the fail-stop controller to be in failure. If the chips outputs are the
same, access to the memory banks is permitted.

Processor
Access mcmory banks buses Mcmory Bank 1 bus
Chip A control signals
Active / Failurc
Comparator
mcmory banks buses
Chip B - Memory Bank 2 bus
control signals

Figure 6: The fail-stop intelligent controller

Access to the STM must be still ensured, even in the event of contoller failure,
to permit service continuation. A second controller has to be able to replace a faulty
one. The STM possesses two access paths which are connected directly to the main
and backup processors by their local iLBXII bus. Both access paths are equivalent
since the backup processor, when active, has the same function as the main one. To
implement non-stop, the idea is to associate a fail-stop controller with each access
path (see Figure 7). The memory banks are connected to both controllers. In normal
operation, the controller associated with the main access is active: it executes
processor commands and verifies access to stable objects (see 4.1). If the processor
fails, the main controller becomes passive and control is transferred to the backup
controller. A failure of the main controller is equivalent to a failure of the processor
- the backup controller, and processor, become active. The backup controller aborts
current internal STM operation and restores a consistent state of objects (state
restoration algorithms are described in section 4.5).

To optimize STM performance, the two controllers can be used to implement
some internal parallelism. For instance, functions like copy from bank 1 to bank 2

12



can be performed by the passive controller. If the passive controller fails the
primary controller has to restart its work.

The STM is built from two electrically independent board to permit manual
maintenance on one board. The two boards are identical and contain a memory
bank and a controller. One board is connected to the main processor local bus, the
other one to the backup processor. During maintenance of one board the owning
processor is halted; at restart the replaced board is updated with the contents of the
safe one.

Board 1 Board 2
Recovery
: access
ECC FailfSIOP ILBXII fefecercncsccarcs
double intefligent interface
Socess controller
Memory Fast
Bank Parallel
link

Failure /Active

Failure /Active

Normal l ECC

Processor double

access . access
wexa Memory
interface confroller Bank

Figure 7: The STM structure

3.4 The FTL structure

The function of the FTL is to connect the two FTM machines to provide a
virtual multiprocessor bus. The simplest way of implementing the FTL is to use a
local area network, like the ethernet, and route messages from one machine to the
other. However, local network transfer times are very slow compared to
MULTIBUS II. To achieve faster communication between FTM machines, we
implement the FTL using two boards connected by a 32 bit parallel bus
(see Figure 8). The FTL boards are themselves connected to the local bus. To route
messages we use one of the processors which can be considered as a gateway to the
other FTM machine.

13



To avoid synchronization problems between the communication bus and the
FTL, a small RAM memory buffers the messages. Input and output buffers are

distinct in order to isolate the bus from a faulty FTL board. Moreover the boards
can be switched on and off independently. When a message is received from the

communication bus, it is written in the output buffer of the local FTL board. Then a
DMA chip copies it to the input buffer of the other FTL board.

Communication Bus a

1 1
Output
FTL
Processor Bufter ot Board STM
a DMA buffer 2 a
Parallel Bus
Tnput
DMA Output Board b
Processor Buffer b
b
1 1 1
Communication Bus b

Figure 8: The FTL structure

What performances can be expected from the FTL implementation? A
synchronous SCSI bus (8 bits) has a bandwidth 4 Mbytes/s. Thus using a SCSI
technology to design the FTL (32 bits), a bandwidth of 16 Mbytes/s is possible. The
maximum bandwidth of the Multibus II communication bus is 40Mbytes/s. Hence
the minimal transfer time of one 1 Kbytes page between two processors of the same
machine is 25 ps. Communication between two processors of two FTM machines
which are not connected to the FTL board needs 3 transfers: processor — FTL
processor, FTL — FTL, FTL processor — processor. The transfer time from one

FTL board to another is 62.5 pus. Thus the maximum overhead in transferring one
25+625+25_ 45
25

page between two processors of the two FTM machines is

and the minimum is -6—25'—5=2.5.
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3.5 Power supplies

All computer systems work better when power is on! We can distinguish two

causes of power failure: malfunction of one power supply and external network
power failure.

In the FTM architecture, each FTM machine possesses its own power supply
unit. Thus, failure of a unit implies halting only one FTM machine. The same
solution is applied to disks to allow flexibility in maintaining them. Concerning the
STM boards, they must not halt if one power supply fails. Therefore, each STM
board is powered by two distincts power units (see Figure 9): the power supply of
the FTM machine to which the STM board is connected and a power supply
reserved for all STM boards of one machine.

To tolerate network power failures, another source of power has to be provided.
If the system and applications must never halt, whatever the duration of the failure,
an alternative power source must be provided. To tolerate short and medium length
break-downs, battery power units can be sufficient. When a power failure occurs,
the system can be still powered by batteries and works normally. If the duration of
the break-down reaches the limit of the batteries a consistent state of the operating
system and applications is saved on the disks and the FTM is halted safely,
permitting a restart when power is available.

Communication Bus a (iPSB)

Power
Unit
Power
Unit
Power
Unit
Power :
Unit : 2 Power
Unit
Power
Unit

Communication Bus b (iPSB)

Figure 9: Power supplies of the FTM prototype
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4 STM functionality

The purpose of this section is to describe in detail the functions of the STM
whose structure has been introduced in section 3.3. Our experience in the design
of the GOTHIC kernel led us to define the precise functions that a stable memory
board should possess in order to build a reliable kernel:

* Atomic transactions on multiple objects
* Simple programming interface

* Autonomy

*  Protection

*  Fast access

The STM board is a flexible hardware device which provides fast atomic
operations on a set of data structures. To permit fast access the STM is directly
connected to the processor busses. Thus the internal memory has to be protected
from processor failures. In a classical random access memory, any word is accessible
at any time. To help protect memory, we can limit the number of words which are
accessible at any one time. The solution provided by the STM is to record logical
structures named STM objects so as to provide memory protection.

All operations on objects have to be atomic in order to recover a consistent state
of memory after a processor failure. The transaction is the basic mechanism
provided by the STM so as to manage objects atomically. Any object operation
(read, write, creation, destruction) must be performed whitin an STM transaction.
Multiple transactions may be simultaneously active in STM to permit sharing of the
STM by several processes. Transaction management is detail in section 4.2. In the
following, the user of the STM facilities is refered to as the STM client (e.g. the
kernel).

4.1 STM object management

One of the major problems in the design of the STM is to represent an STM
object. In the GOTHIC SSB (described in section 2.1), an object is a set of
non-contiguous words. A tag is associated with each memory word of an object and
contains a link to the next word in the object. The protection mechanism required
that a read or update operation has to read sequentially all words of the object, even
if few words are really accessed. Thus, access to the SSB was not easy to program.

In the FTM, an STM object is a contiguous set of words. To read or modify
any word of an STM object, the program has to explicitly open the object. Any
attempt by the processor to access a word which does not belong to a currently
opened object is signaled as an exception. This protection mechanism is

16



implemented by the intelligent controller. The controller records which of the
objects stored in STM are currently opened. In order to create an STM object, it is
necessary first to allocate the space needed within the STM address space and,
second to declare the object to the intelligent controller. Note that the STM client is
responsible for the space allocation policy of the STM memory.

An STM object is represented by its contents and a descriptor which
descriptor contains the lower and upper bounds of the memory region allocated to
the object together with some information about the object state (see Figure 10).
When an object is opened, the bounds are loaded into two comparators so that to
check the validity of a processor address (see Figure 11).In other words we want
to be able to access any word of an open object. The controller checks if the
incoming address lies within the bounds of the object. Up to k objects may be
opened simultaneously. This choice facilitates the implementation of (k-/)-ary
operations such as obj := f(Objj, ..., Objk.1).The value k is fixed by the
implementation of the controller (VLSI chip), but should be greater than 3.

TTLJL
Memory |LowlUpp| r {i |i
Word BlB|la}lnln2
nlklk
tag bDjujJuUu|lUju)lF ] FY}F|FJU|J]U]JUlITUJU]JU]F|F

Figure 10: Structure of an STM object

Object descriptors of all STM objects can not be recorded in the STM
controller and are stored in the STM memory itself. A fixed size object descriptor is
allocated by the client at object creation. The object descriptor and the object itself
need not be contiguous in memory. We introduce here after the object commands
provided by the STM. To declare an STM object the processor sends a
Declare STM_object command to the controller:

Declare_STM object (Obj_descr add, Low_bound_add, Upper bound_add);
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Address Validated / Error

Figure 11: Address checking by the STM controller

When receiving the Declare_STM_object command, the controller first
verifies that the allocated memory is free in order to prevent existing objects being
overwritten and then initializes the object descriptor. To implement this protection
mechanism, a tag is associated with each memory word to describe its contents. The
tag has four states:

F

c 30

The memory word is free and can be allocated,
The memory word is the start of an object_descriptor,
The word is the start of a transaction_descriptor (see 4.2),

The word is in use, either in an object or in a descriptor.

The Open_STM _object command gives a processor access to an STM object:

Open_STM object (Obj_descr_add):
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When receiving this command, the controller checks that the parameter points
on the beginning of an object_descriptor. A set of control registers (bound
registers, comparators, etc) is allocated and the object descriptor is loaded into
these registers. If no register set can be allocated (k objects are currently opened), an
exception is signaled to the processor. Two commands so as to close and delete an
object are provided:

Close_STM object (Obj_descr_add);
Delete STM cbject (Obj descr_add);

The Close_STM _object command frees the controller register set held by the
object descriptor and forbids any subsequent access to that object until it has been
reopenedz. The Delete_ STM_object removes an object from the STM and frees the
associated space.

4.2 STM transactions

Object operations described previously must be performed within
transactions so as to be recoverable. Similary to STM objects, a transaction is
represented by a transaction descriptor (Figure 12). A transaction descriptor is
analogous to an object descriptor, it has to be allocated by the STM client and be
declared to the controller by a Declare STM _transaction command:

Declare_STM_transaction (Trans_descr_add);

2  To ensure correct behavior of this protection mechanism, the processor cache has to be
disabled when accessing STM memory. Otherwise the processor could access data from the
cache, while the corresponding object is closed. Consequently access to STM memory is
slower than access to cached RAM memory.
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Figure 12: Structure of a transaction descriptor

The Declare_STM _transaction command is also recoverable and has to be
done itself within a transaction. Transaction nesting is not allowed so that a
transaction descriptor cannot be used until its creating transaction commits. To
permit STM initialisation by the STM client an initial transaction descriptor is
internally created at the bottom of STM memory.

There are five basic STM commands for transaction management:

Declare STM transaction (Trans_descr_add);
Delete_STM transaction (Trans_descr_add);
Begin_STM_transaction (Trans_descr_add):
Commit_ STM transaction ();

Abort_STM transaction ();

Changg;STM_;ransaction (Trans_descr_add):

The Delete_STM _transaction command deletes a transaction descriptor. The
transaction has to be inactive or an error is signaled to the processor. The command
Begin_STM transaction activates a transaction (see Figure 13). Operations are
only applied to the contents of memory bank 1. All objects accessed by a transaction
are linked together in a double link list. The head field of the transaction
descriptor points to the first object descriptor in the list. A simplified
implementation (written in the C language) of internal operations performed by the
controller when opening an object within a transaction is the following:

void Open_object (Type_object_descriptor Obj_desc)
{
if (Obj_desc.Trans == nil) then

/* Object never accessed */

/* We have to link it in front of the access list */
Trans_desc.Head->1ink2 = &Obj_ desc;

Obj_desc.linkl = Trans_desc.Head;

Obj_desc.link2 = nil;

Trans_desc.Head = &0Obj_desc;

/* Tag the object. with the opening transaction */

Obj_desc.Trans = &Current_trans_desc;
return (OK):;
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else
if (Obj_desc.Trans == &Current_trans_desc) then

/* The object have already been accessed by this transaction */
/* There is nothing to do */
return (OK):;

}

else

/* The object is currently accessed by another transaction */
return (Conflict detection);

}
}

End of copy of bank 1 to bank 2
by the second controller

¢ Begin_STM_transaction

Validation

Commit_STM_transaction
Commit of
the crea}ing
transaction Change_STM_transaction
End of copy of Abort
bank 2 to bank 1 STM_transaction
Suspended
Newly P
Created

Figure 13: State machine for a transaction

To successfully end an ° active transaction the command
Commit_STM _transaction is sent to the controller. This command takes no
parameters and refers to the current transaction. The objects accessed by the
transaction are identified using the linked list and then are internally copied from
the first bank to the second bank. This copy can be done by the passive controller,
while the main one continues servicing other processor commands in parallel.

Abort_STM _transaction cancels the execution of the current active transaction.
All modified objects, created and deleted descriptors are restored to their original
state by copying from bank 2 to bank 1. Note that when a transaction is aborted,
objects which have been deleted by it have to be recovered to their prior state. This
implies that the memory space of a deleted object and its descriptor cannot be
over-written by another object while the transaction is active. In order to ensure
roll-back, the effective destruction of the object is done at commit time and its area
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is unusable until then. When the processor fails, no assumptions can be made about
the consistency of the objects which were open: the transaction which manipulates
these objects has to be aborted to recover a consistent state.

In order to have multiple transactions simultaneously active in the STM, it is
possible to save the current transaction and switch to another one previously
suspended with the Change STM _transaction command. To save the transaction,
registers sets and the transaction status are copied by the STM controller to the
transaction descriptor. The transaction status consists of the following
information (see Figure 12):

— State of the transaction which may be: newly created, not active, active,
suspended, validation, abort (see Figure 13),

—~ A reference to objects opened at switch time. The transaction descriptor
contains K specials fields store pointers to the object descriptors(Obj1, Obj2,
Obj3 in Figure 12). When the transaction is restored, these objects will be
automatically reopened,

4.3 Group of transactions

When designing the kernel it is useful to group different transactions, so that
either all transactions commit, or all transactions abort. For instance, several
processors may need to update atomically several RAM variables which are on
different STMs. To implement the atomicity of a group of transactions, a
distributed commit protocol is needed. Each transaction of the group follows the
protocol:

Phase 0 Perform the transaction work.

Phase 1 If the transaction succeeds, send Prepare_to_commit to a
coordinator, otherwise send Abor:.

Phase 2 Receive the final decision from the coordinator and either
commit or abort the transaction.

The STM provides an efficient implementation of the group commit protocol. A
new state, Prepare_to_commit, is introduced in the transaction automata (see
Figure 14). In this state, no object is or can be opened. Thus, if the processor fails,
objects are still consistent and the transaction does not have to be aborted. To enter
this state, the command Pre_Commit STM transaction must be sent to the
controller. The final decision to either commit or abort is sent by the coordinator.
The copy from bank 1 to bank 2 (or bank 1 to bank 2) is delayed until receipt of the
Commit_STM _transaction (or Abort STM _transaction) command.
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Figure 14: Complete state machine for a transaction
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Prepare_to_commit

4.4 STM commands synchronization

A client must await the completion of a command sent to the STM in order to
detect a possible error. The STM offers two programming modes: polling and

interrupt. The mode is specified by setting a bit in the command word. The interrupt
mode is quite useful for long commands such as STM_commit_transaction where

it enables the processor to run another task while the STM copies the objects to bank
2.

Some synchronization is needed when multiple transactions want to share the
same object. If one transaction attempts to open an object already used by another
one, the STM controller will signal an exception. To access the object, the
transaction has to wait until the commit of the transaction which owns the object. At
the end of a transaction commit, the STM has the ability of sending an interrupt to
the processor (kernel) so as to inform that the object is free to awaken one or more of
the waiting clients. This wakeup is completely transparent to the transactions
bidding for the object. There is no overhead if objects are not shared.

4.5 Coping with controller failures

A controller failure can be considered equivalent to a processor failure. To
roll-back to a consistent state, the backup controller has to copy the previous
version of modified objects from bank 2 to bank 1. The most complicated problem
occurs when a failure arises while creating a descriptor (object or transaction
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descriptor) since descriptor creation requires the execution of multiple basic
operations to insert the descriptor into the descriptor list. To solve this STM
algorithms use a robust structure [17] - a double linked list which allow to insert an
element safely. Now we illustrate this point.

In Figure 15 we detail the basic steps for creation of a descriptor and its
insertion in the descriptor list. If a failure occurs during the creation process, the
backup controller must restore the initial state of the list as shown in Figure 15.a.
In state 1 the backward link of descriptor b is modified to point to the non-created
descriptor c¢. In state 2, we complete the initialization of descriptor c. If a
controller failure occurs during states lor 2, the backup controller is able to find
descriptor ¢ and remove it. To get the final state, the forward link of descriptor a
is just moved from descriptor b to descriptor ¢ by a single atomic step.

After a failure, the backup controller performs a consistency check of the
internal descriptor (objects, transaction) lists of the STM. If some inconsistency is
detected, a consistent state is restored as explained previously.

Descriptor Descriptor Descriptor Descriptor
a b [T S S H b
a) Initial state b) state 1
l Y } Y 1 Y Y
¢ b L L
Descriptor Descriptor Descriptor Descriptor Descriptor Descriptor
a [ b a [4 b

¢c) state 2 d) Final state

Figure 15: Double linked list element insertion
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5 Summary and conclusion

This paper has reviewed the main aspects of the FTM architecture which is built
by associating stable transactional memory board with processors of a standard
machine. We have presented design rules of FTM architecture and an instance of its
implementation based on market industry products.

We are currently working on the implementation of the intelligent controller
VLSI chip. Its main advantage is to permit an easy implementation of a STM board
for any kind of machines just by associating memory chips and a bus interface to
the VLSI controller. The STM is emulated by software so as to ease the kernel
development and test extensively internal STM algorithms.

The FTM kernel is based on the MACH kernel [19] and is designed in order
to support reliable non-stop services. Reliable services are executed on a pair of
stable nodes. The kernel provides access to STM facilities (stable objects and
transactions) through an interface composed of a set of primitives written in the
C™ object-oriented language so as to hide to the user the low-level STM
hardware interface. The most significant reliable service designed so far on the
FTM kernel is a reliable distributed virtual memory [4] which integrates in a
uniform view all physical memories of the system (RAM, STM and disks).
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