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ABSTRACT

Our atomic broadcast protocol ABP deals with spontancous concurrent broadcasts in an environment where processors
are subject to crash or omission failures and the channel is subject to omission failures. Upper-bounded transmission
ard processing delays arc assumed. ABP guarantees the delivery of the same ordered sequence of messages by all the
correct processors provided that the Progress Condition is mel. A processor is said correct if it is able to communicae
with a majority of processors (Correctness Rule). Morcover ABP meets the uniform agreement propernty. Unlike other
atomic broadcast protocols, ABP has been designed to avoid the wrong exclusion from the broadcast group : only
incorrect processors are excluded. In case of broadcaster’s crash, the message abort probability is minimuom. 1 4
broadcaster violates the Correctness Rule while running, it detects it and halts without taking wrong decisions. A
comparative complexity evaluation is made with closely related protocols.

RESUME

Notre protocole de diffusion atomique ABP gére les diffusions concurrentes spontanées dans un environement oa
d’une part les processeurs sont sujets a des défaillances par arrét ou par omission et d autre part le canal de
communication est sujet a des défaillances par omission. Les délais de transmission ct de traitement sont supposés
bomés supérieurement. Sous réserve de la Condition de Progression, ABP garantit que tous les processcurs corrects
délivrent la méme séquence ordonnée de messages. Un processeur est dit correct s'il est capable de communiquer avec
une majorité de processeurs (Régle de comportement Correct). En outre ABP satisfait la propriété d*accord uniforme.
Contrairement & d’autres protocoles de diffusion atomique, ABP, de par sa conception, évite toute cxclusion abusive
du groupe de diffusion : seuls les processeurs incorrects sont exclus. En cas de défaillance d"un émetteur. Ia probabilité
d’annuler son message est minimum. Si en cours de fonctionnement, un émettcur ne respecte pas la Regle de
comportement Correct, il le détecte et s’arréte sans prendre de décision erronée. La complexité de ce protocole est
évaluée et comparée avec celle des protocoles les plus proches.



User requirements for dependable computing systems [LAP8S| are increasing. For instance the Advanced Automation
System [CDDY0] in charge of the US air traffic control must guaranice an unavailability of critical services less than
three seconds per year. Such dependability requirements can be achieved only by fault-tolerance. In fauit-tolerant
systems based on active redundancy (|CDDY0], |DELSS}) all entitics work in parallel : they receive inputs, process
them and produce outputs. To ensure that all the entities provide the same outputs, it is necessary to provide them with
the same ordered sequence of inputs. Such systems must guarantee that messages broadcast by different sources are
received in the same order by all the destination entitics. That is why an atomic broadcast protocol (JLGY0O),
|RAY90]...) is required.

Section 1 defines the study framework : what problem is addressed and what assumptions are made. Section 2 points
out what distinguishes our atomic broadcast protocol ABP from other similar ones. Section 3 is devoted to ABP
description. In scction 4, a comparative evaluation of message complexity is done.

LSTUDY FRAMEWORK

A broadcast is atomic il it meets the following three properties :

- Unanimity : if a correct processor broadcasts a message, then cither all the correct processors or none of
them deliver the message to their host ; this propenty is defined in [CAS85] (sec section 1.1.2 for a definition
of correct processor).

- Total order : all delivered messages from all correct senders are delivered in the same order at all correct
Processors.

- Termination : each correct processor knows the outcome of a broadcast within some known time bound.
This property is defined in [CAS8S).
Moreover, some atomic broadcast protocols guarantee uniformity.

- Uniformity : if any processor (correct or incorrect) has delivered a message, then each correct processor
delivers this message. This property is defined in [GT89). Notice that uniformity implics unanimity.

L.1. Assumptions

1.1.1. Model

In our model, processors are assumed to be fully connected by means of a Local Arca Network. Each processor is
associated with a host supporting the application. The broadcast protocol supported by the processors uses Medium
Access Control (MAC) services such as those offered by FDDI (ISO 9314), 1EEE 802.4, IEEE 802.5, a deterministic
variant of IEEE 802.3 |[BFR87] ...

Because of the impossibility result of Fischer, Lynch, Paterson | FLP85], our atomic broadcast protocol ABP assumes
upper-bounded transmission and processing delays. Each processor accesses a local clock. The drift between any
two clocks during a phase of the broadcast protocol is bounded.

1.1.2. Failure imodes

The processors are subject to crash, or omission failures. However processors are not assumed (o be weak fail-silent
[DELRR] : there is no omission upper bound beyond which the processors are assumed to be crashed. The channel is
subject to omission failures. Physical partition can occur. Let N be the maximum transmission number of a message.
N is computed 10 tolerate up to ¢ channel omissions and up to p send or receive omissions per processor, N=c+2p+/.
If after N transmissions a broadcaster has received a majority of acknowledgements but not all, the correctness of silent
processors must be checked. A processor is considered correct as long as it meets the Correctuess Rule. If it violates
this rule, it is incorrect. It must halt.

Correctness Rule : a processor must be able to communicate with a majority of processors.

With the Correctness Rule, only a partition with a majority of correct processors is allowed to work. I{ the number of
processors is 1, then ABP tolerates up to g (respectively g-1) incorrect processsors, with n=2g+1 (respectively
n=2q).



1.2. Required properties

The atomic broadcast protocol, we are intercsted in, must meet the [ollowing properties :

- no synchronized rounds : ABP does not assume synchronized rounds : any processor is allowed 10
broadcast a message at any time without waiting for a broadcast initiation time.

- concurrent broadcasts : when a processor broadcasts a message with sequence number m1. it does not know
whether another processor has also decided to broadeast a message with sequence number 71, or whether it
has omitted to receive such a message. Concurrent broadcasts are then possible, they must be taken into
account by the protocol.

- no system contamination : we distinguish two types of system contamination : the first onc is caused by an
incorrect processor arx the second one by a violation of the bounds assumed by the protocol.

The first type can be avoided if
- amessage broadcast by an incorrect processor is rejected by all the correct processors and consequently
no processor (correct or incorrect) will commit this message,
- and all messages delivered by an incorrect processor are delivered by all the correct processors
(Uniform Agreement property) and in the same order.
The secord type of system contamination can be avoided if the system, while running, checks the bound
assumptions. If a violation is detected no wrong decision is taken. For instance the system is able to detect that
more than the majority of processors have crashed, and halts.
- no wrong exclusion of the broadcast group : in a system where omission failures are assumed, an
important point to consider is the rule used to exclude a member of the broadcast group. With ABP, a silent
broadcaster cannot wrongly exclude correct members.
- minimum number of aborts : ABP does its best to complete the broadcast successfully (=delivery of the
broadcast message), unlike some atomic broadcast protocols which favour the broadcast termination versus
the broadcast success (c.g. upon crash detection of a broadcaster, its message is aborted if it has not been
received by alt correct processors).

Atomic broadcast protocols closely related to ABP are now presented.

2. RELATED WORK
2.1. ABCAST

The ABCAST protocol is described in [BJ8&7a]. Processors are subject to crash failures. Messages can be lost.
duplicated or delivered out-of-order. This protocol does not assume synchronized rounds and deals with concurrent
broadcasts. It proceeds in two phases : in the first phase, the sender broadcasts its message, each receiver provides a
timestamp (the concatenation of a local counter value and the receiver identifier). In the second phise. the sender
broadcasts the message commit with the maximum timestamp it has collected for this message. The message is
delivered according to this timestamp order. If the broadcaster fails, one member of the broadcast group that has
received the message but not the commit takes over and completes the broadcast as the new coordinator. This protocol
is simple and attractive but it does not distinguish the following two situations :

- a process delivers a message and then crashes,
- a process crashes before delivering a message.

For instance, if both the broadcaster b and the receiver r having given the maximum value timestamp fail. the
timestamp computed by the new coordinator differs from the one given by the initial broadcaster : the initial
broadcaster b and the receiver r have delivered the message in an order ditferent trom the one used by the other
processes. This a violation of the total order property.

The ABCAST protocol uses the services provided by a process monitoring mechanism (for process crash detection)
and by a site view management. The site view contains all the operational sites. A site s/ which does not reeeive in
time the periodic message "I am alive” from another site s2 can exclude s2 from the site view, 52 is then forced 1o
commit suicide. This is a wrong exclusion of the broadcast group.



2.2. AMp

The AMp protocol is described in [ VRBRY). Processors are assumed to be weak fail-silent. The channel is subject to
omissions, but the channel replication degree is such that partiioning never occurs. This protocol does not assumed
synchronized rounds and deals with concusrent broadeasts. It proceeds in two phases : in the first phase the sender
broadcasts its message, which is acknowledged by the receivers. The message is retransmitted until
- either the sender has received the acknowledgements of the same transmission from all the receivers (this
is a strong condition), the sender enters then the second phase by committing its message. The commit is
negatively acknowledged,
- or the maximum transmission number is reached, the sender commits its message in the sccond phase and
triggers the view management protocol to exclude the processors whose acknowledgement has not been
received for the last transmission of the message. Wrong exclusion of the broadcast group is possible.

The delivery order is given by the receive onder of the last transmission of the message. A sender is not allowed 1o
broadcast a new message while its previous messsage is not committed. If the broadeaster fails during its broadcast, a
group manager is clected among the receivers having detected the broadcaster failure : it completes the pending
broadcast and excludes the failed broadcaster from the group view. The message is aborted if it has not been received
by all the correct processors.

2.3. Atomic broadcast for redundant broadcast channels

An atomic broadcast protocol for redundant broadcast channels is described in [CRI89|. This protocol tolerates up to
[ processor crash failures, channcel adapter performance failures and channel omission failures. Each processor is
connected via f+/ independant channel adapters to f+/ independant channels. The replication degree is such that a
partition never occurs. The protocol assumes synchronized clocks and real-time systems but it does not assume
synchronized rounds. It is based on a lazy forwarding technique. A message broadcast at time T on broadcaster’s clock
is either delivered by all correct processors at time T+(k+1 )(t+d) on their clock or by none of them, where f=24+1.
d is the maximum dnift between two clocks and ¢ is the transmission delay of the message. The sender broadeasts its
message on the channels 7, 2, ..., f+/ in this increasing order. When a processor p (not the sender) receives such a
message at time U (on its clock), it accepts this message as timely if U<T+h(t+d) where h1 is the hop count. Let ¢ be
the highest channel on which p accepts this message, if ¢<f+/-l and h<=k, then p must forward this message on
channels ¢+1, ..., f+/-h. When no failure occurs the message complexity is equal to f+/, it does not depend on the
processors humber. In presence of failures the message complexity is equal to n(f-1)+2 in the worst case. However
this protocol seems to be very sensitive to the violation of ime bounds.

3. OUR ATOMIC BROADCAST PROTOCOL : ABP
3.1. Main features

In a failure-free environment, two phases are required to perform an atomic broadcast. In the first phase (message
phase) the broadcaster transmits its message and collects the acknowledgements from all the correct processors. In the
second phase and provided that the Correctaness Rule is met, the broadcaster commits tts message. For a broadcaster
the Correctness Rule means that after N transmissions it must have received the acknowledgements from a majority of
correct processors. Otherwise, it halts.

For performance reasons on the one hand, a broadcaster can combine together the commit of its previous message with
the broadcast of its new message. On the other hand. processors are allowed to broadcast concurrently and cach
broadcaster is allowed to broadcast up to k messages without waiting for their commit (where & denotes the window
size). At each correct processor, concurrent messages are received and commiitted in any order. However. this protocol
guarantees that each correct processor will deliver the same messages in the same order. The delivery order is given by
the secquence number of the messages. Two messages with the same sequence number are ordercd according to their
broadcaster’s identifier.

In a silent environment send and receive omission faults are tolerated by up to (N-/) retransmisstons. I a broadcaster
does not receive an expecled acknowledgement from abother processor, it commils ils message and calls the
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surrogate. The surrogate is the processor with the smallest identificr belonging to the current view. The current view
contains all the correct processors belonging to the broadeast group. The surrogate is in charge of checking the
correctness of a silent processor and excluding this processor il incorrect, from the group view. If some of the silent
processors were broadcasters the surrogate will complete their broadcasts. Even in that case, each correct processor
will deliver the same messages in the same order.

The correctness Rule is introduced to avoid the exclusion of a correct processor by silent ones. When a processors bl
detects that it is unable to communicate with another processor 52, a majority of correct processors must agree with
b1 betore deciding on h2's exclusion. The majority required by this protocol is self-adaptive. It evolves dynamically
according to the changes occurring in the system (failures, departures, and joins).

3.2. Concurrent broadcasts

This section describes how ABP deals with concurrent messsages. Each broadcast message is timestamped by a
message sequence number and by the source’s identifier. Each view is umestamped by a view sequence number and
by the source’s identifier.

Broadcaster Rule : a correct processor I is allowed to broadcast messages with the timestamps <m+1.h> .
<m+k,b> it all the broadcasts with sequence number less or equal to m have already been committed or aborted.
Morcover the broadcaster b cannot timestamp its message with a sequence number equal 10 a message scquence
number it bas already acknowledged.

First phase :

According to the Broadcaster Rule a correct processor b broadcasts its message with the timestamp <m,bh>, and the
current view timestamp. When a correct processor receives such a message, it checks that the view timestamp, provided
in the message, is the current one. If yes the processor’s response depends on the following conditions :

- either it has no message 10 broadcast, it sends its acknowledgement with the current view timestamp,

- or it has already broadcast a message with sequence number m, it sends its acknowledgement with the
current view timestamp and includes the indication that it is a concurrent broadcaster,

- or it broadcasts its message with sequence number m including its acknowledgement for <m.bh> and the
current view timestanp.

Otherwise, if the received view timestamp is less than the current one, this processor provides its current view in its
negative response . The broadcaster must redo the first phase with the current view timestamp only if it belongs to this
current view. Otherwise it halts. If the received view timestamp is greater than its timestamp view, it asks for the current
view, and acknowledges <m,b>.

When the broadcaster b, at the end of its first phase, has received a positive response from all the correct processors
belonging to the view referred in the message, it knows all the broadcasters which are involved in concurremt
broadcasts. It computes then, the delivery order DOC(m) of these concurrent messages, which is given by the
broadcaster’s identifiers. The broadcaster b enters the second phase.

Second phase :

The broadcaster / initiates the commit phase by broadcasting the commit of its message. This commit contains the
message timestamp and the commit view timestamp (view timestamp referred in the message), and DOC(m). The
delivery order DOC(m) enables all the processors belonging to the commit view to know and to apply the same
delivery order for the broadcasts with sequence number m. Like the first phase, all the correct processors must
acknowledge the commit message which can be transmitted up to NV times. When a processor receives the commit of
message <m,h>, it is allowed to deliver it to its host, if it meets the Delivery Rule.

Delivery Rule : a message with sequence number m can be delivered by a processor » only if the following four
conditions are met :



- this message is commitled,
- and all the previous messages have been delivered by r,
- and r has not been excluded from the commit view ol a previous message,
- and r belongs to the commit view of this message or of a previous message.
Consequently, when a processor belongs 1o the commit view Vi of a message, it delivers this message and all the

following committed oncs until a new commit view Vjj (j>i) excludes it. When a processor does not belong 1o the
commit view of a message, it halts. 1t has been excluded.

Lemma | : in a lailure-free environment, an atomic broadcast compleles in two phases.

3.3. Reliable broadcasts

This scction describes how an error is detected by the Normal Processing module.

Lemma 2 : if a processor detects the unexpected silence of a potential broadcaster, it calls the surrogate.

3.3.1. Processor silence detected by a broadcaster during its first phase

The silence of a processor bs is detected by a broadcaster bj which after N transmissions ol its message <m, bj> has
not received bs’s acknowledgement. Provided that the Correctness Rule is met, by is allowed to commit its message
with the commit view timestamp and with QDOij(m). QDOij(m) is the message delivery arder computed by by
: il takes into account all the broadcasters whose message (with sequence number 71) has been received by by, and
marks with a question mark the silent processors, like bs (they could have broadcast a message with sequence number
m not received by hj). After a delay corresponding to N transmissions counted from the end of bj’s first phase. the
folowing threc cases are possible :

- cither hj has no ncws about bs then it calls the surrogate with bs’s potential missing message indication,

- or bj knows that bs is a concurrent broadcaster (receipt of DOC(m) including bs) then it calls the surrogate
with bs’s missing message indication,

- or hbj knows that bs is not a concurrent broadcaster (receipt of DOC(m) not including hs) then it does not
call the surrogate.

3.3.2. Broadcaster silence detected by a receiver

A receiver r detects the silence of a broadcaster 0 in the following cases :

- either » knows that b is a broadcaster, but 7 has not received b’s message afier a delay corresponding to N
transmissions, then » calls the surrogate with b’s missing message indication,

- or r has received the message, but after a defay corresponding to 2N transmissions 7 has not received the
commit, then r calls the surrogate with [’s missing commit indication,

- or r knows that b is a potential broadcaster (b is marked with a question mark in QDOC(m)) but r has not
received h’s message after a delay corresponding to NV transmissions, then r calls the surrogate with r’s
potential missing message indication.

3.4. Surrogate algorithm

Upon a processor call, the surrogate runs the surrogate algorithm. The first goal of the surrogate algorithm is to cope
with potential missing messages, missing messages or missing commits. The surrogate is the only processor allowed
to act on behalf of the silent broadcaster : for instance, it can take the decision to commit a pending message. provided
that it meets the Correctness Rule. The second goal of the surrogate algorithm is to decide on silent processor exclusion.
The surrogate asks all the processors to determine whether the silent processor violates the Correctness Rule. The
surrogate cxcludes a silent processor 7 only if r does not meet the Correciness Rule and the surrogate does.

A broadcaster r violates the Correctness Rule with regard to a message <m,r> (respectively comnt <mr>yifl :



- cither X silent processors +X processors having received this message (resp. commit) < majority of processors,
- orX processors having not received this message (resp. comniit) >= majority of processors.
A receiver r violates the Correctness Rule if
- either X silent processors +Z processors having received a response from r < majority of processors,
- orZ processors having not received a response from r >= majority of processors.
Upon detection of the Correctness Rule violation, the surrogate updates consistently the view of the broadcast group.

For simplicity’s sake, in the surrogate algorithm, commit <nm,hj> stands for the commit of message <m.bhj>,
DOC(m) and the commit view timestamp.

3.4.1. Surrogate algorithim for a missing commit <m, bj>

 the surrogate is called for a missing commit <m,bj>, it enters the (irst phase Pt and proceeds as follows

P1: the surrogate brodcasts the commit of the message if it knows it, otherwise it broadcasts the message itscll. A
processor responds according to the last information received from bj and related 10 <m,hj>, that is nothing received,
message received or commit received. Upon receipt of the responses from all the processors seen correct by the
surrogate, cither the surrogate’s algorithm ends or is followed by a sccond phase P2. The former case hands if both
conditions are satisfied : first the surrogate has broadcast the commit message in P and second, /y has not violated the
Correctness Rule with regard to the commit.

P2 : the surrogate broadcasts the comniit of the message and/or a new view excluding bj (it has detected that bj has
violated the Correctness Rule with regard to the commit). A third phase P3 is required only il the surrogate has

broadcast a new view in P2.

P3 : the surrogate broadcasts the commit of this new view which becomes the current onc.

3.4.2. Surrogate algorithm for a missing message <m.bj>

If the surrogate is called for a missing message <mi,bj> and if it has not received the commit of this message. it enters
the first phase P1 :

P1 : the surrogate broadcasts the message if it knows it, otherwise it broadcasts a request for it. A processor resporuds
according to the last information received from bj and related to <m,hj>, that is nothing received, message received
or whole message in response to a request for message, or comniit received. Upon receipt of the responses from all the
processors scen correct by the surrogate, the surrogate enters phase P2 :

P2 : if the surrogate has broadcast the message in P1, and if bj violates the Correctness Rule with regand to the message.
the surrogate excludes bj from the current view. The surrogate broadcasts the commit <m,hj> and the new view (if
any). Else if the surrogate bas broadcast a request for <n1,bj> in P1 then :
- either at least one processor has received the message <m,bj> from hj : the surrogate broadcasts the
message <m,bj> (with a new view excluding hj if bj violates the Correctness Rule with regard to this
message).
- or no processor has received the message <m,bf> from bj : the surrogate broadcasts "Abort <mi.hj>" with

anew view excluding bj.

The surrogate enters phase P3 only if it has broadcast in P2 the message <m,bj> or a new vicw.
P3 : the surrogate broadcasts the associated commit.

if the surrogate has already received the message <m,bj> and its commit, then it just repeats the message <m.hj> arxd
its commit.



3.4.3. Surrogate algorithm for potential missing message <mbj>

If the surrogate is called for a potential missing message <m,hj>, either it has received the message <m,hj> then it
proceeds as for missing message <n,hj>, or it has not received this message and then must determine whether /) has
really broadeast a message. 1t runs the algorithm hereafter

P1: the surrogate broadcasts a request for the potential missing message <m,hj>. A processor # responds as in phase
Pt of missing message algorithm if r knows that hj is a broadcaster. Otherwise, r must try to communicate with hj and
then transmits the result of its try to the surrogate. Upon receipt of the responses from all the processors seen correcl
by the surrogate, the surrogate enters phase P2,

P2 : the surrogate broadcasts either the message <m,hj> and proceeds as in phase P2 of missing message <m,bj>,
or aborts <m,bj> if no correct processor has received it. 1t updates the view excluding bj it hj violates the Correctness
Rule. The surrogate enters phase P3 only if it has broadcast in P2 the message <m,hj> or a new view.

P3 : the surrogate commits the message <m,hj> or the new view.,

3.4.4. Surrogate algorithm properties

Lemma 3 : the surrogate excludes only incorrect processors.
When the surrogate begins its inquiry about a silent processor bs, three cases must be considered :

- cither hs has (normally or abnormally) completed its message broadcast (resp. commit broadcast) with
sequence number m. That case occurs when the surrogate is called for a missing message (resp. missing
commit) after a delay corresponding to N transmissions (resp. 2N transmissions). If bs is correct. the
surrogate detects at the end of'its inquiry that bs does not violate CR wrt. message (resp. commit) and then by
will not be excluded by the surrogate,

- or hs is broadcasting its message while the surrogate is inquirying. The processors having not yet reccived
hs’s message will test Bs. [n responsc 1o the test request, bs broadcasts its message. 16 hs is correct, a majority
of correct processors will receive bs’s message and then bs will not be excluded by the surrogate,

- or bs has not yet broadcast a message with sequence number m. If bs is correct, it indicates in the response
of the test request that it has never broadcast a message with sequence number #1 and it will never do so. A
majority of correct processors will receive bs's indication and then bs will not be excluded by the surrogate.

Lemma 4 : the surrogate algorithm completes in at most three phases, if no other failure occurs.

Lemma 5 : the surrogate cannot take an opposite decision 1o the one taken by the initial broadcaster.

Let us assume that the initial broadcaster has committed its message. This is possible only if a majority of processors
has acknowledged that message. Consequently at least one processor belonging to the surrogate's majority has received
that message and gives it to the surrogate which will commit it. A broadcaster belonging 1o the current view is not
allowed to abort its message even if it docs not meet CR : it just halts and the surrogate will do its best to commit the
message. A message sent by a broadcaster excluded from the current view is rejected by the correct processors.

Lemma 6 : any commitied message with sequence number n1 belongs to DOC(m) computed by the surrogate.
The demonstration is the same as for lemma 5.

3.4.5. Processor silence during surrogate algorithm

The surrogate algorithm given before is slightly modificd if the surrogate detects a silent processor at the end of a phase
Pi (i=1, 2 or 3). The surrogate must check if the silent processor violates the Correctiess Rule (CR). If yes, it establishes
a relay mechanism that enables all the messages sent by the surrogate (respectively by this processor) to reach this
processor (respectively the surrogate) in two hops (because of CR, any two correct processors communicate with at
least one same correct processor). The key idea is to use reachable processors as relays for the unreachable correct ones.
This is the purpose of phase P'i+1 and P'i+2.

At the end of phase Pi, the surrogate knows all the reachable processors (it has received their acknowledgemerit) and



all the unreachable ones (the silent processors). It must determine the minimal weight spanning tree giving the minimal
number of relays necessary to cover all the correct processors. The surrogate must run phase Pli+1, PUi+2 and if
necessary P'i+3.

In P'i+1, the surrogate asks all the reachable processors to test the unreachable ones. Upon receipt of test responses,
the surrogate determines among the unreachable processors the incorrect ones (they do not meet CR) and the correct
ones. 1t excludes the first oncs from the current view and establishes the minimal weight spanning tree : among all the
reachable processors, the surrogate chooses the processor communicating with the maximum number of correct
unreacheable processors as a relay. It repeats this step with the remaining correct unreachable processors until all have
been assigned o a relay (boolean function reduction [LAV74)).

In the next phase P'i+2, Pi is redone : the surrogate repeats the information broadcast in Pi and includes the new view
(if any), the relays list and tor cach relay, the relayed processors list. I a new view has been broadeast, a new pliase
P’i+3 is needed : in P’i+3 the new view is committed as well as the information that would have been broadceast in Pi+]
(il this phase had existed). The relays propagate that information to their relayed processors.Then the surrogate
procecds normally.

Lemma 7 : a processor’s silence detected in a phase Pi of the surrogate’s algorithm implics at most three additional
phases.

In most cases two additional phases are needed : test of the silent processor and broadcast of the relays list. The only
case where a third phase is required is when the silent processor detected by the surrogate at the end ot Pi differs from
the processor under test in Pi (if any), Pi is a commit phase and the silent processor does not mect CR.

Progress Condition : the number of modifications (processor’s crash, surrogate crash or communication fatlure
between the surrogate and a correct processor) in the surrogate’s communication graph is not higher than ¢
(respectively g-1) with n=2¢+1 (respectively n=2¢q).

If the Progress Condition (PC) is met and the surrogate does not crash then the surrogate’s algorithm allows cach
correct processor 10 complete successfully the pending broadcast. The maximum phase number of the surrogaie
algorithm is 2(g+ 1), (respectively 2q) with n=2q+ 1 (respectively n=2¢).

3.4.6. Surrogate silence

The crash of the surrogate s/ is detected by a processor which does not get any answer from it. This processor notifics
s1's silence to the next processor s2 in the current view ordered according 10 processor identiliers. s2 is not allowed
to behave as the surrogate as long as s/ does not violate the Correctness Rule. If s/ does not violate it, s/ is always the
surrogate. 1f s/ violates CR (result of processors test), s2 updates the current view in two phases excluding s/ and
broadcasts it : s2 is then the surrogate. It takes over the surrogate algorithm : inquiry about the pending message,
broadcast of the pending message and commit.

Lemma 8 : the surrogate’s crash detected in a phase Pi of its algorithm implies at most five additional phases.

In most cases four additional phases are needed : test of the surrogate, new view broadcast and state of the pending
message at the correct processors, pending message broadcast. The only case where a fifth additional phase is required
is when the surrogate crashes while broadcasting the pending message commit.

Lemma 9 : at any time there is al most one active surrogate.

Let us assume that s/ violates CR. s2 updates and broadcasts a new view excluding s/. If s/ does not receive this view.,
s1 ignores that it is no longer correct and always behaves as the surrogate. When it broadcasts a surrogate’s message.
two cases are possible :

- either s/ does not meet CR, it commits suicide,

- or s] communicates with a majority of processors. Then at least one processor belonging o both s/°s majority
and 52’°s majority has received the view excluding s/. This processor rejects s/°s message : 7 commits suicide
upon receipt of this reject.

Thanks to PC, the number of changes in the surrogate communication graph is bounded. Conscquently the termination
property is met. From lemma 1 to lemma 9, ABP meets the atomic broadcast propersties provided that PC is met.



4. COMPARATIVE EVALUATION
4.1. Failure-free environment

Let 7 be the correct processors number. Let Cm denote the message complexity ; Cmr is the number of messages
needed to pecform an atomic broadcast. Let us focus on response times : Thds is the delay between the broadeast time
and the delivery time at the sender ; Thdr is the delay between the broadcast time and the delivery time at a correct
receiver (the fastest one) : T2r is the maximum drift between two correct receivers for the delivery of the same
message. Tmsg denoles the transmission time required 1o transmit a data/commit message, and Tmsg+n.ack denotes
the transmission time requised to transmit a dataycommit message and to collect n acknowledgements. Let Cd denote
the concurrency degree : Cd is the maximum number of concurrent broadcasts. Cd is expressed as a function of & the
window size if any. The table hereafter gives the message and time complexity for different atomic broadcast protocols
in a failure-frec environment. The message complexity Cm is evaluated assuming a broadcast channel.

Atomic , .
Prolocolls Cd tor k SUCCCS.CS;,J'C messages Thdr = Thds

. k(f+1) with ot forckolri
[CRI89] k*n F+1 =number of channcls 12+ 1)(Tmsg+clockdrift)
[VRB8Y] n k(2msg+(n-1)ack) Tmsg+n.ack+Tmsy
(BJ87a] k*n k(2msg+(n-1)ack) Tmsg+n.ack+Tmsg

ABP k*n (k+1)(Imsg+(n-1)ack) Tmsg+n.ack+Tmsg

Table 1 : Concurrency degree, message and time complexity for a failure-free broadcast

4.2. In case of ¢ receive omission faults

Let us assume that the ¢ receive omission faults occur in the same phase and one per receiver. In [CRI&Y]. performances
of the algorithm are not affected. In [VRB89], the worst case corresponds to Crm~(t+2)msg+(t+1)(n-2) ack,
Thdr=Thds=(t+1)(Tmsg+n.ack)+Tmsg. In ABP, Cm is 3(msg+(n-1)ack. Notice that Cm docs not depend on r.
The time complexity depends on the fault occurence phase @ during the first one T2r = ) and Thds = Thdr =
Tmsg+n.ack+Tmsg+(n-t).ack+Tmsg ; during the second one T2r=Tmsg+n.ack, Thds and Thdr arc the same as

in the (ault-free environment.

4.3. In case of r channel omission faults

Let us assume that the ¢ chanoel omissions occur while the sender is broadcasting its message. With |CRI&Y|, only Cm
is alfected, it is equal to (n(t-1)+1)msg. With [VRB89] or ABP, the results are identical to the case of 1 reccive
omission faults in [ VRB&9).

4.4. In case of receiver crash

Let us assume that the receiver’s crash occurs during the first phase. In [VRB&Y]. Cmi is equal to
(N+4)msg+(N+2)(n-2)ack. In ABP, Cm=(2N+3)msg+3(N+1)(n-2)ack : it takes into account two phasces lor the
broadcaster and three phases for the surrogate ; the surrogate decides on the receiver’s correctness in P1 (this decision
results from the receiver’s test by the correct processors), then updates the current view (exclusion of the incorrect
recciver) in P2 and commits it in P3. This overhead is due to the fact that only incorrect members are excluded from
the broadcast group.

4.5. In case of broadcaster crash
In ABP, if the crash occurs during the first phase, Cm=4(msg+(n-1)ack) (one pbase for the initial broadcaster and

three for the surrogate : it completes the pending broadcast and excludes the failed broadcaster from the broadcast
group). If the crash occurs during the second phase, Crm is at worst equal to 5(msg+(n-1)ack) (two phases for the
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initial broadceaster and three phases lor the surrogate). In [VRB89], all the receivers having received the message ask
the broadcaster 1o get the commit. After N unsuccessful attemipts, these processors compete to become the Group
Manager (GM). The elected GM then updates the view and aborts the message if at least one processor has not received
it.

5. CONCLUSION

Atomic broadcast protocols are a main component of fault-tolerant distributed systems ([ BJ&7b], [CDDY0], [ DELSR].,
|LEL90]). They guarantee the delivery of the same ordered sequence of messages by all the correct processors. ABP
has been designed to deal with spontancous concurrent broadcasts in an environment where processors are subject 1o
crash or omission failures and the channel is subject to omission failures. It assumes the Progress Condition and upper-
bounded transmission and processing delays. Each correct processor is allowed to broadcast spontancously up to &
messages without blocking. Uniform agreement property is met. In case ol broadcaster’s crash, ABP does its best 1o
complete the broadcast successfully : it minimizes the message abort probability. ABP and other atomic broadcast
protocols mainly differ in the handling of processors’ exclusion. With ABP, wrong exclusion from the broadcast group
is avoided : only incorrect processors can be excluded. With other protocols, a violation of the omission bourds (by
the channel or a broadcaster) assumed by the maximum transmission number can lead to a wrong exclusion of a correct
processor. While running a broadcaster is able to detect that it violates the Correctness Rule, and if so it halts without
taking wrong decisions. In the same way while running the system is able to detect that the Progress Condition is no
longer met. An ABP simulation will be done with the event-driven simulator SAMSON.
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