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Abstract.

We introduce three notions of computation for processes described as CCS terms. The first one uses
an adaptation of the equivalence by permutations of Berry and Lévy. In this setting, a computation
is an equivalence class of sequences of transitions, up to the permutation of independent steps. The
second notion of computation is given by means of an interpretation of CCS into a new class of event
structures, the flow event structures. This can be seen as a reformulation of Winskel’s semantics
for CCS by means of stable event structures. Here a computation is a configuration of an event
structure. Finally, our third notion of computation is determined by an interpretation of CCS
terms as Petri nets, and more precisely as flow nets. Here a computation is a set of events that are
firable in sequence in the net. We then show that these three computational interpretations of CCS
coincide, in the sense that for a given term, the three domains of computations are isomorphic. To
this end we use an intermediary transition system for CCS, where the past is recorded; this appears
to be a system of “trace computations”, which provides another means to define the same abstract
domain of computations.

Résumé.

Nous introduisons trois notions de calcul pour les processus décrits par des termes CCS. La premié¢re
notion de calcul est une adaptation de celle de Berry et Lévy: un calcul est une classe d’équivalence
de séquences de transitions, modulo la permutation d’étapes indépendantes. Notre seconde notion
de calcul est celle de configuration des structures d’événements. Nous reformulons l'interprétation
donnée par Winskel pour CCS en utilisant une nouvelle classe de structures d’événements, les struc-
tures d’événements “a flux”. Enfin la troisitme notion de calcul est celle d’ensemble d’événements
franchissables en séquence dans un réseau de Petri. Pour les termes de CCS, ceci est déterminé
par une interprétation en réseaux “a flux”. Nous montrons que ces trois interprétations de CCS
coincident, en ce sens que les trois domaines de calculs associés a un terme CCS sont isomorphes.
Pour ce faire nous utilisons un systéme de transitions intermédiaire, ou le passé est pris en compte;
c’est un systéme de calculs de traces, qui fournit une autre maniere de définir le méme domaine de
calculs abstrait.
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Abstract.

We introduce three notions of computation for processes described as CCS terms. The first one uses
an adaptation of the equivalence by permutations of Berry and Lévy. In this setting, a computation
is an equivalence class of sequences of transitions, up to the permutation of independent steps. The
second notion of computation is given by means of an interpretation of CCS into a new class of event
structures, the flow event structures. This can be seen as a reformulation of Winskel’s semantics
for CCS by means of stable event structures. Here a computation is a configuration of an event
structure. Finally, our third notion of computation is determined by an interpretation of CCS
terms as Petri nets, and more precisely as flow nets. Here a computation is a set of events that are
firable in sequence in the net. We then show that these three computational interpretations of CCS
coincide, in the sense that for a given term, the three domains of computations are isomorphic. To
this end we use an intermediary transition system for CCS, where the past is recorded; this appears
to be a system of “trace computations”, which provides another means to define the same abstract
domain of computations.

1. Introduction.

This work is concerned with non-interleaving models for concurrency, sometimes qualified as “true-
concurrency” models because they take the notion of concurrency — or the complementary notion of
causality ~ as fundamental. Typical non-interleaving models are Petri nets [46], event structures
[43,58] and Mazurkiewicz traces [38,39].

The other, standard, approach is called the interleaving approach because it simulates con-
currency with arbitrary interleaving, thus reducing the notion of concurrency to those of nonde-
terminism and sequentiality: as a result, models have fewer primitive notions and are simpler to
deal with. This is why research on the semantics of concurrency has initially concentrated on in-
terleaving models, at least outside the Petri net community. These models, particularly after the
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appearance of Milner’s Calculus of Communicating Systems (CCS) [40] and Plotkin’s method of
Structural Operational Semantics (SOS) [47], have been mostly developed in relation to CCS or
similar algebraic process languages (like TCSP (11], ACP [2] etc.), according to the following
two-step schema:

1) first, terms are described operationally — using SOS rules - as labelled transition systems,
evolving from one state to the other via successive transitions: each transition is labelled by an
atomic action, representing an interaction with the environment or an internal computational
task.

2) then, transition systems are factored by behavioural equivalences (or preorders) to yield a
more abstract model. Often axiomatic theories are provided for the behavioural equivalences,
as well as logical characterisations. Presentations of various such equivalences and related
theories may be found e.g. in [12,22,34,41].

Note that in this two-step semantics, in spite of the variety of behavioural relations and resulting
models, there is a general agreement about the first step: the basic operational model is always
that of labelled transition systems.

Undoubtedly, the interleaving assumption has been useful for the construction of elegant the-
ories of concurrency, with related specification and verification methods. However, this does not
mean that concurrency itself is not an essential phenomenon: indeed there are properties of con-
current systems which cannot be specified without a clear distinction between concurrency and
nondeterminism, see e.g.[36] for the suitability of non-interleaving models as regards the treat-
ment of fairness.

In the field of true concurrency, we find again the two-level schema for semantics, but we have
here a variety of basic operational models: we mentioned already Petri nets and event structures, but
several other models have been proposed, essentially generalisations of labelled transition systems:
transition systems with non-atomic labels, like concurrent histories [17,18] and pomset transition
systems (6], where labels are pomsets, i.e. partially ordered multisets [48], transition systems
with structured states, like distributed transition systems (see [13], but also the different notion
of [18]), and transition systems satisfying a set of axioms, like asynchronous transition systems
[51,11, concurrent transition systems [52] and elementary transition systems [44]. An intensional
tree model has also been proposed, the causal trees of [16], where arcs are provided with back
pointers to their causes. It should be stressed that all these concrete models, here as in the
interleaving approach, are operational in nature.

In this paper we shall only be interested in concrete non-interleaving models, that is in the first
level of the semantics. In particular we shall not be concerned with equivalence relations respecting
concurrency, which have been the subject of much recent research: we will just mention, among
others, the work by Van Glabbeek and Vaandrager on equivalence notions for Petri nets [26], and
the papers by Van Glabbeek and Goltz on various equivalences for event structures [27,28].

Because of the variety of basic models, an important task in the area of true concurrency
is that of classification and comparison of models. A major contribution in this sense has been
provided by Winskel: indeed, event structures were first conceived by Nielsen, Plotkin and Winskel
[43] to relate Petri nets with the now classical theory of domains & la Scott. This unifying concern
has remained present in most of Winskel’s subsequent works on event structures and the theory
of concurrency. See for example [57,59), where different models for parallel computations are
specified and related in the framework of category theory. More recently, the comparison and
unification of models has also been a main concern of Montanari and Ferrari [23,24]. For the



comparison of specific models we could mention Best and Devillers [4], Thiagarajan [54], and
Rozoy [50]. When comparing models, a general requirement for considering them equivalent is
that the resulting domains of computations be isomorphic. This is the abstract criterion used in
the above-mentioned works [4,54,50]. A more concrete criterion for equivalence of models is that
they generate the same families of computations - that is computations consisting of the same sets
of events. Indeed, this concrete criterion preserves the operational meaning of events, and may
be the right one to use when one is interested in a notion of implementation of a model into an
equivalent one.

Another major issue in true concurrency is the interpretation of algebraic languages like CCS or
TCSP in non-interleaving models like Petri nets or event structures, and the study of the relations
between different such interpretations. Petri nets have been used to give a “truly concurrent” se-
mantics for CCS-like languages for instance by Goltz [29,30,31], Winskel [57], Van Glabbeek and
Vaandrager [26], Degano, De Nicola and Montanari [20], Olderog [45] and Taubner [33]. Sim-
ilarly, event structure interpretations have been proposed, by Winskel [56,58], Goltz and Loogen
[32], Degano, De Nicola and Montanari [19], and ourselves [6,7,8]. Now, in order to prove
the equivalence of different such interpretations for a language, one has to show that they yield
equivalent representations — in one sense or the other - for any term of the language.

The aim of this paper is to contribute to this area of “comparative non-interleaving semantics”
for algebraic languages, by establishing the equivalence of three operational models for CCS, in a
rather concrete sense. The three interpretations we will consider may be summarized as follows:

1) a semantics by permutations of concurrent transitions, based on a description of processes as
proved transition systems: these are labelled transition systems where the labels are proofs of
transitions, from which a concurrency relation between transitions may be deduced.

i) a semantics by means of flow event structures, which is a variation of Winskel’s semantics by
stable event structures.

iii) for finite terms, that is more accurately for fixpoint-free terms, a semantics by means of flow
nets — a class of Petri nets introduced in [10] - which coincides with the “standard” net
semantics for CCS, as described by a number of authors [30,31,26,20,45].

The first two interpretations i) and ii) were already presented in [8]: interpretation i), which is
somewhat unusual, will be described in more detail later in this introduction. The third inter-
pretation, iii), is essentially a recasting of the operational Petri net semantics given by Degano,
De Nicola and Montanari in [20] (see also Olderog {45]1). In particular we take from [20] the
idea of defining the places of a net syntactically. For simplicity we restrict ourselves, for the net
interpretation, to fixpoint-free terms, although it would certainly be possible to give a flow net
interpretation for the full calculus, by introducing “infinite choice places”. On the other hand, it
is very easy to deal with the fixpoint construct in the two other models. In particular it is easy
for the flow event structure interpretation because this is based on a syntactic notion of event, and
not on an abstract continuous algebra of event structures.

In fact, the particularity of our approach is that all interpretations are given syntactically: thus
for example the labels of proved transition systems are terms representing the proofs of transitions
in the inference system of CCS. Similarly, events in event structures and nets have syntactic names
which uniquely identify them as occurrences (or pairs of occurrences, for a communication) in
the syntactic tree of a term. Moreover the syntax is the same for the three models: the events
generated by the proved transition system for a given term have the same names as the events of
the corresponding flow event structure and flow net.



This similarity enables us to carry out a precise comparison of the three models, and to
establish their equivalence in a very strong sense: we will see that the flow event structure and
the flow net interpretations agree in that they generate exactly the same families of computations,
hence the same domains of computations for any (finite) CCS term. On the other hand this
domain is isomorphic - this is a looser correspondence - to the domain of computations given
by the permutation semantics, that is equivalence classes of sequences ordered by prefix. The
connection between flow event structure and permutation semantics was already stated in [8], but
the proof was not included.

We assume some familiarity with event structures and Petri nets, so we will not discuss these
models here: of course they will be defined in the sections where they are used, and the paper is
self-contained in this sense. On the other hand we would like to introduce briefly the semantics by
permutations, which, although very close in spirit to Mazurkiewicz’s theory of traces [38], comes
to us here from a different background. The notion of equivalence by permutations that we use
here is rather general, and may be applied to various computational systems. This equivalence was
first elaborated by Lévy for the A-calculus [37], and then used for recursive program schemes in
[3). It was further extended to deterministic term rewriting systems by Huet and Lévy in (35],
and to non-deterministic ones by Boudol in [5]. An abstract setting is presented by Stark in [52].
Let us shortly explain the idea.

A computational system evolves by elementary computations s —- s’ from one state to the
other. Examples of state changes are transitions of a machine, 8-reductions of A-terms and rewrit-
ings in a term rewriting system. To be able to reason about such transitions - e.g. to show a
Church-Rosser property —, we need a concrete indication of what has been performed and where it
has happened. We thus have to deal with labelled transitions s —= ', where w denotes a specific
occurrence of some action. Now if two transitions from a given state, s s 5o and s LN 81, are
compatible, or concurrent, it should be possible to perform them in any order without affecting the
result. In other words, we should be able to define what remains of one move after the other, the
residual of v by u, noted v/u, in such a way that s N s’ and s LN s', for some state s’. This
is known as the diamond property for concurrent moves. This property induces an equivalence on
sequences of transitions: two sequences are equivalent if they are the same up to permutation of
compatible transitions, typically:

FRLN R S -5 2l o
This is the essence of Berry and Lévy’s equivalence by permutations for sequences of transitions.
In any case, this equivalence allows one to associate with each state a complete partial order of
computations. These computations are equivalence classes of sequences of transitions, ordered by
the prefix ordering modulo permutations.

The first semantics for CCS that we consider in this paper is precisely a semantics by permu-
tations. As we said, to be able to define such a semantics, we need a notion of occurrence of action.
The usual operational semantics of CCS describes processes as performing transitions labelled by
actions. These transitions are inferred using a system of structural rules. What we shall take here
as the occurrence of action associated with a transition is the proof of that transition in the given
system of rules. Each proof identifies uniquely one transition, and we use this information to define
a relation of concurrency on (proved) transitions, and a notion of residual of a (proved) transition
by a concurrent one. A diamond property for concurrent proved transitions may then be proved;
this result is much simpler in CCS than in A-calculus or term rewriting systems, since the proof of
a transition cannot be duplicated or deleted by a concurrent one.
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We may then move on to define the equivalence by permutations on sequences of proved
transitions. The computations of a CCS term in this model are thus equivalence classes of sequences
of proved transitions. Now any such computation may be represented as a one step transition,
labelled by a pomset [48] of actions. We thus obtain a partial order semantics for CCS, which is
directly derived from its usual operational semantics. Also, the permutation semantics given here
may be seen as an extension of our pomset semantics of [6,7], where communication and restriction
were not considered.

As regards the semantics of concurrency, the idea of a computation as an equivalence class
of sequences was first formalised by Mazurkiewicz in his theory of traces [38,39]. We recall that
a trace is an equivalence class of sequences of actions up to commutation of independent actions.
However actions in Mazurkiewicz's setting do not have the same meaning as in CCS, e.g. an action
cannot be concurrent with itself, as it happens in the CCS process (a.nil || a.nll). In fact, actions
in a trace are really events, and in this case the notion of residual is very simple: the residual of
an event by a concurrent one is just the event itself. We shall see that this is not the case for our
proved transitions: a proved transition may be modified by the occurrence of a concurrent one.
Thus we need a more general notion of residual. Another difference between our approach and
trace theory is that the concurrency relation is not given from the start here: instead, our starting
point is the operational semantics, and we show how the concurrency relation may be extracted
from it using the structure of labels.

Let us now briefly sketch how we establish the correspondence of our three models. The
proved transition system generates at each step what we call proofs for a term p, which are initial
occurrences of actions in p. This is a simple operational model, sufficient for the purpose of deriving
a concurrency relation and a permutation semantics. On the other hand the two flow models -
flow event structures and flow nets - give global representations of terms, modelling occurrences of
actions as events, which are occurrences of arbitrary depth in a term.

Hence, in order to compare more easily the permutation semantics with the flow models, we
will introduce an auxiliary transition system, where we keep track of the whole past of a transition,
simply by recording in the states and actions the guards that have been passed and the choices
that have been made. We call this system event transition system, or simply event system., since its
transitions are labelled by events. In this system the computations are again equivalence classes of
sequences of transitions, up to permutations. However, we show that these computations are fully
determined by the set of events labelling transition sequences. Then the event system will act as
an intermediate between the the flow models and the proved transition system. More precisely, we
will show that, for any term p of CCS:

— the configurations of the flow event structure associated with p are exactly the computations
of p in the event system, that is the sets of events occurring in an event transition sequence
from p.

— if pis a “finite” term, then the event system and the flow net associated with p are isomorphic
transition systems: thus in particular they generate the same computations, i.e. sets of events
occurring in the transition sequences.

Thus the three event-based models — event system, flow event structures, flow nets (for finite terms),

determine the same families of computations. On the other hand, we will prove that, for any term
p of CCS:

~ the event system and the proved transition system associated with p yield isomorphic domains
of computations.



In conclusion, we will have shown that the two flow models are concretely equivalent, while they are
both abstractly equivalent to the permutation semantics. The most substantial part of our result is
the study of the event system and its comparison with the flow event structure interpretation. We
shall see that in the event system equivalence classes of sequences are trace computations in the
sense of (38,39]. In fact, it may be shown - and this is an interesting connection - that the event
system is a labelled asynchronous system in the sense of [1,51], and it is known from [1,36] that
such systems generate trace computations. Moreover our event system for CCS is an example of
labelled asynchronous system determined by the structure of CCS terms, and thus gives a positive
answer to a question raised by Kwiatkowska in her thesis [36, sec. 7.2].

We conclude this introduction with a brief outline of the paper. In section 2 we introduce the
language, CCS, and present our proved transition system semantics for it. We show, in beginning of
section 3, how this concrete description of processes may be used to derive a relation of concurrency
between transitions, in a purely syntactic way. The remainder of section 3 is devoted to the
permutation semantics: we give the diamond property for concurrent transitions and define the
equivalence by permutations on sequences of transitions. In sections 4 and 5 we describe the flow
event structure and flow net interpretations for CCS. Finally, in section 6, the various semantics
are brought together, and we show how they relate to each other. This is also where the event
system, our auxiliary model, is introduced and studied.

2. CCS.

2.1 Terms and Transitions.

We start by introducing the syntax of CCS. We assume some familiarity with this calculus, referring
the reader to Milner’s works [40,42,41] and to [33] for a general introduction to CCS and related
algebraic languages. We should point out here that we shall not consider the relabelling operator,
although it would not introduce any difficulty.

As in [40], we let A be a fixed set of names. We use a, 3,... to stand for names. We assume
a set A of co-names (complementary names), disjoint from A and in bijection with it: the co-name
of a is &, while its name is nm(a) = nm(a) = a. Then A = AU A is the set of labels. We shall
use A to range over A, and extend the bijection so that A = A As usual the set A of CCS actions
is 4 = AU {r}, where 7 is a new symbol, not in A; by convention the name of r is 7. We use a, b,
c,... to range over A.

To define the terms of the language, we assume given a denumerable set of process variables,
disjoint from A. We use z, y, 2,... to range over these variables. The set of CCS terms we will
study is then given by the grammar:

p = oll|z|pzplap|(pllp)(p+P)]|p\

We shall use p, ¢, 7,... to range over terms. We shall call FCCS the calculus of “finite” terms,
or more accurately of fixpoint-free terms, that are written without using process variables nor the
fixpoint construct pz.p. As it is standard, the fixpoint construct binds the defined process variable,
and substituting ¢ for z in p, resulting in p(q/z], may require to rename the bound variables of p
to avoid captures.

Although we shall not elaborate formally on this representation, we should point out that the
terms of FCCS may be viewed as finite trees, with parallel composition and sum as binary node
constructors, action and restriction as unary ones, with a parameter in A and A respectively, and
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nil as a constant. For instance the term r = (a.nil|| (@.nil + 3.nil))\ may be identified with the
syntactic tree:

QOur three semantics for CCS will be strongly based on such syntactic representation for terms. We
recall first the standard operational semantics of CCS. This is given by means of inference rules,
allowing one to prove transitions of the form p L, p'. for closed terms p. The transitions of a term
p are exactly those which can be proved in the following system of rules:

action Foa.p 2 4

parallel composition 1 pp F (plle) 2 (' ]lq)
parallel composition 2 ¢ LR g+ (pllg) LR (pllq")

communication P -&0-1)’ , q A g+ (pll9 Ll d)
sum 1 pEep b (p+g) 2p

sum 2 12q F o+ 2y

restriction pp, nm(a) # a + (p\a) L (p'\a)
fixpoint pluz.p/z) _(Lp’ b ouz.p —a-a.p'

This set of rules is usually regarded as defining an interleaving semantics for CCS. Indeed, if we
except the possibility of communication, the above rules for parallel composition describe || as an
interleaving operator, allowing the components to move in any order, but not together. The reader
is referred to [40,42] for a full account of CCS and the related interleaving theory.

Note that the semantics of a term - the set of transitions which can be inferred for it - contains
no trace of the inference mechanism itself. We want now to show that, if we keep track of the proofs
of transitions, we can extract much more information from the same set of rules. In particular, we
will be able to derive a non-interleaving semantics for the language, without having to depart from
its basic operational semantics.

2.2 The Proved Transition System.

We shall now introduce our proved transition system for CCS, where transitions are labelled by
their proofs. Let us first formalise the idea of proof in the inference system of CCS. In general, in
an inference system one has rules of the form:

r i‘.‘_’A_’h (%)

to deduce an assertion from a finite set of assertions. Such rules generate proof trees of the form:

-
i




/Y
N/

Here Ty, ... ,T, areproof trees for A, ..., A,, while the whole tree is a proof for A. Alternatively,
one may represent the structure of a proof as a tree 8§ whose nodes are labelled by the rules which
have been used in the derivation. It is not difficult to see that such a tree is isomorphic to the proof
tree itself. For example, if 61,... ,0, represent the (rule labelled) trees for A;,..., A, and the last
step of derivation consists in applying rule r with premisses Ay,...,A,, the whole proof may be
represented by the tree:

6, ... 6,
r
Since each rule has a fixed finite number of premisses, any tree of this kind may be denoted by a
term 7(81,...,0,), what we call a proof term - or simply a proof - in the following. This is the
kind of notation we will use for proofs of transitions in CCS.
Our next step will be to decorate assertions with their proofs, and consider proved assertions

f: 4, where § is a proof of 4. To manipulate proved assertions, we will introduce, for each rule (*)
of the inference system, a decorated rule:

II:-’llv"'sxﬂ:An (**)
S EES P |

Such rules will build up proofs of assertions as the inference process goes on: whenever a rule is
applied, the name r of the rule is recorded in the resulting proof term.

In the inference system of CCS, assertions are transitions of the form p -Z» p’. The proof terms
@ will be built with the following symbols, one for each inference rule of CCS - except for the
meta-rule for fixpoints:

a for the action rule (note that there is a separate rule for each action a)
llo for the rule inferring a transition at the left of a parallel composition
Il for the rule inferring a transition at the right of a parallel composition
(,) for the communication rule

+o for the rule inferring a transition at the left of a sum

+1 for the rule inferring a transition at the right of a sum

\a for the rule for restriction (one for each name «)

As we said, these rule names will be used as proof constructors. Each constructor takes as many
parameters as are the hypotheses of the corresponding rule. For example the constructor a takes
no parameters, while (, ) takes two. The syntax for proofs of CCS transitions is thus given by the

8




grammar, where a € Act and a € A:

6 = al llo(8) | 11(6)1(6,6) [ +0(8) | +1(8) | \a ()

We shall denote by O the set of proof terms. We will mostly use the notations ||;8, +:0, \4 8 instead
of ||;(8), +i(8), \a (8). Our proof terms are similar to the “synchronisation terms” of Degano, De
Nicola and Montanari [17], apart from the fact that we also record the choices. Note that although
we call them proof terms, the 8’s do not always represent proper proofs; for instance \, a and (a, §)
do not correspond to any CCS transition. However, this will not cause any problem since such
proof terms will not actually appear in a transition. We shall use a labelling mapping ¢: © — Act,
assigning to a proof 8 the action of which @ is an occurrence:

lla)=a
£(11,6) = £(6) = €(+i0) = ¢\ 0)
(e, =r

Again note that defining ¢(a,8) = 7 or {(\, @) = « does not cause any problem. We shall now
bring together proofs and transitions. Usually one denotes by 8: A the fact that 8 is a proof of

: : : . 24 o
the assertion A. Here we will use, instead of 8:p - p’, the notation p —— p’, which is more

convenient to deal with sequences of transitions. Note that for such a transition p —— p', we will

always have @ = ¢(f) and thus we may omit the action a. We will then adopt the simpler notation
p —o-u-p’. to be interpreted as: 8 is a proof of the fact that p performs the action ¢(8) and becomes

p’ in doing so. We will call p Lp’ a proved transition for p. These transitions are given by the
following rules:

A. [ a.p-‘l»p
, o8
PO.  pLep r )2 (g
9 .0 ,
P1. g—4q F (pllg)—(rlld")
' — (6,6
C. plp g WO =08 F ) —> (P11 ¢)
' + 0 !
S0. pp + o+ T
]
S1. qﬁ»q' F (P‘HI)il—"‘J'
7] ol
R pdep, am(0) #a F (\a) 2 (p\a)

FIX. p[ux-p/x]i»p’ F ;wp-g*l"

It should be clear that if we drop the proof terms - and retain their labels ~ we obtain the original
rules of CCS. Hence the usual semantics of CCS is still explicitly present in the proved transition
system.

Let us see an example. Take again the term r = (a.nil || (a.nit + 3.nil))\a. Let us derive
the proved transition corresponding to the communication on a, &. To illustrate our technique we
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picture the whole proof tree for the transition:

_ a
&.nil — nil

a.nil & niy (G.nil + B.nit) 2% i

(el [ (@it + Bonit)) L2 F2%) irf mi

\a (Q, +0d)

(a.nil ]| (@&.nll + B.0l))\a (nil | ni\

One could also see that if we let (a* || b¥) = (uz.a.z || nuy.b.y) then the following are proved
transitions:

b
(@16 T ) and (@ 5%) 0 (@ e

Decorating the transitions with their proofs provides us with a “maximal” concrete information.
As a matter of fact, our proof terms are closely related to syntactic trees. If we look back at the
syntactic tree for the term r, we may notice that the proof 8 of a transition specifies a path in the
tree. In the simple case where ¢(§) = a, this path leads to the subterm a.g which performs the
action a. However, if the action is a communication as in the example above, the proof will be a
path to a pair of complementary subterms A.q and A.¢'.

To sum up, the proof of a transition L. fora process p is an exact indication of how we get
the action a from p. As a matter of fact, the proof of a transition identifies uniquely that transition:
the new system of proved transitions is deterministic, that is:

plip and p Loy = p=p
Now the concrete information contained in proofs may be weakened in various ways to obtain more
abstract semantics.

Here we shall use this concrete information to define a concurrency relation on transitions. This
will enable us to define an equivalence by permutations on sequences of transitions, and thereby
retrieve a partial order semantics for CCS. A similar but somewhat dual approach was taken in
[17] by Degano, De Nicola and Montanari, who use a concrete transition system for CCS to extract
a causality relation on transitions: this allows them to reconstruct a partial order transition from
any sequence of concrete transitions.

3. Permutation of Transitions.

We shall now introduce a notion of concurrency on proved transitions. Roughly speaking, two
transitions are concurrent if they occur on different sides of a parallel composition, whereas they
are in conflict if they occur on different sides of a sum. However some complications arise from
communication, which may introduce new conflicts. Typically, two communications will be in
conflict if they share one component. Conversely, they will be concurrent if they are pairwise
concurrent — i.e. they have concurrent components.
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The relation of concurrency on proved transitions is induced from a relation of concurrency on
proof terms, in notation 8 — @', which we define now. The concurrency relation — on proof terms
is the least symmetric relation that satisfies the following clauses (for any 6,8',8" € O):

(A1) o8 — I,
o6 — (8,6
”19 - (0!1701)
”io ~ ”-'0’
(A3) <8 = { +.0< +.6
\od—\at
(,\4) 00 N 06 and 91 ~ 0; = (0079\) ~ (oll)’ Il)

(A2) O— 0 = {

The essential rule is (Al). Rules (A3) and (Ad4) express the compatibility of — with the various
proof constructors. Rule (A2) also states a kind of compatibility of — w.r.t. the constructors
ll;, since a proof (¢,6") stands for the co-occurrence of ||,8’ and ||,6”. We may now define the
concurrency relation on proved transitions.

6 ]
DEFINITION (CONCURRENT TRANSITIONS). Letty =p =2+ po and t; = p —+ py be two proved
transitions for the same CCS term p. The transitions are concurrent, in notation ty — ti, if and
onIy if 90 ~ 01.

Note that by definition the concurrency relation between transitions is symmetric and irreflexive:
it is easy to check that 8 — 8’ = 8 # #’. Let us see a simple example: the two possible initial
transitions of the term (a“ || %) are concurrent, that is:

@1 % @y o (@ ) T e

To further illustrate the application of clauses (A1)-(A4), we examine the relations between some
transitions of the term p = (a||a)||a@ (for simplicity we shall omit the trailing nil’s in CCS terms).
The two a-transitions are concurrent because [|; ||, @ — ||y |l; @, by (Al) and (A3). The first
a-transition and the communication on a, & of the remaining two components are also concurrent,
because ||, |l, @ — (|l;@, &) is an instance of (A2), with § = ||,& and 6’ = ||,a. On the other hand
llo llo @ ¥ (lloa, @), since [[ya ¥ || and thus (A2) does not apply.

The complementary relation of conflict could be formalized in a similar way (this will be done
in the more general setting of event transitions, in section 6). For example we have a conflict
between the two communications, since the two transitions

(”° (nll|| a)||nll p-(-H—l—a-(a”nll)Hnll

share the same “sub-transition” ||,& Another case of conflict occurs in 7 = (e || (& + B))\a
considered earlier. Here the two transitions:

r \Or nl +1'B \a (ay +0&)

(a||ni\a , r———=(nil||ni\a
are in conflict because they made two different choices at the subterm (& + 3).
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The intuition about concurrent transitions is that they are compatible and may be executed
in any order without affecting the result. However, the proof of a transition may be affected by
the occurrence of a concurrent transition, because of nondeterministic choices: when a parallel
composition is placed in a sum-context, the choice may be made by one of the parallel components,
and does not have to be solved again by the other component. This phenomenon, known as
“symmetric confusion”, will be made clearer by an example below. Hence we need to define the
residual t/t' of a proved transition ¢ by a concurrent one t’, namely what is left of the transition ¢
after t/. We define first the residual 8/68’ of a proof term by a concurrent one. For any concurrent
proofs 8,8, the residual of 8 after 8, noted /¢, is defined by:

i#F7 = ;8/11;0 =1;0
{ o6 /(6",6") = ||5(8/6') and (6,6")/ ||, 6 = (8'/6,6")
Il,6/(8",6") = |,(8/6") and (6",6")/ 1|, 6 = (6".,6'/6)
1:6/1I; 6" = 11;(6/8")
-0 > +,9/ +; 8 = 9/9’
\a 0/\a b =\a(6/0")
00 ~ 96 and 01 ~ 9; = (90,01)/(96,9’1) = (00/06,01/0;)

-0 =

Obviously the labels of proofs are preserved by residuals, that is to say ¢(8) = €(8/6").
Let us look at an example, which shows how residuals are affected by choices. The term
p = ((a |l b) + ¢) has the following concurrent proved transitions:
+ollo @ toll, ®
polol iy, o2 oy

Thus the proof of the b-transition from pis +¢||; b. On the other hand, once the a-transition has
occurred, the proof of the b-transition becomes (+¢ ||, 6)/(+0 |l a) = |, b, i.e. we have:

+ollpa b

—”9—* (nit || b) ”_‘.> (nll || nit)
This shows a difference between our framework and Mazurkiewicz theory of traces. In a trace, two
independent actions may always be commuted as they stand, since the residual of one action after
the other is the action itself. Intuitively, this is because actions in a trace are essentially events (see
later) rather than initial occurrences.

Note that it is indeed necessary to record choices in our proof terms: without the constructors
+; we would not be able to define the concurrency relation on our proofs. For consider the term:

(allb) + (allc)

If we did not record the +; in our proofs, we would not be able to distinguish the two a-transitions
and thus we would not know, by just looking at their proofs, which is concurrent with the b-
transition and which is concurrent with the c-transition.

We turn now to the main property of the concurrency relation. The following result, also
known as the diamond property or the parallel moves property, states a “conditional Church-
Rosser property”, namely that whenever two transitions are concurrent then they are confluent.
This result is much simpler in CCS than in A-calculus or term rewriting systems, since here the
proof of a transition cannot be duplicated or deleted by a concurrent one.
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0 g .
LEMMA (the DIAMOND LEMMA). Letto = p —> py and t; = p —~ py he two proved transitions
bo 0/6, _

)
such that 8y — 8,. Then there exists a unique term p such that pg —L» p and py —— p.
PROOF: by induction on the definition of —. In all cases the uniqueness of p follows from the
determinacy of the proved transition system, i.e. from the property:

Ly uplpysp =y

We consider the most significant cases for §y — 8;, leaving the others to the reader.
! I
(i) Basic case: 6 = || 85 and 6; = ||,6;. In this case p = go || q1 with go — ¢} and q; —+ ¢}, hence
po = qg || ¢1 and py = qo || q;. Then applying rules P1 and P0 we obtain
1,61 l

po—qllg; and pr——g
which are the required closing transitions since by definition of residual we have:
81/80 = 11161/ llo 66 = |I,61 = 61 and 80/8y = [1485/ Il 61 = llo6 = bo.

0[ 9/ 9/’
(ii) 8o = [lof and 81 = (8},67), with 65 — 6;. Then p = go|q with go — gb, go — 5. g1 —~ g},
whence po = qo || ;1 and p1 = ¢g || 1. Now since 8y — 67, by induction there exists ¢o such that
! I ! !

@ 29 &% and q =L+ Go. Then applying rules C and PO we obtain

(61/65,61) llo(86/61)

2%l o olley and g5 |l oy @ |l a1

which are the required transitions since the residuals are 6,/8y = (6,607)/ ||, 85 = (8,/65,67) and

80/81 = Ilo80/(81,67) = llo(86/81)-

6 6
(iii) 8o = +08h and 6; = +08}, with 85 — 6. Then p = qo + q1 with go — g} and g —+ ¢/, and
thus po = ¢ and p1 = ¢f. By induction we have for 8f, 6] the transitions

 Bi/% w %/8

g ——do and qg — o

which are also closing transitions for 6y, 8, since 6,/6p = +081/ +0 0y = 61/6; and 6y/6, =
+06y/ +o0 6 = 6;/61. Q
This property is in fact much stronger than confluence - note for instance that the transitions of

ab + ba are confluent: it says that ary proved transition survives a concurrent one. We can then

6,/6,
adopt the standard terminology of ([3,5,35,371): the transition py —1/—2»-;‘) (with the notations

of the diamond lemma) is the residual of t; by to, denoted t;/to, and similarly we have t5/t; =
6o/61 _

Py —p.

We are now ready to define the equivalence by permutations, first defined by Lévy and Berry,
see [37) and (3], on sequences of transitions of CCS terms. Each term p determines a set 7(p) of
sequences of proved transitions of the form

81 n
P—+D + Pn-1 —*+Dn

which may equivalently be presented as sequences of steps:
8; .
ty+--tn where t;=pioy—pi;, po=p, and 1< <n
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Intuitively two sequences of proved transitions of 7(p) are equivalent if they are the same up to
permutations of concurrent steps. We give next the formal definition of permutation equivalence
on 7(p). Let ss’ denote the concatenation of s € 7(p) and s’ € T(q), which is only defined if s ends
at q.

DEFINITION (PERMUTATION EQUIVALENCE). Let p be a CCS term. The equivalence by per-
mutations on T(p) is the least equivalence ~ such that

soto(t1/to)s1 = soti(te/t1)s1
provided that to — t,, and that concatenation is defined.

The same notion of equivalence of proved transitions, put in a categorical setting, is used by Ferrari
and Montanari in [23]. These authors argue that our formulation, presented in [8], remains at
the level of transition systems, not exploiting an algebraic framework for defining the permutation
equivalence. However it is an immediate observation that the permutation equivalence is the
congruence (on the arrows of the category generated by the proved transition system) generated
by the equations

to;(tl/to)=t1;(to/t1) where t5 — t

An example of equivalent sequences of transitions is:

+olla b
(a.p]] b.q) + e.r ———(p||b.¢) — (p1l 9)

+o ”1 b ”0“
(a-pllb-q) + c.r ———(aplig) —(pll @)
Here one can commute the two steps. There is another kind of sequence of transitions where this
is not possible, because a step is caused, or created, by a previous one. The typical example is
obviously:
a.b 2 b L

Finally we define the partial order of computations of p. This is the quotient C(p) = T(p)/=~,
ordered by the prefix ordering up to permutations:

DEFINITION (PERMUTATION SEMANTICS). The set C(p) of computations of the CCS term p is
the set T(p)/~ of equivalence classes of sequences of proved transitions of p. The computations of
p are ordered by

[s] C[s'] ©ager 38".s" ~ ss"
The domain of computations of p is Dper(p) = (C(p), C).

In section 6 we will show that this poset is isomorphic both to the domain of configurations of an
event structure and, for FCCS terms, to the domain of computations of a Petri net. The first result
was already stated in {8].

To conclude this section, we relate the permutation semantics with the semantics by means of
pomset transitions which was introduced in [6] for a subset of CCS. The equivalence class {s] of
a sequence

6
$ =7 ﬁ,. e _n.,.p’
may be represented as a one step transition p £, p' where P is a pomset (partially ordered multiset
(48]) of actions of A, - that is an isomorphism class of posets labelled in A. Let us formalize this
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idea: we shall write s ~¢ s’ if s’ results from s by the transposition of the steps i and i + 1, and ¢
is the corresponding transposition of {1,...,n}, where n is the length of s (obviously > preserves
the length of sequences). So ¢(i) = i + Ll and (¢ + 1) = . It should be clear that s’ ~ s if and
only if there is a sequence (j,...,(, of such transpositions from s to s’. Let us denote this fact by

. 8 6 . "
s ~¢ . ..c. 8. Then the equivalence class of s = p -1 ... s ' determines a transition p f—»p’,
where P = (E,[,<) is the labelled poset defined (up to the naming of events) by:

E={e,...,e5}
l(e;) = f(&,)
eisej Vs': s Ml S n(t) 77(]) where n=(t0-:-0(,

Note that P is defined up to isomorphism, since the events e; are taken arbitrarily. This construction
is close to that of dependency graph corresponding to a trace — as defined by Mazurkiewicz in [38].
A similar definition is given in [17] for concurrent histories and in [26] for Petri nets. Let us see
an example. The equivalence class of the sequence

a b
(a.pllb.c.q) —”—°—~ (pllb-c.q) L (pllc.q) M (rllg)

may be represented as a transition whose label is a pomset consisting of events e;, e2 and e; labelled
a, b and ¢ respectively, where es precedes e3 and e, is incomparable with e; and e3, that is:

a b

|

(a.p| b.c.q) -~ (rllg)

4. Flow Event Structure Semantics.

In this section we present an event structure semantics for CCS, which will be later related, in
section 6, to the semantics by permutations. Terms of CCS will be interpreted as flow event
structures: this semantics was first proposed in [8] and, in a slightly different form, in [15]. The
flow event structure semantics may be seen as a variation of Winskel’s interpretation of CCS by
means of stable event structures [58], and agrees with it in a rather strong sense: it yields the
same families of configurations for any term. We recall some general points about event structures,
for the readers not familiar with this model.

Event structures (e.s.) were introduced by Nielsen, Plotkin and Winskel in [43] as a model
for computational processes. These were first order structures, essentially sets of events with two
binary relations of causality and conflict between them, satisfying particular constraints. These
structures, also called prime event structures, were shown to be connected both with a class of
Petri nets — called by the authors [43] occurrence nets — and with a class of domains: their
spaces of computations, i.e. configurations, are finitary prime algebraic coherent domains. In fact
prime event structures are just equivalent - if more concrete - representations for their domains
of configurations. In particular they can be retrieved from such domains by picking up particular
configurations — the complete prime elements of the domain.

Because they are essentially models of computations, i.e. unfoldings of processes, prime event
structures are too rigid for interpreting in a simple way process operators like the parallel prod-
uct or data type constructions like exponentiation. This is why in subsequent works [36,58,59]
Winskel turned to a more general class of event structures, stable event structures, for which such
constructions may be defined in a natural way — and coincide with categorical constructs.
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However by stepping to more general structures one loses some of the suggestiveness of the
model. Stable e.s. are described at a more abstract level than prime e.s.: the causality relation on
events is replaced by a second order enabling relation for events, specifying when a set of eventsis a
possible set of causes for a given event. As a consequence, one loses the graphical representation of
processes as sets of events with two kinds of arcs between them, representing causality and conflict,
which was a pleasant feature of prime event structures.

Flow event structures were proposed in [8] as an intermediate between prime event structures
and stable event structures, allowing both a graphical representation and an easy definition of
process operators. In fact, flow event structures are a direct generalisation of prime event structures,
where the conflict relation is not inherited and the partial ordering of causality is replaced by a
local flow relation on events, representing immediate causality. Moreover there is no requirement
on the relation between flow and conflict. With these new structures it is fairly easy to interpret
CCS terms in a “natural” way.

Let us be more precise about the meaning of “natural” here. We have somehow suggested that
a semantics by means of stable or flow event structures may be more natural than one by prime
event structures. On the other hand interpretations of CCS or related languages have been defined
by means of prime e.s., by Goltz and Loogen [32], by Degano, De Nicola and Montanari (19], and
more recently by Vaandrager [(33].

Our point is that in Winskel's stable e.s. semantics, as well as in the flow e.s. semantics, events
have a clear operational meaning: they are just occurrences of actions (or pairs of occurrences, for a
communication) in the syntactic tree obtained by unfolding the CCS term. For instance in the term
(ac | @b) the action b gives rise to a unique event, which can be caused in two incompatible ways,
either by the action & alone, or by the communication action. Stable and flow event structures
account for such conflicting causes. while prime event structures — constrained by the principle of
conflict heredity - require as many copies of an event as there are conflicting sets of causes for it.
As a matter of {act, events in a prime event structure are histories of an occurrence in the syntactic
tree. For example the prime event structure interpretation of (aa | ab) is:

AN

#..

Q—¢ 0

..

-

b

t?+ QI

where there are two events b; and b; representing the two possible histories of the same occurrence
b. Using prime event structures to interpret other simple terms may be quite laborious - try for
instance (aaf | Bba) where causality cycles arise. Not surprisingly, the simplest — and most elegant
- way to define an operation on prime e.s. is to define it first on the configurations, which are
themselves histories, and then recover the corresponding prime e.s. (see [55], [58]).

This is the reason why, to our view, stable and flow e.s. are more suited than prime e.s. for
modelling process operators. Flow e.s. are preferred here since they allow - just like prime e.s. — a
graphical representation of processes. For instance, the flow event structure interpretation of the
term (ac | ab) will be:




where the arrows represent now an immediate cansality. Such causality is in general not transitive.
Here for example a causes 7, and r causes b, but a does not cause b: indeed a and b may occur
independently, e.g. in the computation {a,&,b} where the communication does not take place. We
will see later in this section the flow e.s. interpretation of (aaf | Eba), together with various other
examples.

In the rest of this section, we shall only be concerned with flow event structures. For more
about prime and stable e.s. we refer the reader to [43] and to Winskel's papers [56,58,59]. We
proceed now with the formal definitions.

DEFINITION (FLOW EVENT STRUCTURE). A flow event structure is a structure S = (E, # ,<)
where

(i) E is a denumerable set of events
(i) # C E x E is a symmetric relation, the conflict relation

(iii) < € E x E is an irreflexive relation, the flow relation

For those familiar with prime event structures, it will be clear that any prime event structure
S =(F, #,<) may be regarded as a flow event structure, with < given by the strict ordering <,
or by its covering relation, if it generates the order. Note that the flow relation is not required to
be transitive, nor its transitive closure <~ to be acyclic. Intuitively, the flow relation represents
a possible immediate causality. A simple way of understanding the flow relation is by analogy
with Petri nets: a flow between two events in an event structure corresponds to the presence of a
condition between the events in a net. This point is illustrated by the example below.

Note also that the conflict relation is not assumed to be irreflexive. This means that we allow
self-conflicting or inconsistent events, that is events ¢ € E such that e # e. Such events will be
used for defining the operation of restriction, and it may be shown that they are indeed convenient
to obtain correct constructions on flow event structures, see [13].

As we said, the first order flow event structures allow a graphical representation, with two
kinds of arcs between events. In this representation we shall draw e < ¢’ as a directed arc e —— ¢/,
and # as a dotted line. Self-conflicts will be represented by dotted circles around events. The

following is an example of flow event structure, together with a “corresponding” Petri net.

€o
\el R )
\\f
€3

This example, which typically arises when modelling CCS communication, exhibits both a conflu-
ence after conflict, and a case where the flow < is essentially not transitive: the events eg and e3
are indeed causally related if e; occurs, but they are independent if e» occurs. In other words, eg
and ez are in a different relation depending on the computation where they are considered.
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We shall now formalise this notion of computation or configuration for flow event structures.
A configuration is a set of events having occurred at some stage of evolution of a process. Since
flow event structures are rather general, the definition of configuration is slightly more elaborated
than for prime event structures. Let Cons be the set of conflict-free, or consistent, sets of events:
X € Cons iff Ve,e' € X,-(e # €'). Obviously, an event e is inconsistent, i.e. e # e, if and only
if e & X for any X € Cons. For a subset X of E, let <x be the restriction of the flow relation
to .X and <x=q4.5 <x " be the preordering generated by <x. Here we shall only deal with finite
configurations, which are enough to determine the whole domain associated with an event structure,
see [10]. We recall the definition:

DEFINITION (CONFIGURATIONS). Let § = (E, # .<) be a flow event structure. A (finite)
configuration of § is a finite subset X of E such that:

(i) X is conflict-free: X € Cons
(i1) X is left-closed up to conflicts: ¢! <ee X & ¢/ ¢ X = Je"€X.e' #e" <e

(iii) .X' has no causality cycles: the relation <y is an ordering.

The first two conditions are essentially the same as for prime event structures: condition (ii) is
adapted to account for the more general - non-hereditary - conflict relation. It states that any
event appears in a configuration with a “complete” set of causes. Condition (iii) ensures that
any event in a configuration is actually reachable at some stage of computation. Note that an
inconsistent event cannot appear in a configuration. The set of (finite) configurations of a flow
event structure S will be denoted by F(S§), and its domain of configurations, the poset of these
configurations ordered by inclusion, by D(S) =4er (F(S),C). It is shown in [10] that for any flow
e.s. § the poset D(S) is a coherent, prime algebraic and finitary domain, as for prime and stable
event structures, see [43,56,59].

Let us turn now to the interpretation of CCS by means of flow event structures. We shall
directly define from the syntactical materials a structure S(p) = (€£(p), <, # ) for each term p.
This definition will be compared later with that given by Winskel [56,58], where one defines
a construction on event structures for each CCS operator and interprets FCCS by a morphism
into the event structure algebra. We start by defining a global set of events £, from which &{p)
will be extracted. Events are occurrences of possibly guarded actions in a term: to specify them
svntactically we just have to extend the syntax for proof terms, given in the previous section, so
as to allow a proof to pass through a guard a.p. We will denote by d.e the occurrence of e after a
guard a. The set & of events has thus the following syntax:

e u= alefllgel el (e.e') | +oe | +1e|\ae

For instance the occurrence of the action b in a.b.nil will be @.b. The labelling ¢ of proof terms
is extended to events in the obvious way: £(@.e) = {(e). Let us now define the notions of conflict
and flow on events. The conflict relation e # €' is the least symmetric relation which satisfies the
following clauses, where we denote by 3 the reflexive closure of # :

(Bl) i1£7 > +ie# +je'

) lloe # (€', €")
(B2) ete = {”26 # (ell’el)
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lie # |l; ¢

'
& e +.e & +;¢e
(B3) e#e = Ve #\, e

a.e 8 a.e

(B4) nm(é(e)) =a = \qe # \qe

(B5) eo e or ep fe] and (eg,e1) # (eh.€}) = (eo,e1) # (eg,€})

eog #egore; e > (60,81) # (6’0,81)

Note the way we interpret restriction: if the event e is an occurrence of the action « or a then
\« € is self-conflicting. Note also the formal similarity with the definition of concurrency on proofs
given in the previous section. In fact the concurrency relation could be defined on events too,
by extending in the obvious way the definition for proofs. Indeed concurrency on events will be
considered later, in section 6.1.

We define now the flow relation on events. In the structure S(p), the flow represents a possible
immediate precedence. Quite obviously the relation e < €’ is brought in by the action construct
a.p - loosely speaking a < @.e. More precisely < is the least relation on & satisfying the following
clauses:

(Cl) a < @.8 where #is any proof term

. ;o [(ee”) e loe < (¢!, ")
e exe = {{E I me (i)

! (e’el) =< (elyell)
(C3) e<e = {(eo’e) < (e ')
ll;e < l;e’
+ie < +€’
\a€=<\at
a.e < da.e

(CH) e<e =

The relation < is irreflexive; note on the other hand that it is not transitive: for instance if ey < e
and e; < e then {|je0 < (e, e1) and (eg,e1) < |[;€} but we do not have [|je0 < [[;e}. Let us see
some examples: in the term r = (a.a || &) we have

(a,a@) < (a.a,a)

(a,a) # (3.0, &)

This shows that # and < are not necessarily disjoint. The following example shows that the
transitive closure of < is not disjoint from — (extended to events in the obvious way, see section 6
for a formal definition): in the term ¢ = (a.a || a.b) we have

loa < (@0,@) < [l,a.b and [lya~ | a.b

Note also that < is not asymmetric; for instance in the term (.0 || B.&) we have

(@, Ba) < (88, 5) < (@, 5&)

To define the structure S(p) it just remains to define its set of events &(p) C £. Then the flow and
conflict relations in S(p) = (£(p), <, # ) will simply be the restrictions to £(p) of the corresponding
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relations on £. The set &(p) of events of p is defined inductively; that is, £(p) is the least subset of
& satisfying:

(E1) a€&(a.p);
if e € E(p) then @.e € E(a.p);
(E2) if e € &(pi) then ;e € E(po || p1);
if e€ E(po) and €' € E(p1) and {(e) = {(e’), then (e,e') € E(po || ;m);
(E3) ifee &(p;) then +;e € E(po +p1);
(E4) if e € &(p) then \4 e € E(p\a);
(E5) if e € E(p[px.p/z]) then e € E(uz.p).
REMARK. Usually to interpret the CCS constructs one defines, as in Winskel’s semantics (58] (see

also [8]), set-theoretical constructions on event structures. For instance one uses disjoint union of

sets of events
EoLﬂEl = {(i,ei)|e,~€E,~ y i=0,1}

to interpret the sum, and a product of these sets

Fox.E = (Eo X {*})U ({*} X E[) U {(60,81) |6,‘ cE; & f(eo) = 6(61)}

to interpret parallel composition. It should be clear that this “denotational”, or “algebraic” ap-
proach yields structures which are isomorphic to the ones we obtain using an “operational”, or
syntactic approach. In fact event names like (e, «) or (0,€) are just notational variants for [[;e and
+oe. Note however that in the algebraic approach, one must use labelled event structures, since the
labels are not extracted from the names of the events. Moreover, interpreting the fixpoint construct
is quite tedious in the algebraic approach.

Let us see some examples, illustrating our definition of S(p). Note that £(nil) = § = S(uz.z)
and S(uz.p) = S(p(#z-p/z]). For instance the flow event structure S(a* || b) may be drawn:

lloa Il
P

log.c ;6.

Similarly, if » = (a.a || @.b)\a then S(r) may be drawn

\a llga \a Iy 5':

B A T
{ Na(@a,d) +
S DT T~

o llg @t \a Il; &b

Clearly \o ||y @.a and \, ||, @ cannot occur in a configuration since they are inconsistent. From
now on we will not write the full names of events in drawings, but only their labels. Then the
structure S(r) will be drawn simply as
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The interpretation of a.a.nil\a is
f‘d"'-b- a

This structure has only the trivial configuration . The structure S((a.3 || @)) may be drawn:

1Y

This example shows that S(p) may contain a substructure ¢’ (see [6]). The interpretations of
(a.a.a ]| &) and (a.a || @.b) may be drawn respectively

L R

[0

3*
ot
4

The second structure contains a substructure N and a substructure 57, see [6]. An example,
suggested by M. Nielsen, shows that <™ is not an ordering: if we interpret (a.a.3 || 3.6.a) we get

AN
LN,

Note that if r = (a.a.83 || B.b.c’i)\a\ﬂ then the structure S{r) has no proper configuration X, i.e.
such that X # 0. The same holds for the interpretation of (a.8 || .@)\a\B. One can also see
that in the interpretation of ((a.8 || @) || a.8)\a\3, there is no configuration containing the 3
communication.

We are now ready to give our second semantics for CCS:

DEFINITION (EVENT STRUCTURE SEMANTICS). The set of event structure computations of
the CCS term p is the set F(S(p)) of configurations of the flow event structure S(p). The domain
of event structure computations of p is Des(p) = D(S(p)) = (F(S(p)), C).

We will show that this flow event structure semantics of CCS has an operational meaning, in that it
corresponds to the “truly concurrent” semantics defined in the previous section. More precisely, we
will show that for any term p the domain D.(p) is isomorphic to the domain Dpec(p) of equivalence
classes of proved transitions, as was defined in the previous section.
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5. Flow Net Semantics.

In this section we give an interpretation of FCCS terms as safe flow nets. The reason for the
restriction to fixpoint-free terms will be explained later. We assume some elementary knowledge of
Petri nets: the reader is referred to (25, 49] for a general introduction to nets.

Flow nets are a new class of nets introduced in [10], strictly more general than the occurrence
nets considered in (43, 37, 29]: e.g. flow nets may have cycles in the flow relation. However
they are still “semantically acyclic”. It is shown in [10] that there is a very close correspondence
between flow nets and flow event structures, the model we considered in the previous section. The
reader may want to look at the definition of flow net in [10], however this is not required for
reading through this section: the flow net interpretation for FCCS presented here is essentially
the standard Petri net semantics (see [57,26,30,31,20.45]), with the particularity that events and
places are defined themselves structurally, using the syntax of terms.

The idea of defining the places of a net syntactically is taken from [20]. Maintaining a syntax
on events and states will allow us to compare more easily our flow net semantics with the other
CCS semantics considered earlier on. We will use the following definition of (marked) net.

DEFINITION (NETS). A netis a structure N = (B.E,®,uy), where:

(i) B is the set of conditions, or places

(i) £ is the set of events, denumerable and disjoint from B

(iii) @ C (B x E)U(E x B) is the flow relation, satisfving the two conditions:
the set {b|3e,e’. (e.b) € ® & (b,¢') € B} is denumerable
Vee EJbe B. (be)e @

(iv) un : B — NN is the initial marking.

A place b is called initial if it is initially marked, that is v (8) > 1. It is often convenient to represent
the flow relation as a mapping ¢ : (B x E)U(E x B) — {0,1}, where ¢(z) =1z € . We
will use the notation b +& b’ to mean @(b,e) =1 = ¢(e.b'), or also b £ b in®y when we want to
explicitly refer to the net .V. The sets of preconditions and postconditions of an event e are given
by:

pre(e) = {6 | #(b,¢) = 1}

post(e) = {b| d(e,b) = 1}

Similarly we may define the sets of pre-events and post-events of a place b, respectively pre(b) and
post(b). We then say that a place b is a precondition if it has at least one post-event: post(b) # 0,
and a postcondition if it has at least one pre-event: pre(d) # 8.

We shall now give an interpretation of FCCS terms as (marked) nets. The nets thus obtained
will be shown to be one-safe, as well as flow nets in the sense of [10]. When interpreting FCCS,
or similar algebraic languages, one may use the syntax of terms to specify places and events of the
corresponding nets. We take the syntax of events to be the same as for flow event structures:

e == ald.e|lloelllel (e.e) | +oe | +ie|\ae
In a similar style, the syntax of places is given by the grammar, where p is any FCCS term:
b o= nlla.p|@.b]llgh||l,0](b+0)]+o0b]|+1b|\ab
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This syntax is similar to that of “grapes” of [17,20], except for the terms @.5b and +;56. We shall
comment in detail on the meaning of such events and places as we go along interpreting FCCS
terms. Let us just recall that events are built starting from an occurrence a, or two occurrences «
and & in case of communication. Thus an event records an occurrence of an action a, or 7, together
with its “past”, or pair of pasts. On the other hand places — which are local states — record both
past and “future”. These points will be further illustrated by examples.

Note also that events and places are disjoint — as required by the definition of net — because
the algebras are built on different constants. Therefore, in this section, although we will mostly
omit the trailing nil’s in FCCS terms, we will avoid doing so in the names of places.

We now proceed to define the marked net V{p) = (By, Ep, ®p, jtp) associated with an FCCS
term p. In the definition we will use the following conventions: since all events in N(p) will
have at least one precondition and one postcondition, the flow relation ®, will be specified using
the notation b =+ b' In $,; also, since in all constructions the initial marking will be safe, i.e.
Vb. it,(b) < 1, we will specify pu, as a subset of B,.

The definition of .V (p) is now given by structural induction on the FCCS term p.
(i) The net ,V(nll) consists of just one place nil, initially marked.

Bay = gy = {nil}
En=2%m =90

(ii) Prefixing N (a.p) adds an event a with a precondition a.p in front of net V(p), while shifting
all the other events and conditions by @.. For a set .X, we shall write @.X for {d.z |z € X}. Then
N(a.p) is given by:

B,p = {a.p}ua.B,

Hap = {a.p}
E,p, ={a}Ua.E,

It

$, p is the least relation such that:

beu,> a.pr-3.b In ®.p

b b in &, = @.0r =% G.0 In &,

As for flow event structures, events not involving the constructors @. - what we called proof terms
earlier on - represent immediate occurrences of an action in a process, i.e. initial occurrences in its
synchronisation tree; the constructor @. allows one to pass a guard a and thus to specify events at
any depth in the tree.

Similar remarks apply to places. A place of the form a.p is an initial place, more precisely the
initial place of a guarded term; for a general term, we shall see that all places built without the
constructors @. are initial. Note that the initial event of ,V(a.p) is taken to be simply the label a.
This is the only case where an event is confused with its label.
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Example 1: the interpretation of the term a.a.nif is the net

a.a.nll
a

a.a.nil

E.ai
QO a.a.nil

(iii) Parallel composition N'(p|| q) puts side by side its components A'(p) and V(q) while shifting

their events and places by ||, and ||, respectively. It may also introduce communication events,

which are built with the constructor (e,e’). On the other hand there are no special place construc-

tors for communication, since the preconditions and postconditions of a communication are just
those of its components. For a set X, we write ||,.X for {|[;z|z € X}. Then M(p||q) is given by:

Bpllq = HOBP u ”137

Holg = lloktp U ll1k4q,

Eptq = lloEp U h Eq U {(e,¢') [e € E, & ' € E, & T(e) = U(e"))

(I),,“q is the least relation such that:

4
bir b In &, = nobﬂ"_» llo o' In &y

(4
BEe b in By = [l [, 8 n @y,

moreover for any e € Ep,e' € E, s.t. £(e) = €(e"):

(e.€)

bEe b in @, = |lpb— [l ' In &y,

!
by in &, = (|l [, b in 40

Example 2: the interpretation of (a.a | &) is, representing for simplicity the events by their labels:

Here the places are: b = ||ja.a.pll, by = |[|p@.a.nll, b3 = [p&.a.nll, by = || a.nil,
5 = ||, @.nil, while the events are: |[jya, [lp&.a, (a, &), (d.a,a), |, &.
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From now on we shall omit the names of places and events in the figures, showing only the labels
of events ~ possibly with an index when the same label occurs more than once.

Example 3: the interpretation of the term (a.3 || @.3) will be drawn as:

Here the places are:
by = [lge.B.nil by = |jy&.8.nll by = [|,&@.8.011 and
b = [l,@d.nll by = |[,&F.nl by = ||, &.3.nil.
and the communication events are:
mn =(a,&) and
T = (8.3, &.0).
Note that the “past” of m» consists of the two events labelled a and a, regardless of the way these
events have happened, independently or simultaneously as 7. In fact the past recorded in an event

is its history projected on the local components, which is unique and statically determined, while
in general an event may have different execution histories, due to communication.

(iv) Nondeterministic sum N (p + q) does not create new events. It shifts the names of events
and non-initial places of its components respectively by +9 and +;. The constructor (b + b') is
used to build the cartesian product of the initial places of the two nets. Note that unlike (e,e’)
the constructor {b + b') may be iterated any number of times. If X,Y are sets of places, we write
(X+Y)for {(b+0b)]|be X,b' €Y} and +:X for {+.:z]z € X}.

Bpiq = (up + #q) U +o(Bp — pp) U +1(B, — 1)
Hptq = (Hp + Ho)

Eprq=+0Ep U +1E,

®,4, is the least relation such that:

bl b in @, with b @ pp = +obt e 408 In g

bEe b in @, with b ¢ g, = +100% £ b In @y

bEr b in @, with be pp and b7 € gy = (b4 6" 408 In @4y

b in @, with b€ ug and b € pp = (8" 4 )i £ b In Bpyq
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Example 4: (symmetric confusion) the interpretation of the term (a I16) + cis

where the initial places are (|[oa.nil + c.nil) and (||,b.nil + c.nil).

REMARK. We may now explain why, for simplicity, we restrict ourselves to terms written without
recursion. It would not be too difficult to interpret a term like (a || (nz.(@ || z))) as an infinite flow
net, since any relevant piece of information (concerning the places, events, flow, initial marking)
may be found in some unfolding of this term. This is not the case for pz.(a + z), which requires
introducing an “infinite initial choice place”, that is a common precondition for all the events
41 .- 41 +oa. Since we do not want to enter here into technical developments about limits of flow
nets, we do not deal with the flow net interpretation of such infinite processes.

(v) Restriction N(p\a) takes away from A(p) the subset of events bearing a given label « or its
complement &, while maintaining places unchanged. All events are shifted by \, , and similarly for
the places — although this is not really needed.

Bp\a = \or Bp
Kp\a = \a Kp
Epne = \a (Ep — Ea), where Eq = {e € E, | nm({(e)) = a}

®,\q is given by:

\ae

b b In Bp, with e ¢ Eq = \o booos \o V' In &4

Recall that b&w b’ is a purely static relation, which should not be confused with the transition
relation on markings describing the behaviour of the net — which is given below.

Example 5: (asymmetric confusion) the interpretation of the term ((a + a) || b.&)\a is

This concludes the definition of our net semantics for FCCS. We shall now turn to the behaviour
of such nets. It is well-known that a net determines a transition system on its markings. Let us
briefly recall the definition.

A marking of the net N = (B, E,®,uy) is any mapping u: B — IN. If y(b) > 0 we say that
the condition b holds at u. A marking 1 enables an event e if all the preconditions of e hold in g,
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or more formally: Vb€ B : ¢(b,e) < u(b). Then the labelled transition system on the markings of
net NV is defined as follows:

pEe i Sge VbE B: $(be) < p(b) and w'(5) = u(b) - $(b,e) + &(e,b)

It should be obvious that this transition system is deterministic: if u enables e then the next
marking ' is uniquely determined. Given a net N = (B, E,®,ux), a sequence of transitions:

é1 €n
HN = fig = {1~ fin_) —> fin
is called a firing sequence for N. A marking p is called safe if Vb: p(b) < 1. A marked net is safe
if all its reachable markings are safe.
Now the nets obtained as interpretations of FCCS terms may be shown to satisfy some simple
structural properties. Let V(p) = (Bp, Ep, ®,.1tp) be the net corresponding to some term p. Then
it is easy to check that .V(p) satisfies the following:

PROPERTY 5.1. The initial marking p, is safe: ¥b € By : pp(b) <1

PROPERTY 5.2. There are no self-loops: e € E, = pre(e)N post(e) = 0.

PROPERTY 3.3. A postcondition is not initially marked:
Yoe B,: pre(b)#0 = pu,(b)=0

Looking at the definition of .V(p), it is easy to see that the only operator introducing backward
branching for places is parallel composition, when it connects a communication to the postconditions
of its components. But then the communication is also connected -~ in a symmetric way — to the
preconditions of its components (by definition of V(p), any event has at least one precondition).
As a consequence we have the following:

PROPERTY 3.4. If two events share a postcondition they also share a precondition:

post(e) N post(e’) # @ = pre(e)N pre(e’) # 0

Note that two communications are brought to share a postcondition whenever they have a common
component. In this case the two communications will also share the preconditions of their common
component. This implies in particular that there is no fixed bound to the number of pre-events
(and post-events) of a place; consider for example the net for {a||&]||---||&): here the postcondition
of the event labelled « is also a postcondition of all the possible communications on «, a.

The above properties may be used to show that for any p the net NV (p) is a safe flow net.
The proof of this result is based on a characterisation of safe low nets given in [10] (Lemma 3.2.),
which we recall here:

CHARACTERISATION OF SAFE FLOW NETS (from [10]). A net N = (B,E,®,uy) is a safe
. . ops . €y €n
flow net if and only if for any condition b and for any firing sequence pg = pn — iy *+ fin—1 — fin

the following property is satisfied: po(b) + > o(ei d) < 1.
1<ign

To prove that N (p) satisfies this property we will use the following lemma:
LEMMA 5.5. Take N(p) = (Bp, Ep, ®p,11p). Let pig = ptp. For any finite firing sequence of V' (p)

€1 €n
Jo —> [1 -+ finml —= fin
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the markings po,...,un are safe and if b € post(e,) then b is not marked at any of pg,..., pn_1.
That is:
Vb, Vi<n: pi()<1 and o(e;i,b)=1 =2 Y pui(b)=0 (*)
0<j<i
PROOF: by contradiction. Suppose () false and let & be the smallest index falsifying it. This

means that there exists a place b such that either px(b) > 1 or @(ex,b) =1 and ¥ p;(b) #0.
0<j<k
We show that the first case implies the second. Then we show that the second case leads to a

contradiction.

First case: pr(b) > 1. Then k£ # 0 by Property 5.1, and px—1(b) < 1 implies b € post(ex).
In fact it can only be pug(b) = 2 and uir_1(b) = 1. But then we fall in the second case, since

#lex,b) =1 and 3 pj(b) 2 pi—1(b) = 1.
0<j<k

Second case: let ¢(ex,b) =1 and > p;(b) #0. This means that b is already marked before the
0<j<k
firing of ex. Let u; be the first marking such that y;(b) = 1. Then 0 < 7 < k: note that : # 0
by Property 5.3, since b € post(ey)). Hence b € post(e;). Thus e; and e, have a postcondition in
common. But then, by Property 5.4, e; and e, have also a precondition in common, say b'. Now
wi_1 is safe by hypothesis, hence p;_1(d’') = 1, whence by Property 5.2 u;(d’') = 0. Then in order
for b’ to be marked again at p,_y, it must be the postcondition of some event ej, i < j < k. But this
contradicts the hypothesis that for j < & no postcondition of e; is marked at any of pg,...,p;-1.

Q
PROPOSITION 5.6. For any FCCS term p, the net N(p) is a safe flow net.

PROOF: we want to show that for any place b and for any firing sequence uo N U1 Pnol R Un
the following is satisfied:
Ho(0) + 2 #eib) <1 (%)
1<i<n
If the place b is initially marked, then (*#) is easily derived by observing that wup(b) = 1, since yp

is safe (Property 5.1), and then Y ¢(e;,b) =0 by Property 5.3.
1<i<n

Otherwise b is not initially marked. Then if no event e; has b as a postcondition, (**) is trivially
satisfied. Suppose now that b is the postcondition of some event e;. Let j be the greatest index

in the sequence such that b is a postcondition of e;. We then know that 3> (b)) =0 by the
1<i<;
previous lemma. Whence we may also deduce Y ¢(ei,b) = 0. Because of the way we chose j
1<i<y
we have ). &(e;,b) =0, whence we conclude

j<i<n
Y dlend) = ¥ g(eid) + o(ejb) =1
1<ign 1<i<n, i#j
o

We may define now our third semantics for FCCS:

DEFINITION (FLOW NET SEMANTICS). A net computation of the FCCS term p is a set of events
. . . €1 €n }

X = {e1,...en} occurring in a firing sequence jg = ptp — fi1 ** * fin—1 —* jt, of N(p). The set of

these computations is Cyei(p), and the domain of net computations of p is Dyee(p) = (Crer(P), C).

An important property of flow nets, as well as of the safe nets of [26], is that for any firing sequence
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one can deduce a partial order of causality directly from the structure of the net: the (immediate)
causality is given by the presence of a condition between two events (¢f [10]). As a consequence,
any computation may be regarded here, as in our permutation semantics, as a partially ordered set
of events.

6. Equivalence of the Three Semantics.

In this section we undertake to compare our three interpretations for CCS, restricting ourselves to
FCCS when dealing with the flow net semantics. We will show that the three models - proved
transition system, flow event structures and flow nets — are all abstractly equivalent, in that they
vield isomorphic domains of computations for any (fixpoint-free) CCS term. For the flow models
- flow event structures and flow nets — we will establish a stronger equivalence result, namely that
they determine the same families of computations for any term. In other words, we will establish
the following;:

THEOREM. For any FCCS term p the flow event structure S(p) and the net NV (p) have the same
computations, that is Des(p) = Dne(p). Moreover, for any CCS term p, the domains Des(p) and
Doper(p) are isomorphic.

The reader may have noted the analogy between the two flow models: they both give global
representations for terms, modelling occurrences of actions in a term as events — and using the
same syntactic names for these events. Compared to them, the proved transition system stands a
little aside: it appears as a purely operational model where terms are described step by step, as
generating initial occurrences of actions.

In fact, although we know that in the three models computations may be seen as posets of
occurrences, it is not immediately clear how to relate the proved transition system to the other two
models, which appear somehow more “denotational”. Consider for example the flow net semantics.
One simple way to relate it to the proved transition system would be to show a correspondence, for
any term p, between the proved transitions of p and the transitions on markings in the net .V(p).
An immediate problem, detected by Degano, De Nicola and Montanari [17] and Olderog [45], is
that a reachable marking in the net is not necessarily the marking u, determined by a term, the
typical example being

p((a)ld) +¢) tolloa { +o [l @nit, (Jl,b.nil + c.nil)}

Here the resulting marking is somehow “mixed”, since the part +g ||, @.nil indicates that a choice
has been passed, while in the part (}|,6.nil + c.nil) the choice is still present.

Here we will get over this problem by generalising the proved transition system so as to make it
record the history of previous occurrences. We then obtain a very concrete transition system, which
records CCS transitions while keeping track of the whole structure of a term. This system is called
the event transition system or simply the event system, because its labels are now occurrences with
a “past” — and thus general events. Then we will get a fourth semantics for CCS by defining a
permutation equivalence on the event system.

The event system for a (fixpoint-free) term p may be easily related to the transition system
on markings of M(p): it turns out that the two transition systems are isomorphic. In particular
the same labels — i.e. the same events ~ occur along their transition sequences. Moreover we shall
see that the prefix ordering of event transition sequences, up to permutations, coincides with the
inclusion of the generated sets of events. Therefore the event system semantics and the flow net
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semantics determine the same families of computations. Similarly, the event system for p bears a
direct correspondence to the flow event structure interpretation of p: the computations of the event
system coincide, as sets of events, with the configurations of the event structure. Here again, the
two models give rise to the same families of computations. A consequence of these two results is
that the three event-based models — flow event structures, flow nets and event system - yield the
same families of computations, and thus are concretely equivalent.

We also have to show that the event system is equivalent to the original proved transition
system. The first step of comparison will be to establish a bijective correspondence between proved
and event transition sequences. We shall then show that two proved transitions sequences are per-
mutation equivalent if and only if the same is true of the corresponding event transition sequences.
As a result, we will know that the domains of computations have the “same elements”. It is then
easy to show that the domains also have the same orderings, and thus are isomorphic. In other
words, the proved transition system and the event system will be shown to be abstractly equivalent.
As a consequence the proved system is also abstractly equivalent to the two flow models. This will
establish our result.

Some similar results are worth mentioning here: Best and Devillers have established the cor-
respondence between the equivalence by permutations for firing sequences and processes of Petri
nets [4] - see also the work by Degano, Meseguer and Montanari [21]. Also, the relation between
trace semantics and a (prime) event structure semantics for a basic class of nets has been presented
by Thiagarajan in [54].

6.1 Event System.

The intermediate transition system is defined on a new set of terms representing partially executed
CCS processes, which we shall call marked terms. The syntax of marked terms is as follows:

£ m= plal|(ENEN I (EFap) | (PF16) ] E\a

where p is any (closed) CCS term. Note that for CCS terms this grammar is somewhat ambiguous:
for instance (p|| ¢) and p\a may be regarded as marked terms. This will be used in the proofs of
the results concerning marked terms.

Marked terms keep track of the dvnamic operators of a process as well as of the static ones:
the construct @.6 means that a guard a.p has been passed, while (€ F9¢) and (p+,£) mean that a
choice has been made, respectively to the left and to the right of a sum. Thus marked terms keep
the whole structure of a term while recording an execution. In particular it will always be possible,
starting from a marked term, to reconstruct the CCS term from which it is derived.

We now define transitions of the form 5-6—05' on marked terms. These transitions will be
labelled by events, rather than mere proof terms, having exactly the same syntactic names as in
flow event structures and flow nets. For this reason the corresponding transition system is called
event transition system — or simply event system. The inference rules for event transitions are given
in the following table
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FIX.  pluzp/e] € F pzp-Seg

The interesting rules for event transitions are A0’, SO’, S1’, which introduce the “past” constructors
@., ¥o, 1. Rules A1/, ST0', ST1’ allow terms to move under these constructors, or, putting it
another way, transmit the “past” to future occurrences. Note that some marked terms, like (pFoq)
or (a.p)\a, are never obtained as the target of some event transition. In what follows we shall
mostly consider marked terms that are generated via event transitions starting from some CCS
term. Then marked terms represent CCS processes at some state, just like marked nets represent
nets at some state. In fact, when we come to relate the event system to flow nets, we shall see that
marked terms correspond to markings in a net: more precisely the event system will be shown to
be the syntactic counterpart of flow nets, an event transition corresponding exactly to a transition
between two markings in a net. The relation between event systems and flow nets will be established
in section 6.4. Let us see now some examples of event transitions.

Example 1. The term p = (a.b) + ¢ has the following event transition sequence:

+oa . - +o0a.b

(a.b) + ¢ — d.b+oc ab%Foc

Note that no transition can be deduced at the right of the past operator Fg.
Example 2. The term p = (a||b) + ¢ has the event transition sequence:

+ollpa  tolhb
(all5) + ¢ ——— (a]|b) Foc ——— (@[|3) Foc

Note that the two actions a and b give rise to symmetric events, even though action b occurs after
the choice has been made. Indeed, this will be shown to be a fundamental property of the event
system: by looking at the names of events only, one will never be able to tell which of two concurrent
events has happened first. This is also an essential difference w.r.t. the proved transition system,
where one could have different sets of labels, i.e. proofs, along equivalent sequences.
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Now the reader should be easily convinced that the event system is deterministic, i.e.

4 €
6_"'6’ and f_"f” = 61___6//

The system has also the further property that any event occurring in some event transition sequence
for a term p corresponds uniquely to an occurrence, or a pair of occurrences for a communication,
in the syntactic tree of p.

v

Example 3. Take the term p = (a.b|| &). In the two event transition sequences for p:

a, & - a.b -
(b)) @aay B2 (558

Iy loa.b
b aaa) 0 a5 a)

(b @)

the occurrence of b is represented by the same event ||,@.b, whether it follows the communication
(a, &) or the simple event |[,c.

In fact events record the “syntactic history™ of an occurrence, rather than a particular execution
history. As we said, the event system is very intensional. From any state (marked term) & of the
system one may trace back the original CCS term from which £ arises, what we call the ancestor
of £. The ancestor o(£) is defined on marked terms as follows:

o(p) =p for any CCS term p
o(@.§) = a.o(§)

o(€11€") = () 1] o(€7)

o(€ Foq) = (2(€) + 9)

o(pF16) = (p+ 9(6))

o(§\a) = o()\a

It should be clear that if £ is the target of some event transition sequence starting from p then p

. . € 4. .
is the ancestor of £, since £ — £’ implies o(£’') = o(£). Note however that a marked term is not
necessarily reachable from its ancestor: this is the case for instance for (&.£)\a.

We want now to show that the event transition system is equivalent to the proved transition
system, in the sense that it yields the same domain of computations for any term p. We recall that
the computations in the proved transition system are equivalence classes of sequences of transitions,
ordered by the prefix ordering (cfsection 3). We shall define the notion of event computation exactly
in the same way. To this end, we have to introduce the notions of concurrency and permutation
equivalence on the event system. The concurrency relation on events, noted as usual —, is the least
symmetric relation that satisfies the following clauses, for any e,e’,e" € &:

32




(A1) llpe ~ [l1¢’

(A'Z) e—eée = { ”0e ~ (el*e")
llie — (e",¢")

llie — 1€’
(A3) e—e = +ie — +ie’
\oe~\ae
(Ad) eo— ey and e; — e] = (eg,e1) — (€h,€})

(A3) e— ¢ = Gd.e— a.e

The definition is thus formally identical to that of concurrency on proof terms, except for clause
(A3) which allows concurrency to pass through a guard. On the other hand the notion of residual
is much simpler for events than for proofs, the residual of an event e by a concurrent event being
just the event e itself. The diamond lemma for concurrent event transitions has then the following
form:

€o €
LEMMA (DIAMOND LEMMA FOR EVENT TRANSITIONS) 6.1. Let ty = £ —= & and t; = £ — £,
_ e -
be two event transitions such that eq — e;. Then there exists a unique term £ such that & _l..g

and & —eg»f.

PROOF: the uniqueness of £ follows from the determinacy of the event transition system. We show
now the existence of £, by induction on the definition of —. We examine only two cases, the ones
which make the difference with the diamond lemma for proved transitions.

(i) eo = +oep and e; = +qe}, with e — e}. Then we have two possibilities:

ep e - -
(a) £ = qo + @1 with qo — & and qo — £]. and thus & = £ +oq and & = & +o q1. By induction
we have for ej, e} the closing transitions:

e, . eh
& —& and £ —&
Then, applying rule ST0', we get:
!

-~ +Oex T3 ;7 -~ +066 g1
§otoqn — & +oq and & +oq1 — €' +oq

which are the required closing transitions for ep, €.

PO € - ~ o
(b) £ = & +oq with ' — & and €' — €1, and thus & = &y +og and & = £] +oq. By induction we
have for e, €7 the transitions

el €0
§o—¢€ and & —¢

Then, applying rule ST0' again, we obtain:

+o€l _ . ~  toes - .
€ Foq and & +og —— &' +oq

& +oq
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which are the required closing transitions.

" ~ ol = ol N ! ! -~ ¢! N ! 66 ! ! ell !

(ii) eo = d.eq, e = T.ef, with e — e|. Then & = a.&' with & —¢), £ —¢!, and
fo = a.&, & = @.£]. By induction we have for e, ¢} the transitions

! ]
o &1 o5 d ¢ €0 5
§o — & and & —¢

Then, applying rule Al’, we get:

N, G oo Gy
a.fy — a.f’ and @.§; — @.§

which are the required closing transitions for eg, e;. Q

We may now define the permutation equivalence on event sequences, in the same way as we did
for proved transitions. We will use now o, ¢/, g;,... to denote event sequences. Let oo’ denote
the concatenation of o and o', which is only defined if the source of ¢’ is the target of 0. The
permutation equivalence is as usual the congruence generated by the diamond lemma:

DEFINITION (PERMUTATION EQUIVALENCE ON EVENT SEQUENCES). Let £ be a marked
term. The equivalence by permutations on event transitions of £ is the least equivalence ~ s.t.

ooto(t1/te)or = ooti(te/t1)on
provided that tq — t;, and that concatenation is defined.

Note that there are events which are “syntactically” concurrent, according to our definition, and
yet can never be permuted because there is no event transition sequence where they are adjacent.
Let us see an example.

Example 4. In the term r = (a.a || a.b)\a (see section 4 for its event structure representation),
the events \, || @ and \q ||; @.b are concurrent. However they can never be permuted since in the
unique event sequence where they both occur they are not consecutive:

\o llo@ \o (@.0,&) \a |I; @-b

(a.a || @.b)\a ———s (G.a || @.b)\a ———— (G.a| @.b)\a (d.a||ab)\a

Note that this is indeed desirable since the two events are intuitively causally related in this com-
putation.

Finally we may introduce our last semantics for CCS terms: this is the permutation semantics
with respect to the event system. In fact we define this semantics for marked terms, denoting by

Zev(€) the set of sequences of event transitions of &£:

DEFINITION (EVENT SYSTEM SEMANTICS). The setCe,(£) of event computations of the marked
term € is the set To,(€)/~ of equivalence classes of sequences of event transitions of . The event
computations of £ are ordered by

[l C [0'] ®der 0”. 0" ~ 00"

The domain of event computations of § is Dev(§) = (Cev(£), T).
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For any sequence o € 7., (€), that is

e e
a=£_';‘£l 571—1_:“671
let us denote by Ev(o) the set of events occurring in o, that is Ev(e) = {e,...,e,}. Then it should

be obvious that the following holds:

REMARK 6.2. Let gy, 01 be event transition sequences for some marked term £. Then:

[oo] € fon] = Ev(oo) € Ev(oy).

6.2 Correspondence between Event System and Proved Transition System.

We show in this section that event and proved transition systems determine isomorphic domains
of computations. We start by giving constructions between the two kinds of transition sequences.
Looking at the table of inference rules, it should be clear that event transitions & S+ €' contain in

some sense the proved transitions p -—0+p'. We recall that in the proved system labels are proofs,
that is events built without the constructors @.. Intuitively, it should be possible to reduce or

) . " e . . .
“flatten” any event transition £ — £’ to a proved transition of the form p -—o-»p’, by just forgetting
the history information recorded in £,e,&'.

Let us now formalise how an event transition & —e-£’ may be flattened to a proved transition.
First a marked term £ may be reduced to a CCS term z(£) with the same “future”, by just dropping
the past operators in €. In particular, if the marked term £ is the target of some event transition
sequence of a CCS term p, then (&) should be exactly what we would have obtained by applying
ordinary CCS transitions to the term p. We define 2(§) inductively on marked terms as follows:

w(p) =p for any CCS term p
@(8.£) = »(§)

P& 11€) = (¢(&) 1 x(£))
@(£%09) = #(€)

P(pF16) = ¢(€)

p(é\a) = ¢(H\e

Note that, although the grammar for marked terms is ambiguous, the term ¢(£) is always well-

defined. Looking back at the rules for event transitions, we may remark that if p —e-»f’ , where p is

a CCS term, then e is a proof term (i.e. e € ©). Then for an event transition of the form pﬁ»f'
the flattening is straightforward:

LEMMA 6.3. For any CCS term p: pﬁ»f = p—0+<p(£).

PROOF: by induction on the proof of p —o»f. Note that rules Al’, ST0’, ST1' do not apply to CCS
terms. Let us examine some of the other rules.

(A0') Then the transition is a.p’ i»E.p', and by the rule A for proved transitions we get a.p’ = p/,
where p’ = ¢(@.p').
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+o6 -
(S0") Here the transition is (p + ¢) —0—-»(£'+of]) with pﬂf'. By induction p LN w(£"), therefore
8 C -
by SO we have (p + q) —+—°—o-(,9(§’), which is the required transition since @(£) = (€' ¥oq). (o

. e .
For a general transition £ — ¢’ we need a second function ¥ to reduce the event e to a proof term.
However ¥ cannot be simply a function of e, as shown by the example:
Example 2 (continued). We saw already that p = (a || b) + ¢ has the event transition sequence:

+0llp @

p ——— (@||b) Foc @|%) Foe

Now the corresponding proved sequence should be:

§= p——> *o ”0 (nil | b) (nll ([ nit)

We can see that in order to obtain the proved sequence s, we should retain the constructor +¢
when flattening the first event, whereas we should drop it in the second event. Intuitively, this is
because in the first event the +¢ represents a choice occurring during the current transition, while
in the second event the +¢ refers to a choice occurred sometime in the past and passed on by a
term (£¥0q). Now, to be able to distinguish the two cases, we need to look at the structure of the
marked term performing the event. :

Hence ¥ must be a function of £ as well as e. In fact we shall specify ¥ as a partial function,
which will be defined in particular for pairs (£,e) such that f—e»f’ for some £’. The definition of
the proof term ¥(&, e) corresponding to the event e is as follows:

P(p,0) = 8 for any CCS term pand § € ©
P(4.§,d.e) = ¥(,e)

V(%o | §2)1li8) = Hi(&ive)

(€11 €, (e, €")) = (¥(§,e), %(£, €'))
P(EFoq, +oe) = P(£,€)

(p+1€, +1€) = (€, )

€\, \a &) = \a ¥(&, €)

REMARK: Note that (¢, e) is well-defined: if £ is a CCS term p, we have e € © and ¥(p,e) = e.
Moreover, if ¥(£,e) = ¥(£,¢') thene = ¢'.
Using functions ¢ and ¥ we may now define the flattening tV of an event transition t:

LEMMA (TRANSITION FLATTENING) 6.4. Given an event transition t = £ L., let us define
P(€,e)
——

the flattening t¥ of t by tV = (£) ©(&'). Then tV is a proved transition.

PROOF: by induction on the proof of the transition ¢t. If ¢ is a transition of a CCS term we have
the result by the previous lemma. So we do not need to consider rules A0, SO/, S1’. We examine
some of the other cases.

b, e)

(AV) Iftis 'a‘.fﬂ»ﬁ.f' with £ —e»f', by induction the flattening 2(§) »(€') is a proved
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transition. Then G(a.E.7e)
N W(a.k,d.e -
@(@.6) ———— p(a.£")
gives the same proved transition, since ¢(@.€) = @(£), Y(@.£,a.e) = ¢¥(&,e) and p(a.£") = p(£').

(80781)

(C) If tis (6o || €1) ———2 (€) || €1) with € — £} and €, — €1, then by induction, for i = 0, 1,
0(&i, € .
o(&) ‘—(6—6_)> ©(£!) is a proved transition. Therefore the flattening

(& 1] &), (€0 1))

(& 1l &1) @(& | &)

is also a proved transition, since

(& | &) = (¢(S) | ¢(&1))
P((&o Il 1), (€0, €1)) = (¥(So.0), (&1, e1))

@(& 11 €1) = (&) | w(&1))
and by rule C we deduce the proved transition
w ) ) fr * [} 4
(w(60) 1 p(6)) L2 ¥ 2] iy ey

(STO) If ¢ is (EFoq) —2m (€'Foq) with € <~ €', by induction ((€) o),

sition. Then the flattening

»(€') is a proved tran-

~ . Y(E%oq, +oe) -
¢(§+09) SEho +oe), @(€'+09)
" yields the same proved transition, since (EF0q) = (), Y(EF0q, +0€) = ¥(&,e) and ¢(&'Foq) =
#(€"). Q

It is straightforward to extend this flattening to sequences of event transitions:

_ €1 €
PROPOSITION (SEQUENCE FLATTENING) 6.5. Let 0 = £ —>&; -+ En_y —&n be an event
transition sequence for §. Then

¥ = o(&) M‘P(fl)"' (€n-1) Mw(&)

is a proved sequence for p(&). We call oV the flattening of o.

We want now to show the converse, namely that each proved sequence s of a term p may be lifted

to an event transition sequence s for p. In fact, it will be convenient to define the lifting of a

proved sequence of p starting from any £ such that ¢(€) = p. The first step is lifting a proved

transition of p to an event transition of p.

LEMMA 6.6. For any CCS term and proved transition pr’ there exists a unique marked term
6 .. -

€ such that p — £ is an event transition. Moreover (§) = p'.

PROOF: the uniqueness of £ results from the fact that the event system is deterministic. The
existence of £, and the fact that ¢(&) = p/, is proved by induction on the inference of the transition

8 :
p —p'. Let us just see some cases:
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(i) If the transition is inferred using the rule A, then p = a.p’ and 8 = a. We let £ = @.p’. Then

p-g'»f by A0’, and obviously ¢(§) = p’.

[ . !
(ii) If p = po + p1 and 6 = +6' with pg Lp’, then by induction there exists & such that pg —0—-5’
with (') = p’. Then we let £ = £'Fop,. We have pif by S0, and obviously (§) = p'.

(iii) If p = pz.q and q{uz.q/2] Lp’ then we use the induction hypothesis and FIX’ to conclude.
-]

Now we show how to lift a proved transition ¢ of p to an event transition t"(£) when ¢(§) = p:

LEMMA (TRANSITION LIFTING) 6.7. Letp bea CCS term andt =p —0>p' a proved transition

of p. Then for any marked term § such that (£) = p. there exists a unique event transition E—e—:- 3
such that ¢¥(€,e) = 0 and @(€') = p’. We call this transition, denoted t"(€), the lifting of t from &.

!
PROOF: for the uniqueness of the lifting t*(£), assume f-i»{' and 5—8—»5" with ¥(€,e) = 8 =
¥(,€') and ¢(€') = p’ = ¢(£"). Then, by the remark above, we have e = €', and thus also £’ = £
since the event system is deterministic.

We show now the existence of t*(£), by induction on the structure of £&. We only examine some
cases.

(i) If £ is a CCS term p, then the lifting t*() is given by the previous lemma.

!

(ii) If £ = @.¢ then ¢(&') = ¢(£) = p, and by induction &' f—-f", with ¥(£',e') = § and (£") = p'.

~ 1
Then by rule Al’ we obtain ’&.{'-9—°e—~&.§", satisfving ¥(a.€’,¢’) = 9(&',¢e') = 0 and ¢(a.£") =
e(§")=p"
(iii) If € = &+oq then ¢(&) = () = p, whence by induction & -E(l»f', with ¥(&g,e) = 8
and (') = p’. By rule STOY we have then f—e-»f’. with e = +gep and & = €' Foq satisfying
D& e) = ¥(&o,e0) = 0 and (&) = (') = p'.
(iv) If € = (& || &) then we have p = (po Il m), with @(&) = po, #(&1) = p1. There are three
possibilities for the transition p — p’. We consider the cases 8 = ||,80 and 8§ = (6o, 61).

6
(a) If 8 = ||y60 with po ﬁo—p{,, by induction & —2»&’,, with (&, e0) = 8o and (&) = pp. Now by

, lloeo .
PO’ we have (& || &) —— (& || §1), with

V(& [l &1)sllo0) = llo(¥(&o,€0)) = [lgo = 8
w(& 1 €1) = (#(&) I ¢(61)) = (po || p1)

) 6
(b) If 8 = (8p,6,) with po So, ot and py 2L P, then by induction & —= &, & — &), with -
Y(&i,e;) = 8; and (&) = p}. Then by rule C' we get (& || &1) M (& 1l €1). Here
11’((60 ” 61)1(60761)) = (w(f()?e())v w(€lyel)) = (00991)

and (& [[£]) = (9} [| p}). =




Lifting a proved transition sequen‘c'e is slightly more involved than flattening an event transition
sequence: the lifting of a step p; — pi+1 of a proved transition sequence depends on the particular

. cois f;
£; obtained by lifting the segment pg —1+p1 -+« pi—1 —= p; of the sequence.

PROPOSITION (SEQUENCE LIFTING) 6.8. Let s = po ﬁ»pl cer Pa-l ﬁ»pn be a proved se-
quence for the term po, and & be a marked term such that (&) = po. Then there exists a

.. e e
unique event transition sequence s™(&) = & ——1-»61 cov €n_y —= €q such that Y(€i-1,€i) = 6; and
@¢(&) = pi fori =1,...,n. The event transition sequence s*(&) is called the lifting of s from &,.

PROOF: the sequence s*(&) is constructed by induction on the length n of s. The case n = 1
is covered by the previous lemma. Otherwise let s = pg -e—la-pl--- Pn ﬁia-pnﬂ. By induc-
tion the prefix 3 = pg —Lpl “v Pay &»pn may be lifted to an event transition sequence
M%) = & —61**51 or §nmy ﬁ*én. Since @(€,) = pn, by the previous lemma the proved tran-

e
sition t = py n—“»pnﬂ may be lifted to an event transition t*(£,) = &, nH, Ens1. Then
s™(&) = 3(&o) - t"(€,) is the lifting of s. )

We may now establish the correspondence between the two permutation semantics:

THEOREM 6.9. For any marked term £ the domains of computations Dev(€) = (Tev(§)/~,C) and
Dpec(9(€)) = (T(p(€))/~,C) are isomorphic.

PROOF: clearly sequence flattening and sequence lifting provide inverse bijections between 7, ()
and 7(p(€)). Moreover these mappings are compatible with sequence concatenation, that is

(0001)Y = ooy and (s081)™(€) = s5(€)sT(€') where €' is the target of s§(€)

It is easy to show that proof diamonds, relating two-steps proved transition sequences, are lifted to
event diamonds, and conversely event diamonds are flattened to proof diamonds, therefore:

oo =0 & o) ~a)
hence
[oo] C o] & [og]C [07]
This shows that the domains of computations are isomorphic. Q

To conclude this section we prove some properties of event computations that will be used in
comparing the event system semantics and the flow event structure semantics. First we show that
the event system is an asynchronous system in the sense of [1,51,36], that is it satisfies the property
that any two concurrent events that may be executed in some order from a given state may also
be executed from the same state in the reverse order.

!
PROPOSITION (The EVENT SYSTEM is an ASYNCHRONOUS SYSTEM) 6.10. If £ —¢" S ¢”
!
and e — ¢, then 3€" such that 5—8—*6"' if"~

PROOF: the proof is by induction on the definition of — on events.

(i) Basic case: e = ||jep and €' = ||;e;. In this case £ may be unfolded into (& || £&1) such that

”080 [ €0 ] f; . [ ! I [ ”161 "
(&ol]&1) — &' is inferred from & — & by rule PO’, with &' = (& ||&1). Similarly (& ]61) — €
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e :
is inferred from &, ——1—»6{ by rule P1/, with £” = (& || €}). But then, using the same rules in the

e e
reverse order, we deduce (& || &) ﬂl——l-» (&%ll€Y) ”—03‘ (€5 11€1), hence the result, with £ = (&1 £1).

(i) If e = ||geo and €' = (ep,e1), with eg — e}, then again £ may be unfolded into (& || &) such
”060

that (& || &) —— &' is inferred from & —cﬁ»f{, by rule PO, with £’ = (& || & ). On the other hand
(86, 61') 0

(& || &1) ——= £" is inferred from &} —83»56' and & —e}-»f{ by rule C’, with &" = (& || £1). But

! !
. €0 €o . . €o €o .
now, since §o — &y — &y, by induction 3¢}" such that & — £§' — & . Then applying rules

. . (66181) ”on
PO’ and C' to & = (& ||£1) in the reverse order we obtain: (& || &1) ——— (&5" || €1) —— (&5 11 &1),

hence the result, with &' = (& || €1).
The other cases are treated similarly. Q

Now we show that two consecutive events in a sequence are concurrent if the first one is not a cause
of the second:

!
LEMMA 6.11. If E—e-»f'f—»f" and e £ ¢, then e — €'

. . . e . .
PROOF: by induction on the inference of £ — ¢'. Since e £ €' the case of A0’ is excluded. We only
examine some cases:

e
(i) If the transition is proved using A1’ then £ = d.§ and e = @.ep with & —0»5(’, and &' = a.&.

’
e . o
Then &' = £” must be proved using Al’, therefore ¢/ = G.e;. We have e £ ¢’ = eg £ ep, hence
by induction hypothesis ey — eg, therefore e — ¢'.

ii) If the transition is proved by means of PO’ then £ = (& || &1), e = ||,e0 With & €o ¢ and
(i) . .
& = (& || £&1)- There are three cases:

. e . . -
(a) if & =— ¢’ is proved using P1’ then e’ = ||, €1, therefore e — €’ by definition of the concurrency
relation.

!
(b) if £’—e-»f' is proved using PO’ then €' = ||je1, and |lgeo < [lper ¢ eo < ey, therefore by
induction ey — ey, and thus also e — €'

' el
(c) if £ £ €' is proved using C’ then ¢’ = (eg,e1) with f{,—o»fé'. Then e £ ¢ & e £ ep,
therefore by induction eg —-ef, and thus also e — ¢’.

(iii) If fﬁ»f’ is proved by means of FIX' then £ = uz.p with p{uz.p/z] if', and we use the
induction hypothesis to conclude.

The remaining cases are left to the reader. 0

Finally we prove that the event transition sequences of a compound term (& || £1) may be decom-
posed into sequences of the components. Let us define an event sequence of £ to be the sequence

... €1 €
u = ey ---e, of events of an event transition sequence ¢ = § —» &y -+ & —Lfn. Define then
Sev(£), the set of event sequences of &, that is:
€n

€1 -en € Sev(f) = 3{1,...,6,, . 62’*61 §n—1"_"'§n.
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Note that Sev(€) always includes the empty sequence <. Define now, for a marked term of the form
£ = (6ol &), the projections mp(u), m1(u) of an event sequence u of £ as follows:

mo(¢) = ¢
mo(u), if e=||,€
To(en) =
e wo(u), if e =|,e' or e =(e',€e")

and 7y (u) is defined similarly. We may now prove the announced result:

LEMMA 6.12. Let &, & be marked terms. Then u € Sey (& ]| &1) iff Vi =0,1: m;i(u) € Sev(&).

PROOF: let u be a sequence such that m;(u) € Sev(&i) for ¢ = 0,1. We show that u € Sev(&o || &1)
by induction on the length of u. The statement is obvious if u = ¢. Now suppose u« = e- v. There
are then three possibilities for e:

€
(i) If e = ||ye0 then 3 & such that & —O-»f(') and mo(v) is an event sequence of £j. From this we

e
deduce & || & -HL—E»E(', Il &1, and since mo(v) € Sev(&p). m1(v) = 71 (u) € Sev(é1), by induction we

have v € Sev (& || £1)- It follows that e- v € Sev(& || &1)-

(ii) The case where e = ||; €, is symmetric to the previous one.

iii) If e = (eg,ey) then 3§, & such that f;ﬁ» ! and 7;(v) is an event sequence of £!, for
01 61 t i

eg, € .
t = 0, 1. From this we deduce that & || & (—O—ll»f() €5 . Then since m;(v) € Sev(€!), by induction

we have v € Sev(&) || £1), hence e-v € Sev(&o || &1)-
Let now u € Sev(&o]|61). We show, again by induction on the length of u, that 7;(u) € Sev(&;).

. . e
If u = ¢ the statement is obvious. Let then u = e- v, and & || &4 — &' be the first step of the
sequence. Again, we examine the three possibilities for e:

(i) If e = ||geo then 3 &) such that & —eif{) and &' = &) || &. Then, since v € Sev(&) |] £1), by
induction 7o(v) € Sev(&)) and w1 (v) € Sev(&1). It follows that wp(e-v) = eg - To(v) € Sev(&o) and
mi(e-v) = (V) € Sev(&1)-

(ii) The case of e = ||, e, is symmetric to the previous one.

(iii) If e = (eg,e;) then 3§, €1 such that &; Ei»ff for i = 0,1 and ¢ = & || &;. By induction
Ti(v) € Sev(&]), therefore we have 7;(e-v) = mi((eg,€1) - v) = €i - (V) € Sev(&i). Q

6.3 Correspondence between Event System and Flow Event Structures.

In this section we establish the concrete equivalence between the event system and the flow models.
We start by considering the flow event structure model. We will show that the computations of p
in the event system are exactly the configurations of the flow event structure S(p). To this end we
shall use the following characterisation for configurations from [10], where we recall that § is the
reflexive closure of the conflict relation #:

DEFINITION (PROVING SEQUENCES). Given a flow event structure § = (E, # ,<), a proving
sequence in § is a sequence €y - - - e, - - - of distinct non-conflicting events (i.e. i # j = e; # €; and
-(e; # e;) for all i,7) satisfying:

Vive: e<ei = 3j<i. efej<eg
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Note that any prefix of a proving sequence is itself a proving sequence. From [10] we have the
following characterisation of configurations of flow event structures in terms of proving sequences.

PROPOSITION (from [10]). Given a flow event structure § = (E, # <), a subset X of E is
a configuration of S if and only if it can be enumerated as {ey,...,e,,...}, where ey -+ e, -+- is a
proving sequence.

We want to show that the event sequences of a CCS term p in the event transition system coincide
with the proving sequences of the flow event structure S(p). To do this we first give a charac-
terisation of the proving sequences of the product of flow event structures, similar to Winskel’s
characterisation for the configurations of the product of stable event structures [58]. This char-
acterisation only holds for flow event structures satisfying a structural property called axiom A,
which is known to be satisfied by all structures obtained from CCS terms [15]. Informally, this
property rules out certain triangles from flow event structures, or more precisely, it requires that
these triangles be saturated by other events in a precise way. Let us recall from [15] the definition
of property A. Formally, a triangle is a structure with three distinct events eg, ey, es such that
eo # e; < e» and ep is not related to e> by any of the relations <,>, # . For two distinct events
e,e' we will write e Re' for (e # ¢ or e < €' or e > ¢'). Then axiom A is the following:

Axiom A: e # e <ex & ~(egRex) = Jez.(eg # ez <er) & (Ve#ez:er teRen).

It has been shown in [15] that this property is satisfied by all flow event structures obtained from
CCS terms. For such structures, the property may be justified intuitively as follows. A triangle
eg # ey < €2 is necessarily created by a parallel composition: intuitively, e, is a communication,
and eo is a component of this communication which is not related to e;. Hence e; must inherit
its causality relation to es from its other component, call it es. This event e3 is precisely the one
which is required by axiom A. Moreover, if some other event ¢ is in conflict with e3, there are two
possibilities:

- either e is another communication using e3 as a component, in which case it will be in conflict
with e; and inherit from e3 the flow relation to ea.

- or the conflict between e and e3 was created by the operator +, and thus either e < €2 or e # e,
i.e. in any case e Re,. Moreover e; inherits from e3 the conflict to e.

PROPOSITION (from [15]). For any CCS term p the flow event structure S(p) satisfies the
axiom A.

Let us then proceed with our characterisation of proving sequences for the product of flow event
structures, or more precisely for S(po||p1). Here we use the projections mo(u) and 7, (u) of a sequence
u of events, as defined in the previous section (see lemma 6.12). Par abus de langage we shall also
regard these projections as partially defined on events of the product, that is mo(||,e) = e = mo(e,€’),
and similarly for 7.

LEMMA 6.13. Let pg and p; be two CCS terms. Then u is a proving sequence of S(po || p1) if and
only if its projections mo(u), m1(u) are proving sequences of S(po) and S(p1) respectively.

PROOF: let u = e;---€, be a sequence of events of S(po || p1) such that mo(u), 71(u) are proving
sequences of S(po) and S(p;). We denote by X the set of events occurring in u. These are of the
form ||;(e) or (e,e’).

We first show that u is a sequence of distinct, non-conflicting events. The events of u are all
distinct since so are the events of mo(u), m1(u). Now let e, ¢’ € X, e # €'. Since ~(7i(e) § mx(e'))
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for k = 0, 1, we have also =(e # ¢'), by definition of the conflict relation on £. Moreover, for any
e € X, since mk(e) is not self-conflicting for k = 0, 1, then neither is e. Therefore X is conflict-free.

We show now that u is consistently left-closed. Suppose e < e;; then 7r(e) < mi(e;) for k=0
or k = 1. Since m,(u) is a proving sequence there exists j < i such that mi(e) § mi(e;) < me(e;).
Therefore we have e § e; < e,

Conversely, let u = e;---e, be a proving sequence of S(po || p1). Let us show that mo(u) is
a proving sequence of S(pp). The events of mo(u) are all distinct since otherwise u would not be
conflict-free (or would contain twice the same event). Similarly, mp(u) is conflict-free since otherwise
u would not be either.

Let now mo(u) = 21 -+ T, and z < z;, for some z not occurring in mo(u). We have to find in
the sequence z, ---z;_, a cause for z; which is in conflict with z. We have z; = my(e;), for some
ej € X. Then ||;z < ej, and ||z € X, since r does not occur in mo(u). Therefore, since u is a
proving sequence, 3h < j s.t. ||;z # ex < ej. The event e, cannot be of the form ||,z’. So let
z’' = mo(en); then, since z # z’ because z does not occur in mo(u), we have z # z'. Now ep < e is
deduced either from z’ = mo(en) < mo(e;) = z; or from m1(exn) < m1(ej). In the first case z’ is the
required cause for z; and we have finished.

Otherwise we have z' £ r;, and from es,e; € X and ep < e; it follows that —(z’ # z;) and
z; £ z'. Then, since z' # z < z;, we may apply axiom A to deduce that 3z". z # 2" < z;. From
this we deduce also ||gz # ||; " < e;. There are again two cases:

(a) if ||;z"” occursin ey ---ej_1, then z" occurs in z; ---z;_; and z" is the required cause for z;.

(b) otherwise ||,z" does not occur in e;.--€;_;. But then, since e;---¢; is a proving sequence
(because it is prefix of the proving sequence u), there exists [ < j s.t. ||,z # e; < ¢;. The event
e; cannot be of the form ||;Z. So let Z = mo(e;). Then [|,z" # e is deduced from z” 3 Z. If 2" = %
then z” occurs in zy - -+ z;, and we have finished. Otherwise z”” # z. Then, by axiom A again, we
have that * # Z and (Z # z; or Z <z; or z; < Z). Now it cannot be Z # z; since e;,e; both
occur in u, and it cannot be r; < T because ¢; < ;. Thus Z < z;, and this ends the proof. Q

Now lemma 6.12 in section 6.2 gives us a similar characterisation for the event sequences of (po || p1)
in the event system. Using these two lemmas, we may show that:

PROPOSITION 6.14.  For any term p, a sequence u = ey ---e, is an event sequence of p in the
event system if and only if it is a proving sequence of the flow event structure S(p).

PROOF: we show that any event sequence u = e;---e, of p is a proving sequence of S(p), by

e
induction on n. This is trivial for n = 0. For n > 0, we know that 'p—lof for some £. Then we
proceed by induction on the proof of this transition:

(1) If this transition is an instance of A0’ then p = a.gq and there exists an event sequence v =
ey---en_, of g, such that u = a- @v, thatis u = a- de}..- @el,_;. By induction v is a proving
sequence of S(¢). Then it is easy to see that u is a proving sequence of S(p), since a # Gel, u
is conflict-free because (e;#,e; & 1,7 >1 & e/_;#,¢€;_,) and u is consistently left-closed

because (e <p€;) & (e=e1=a&e;j=Tdey) or (e=de & e <€)

(ii) If the transition is inferred using SO’ or S1’ then p = ¢ + r and u is obtained either from an
event sequence ug = e} - -- e}, of ¢ such that u = +qug, or from an event sequence u; = e ---el of
7 such that u = +qu;. Suppose u = +oug = +ge] - - +o €),. By induction up is a proving sequence
of S(q). Then u is a proving sequence of S(p), since for any e; = +o€;, €; = +g€} occurring in u
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we have (e;#pe; <« ei#.¢€))and, fore € S(p), (e <, e; & e=+ge} & el <, eh).

(iii) If the transition is proved using P0’, P1’ or C’ then p = (po || p1). Since u is an event sequence
of p, by lemma 6.12 mp(u), 7,(u) are event sequences of py, p; respectively. Then by induction
mo(u) and 7, (u) are proving sequences of S(pg), S(p1). It follows by lemma 6.13 that u is a proving
sequence of S(po || p1).

(iv) If the transition results from R’ then p = g\« and there exists an event sequence v = e} - - - €/, of
q such that Vi.l(e;) # a,@ and u = \,v =\, €} ---\q €. By induction v is a proving sequence of
S(q). Then u is conflict-free because (\o &' #,\se"”) & (e’ #,€"”) or (¢/ =€ & {(e') = a,a), and
u is consistently left-closed because whenever \, &' <, \q €} then e’ <, e} and thus, by consistent
left-closedness of v, (37 < i. €' 4, €; <, e});since {(e};) # a, &, this implies (\5 €', \ae; <, \a€:).

(v) Finally if the transition is inferred by means of FIX' then p = ¢[tz.¢/z], and the result follows
by induction since u is an event sequence of ¢q(uZ.q/z], with a shorter proof of the initial step, and
S(p) = S(qlr=-q/z)).

Conversely, we show that a proving sequence u = e, ---e, of S(p) is an event sequence of p,
by induction on n. This is trivial for n = 0. For n > 0, we proceed by induction on the definition
of ey € &(p):

(i) If e, = a and p = a.q then u is of the form v = a- @v =a- de}--- @ej,_,, for some proving

. . . . a ~ .
sequence v = e} ---e;,_; of S(q). By induction v is an event sequence of g. Now, since p — @.q, it
is clear that @ - @ v is an event sequence of p.

(ii) We cannot have e; = @.e’ with p = a.q and ¢’ € £(q), since a < @.¢’ and a € £(p), contradicting
the fact that u is a proving sequence of this structure.

(iii) If e; = ||;z; or e = (zo,2;) wWith p = (po || p1) and z; € E(p;) then by lemma 6.13 mo(u) and
71(u) are proving sequences of S(pp), S(p1). By induction mp(u) and =;(u) are event sequences of
po, p1- Then by lemma 6.12 it follows that u is an event sequence of p.

(iv) If ey = +;z; with p = po + p1 and z; € £(p;) then u is obtained either from a proving sequence
ug of S(pp) or from a proving sequence u; of S(p;). Suppose e.g. u = +oug = +o€) - +o €},
where ug is a proving sequence of S(pp). By induction ug is an event sequence of pyp, i.e. there exist
’ 7 ! !
el en . +Oel . +oen ~
&1,...&q such that pg —» & .- — &,. From this we deduce p— & +op1 -+ —— &n +op1,s
that is u is an event sequence of p.

(v) If e = \ae' with p = ¢g\a and €' € £(q) then there exists a proving sequence v of S(q),

v =e} - e, such that Vi.{(e!) # a,& and u = \qv = \s€] - - \ae,. By induction v is an event
! !

e el
sequence of ¢, i.e. there exist &;,...&, such that ¢ —l-»fl .. —=£,. Then, since Vi.l(e!) # a, &,
e} el
we have also ¢\a k——‘—»fl \a--- —a—"»fn\a.
(vi) Finally if p = pz.q and e € £(g{#2.9/z]) then u is a proving sequence of S(q[t.q/z]) since
S(glrz.-9/z]) = S(uz.q), therefore by induction u is an event sequence of g{#Z.q/z], hence also
(using FIX') of p. G

We want now to show that the domain De(p) = (F(S(p)), C) of event structure computations of
the CCS term p is isomorphic to the domain Dev(p) = (Tev(p)/~,C) of event computations of p.
The previous proposition shows that the mapping Ev provides a surjection from 7., (p) to F(S(p)).
Then to prove the announced isomorphism, it just remains to show:

44



LEMMA 6.15. Let £ be a marked term such that there exists an event transition sequence from a
CCS term p to €. Then for any event transition sequences oo and oy of £ we have

l[(fo]] C [[01]] =4 EV(O’()) - EV((TI)

. . . .. (4] e
PROOF: in one direction this is the remark 6.2. Conversely, let 09 = £ — &, - £,1 — €, and
! !

l -
oy =€ —& €| ¢ besuch that {e;,...,en} C {€},... €, }. We prove that there exists
o such that o >~ ogo by induction on n:

(i) This is trivial for n = 0.
(ii) If n > O then there is a unique 7 such that e; = e]. We proceed by induction on i:

(a) if i = 1 then & =€, {ea,...,en} C {€5,....el.}, and we use the induction hypothesis (on the
length of the sequence starting from &) to conclude.

c Ck
(b) Otherwise, let ¢; - - - ¢, be an event sequence of psuch that p R —i»f. Then by the previous

proposition we know that ¢y ---cx-€;-+-€, and ¢; ---cx - €] - -- €}, are both proving sequences of
the flow event structure S(p). Let us show that this implies e/_, £ e}, where ¢} = e;. Assume
the contrary: then, since ¢;---cx - €; is a proving sequence of S(p), there should exist j such
that €;_, § ¢; < e; = e!. But this is impossible: if e/_, = ¢; then ¢; would appear twice in the
proving sequence ¢y ---cy - €y ---e,., and if e/_; # ¢; then this sequence would not be conflict-free.
Therefore we have e}_, — e} by the lemma 6.11. Then, by the proposition 6.10, we know that
we may permute the events e]_, and e. The resulting sequence o is such that oy =~ oy, and by

induction hypothesis (on the index where e; occurs in o) there exists o such that o] ~ 0g0. @

Finally, we have shown:

THEOREM 6.16. For any CCS term p the domains of computations Dey(p) = (Tev(p)/~,C) and
Des(p) = (F(S(p)), C) are isomorphic. Moreover X € F(S(p)) if and only if there exists o € Teo(p)
such that X = Ev(o).

An alternative way of proving this result could have been to define a transition system on flow
event structures, and relate it to the event transition system in the same way as we did for flow
nets. In the appendix we shall introduce such a transition system on flow event structures, and
give a sketch of the alternative proof.

6.4 Correspondence between Event System and Flow Nets.

Let us turn now to the relation between the event system and the flow net interpretations for
a fixpoint-free term p. Again, the correspondence is a rather direct one: we will show that for
each FCCS term p, the transition system on markings of the net M(p) is isomorphic to the event
transition system generated by p. More precisely, we shall show that a sequence of events is firable
in the net M(p) if and only if it is an event sequence of p (see the definition at the end of section
6.2). From the previous theorem, this will also imply that a sequence of events is firable in the net
N{(p) if and only if it is a configuration, or more precisely a proving sequence, of the flow event
structure S(p).

Recall the definition of ancestor o(£) from section 6.1 (}). According to our intuition, if £ has
ancestor o(§) = p, then £ is a partially executed version of p. Then we expect £ to correspond to

(1) For the rest of this section we assume we are dealing with marked terms £ whose ancestor 2(§)

is an FCCS term.
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some marking in the net V(p). In fact, since a marked term £ records both the original term —
its ancestor ¢(£) — and a state of execution for it, it is rather straightforward to associate with £ a
marking in the net NV(o(£)).

The marking ;(§) associated with marked terms is defined inductively starting from the mark-
ing u(p) = pp of FCCS terms, where pu, is the initial marking of the net A(p) as given in the
previous section. It will be convenient to distinguish two parts in the marking (), which we note
['(€) and A(E). The set T(€) =der p(0(€)) N u(€) represents the part of the marking u(o(€)) which
has not been affected by the execution reaching &, if any, while A(€) =4er (&) — u(0(€)) is the part
of the marking determined by this execution. This idea is somewhat similar to that of “concurrent
residual” and “local residual” of [13]. Note that by definition we have T(£) N A(§) = @ and
(&) = T(E) U A(€). Now the marking u(£) determined by a marked term £ in the net NV(o(£)) is

defined as follows:

4(p) = pp  (the initial marking of V(p))
u(@.£) = a.u(§)

n(EN1E) = llon(€) U I u(€")

#(€ Foq) = (T(E) + 1(9)) U +oA(§)
#(P+1€) = (u(p) + L(§)) U +14(6)
p(é\a) = \a p(§)

We proceed to show that the transitions of a marked term £ with ancestor p correspond exactly to
the transitions from the marking (&) in the net V(p). To prove this result, that is the forthcoming
propositions 6.17 and 6.20, we will need to know the precise expressions for pre,(e) and post,(e),
depending on the structure of p. These are derived from the definition of V(p) given in the section
5, as follows:

post, p(a) = @.(u(p))

pre,.,(@.e) = d.(prey(e))

post,.,(d.e) = @.(post,(e))

preg, 1, (Il; €) = ||;(pre,, (e))

POSt,, 15, ([l;€) = l;(PoSty,(€))

prepe((e,€’)) = flg(prey(e)) U |l;(preq(e"))

postyy((,¢")) = lp(posty(e)) U [ly(posty(e))

+o(preyy(e) ~ u(po)) U ((Dfepo(e) N p(po)) + m(pr )) fori=0
prepo+m(+i€) =
+1(prep, () ~ u(m)) U (#(PO) + (prep, (e) ﬂM(Pl))) fori=1

POStpo4p, (+i€) = +i(POSty, (€))

prep\a(\a e) = \or (Drep(e))
pos‘p\a(\a e) = \o: (DOStp(e))

PROPOSITION 6.17. For any marked term &, if £ if' then p(€) v u(€') in the net N(g(£)).
PROOF: we show this statement by induction on the proof of £ ﬁ»f’. We have to show that:
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§=+& with p=o(€) = pre,(e) C u(€) and u(£") = p(€) - pre,(e) U post,(e)

The last expression should be intended as (u(€) — prep(e)) U posty(e). However for simplicity we
shall omit the parentheses around u(§) — pre,(e) in this proof. We consider the various cases for

e
§—¢"
(i) If the transition is a.pﬁ»'&.p, then pre,., = {a.p} = u(a.p) and

p(a.p) — preg p(a) U post, p(a) = {a.p} — {a.p} U @.(u(p)) = p(@.p)

(ii) If the transition is @.§ —a—f»'d.f', with £ —6*5’ and o(€) = p, then o(@.£) = a.p, and by induction

we have:

d
o u(a.§) — pre,,p(@.e) U post, ,(d.e) = @.(u(€)) — a.(prey(e)) U d.(post,(e))

= a.(u(€) — prey(e) U post,(e))
= a.(p(€) = u@.)

(iii) If the transition is (£o}] &1) «!(-)i &1l &, with & . €, o{&) = pand o(&;) = q, then o(& ||&) =

(p]] ¢) and by induction:

prege(lloe) = llg(prey(e)) € llo(1(60)) € wl(& I &1)

and
1(&o |l §1) — pregpq(lloe) U postyq(lloe) = llo((&0)) Ul (#(&1)) — llo(prey(e)) U llg(Post,(e))
= |l (1(&0) — prey(e) U post,(e)) U | (p(&1))
= [lo(8(&)) U Il (u(&1))
= u(é | &)
(e,e’)

1
(iv) If the transition is (& || &) —— (& || €1) because & —e—>£(, and & i-»f{, then if o(&) = p
01l &1
and ¢(£1) = ¢, we have o(& |[ £&1) = (p [l ¢) and by induction:

preyie((e, ) = llo(prey(€)) Ul (preg(e)) € llo(#(&0)) U ll (1(£1)) = n(éo Il §1)

and

p(&o || &1) — preyq((e,€')) U post,q((e.€')) .

= {lo(1(&)) U i (1(&1)) = llo(prey(e)) — I, (pre,(e")) U llo(post,(e)) U [I, (posty(e’))
= |lo (#(&0) — prey(e) U post,(e)) Ul (1(€1) — preg(e’) U post,(e’))

= lo(r(&N U I, (1(&)) = n(& 11 &)

(v) If the transition is {\a hf»f'\oz with £ S+ ¢', nm(£(e)) # o and o(§) = p, then o(§\a) = p\a
and by induction:

presva(\ae) = \o (prey(e)) C \a p(€) = u(é\a)
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.
T u(6\0) = prepa(\a €) U post a(\a €) = \a (4(E)) = \a (prep(e)) U \a (posty(€))

=\a (u(£)) = n(&\a)

(vi) If the transition is p + qm(f Foq) because p—<»¢, then by induction prey(e) C u(p),
therefore pre,(e) — u(p) = @ and pre,(e) N p(p) C u(p), hence
pre,+q(+oe) = prey(e) + p(q)
C ul(p) + n(q) = u(p+q)

By induction, we have u({) = u(p) — prey(e) U post,(e), therefore

A(€) = (u(p) — prey(e) U post,(e)) — u(p)
and

T(€) = (u(p) — prey(e) U posty(e)) N u(p)
Since posty(e) N pu(p) = @ for any p and e, we have A(£) = post,(e) and T'(§) = p(p) — pre,y(e),

therefore: N
#(§ Foq) = (T(§) + u(@) U +0a(8)
= (u(p) - prey(e)) +1(q) U +opost,(e)
= p(p + q) — prepyq(+oe) U postyy(+oe)

(vii) If the transition is (€ ¥oq) jﬁf‘ (&' Foq) with € —e-»f', let p = 9o(€) = 9(€’). Then by induction
prey(e) C u(€), therefore pre,(e) — u(p) C A(€) and prey(e) N u(p) € T'(£), hence
Prepsq(+oe) = ((orep(e) N u(p)) + u(q)) U +o(prey(e) — u(p))
C (L&) + 1(2)) U +oA(€) = w(€ Foq)
By induction u(§') = u(§) — prey(e) Upost,(e). Since posty(e) N u(p) = O for any p and e, we have
T(&') = (u(€) - prey(e)) N p(p)
=T(§) - (prey(e) N u(p))

and
(1(€) — prey(e)) — pu(p) U post,(e)

A(E) - (prey(e) — p(p)) U post,(e)

A(§)

Then
p(€' Fog) =(T(E") + u()) U +0A(E")
=((F(€) — (preg(e) Nu(p))) + #(Q)) U +o(A(§) ~ (prey(e) — u(p)) U posty(e))
=((T(€) + u(q)) — (prey(e) N u(p)) + u(g))U
+0 A(§) — +o(prey(e) — pu(p)) U +opost,(e)

=p(€ F0q) = prey4q(+oe) U post,q(+oe)
The remaining cases are similar. a

We want now to show the reverse correspondence, namely that any reachable marking u of V(p)
is the marking of some marked term £ such that o(§) = p and that the transitions from u induce
corresponding transitions from £. We first prove that the part I'(§) of the marking associated with
£ decreases along event transition sequences:

LEMMA 6.18. If€ S ¢’ then T'(€') C T(€). Moreover L(€') C u(o(£)).
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PROOF: by induction on the inference of the transition, straightforward. Note that in the case
f = (fo ” fl) we may have F(f,) = F(f) [am

An obvious consequence of this lemma is the following:

COROLLARY 6.19. If§ is a marked term reachable from its ancestor, that is if there exists ey, ..., ey,
such that

€y €n
o(§) — - —¢&

then T(£) C I'(o(€)). Moreover if n > 0 then T(&) C u(o(€).

Now we may proceed to show the correspondence between net transitions and event transitions:

PROPOSITION 6.20. For any marked term & which is reachable from its ancestor, if u(§) >£+u’
. . e
in the net N'(o(€)), then there exists £ such that £ —¢'.

PROOF: by induction on the structure of the term £. We consider the various cases.

(1) If £ = a.p then the unique event firable at u(f) is e = a. Then a.p -g-»?z.p is the required event
transition.

(ii) If £ = ¢+ » then the events firable at u(€) = (u(q) + p(r)) are of the form +;e¢. Take the case
e = +oeg. Now +geg is firable at p(€) because eg is firable at u(q). By induction 3§ s.t. ¢ —83»50.
Then (g + 7) 22» (& For) is the required event transition.

(iii) f £ = @.£ then any event firable at p(€) = @.pu(€') is of the form @.e. Here, @.e is firable at p(¢)

. . . e ooy G€ oy .
because e is firable at u(¢'). By induction 36" s.t. ¢ —&". Hence @.¢’ ——eoa.f” is the required
transition.

(iv) If € = (& | &1) then the events firable from the marking (& ([ €1) = |[o(p(&))U ||, (1(£&1)) may
be either of the form ||;(e;) or of the form (eg, e;):

!
(a) e = ||peo because eq is firable at u(&). By induction 3£ s.t. & f—»{{,. Then the required
e lloe’
transition is(&o || &) — (&0 || £1)-
!
(b) e = (eo,e1) because e; is firable at u(&;), for i = 0,1. By induction 3£3,€] s.t. & -e—»fz. Then

(e, €1)

(o |l &1) —— (& || &1) is the required transition.

(v) If € = & Foq then u(€) = (T(&) + u(g)) U +0(A(&)). Clearly if e is firable from u(€) then e is
of the form +;e; for : = 0 or ¢ = 1. We show first that i = 1 is impossible. If o(£,) = p we have

pre,q(+1€1) = +1(preg(er) — u(q)) U (#(p) + (preg(er) N #(q)))

If preg(e1) — pu(q) # 0, the event +,¢; is not firable at u(€) since no place in u(€) is of the form +;6.
I pre,(e1) C u(q) let beprege;y). Since £ is not a CCS term, we have T['(§) C p(p) by the previous
corollary, so let ¥’ € u(p) — ['(&). Then (b’ +b)Eprepy,(+1e1), therefore pre, . (+1€1) € p(€). Thus

e ~  +oe -~
indeed e = +9eg with ep firable at u(&). By induction & —2»6(', and thus & +oq——o—0»£6 +oq is
the required transition.
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(vi) If € = €'\ then e is firable at u(£) because e = \, €' with nm(¢(e)) #  and ¢’ firable at u(€").

. . e \a €’
By induction & —»£", hence {'\ee —— £"\a is the required transition. Q

Putting together the two propositions we obtain the announced correspondence result:

COROLLARY 6.21. For any marked term £ which is reachable from its ancestor p = o(£), we have
££~>£’ in the event system if and only if u(€) S+ u(€') in the net N(p).

REMARK: From the fact that both the event system and the transition system on markings in
the net V{p) are deterministic, it follows moreover that the event system starting from p and the
transition system of the markings reachable from g, in the net A(p) are isomorphic transition
systems. Then we have:

PROPOSITION 6.22. For any FCCS term p, a set of events X is a net computation of p if and only
if there exists a sequence of event transitions o € Tev(p) such that X = Ev(o).

We have shown in the previous section, lemma 6.15, that for sequences o¢ and o, of event transitions
of a CCS term p, the following holds:

[oo] C [on] & Ev(oo) C Ev(oy)

Therefore an obvious consequence of the previous results is the announced correspondence between
net computations and event computations:

THEOREM 6.23. For any FCCS term p the domains of computations Dev(p) = (Zev(p)/~,C) and
Dhet(P) = (Cner(p), ) are isomorphic. Moreover the configurations of the event structure S(p) are
the same as the computations of the net NV (p), therefore Des(p) = Dpec(D)-

Appendix: Transitions of Flow Event Structures.

In [8] we defined a transition relation on flow event structures, where transitions are labelled by
configurations. However the definition of remainder was slightly incorrect there. We give here the
amended definition. For any finite configuration X of S = (E, <, # ), let us define a flow event
structure S[.X], the remainder of S after X, by:

<x =< - {(e,e')]Je"€X.ete" <€}
S[X] =det (E,<x, #x) where
#x=4%U{(e,e) |Je'€X.ebe'}

Note that S[0] = S. Note also that if Je'. e <y ¢’ then e ¢ X. Now we prove that this definition
is correct, in the sense that the configurations of S[X] are exactly the computations that can be
performed “after X", that is:

LEMMA 6.24. Y€ FR(S[X]) & YNX =0 & XUY € F*(S)

PROOF: let us assume that X = {e;,...,e,} where €;...e, is a proving sequence.

(i) we first prove “=": assume that ¥ = {d;,...,dm,...} is a configuration of S[.X], such that
dy...dn ... is a proving sequence of S[X]. Since Y does not contain two conflicting events, w.r.t.
#y,wehave YN X =0,foree X = e#yxe. Now let us show that e;...epdy...dm... is 2
proving sequence of S:
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(a) This sequence is made of distinct events; since this is the case for e;...e, and d; ...dm ..., and
YnX=0

(b) Assume that two events of this sequence are in conflict, w.r.t. #. Obviously these cannot be two
events of €1 ...€en, nor two eventsof dy ...d, ...sinced # d' = d#yd'. Assume ¢; # dj; then by
definition of # x we should have d; # xd;, but this is impossible since dy ...dn, ... is conflict-free,
w.r.t. #x. Therefore e1...endy...dm ... is conflict-free.

(c) If e < d; then, by definition of <y, we have either 3i. e § e; < d; or e <x d;. In the first
case, we have finished. In the second case, since di...dm ... is a proving sequence of S[X], we
have 3h < j. e § xdn <x d;. Then dy < d;, and, by definition of # x, either e § d5 and we have
finished, or e = d, and 3i. e § e;, and this implies e = e; since X UY is conflict-free w.r.t. #. But
e = dn = e; is not possible, since Y N X = @. Thus e § dj.

(i1) now we prove “<=": let us assume that XUY = { f1,..., fk,...} where fi... fi... is a proving

sequence of S, and YN.X = 0. We show that the subsequence d; ...d,, ... consisting of the elements
of Y is a proving sequence of S[X]. Obviously the d;'s are distinct.

(a) Assume dp # xd;. Then we would have either dy # d;, which is clearly impossible since X UY
is conflict-free w.r.t. #, or dy = d; and 3i. e; § d;. But this is impossible since e; = d; would
contradict Y N X =0, and e; # d; would contradict the fact that X UY is conflict-free w.r.t. #.

(b) Let d <x d;. Then we have d < dj, therefore if d; = f; there exists h < [ such that d § fu < d;.
We cannot have f, € X, since this would contradict d <x dj, therefore 3i < j. fr, = d;, hence
d 1 d; < d;. Therefore, since # C #x, we have d§yd;. Finally d; <x d; since otherwise we would
have either d; € X, contradicting ¥ N .X =0, or Je € X. d; # e, contradicting the fact that YUY
is a configuration of S

REMARK. The previous definition of S[.X] would not work in general for an infinite configuration
X, as shown by the following example: let S be the flow event structure, without conflict, given by

€g €] SN €n

\ e
and X = {eg,...,€n,...}. Then {e} would be a configuration of S[.X], whereas X U {e} is not a
configuration of S.

We may now define the transitions on flow event structures as follows:

s X S[xX] for XeF(S)

Then to prove the theorem 6.16, we could have defined the flow event structure interpretation of a
marked term £, reachable from its ancestor g(£), as follows: S(€) = (S(o(€)))[Ev(c)] where o is a
sequence of event transitions from o(§) to £&. Then one could show a correspondence between these
flow event structure transitions and the transitions in the event system.
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