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Abstract

A new parallel simulation method is proposed for the class of stochastic decision free Petri
nets, that is amenable to an SIMD implementation. This method is based on the max, +-
linear structure of recurrence equations that were established for this type of systems. Two
variants are analyzed, the spatial and the temporal methods. The spatial method allows
one to simulate large networks. The temporal method, which generalizes to Petri nets a
method that was introduced recently for queues, is of more use for simulating systems for a
long time interval. The emphasis is put on the spatial approach which is shown to provide a
simple way of estimating both the cycle time and the statistics of the marking process. The
theoretical parallel complexity of this algorithm is first investigated. In particular, a few
examples of practical interest are provided (blocking queues in tandem and a stochastic job
shop model) for which the cost of simulating O(NT) events of a net of size T"is in O(N log T')
with this parallel simulation method, while the classical sequential discrete event simulation
isin O(NT) at least. These theoretical considerations are confirmed by experimental results
obtained from a prototype that was implemented on the Connection Machine.



1 Introduction.

Petri nets provide a powerful modeling formalism, which allows one to describe and study var-
ious classes of systems, such as synchronous and asynchronous processes, parallel or sequential
ones, and distributed or centralized ones [1, 8, 4].

Petri nets can be used both for qualitative and quantitative analysis. In the first case, one is
interested in analyzing certain characteristics of the system, such as its liveness, to determine
if the net (and, in consequence, the modeled system) has deadlocks or not [8]. In quantita-
tive analysis, Petri nets are used to determine numerical measures of the system such as its
throughput or cycle time (the inverse of the throughput), the statistics of the number of tokens
in various places (e.g. the number of customers in a buffer of a queuing system), the statistics
of response or sojourn times, the stability condition, etc.

Analytical tools have been developed for studying various qualitative properties of Petri nets,
such as their liveness. But for most quantitative properties, the only analytical method that
is available consists of a direct Markovian analysis [1]. This approach requires linear algebra
manipulations on matrices of the size of the set of all reachable markings, which is not feasible
for most systems.

Classical discrete event simulation is not always practical either because of its long execution
times. Even the use of very powerful parallel computers is not sufficient to significantly ac-
celerate classical simulations, which is not so surprising since the discrete events approach is
essentially sequential [9].

An alternative to discrete events methods is the Recurrence Fquations Approach, where equa-
tions giving epochs at which certain events occur are used to express the evolution of the net.

Event graphs are a subclass of Petri nets, where each place has no more than one input and
one output arc. Cohen et al. [5] have established that recurrence equations of a deterministic
event graph are linear in the semi-field (IR, ®, ®), where IR is the real line, @ denotes classical
addition and @ maximization. These results were extended to the case of stochastic nets, i.e.,
the case where holding times (associated with places and transitions) are random variables
[2, 4]. The interested reader should refer to these references for more details on this class of
networks.

This paper describes the algorithms used by a software package, currently under development,
that allows the user to specify a stochastic event graph by using either a graphical interface or
a specification language. From this specification, a simulation program for a Single Instruction
Multiple Data (siMD) parallel machine is generated. A Connection Machine 2 (CM) is used as
the architecture for running this program.

The paper is structured as follows: first, a summary of the recurrence equation approach is pre-
sented; then the algorithms used to implement the simulation of the event graph are described.
Finally some comments are given on the performance that is obtained by the prototype running
on the CM. These comments are based on a few examples, including a network of queues with
blocking and several variations on the stochastic job shop model.



2 Petri Nets.

A Petri net is defined as a tuple PN = (P, 7,F, My), where

P = {p1,p2,...,pp} is the set of places

T = {t1,1q,...,17} is the set of transitions

F C(PxT)UT xP)is the set of arcs

My :P —{0,1,2,..., M} is the initial marking.

A Timed Petri Net is a net with firing times associated with the transitions, and/or holding
times associated with places. The firing time of a transition is the time that elapses between
the starting and the completion of the firing of the transition, and the holding time of a place is
the time a token must spend in the place before contributing to the enabling of the downstream
transitions. In this paper, the main analysis is made for the case where only the places are
timed (i.e., transitions all have zero firing time). We also briefly show on section 7 how these
techniques can be extended to the case where both places and transitions are timed. If this
holding times are random variables, we speak of Stochastic Nets. The following results are
summarized from [2, 4], and show the recurrence equation which describe the evolution of a
stochastic event graph.

2.1 Timed Event Graphs.

From the specification of the net, matrices Ag(n), A1(n),..., Am(n) (of dimension T'x7T') are
constructed. The element ¢j of matrix Ag(n) corresponds to the holding time of the nth token
arriving to the place located between transition ¢; and transition ¢; and that had & tokens in
the initial marking (it is assumed that there is only one such place). In the stochastic case, this
holding time is a random variable. If there is no place between ¢; and ¢; with £ tokens in the
initial marking, the entry ij of the corresponding matrix is given the value ¢ (= —o0).

In what follows, it will be assumed that the holding times associated with each place arei.i.d.,
and that the holding times of the various places are mutually independent.

Let z;(n) be the epoch when the nth firing of transition ¢; starts and let z(n) be the vector

z(n) = (z1(n), z2(n),...,zr(n)).

Consider the semi-field (IR, ®,®), where IR is the real line, @ denotes classical addition and &
maximization. Let L be the length of the longest path without tokens in the initial marking of
the net, and F be the identity matrix:

e &
E €
E= s
E & e &
g £ E €



where e is the null element for ® (e = 0).

The evolution of a FIFO net can be described through the following recurrence equation [2, 4]

z(n) = z2(n—-1)® A1(n) @ Ag(n)" @ - B a(n— M)® Ap(n) @ Ag(n)* (1)
= (zg(n-1)@A4(n) & Dz(n— M) Ap(n)) ® Ao(n)" (2)

where Ag(n)” is defined by
Ao(n)* =F &) Ao(’n) ) Ao(n)2 oD Ao(n)L
In this equation, the product of two matrices A and B is given by the relation

(A® B);; = @Aik ® Bgj,
%

with a similar interpretation for vector-matrix products. One can check that (Ag(n)™);; is the
largest weight of a path of length m with 0 tokens between transitions ¢ and j [2, 4].

The matrix Ag(n)* exists (L is finite) if the net is live, i.e., if there is at least one token in each
circuit in the initial marking. It is easy to see that L < T for a T-transition live net and that
Ag(n)" is the null matrix in (§,®) VL' > L.

Theorem 2.1 E @ Ag(n) ® Ag(n)? @ --- @ Ag(n)F = (E @ Ag(n))l VYL e IN

Proof: By induction on I and using A A = A V matrix A
For L =1
E @ A(n) = (Ea A(n)).
Then, suppose the claims holds for L, i.e.
E@An) @A) @ - @ A(n)* = (E @ A(n))L.
Then, it holds for L + 1 too

E@An)® An)* @@ A(n)* @ A(n)LH!
(E®A(n) & A(n)? @ --- @ A(n)") @ (E © A(n))
(E® A(n)" @ (B A(n))

(E @ A(n)"*.

This theorem, allows one to compute Ag(n)* as

Ao(n)" = (B © Ao(n))"



Let

Ai(n)Ag(n)* FE O 0
Az(n)Ao(n)*  © E 0

A(n) = .
AM_l(n)Ao(n)* 0O 0 FE

MTxMT
with © the null matrix:

[SS g
g £ £
s ) ) )
< < < <
[SS [SS

TxT
and let
z(n) = (z(n),z(n—-1),---,z(n — M + 1)).

Equation (1) can be rewritten in the following standard form
E(n) =&(n—1)® A(n). (4)

The main interest of this standard form is that it consists of a recurrence of order 1, an essential
property in some of the algorithms of interest here, and particularly for those used in the
temporal approach.

Given the possibly big size of /I(n), and due to implementation considerations that will be
analyzed later, it is proposed to use instead of A(n) the matrix A(n), defined as follows

3
Am=| ™ "

Am(n) ) yrryr

In this case, the recurrence equation (2) is re-written as

o~

z(n)=F(n—1)® A(n)® Ag(n)" = &(n — 1) ® A(n) ® Ag(n) @ - -+ ® Ag(n) (5)
L

and a shift and concatenation function f is used to get

E(n) = f(z(n),#(n - 1)). (6)

In the sequel, the dimension of the vector Z(n), namely M7, will be referred to as the dimension
of the problem, or the dimension of the net.

Remark: If we compute Z(1),...,Z(N ), we know the epochs of O(N) events (here, an event is
understood as a transition firing) taking place on each transition ¢,...,¢7. In other words, the
computation of these vectors is equivalent to the simulation of O(N') events on each transition,
that is O(NT') events all over the net.
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Figure 1: A simple net with stochastic timed places.

2.2 Example.

Let us consider the net depicted on Figure 1. The following equations describe its evolution:

z1(n) = max(zi(n— 1)+ o11(n);za(n —2) 4 021(n))
z2(n) = max(z1(n)+ o1a(n);z2(n — 1)+ o22(n))
p11 and pgy have exponential holding times, and py2 and py; have constant ones equal to 0.

Rewritting this as in equation 5, one get:

For this net, L =1 (¢ — t3), M =2 and
A (TL) . 0'11(71) g A (TL) . g ¢
L o I 0'22(71) 2 o 0 ¢

3 Net Specification.

A wuser interface allows one to draw transitions and places, and arcs connecting them. This
interface allows one to associate with each place the initial number of tokens, and a parameter
indicating the probability law of the holding (or firing) times (nature of the law and specification
of its parameters) [Figure 2].

From this specification, a parallel program is generated, which is executed on the CM in order
to perform the simulation and to obtain statistical results on the system.

This program is generated with a data structure containing the specification of the graph to
be simulated. This data structure corresponds to several matrices, where the entry 75 provides
the number of tokens between transitions ¢; and ¢;, or the identification of the probability law
for the holding times and its parameters.

The rest of the paper focuses on the simulation algorithms to be executed on the CM.
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Figure 2: In this net M;; represents the initial marking and [;; represents the parameter indicating
the probability law of holding times of place ij.

4 The Connection Machine.

The Connection Machine [7], on which the system presented in this article is being developed, is
an example of sSIMD architecture (Single Instruction Multiple Data), i.e., an architecture where
all processors perform the same instruction at the same time. In general, a sequential computer
(a host) is necessary to have access to this kind of machine.

A 16K one bit processors configuration is being used, where each processor has 32K bytes
of memory. The processors are organized in an hypercube topology. However, a different
logical topology can be specified by a program. A bidimensional grid has been chosen for the
implementation of the algorithms presented here, because this topology is well adapted to work
with matrices.

In the CM the Virtual Processor Ratio (VPR) indicates how many virtual processors are as-
signed to each real processor. In case of a VPR larger than 1, each physical processor shares its
processing power among its virtual processors; this allows one to use exactly the same program
for problems of different sizes, with however a cost in performance.

5 Computation of Cycle Times.

This section focuses on the calculation of the cycle time 7; of transition ¢;, which is known to

be given by the limit
zi(n)

lim
n—oo n

=7 'Lzl,,T

The limit must be considered in the almost sure sense, and 71, ..., vr are constants. In the case
when the net is strongly connected, v; does not depend on ¢ and is called the Cycle Time of the
net [2, 4]. It is denoted . In what follows, we shall limit ourselves to the strongly connected
case for sake of easy explanation. The general case can be treated in a very similar way.

The aim of this section is to estimate 5 by computing the ratio z;(n)/n for large n. The
analysis of the quality of this estimator (namely, the computation of confidence intervals) will
not be addressed here, our aim being to show how the recurrence equation (2) can be used for
parallelizing the simulation of the net and particularly for the estimation of .



In order to do the computations, two main approaches can be used: a Spatial Approach - where
the parallelism is applied to the dimension of the problem (in this case, the size of the net) - and
a Temporal Approach - where the parallelism is applied to the simulation interval (in this case
[0, N]). A characterization and analysis of each approach will be given, although the emphasis
will be put more on the technique that allows one to simulate large systems, namely the spatial
approach.

5.1 Spatial Approach.

Roughly speaking, the spatial approach is the one to be used when the size of the network to
simulate is large (say of the order of the square root of the number of processors in the CM, or
larger).

The algorithm is based on the representation of equation (5) under the form

~

2(n+1) = &(n) @ A(n) @ Ag(n) ® - ® Ao(n),

where that last product has L factors.

Each matrix and vector is mapped directly to a bidimensional grid of CM processors, in such a
way that each element is assigned to a different processor. To minimize the number of involved
processors, different vectors and matrices are superposed on this grid.

In order to obtain A(n), the random matrices Ay(n), Ay(n),..., Aar(n) are sampled in parallel
by the corresponding processors. Each processor knows the law of the matrix element assigned
to it (through a set of parameters). There are no correlations among the random variables
of different matrices, because the random variables Ag(n).., 7,7 =1,....,T;k=1,..., M, are
mutually independent.

75

The algorithm is the following (using a C-like notation); the complexity analysis is done assum-
ing the number of processors of the CM is greater than or equal to MT?2.

for(n=1; n<N; n++)

{

Generate A(n) O(1)

x(n) = £(n—1)® A(n) ! O(log MT)

Generate Ag(n) O(1)

for(i=0; i<L; i++) O(LlogT)
x(n) = x(n) ® Ao(n)

%(n) = £(x(n),&(n — 1)) O(log MT)

The vector-matrix multiplication is performed using the logarithmic algorithm shown in ap-
pendix A. Note that only vector-matrix multiplications are used.

!see Appendix A on the way to perform a matrix-vector product on the CM.



As it can be seen in the algorithm using the spatial approach, the estimate of the cycle time
based on O(NT) events takes O(N (L log T +log MT)). The case where Ag(n) is deterministic is
of particular interest, because go(n) must be generated only once and Ag(n)* must be calculated
only once too (equation (5)). Therefore, the algorithm for this case has a cost of O(Nlog MT).

In the case when the quantity M7T? is greater than the number of processors of the CM (K),
the VPR is v = [MT?/K] (greater than 1) and the costs are O(vN(LlogT + log MT)) or
O(vNlog MT) for Ap(n) stochastic or deterministic, respectively.

5.2 Temporal Approach.

In the temporal approach, the associative property of matrix multiplication in (&, ®) is used,
following the method proposed by Greenberg et al. [6] for queues, which is here applied to the
case of event graphs, by using equation (4). The typical case where this approach is of interest
is when the product MT? is small (compared to the number of processors in the CM) and when
one wants to simulate a large number of events. To compute A(0) ® A(1)® ---® A(N — 1)
(due to equation (4)), m matrices are associated with each of the K processors in the CM
(m = N/K is assumed to be an integer), their multiplication is done in each processor and
finally, the intermediate results are retrieved using a tree structure.

Each processor 2 = 1,..., K calculates
mi—1 ~
X An). (7)
n=m(i—1)

To achieve this, it generates Ag(n) from a centralized description in the host, and computes
Ao(n)* using the following algorithm, which applies equation (3):

Ao(n)" = Ro(n)
for(k=1; k<L;k=k*2) O(T3log L)
Ao(n)" = Ao(n)" @ Ao(n)"

It is clear that, instead of Ag(n)X, the algorithm calculates Ag(n)PE) = E @ Ay(n) & --- &
Ag(n)l @ Ag(n)Xt1 @ - @ Ag(n)P), where p(L) is the smallest power of 2 greater or equal to

L. However, the final result is not affected because AL!(n),.. .,AS(L)(n) are null matrices in
(R,D,®).
Afterwards, the matrices Aj(n),...,Apm(n) are generated, and the multiplications

A1(n)Ao(n)*, ..., Ap(n)Ag(n)* are calculated. This way, A(m(i — 1)+ j — 1)j=;_m is found
in processor 7 at the jth iteration, where A(n) is defined as

Ai(n) ® Ag(n)”

Ap(n) ® Ao(n)"
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Figure 3: The partial results are retrieved using a tree topology.

A(n) is transformed in A(n) by adding the e and ¢ elements, and this last matrix is multiplied
by the previous result ®:b:(;;(li)_+1])_2 A(n).

Finally, the partial results obtained by each processor applying (7), are retrieved and multiplied
using a tree topology as it is shown in Figure 3.

The algorithm is the following:

B=E

for(i=0;i<m;i++)

{
Generate Ag(n) o(T?)
Compute Ag(n)* O(T?log L)

/* Computation of Ai(n)® Ao(n)" */  O(MT?)
for(j=1; j < M; j++)

{

Generate Aj(n) o(T?)
Compute Aj(n) @ Ao(n)” o(T3)
}
Transform A(n) into A(n) 0o(1)
B =B®A(n) O((MT)?)
}
Transmit and multiply matrices B O((MT)3log K)
Multiply by %(0) O((MT)?)

Accordingly, this algorithm has a cost of O(mT3(log L + M?) + (MT)?log K) for simulating
mK T events. If Ag(n) happens to be deterministic, this complexity drops down to O(m(MT)3+
(MT)?log K).



Using this approach the VPR is always 1 (no virtual processors are needed), and the limitation
is given by the memory required to keep A(n) (of size (MT)?) in a single processor.

6 Statistics of the Stationary Marking.

This section describes the calculation of more refined statistical measures such as the number of
tokens in places, in the stationary regime of the net (which will be referred to as the Stationary
Marking). The general assumption is that the stochastic process describing the marking couples
in finite time with a stationary and ergodic process. Sufficient conditions for this to hold are
given in [2].

The average sojourn time of the tokens in the place between transition ¢; and ¢; corresponds
to the limit

where W;;(n) = (zj(n) — z;(n — m)) if the place had m tokens in the initial marking (in this
expression, we take z;(n) = 0 Vn < 0).

In order to avoid the calculation of the expression z;(n) — z;(n — m), which would require
keeping in memory the m previous values of z;(n), the next transformation is used:

N N N
EWy,] = lim — ( S () — ai(n—m)+ S wi(n) = 3 xi(n))
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The average number of tokens in the place between transitions ¢; and ¢; can be easily obtained
applying Little’s formula:

N
E[Ny] = ZEWi] = L Jim — (E(xj(n) _ :L‘Z-('n))) +m. 9)

gl 7 N—oo N

Remark: The reader may wonder why we assume v to be known in (8). In fact, this expression
is computed as the limit

N (7
lim S (Z(x](n) —zi(n))+ m#) .

10



MT

Figure 4: In the grid G each processor ij is associated with the place without tokens between
transitions ¢; and ¢; (existing or not). G is superposed to the vector Z(n), replicated 7" times.

6.1 Spatial Approach.

The algorithm introduced for the computation of the cycle time (based on equations (5) and (6))
is also used to compute the statistics of the marking, the only difference being the introduction
of the calculation of z;(n) — z;(n).

A grid of processors of size T'x 1" (called () is in charge of the calculation. Processor ¢j in G
know z;(n) before the transposition of vector z(n), and knows z;(n) after the transposition. !

Therefore it calculates the difference z;(n) — z;(n) (Figure 4).

Since the algorithm used is nearly the same as the one presented in section 5.1, adding the
calculation of z;(n) — z;(n) which is done in constant time, does not change the cost, so that
the estimation of the stationary marking is also in O(N (L logT +log MT)). The remarks made
for the case where Eo(n) is deterministic can also be applied.

6.2 Temporal Approach.

Using the temporal approach, as it has been shown in section 5.2, the value of z(N) can be
found. However the knowledge of the whole path z(n),=¢,.. n (the evolution of the system) is
required in order to perform the statistical analysis, but this path is not given by the temporal
approach. Because of this, it seems more difficult to apply the temporal approach in order to
estimate the statistics of the stationary marking, and this question will not be addressed here.

1See Appendix A
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7 Timed Transitions.

In this section, we focus on the evolution of a FIFO net where timing is on both places and
transitions. Let B(n) be the matrix:

e
B(n) _ T2l T2l
TT(n) T TT(n) TxT

where 7;(n) is the firing time of the nth firing of transition ¢;.

The matrix Bo(n)” is defined as

Bo(n)" = E @ (Ao(n) + B(n)) @ (Ao(n) + B(n))* & - @ (Ao(n) + B(n))".

Therefore, the evolution of the net is described by the equation

z(n)=(z(n-1)®(A1(n)+Bn-1))® - da(n—M)®(Ap(n)+ B(n— M))®@ Bo(n)*. (10)

~ Aq(n) - B(n-1)
A(n) = : B(n—-1) = : :
Am(n) / pppser B(n—=M) / yipor

and let By(n) = E & (Ao(n) + B(n)). Using Theorem 2.1, equation (10) can be written in the
following standard form:

~ ~ ~

z(n) = &#(n—1)® (A(n) + B(n —1))® Bo(n) @ - - ® By(n). (11)

Z(n) is retrieved using the shift and concatenation function:
z(n) = f(z(n), &(n —1)). (12)

The algorithm for implementing equations (11) and (12) is the following (using the spatial
appproach):

for(n=1; n<lN; n++)

{
Generate A(n) O(1)
A(n)+B(n—1) ~ ~ O(1)
y=%n-1)® (A(n)+B(n—1)) O(log MT)
Generate Ag(n) O(1)
Generate B(n) O(logT)
Ao(n) + B(n) o(1

12



for(i=0;i<L;i++) O(LlogT)
y = ® (Ao(n) + B(n))
Update B(n) O(log MT)
Update %(n) O(log MT)
}

So the total cost of simulating O(NT') events is O(N(LlogT + log MT)).

8 Sparse Matrices.

In most of the systems modeled by larged marked graphs, A;(n), Bi(n — ), etc, are regular and
sparse matrices. A simple but important modification has been made to the original algorithm
in order to take advantage of this fact. Instead of using the complete matrices A(n) (or B(n))
and Ag(n) (or By(n)), of size MT? and T? respectively, compressed versions are used.

In these compressed matrices, we still have T" columns, but in each of them, only the non ¢
elements are kept, together with their position in the columns of the non compressed matrices.
For instance, when timing is on transitions only, the size of the compressed matrices is Y x T
(instead of MT x T'), where Y is defined by

Y = max( max_v(B(0),i), max v(Bo(0),i), M). (13)

i=1...T i=1...T

In this formula, v(A,7) is the number of non null elements on column ¢ of matrix A. This
results in an economy of processors, which allows one to simulate larger systems without using
virtual processors (notion introduced in section 4). Section 9.4 presents an example where this
technique is used.

This technique, and the corresponding expression for Y (equation (13)), extends immediately
to the case when timing is on places or both places and transitions.

Remark: The dependency of M in (13) is due to the fact that, in the original method, the
vector Z(n) was stored in a column of MT processors, one element by processor (section 5.1).
In the compressed method, the vector is stored in M lines of processors, each line of size T.

9 Experimental Results.

For evaluating the performance of the implementation of the algorithms presented here, different
models have been simulated. The parallel simulation programs were implemented using the
language C/Paris, on a Connection Machine 2 with 16K one bit processors. The sequential
simulations of the models were implemented using the QNAP2 package, on a Sun Sparcstation
2.

13



Figure 5: A blocking queues system.

In each case, the number of events simulated by the parallel and the sequential simulation is
the same; because of this, the quality of the estimators is also the same (and we will hence omit
the discussion on confidence intervals).

The experiments consist in comparing the execution time of both methods (the parallel and the
sequential one). The reader should be warned that the obtained ratio is in no case a “speed up”
in any theoretical sense. These experiments just intend to describe how our method runs on an
available CM architecture compared to a commercial package running on a powerful sequential
workstation.

Here follows a description of the models and an analysis of the simulation performance.

9.1 Blocking Queues in Tandem.

The first model, shown in Figure 5, is a system of finite capacity, single server, FIFO queues in
tandem with blocking, where each queue can only send its customers to the next one when the
number of customers in this other queue is strictly less than its capacity. The places of type
p1 represent the set-up time of the servers (a random variable, indicating the minimum time
elapsed between the end of a service and the beginning of the next one). The places of type py
represent the transportation time between servers (a constant time ¢;;11). Finally, the places
of type ps are used to enforce the blocking and there is no timing here. It can be noticed that
the number of tokens in circuits of type py-ps represents the maximal capacity for each server
(in service and in the queue), which is two in this example. In the initial state, every server
has one customer in its queue.

For this system, the matrix Ag(n) is the null matrix, and A;(n) is:

0'11(71) C12 £ £ &
0 0'22(’11) C23 3 £
Al(n) = £ 0 0'33(71) C34 £
13 € 0 o4a(n)  cas
13 € € 0 o55(n)

where o;;(n) denotes the timing of the nth token in the place between transitions ¢; and ¢;. In
the simulated model {o;;(n)},, is a sequence of i.i.d. exponentially distributed random variables.
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Figure 6: Simulation of the Blocking Queues System.

In this model, there are no places without tokens in the initial marking. Therefore, there is no
need to calculate Ag(n)*. The recurrence equation is of the form z(n) = z2(n—1)® A;(n) (M =
1), which takes O(N log T') for computing O(NT') events (provided there are enough processors).

This system can be expanded horizontally, to represent bigger systems. For the simulation
program, the number of transitions in the system (the size of the problem) is given by the
number of servers. Figure 6 presents a comparison of the performances obtained with the
parallel simulation proposed here and the QNAP 2 discrete event sequential simulation of the
model.

The sequential discrete event simulation of O(NT') events takes at least O(NT') (and possibly
up to O(NTlogT) due to the variations in the length of the event list).

Remark: In these experiments, one can observe that the parallel simulation time seems to
be constant in 7T, instead of logarithmic. This can be explained by the following fact that is
specific to the CM: all processor topologies declared in a CM program must be such that the
total number of nodes in this topology is equal to P, the total number of processors of the
CM (16K here). Thus in order to perform, for example, the product of a vector by a square
matrix, all of size T, where T < +/P (which can in principle be done in O(log(T)) using the
algorithm of Appendix A), the algorithm must actually declares a larger matrix and a larger
vector obtained from the initial ones by adding empty lines and columns in such a way that
the total number of entries in this extended matrix is equal to P. Accordingly, the CM always
performs vector-matrix product via these extended objects, in a time that depends on P and
not on 7', provided 7% < P.

Therefore, in our experiments, only the rightmost point of the parallel simulation curve is
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Figure 7: A job shop model with two differents machine types, and two differents product types.

actually obtained without such an extension of the matrices, namely via the algorithm described
in the previous sections. In other words, the other points of the parallel simulation curve are
obtained via an algorithm that is worse than the one described in the previous sections (since
an extension is needed). If no such constraint was imposed by the CM, the simulation times of
these other points could in principle be further reduced.

9.2 Job Shop Model.

A job shop model has different types of products, manufactured by different types of machines
(Figure 7). Each machine manufactures sequentially each type of product (product 1, product 2,
etc.) and each product is processed sequentially by each machine before being finished (machine
1, machine 2, etc.). The places of type py are associated with the manufacturing times of the
machines, and in the model these times are random variables. The places of type p3 are used
to enforce the FIFO discipline of the service, and the timing here is null. The places of type
pq are associated with the set-up time of the machine, necessary to begin the production of a
new kind of product (a constant time equal to 2 in the model), and the places of type p; are
associated with the transportation times between machines (also constant and equal to 4).

For this system, the matrices Ag(n) and A;(n) are respectively:

€ € € € € € € € e o12(n) ¢ € € € € €
0 ¢ 2 ¢ 4 ¢ ¢ ¢ € € € € € € € €
€ € € € € € € € € € e osz4(n) € € € €
2 € 0 € € € 4 ¢ € € € € € € € €
€ € € € € € € ¢ € € € € e os6(n) ¢ €
4 ¢ ¢ ¢ 0 ¢ 2 ¢ € € € € € € € €
€ € € € € € € ¢ € € € € € € e og(n)
e e 4 ¢ 2 ¢ 0 ¢ € € € € € € € €
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Figure 8: seq7 and par7 correspond to the sequential and parallel simulations of the job shop model
depicted in Figure 7; seq9 and par9 are analogous, but for the model in Figure 9.

This model can be expanded in the two directions: machines in the vertical direction, and
products in the horizontal direction. It can be seen that, with the given initial marking, the
number of machines of the same type is equal to the number of different products (these numbers
are represented by the quantity of tokens in the machine circuits and in the product circuits,
respectively).

The number of transitions used in this model (8 in the Figure) is twice the number of machine
types times the number of product types. Note that Ag(n) is deterministic, therefore Ag(n)*
can be calculated only once for the whole simulation.

The recurrence equation is of the form z(n) = z(n — 1) ® A1(n) ® Af. The complexity of simu-
lating O(NT') events in this system is also O(N logT). Figure 8 shows the performance of the
parallel simulation of the job shop model described here (par7), compared to the performance
of a discrete event sequential simulation (seq7).

9.3 Another Job Shop Model.

Figure 9 shows the same job shop model, but with a different initial marking. In this case Ag(n)
is stochastic and Ag(n)* must be recalculated in each iteration of the simulation algorithm.

The recurrence equation is written in this case as

~

z(n)=z(n—1)® A1(n) ® Ag(n) @ - ® Ag(n).
L
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Figure 9: A job shop model similar to the one shown before, but with a different initial marking.

Therefore, when applying the spatial method, a complexity O(N LlogT') is obtained. Clearly,
in the worst case, L is nearly equal to T', but in many practical situations L is sublinear in 7.
This is the case of the model presented in Figure 9, where L is 3, independently of the size of
the net.

Figure 10 shows how the same model, expanded to the size of four machines times four products,
still has L equal to 3. In fact, in the worst case of the square job shop model, L is O(\/T)
This is achieved when there is only one machine and only one product of each type. This shows
that the parallel simulation of a square job shop model is O(N\/Tlog MT) or better. The
simulation performance of this model is shown in Figure 8 (par9 and seq9).

9.4 The Job Shop Model with Timed Transitions.

A job shop model similar to the one depicted in Figure 10 is shown in Figure 11. In the last
model, timing is on transitions. Given the marking, there are p machines types and p products
types. For each type of machine, there are p machines able to work in parallel. For each type of
product, there are p instances of the product that can be manufactured in parallel. The initial

marking is the one indicated in Figure 11, where each place has one token; therefore, in this
model, L = 0.

The technique described in section 8 for manipulating sparse matrices has been implemented,
in order to allow the simulation of graphs larger than the ones simulated using the original
algorithm.

Given the topology of the graph, the original matrix E(n) of size MT x T, is reduced to a
compressed matrix of size 3 x T (where T" = p?). Given that the CM must configure the
processors in a grid where the sizes are powers of two, the biggest system that can be simulated
with 16Kprocesors (without using virtual processors) has 4,096 transitions (4 x 4096 = 16, 384).

18



Figure 10: A job shop model as shown in Figure 9, but of size four different types of machines
times four different types of products.

The performance of the parallel simulation of this model is presented in Figure 12, and compared
to the sequential one. Note that for 4,096 transitions, the parallel simulation is 1760 faster than
the sequential one running on a SPARCstation 2.

Remark: Using the normal algorithm (without compressed matrices), the biggest system
simulated, without using virtual processors, has 128 transitions (128% = 16,384; M = 1). In
this case, the parallel simulation only runs 40 times faster than the sequential one.

10 Conclusions.

The Spatial and the Temporal approaches have been applied to the parallel simulation of marked
graphs. The spatial approach uses the whole CM to store the description of the model, while
the temporal approach needs to store it on each processor. Because of this, the spatial approach
can simulate larger systems than the temporal one.

Furthermore, the spatial approach allows the computation of both the cycle time, and the
average sojourn time or average number of tokens in places, during the run of the simulation,
which seems more difficult to do with the temporal approach.

Concerning the performance shown by the different simulation programs, examples have been

shown where the parallel program shows a logarithmic behavior in the size of the problem,
while the sequential one is always at least linear in this variable.
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Figure 11: Job Shop Model with timed transitions representing the service time. The transitions
has been recycled in order to assure the FIFO discipline of the service.

Future work will be oriented to accelerate the logarithmic behavior presented by the algorithm
when go(n) is stochastic. To achieve this, it is proposed to redistribute the tokens (in the
initial marking) all over the net, so as to obtain another reachable marking which leads to the
same stationary regime as the initial one. The aim of this redistribution is to reduce L, the
longest path without tokens, to a new value L* < L. This means that the cost O(N Llog MT)
is reduced to O(NL*log MT), and in particular cases, when Ag(n) becomes deterministic, the
recalculation of Ag(n)”* is avoided and the cost is O(N log MT). An example of redistribution
is given in the Figure 13.

Another potential application of the redistribution of tokens is the (possible) decrease of M,
the maximum number of tokens in a place in the initial marking. It will imply a reduction in
the component log M7 of the cost, and the number MT? of processors required to perform the
simulation (which could imply a decrease of the VPR).

Future work could also be oriented to the simulation of state dependent systems, for which the
dynamic is a function of the present or past state. For such a system, the evolution equation
is rewritten in the form #(n) = #(n — 1) @ A(n,Z(n — 1)). The complexity of simulating this
system could not be affected depending on the nature of the dependence. For instance, consider
a graph where the place between transition ¢; and ¢; has an exponential holding time of constant
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Figure 12: Performance comparison of sequential and parallel simulations of the Job Shop Model
depicted in Figure 11 for different sizes of T'. The best results are obtained for the parallel simulation,
which introduces timing in the transitions and manipulates sparse matrices. The ratio parallel v/s
sequential simulation time, is shown for each point.

parameter A;;. It could be changed to

zj(n—1)—z/(n—1)
zi(n—2)—xz(n—2)

Aij(n) = Aij(n —1)

to reflect more precisely the behaviour of the real system, without affecting the complexity of
the parallel algorithm.

A Vector-Matrix Multiplication in (R, D, ®).

Let A be a NxM matrix and X a vector of size N. To compute C' = X ® A using a spatial
approach, A is mapped directly on the CM processors, one matrix element on each processor.
Vector X is replicated over all the columns of A. If ¢,  and @ are the variables for the elements
of C', X and A, each processor computes b = x ® a. Then, ¢ is computed as the maximum b
value over each column; this maximum is left in each element of the corresponding column. It
is clear that the result is obtained as N row vectors of length M (Figure 14);in order to collect
the result as column vectors, they must be transposed.
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Figure 13: This example shows how the redistribution of tokens can decrease the length of the
longest path without tokens ().

— -~ — —
XixN ® ANxm M times X N times (X ® A)1xm

Figure 14: The vector is replicated M times over the columns of the matrix, the calculation ® is
done over each processor, the calculation @ is done over the column, and N replicas of the result
are retrived, as line vectors.

The algorithm is

b
c

X ® a

Max_over_column(b)

send(cij — cji)

The computation of the maximum takes O(log N). It is supposed the send instruction, used
to transform the row vectors in column ones, takes O(logM). Then, the algorithm takes
O(log N +log M) to do the vector-matrix multiplication.
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