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Abstract

Although several new languages based on parallel processes are well suited to program par-
allel architectures, most of the scientific programmers still prefer to use the well-understood
sequential model. Therefore, parallelization of sequential programs for Distributed Memory
Machines (DMMs) is an important research axis. We present the PANDORE system whose goal
is to allow a parallel execution of programs on DMMs without requiring any deep knowledge of
such machines from the user.

Specific constructs used by the programmer inside a sequential program, indicate how to
partition the data manipulated by this program. These constructs help the compiler to split
the original program into processes in the parallelization phase. According to the SPMD model
(Single Program, Multiple Data), these processes perform the same code over the different parts
of the data. The generated processes are expressed in a machine independent intermediate
language. Machine specific libraries are used to produce the code for the target computer.

Presently, a prototype compiler has been realised. The source language is based upon a
subset of the C language extended with partitioning features. In the first implementation of
the compiler, the efficiency of the produced code was not satisfying, due to the use of a pure
SPMD model. Several improvements have been defined. A restricted set of optimizations
bound to intermediate code restructuring, has been implemented with satisfactory results in
our compiler.
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Résumé

Bien que les langages basés sur la notion de processus communicants correspondent mieux au
modeéle de programmation des architectures paralléles, la plupart des programmeurs scientifiques
préférent encore utiliser des langages séquentiels qui leur sont plus familiers. La parallélisation
de programmes séquentiels pour les machines 8 mémoires distribuées (MMD) est donc un axe
de recherche important. Nous présentons ici le systétme PANDORE dont ’objectif est de per-
mettre 'exécution paralléele de programmes sur MMD, sans pour autant requérir de la part de
I'utalisateur une connaissance approfondie de ce type de machine.

L’utilisateur annote son programme séquentiel avec des instructions spécialisées précisant
comment décomposer et répartir les données. Ces instructions aident le compilateur & générer
des processus communicants exécutant le méme code sur des données différentes selon le modeéle
SPMD (Single Program — Multiple Data). Ces processus sont décrits dans un langage intermé-
diaire, indépendant d’une architecture donnée.

Un prototype du compilateur a été congu et réalisé ; le langage source est un sous-ensemble
de C augmenté de primitives de partitionnement et de distribution. Dans la premiére version
du compilateur, I’utilisation du modéle SPMD strict engendre un code dont V’efficacité n’est pas
satisfaisante. Plusieurs améliorations ont été définies et un sous-ensemble de celles-ci a été mis
en ceuvre avec des résultats encourageants.



1 Introduction

Programming DMMs is a hard work as the user has to cope with parallelism and distribution. In
order to facilitate the use of such machines for the application programmers, it is necessary to hide
the implementation details as much as possible. One way is to spare the programmers the writing
of communicating processes with explicit message passing. To do so, a sequential language is used,
leaving much work to the compiler, such as the physical distribution of data structures and code,
and the management of distributed data accesses. In many approaches based on this principle, the
compiler is guided by a user-defined data decomposition.

In this paper we describe a compiler which uses this method in order to generate parallel
processes from a sequential program. After the presentation of closely related projects, the paper
discusses the main characteristics of the PANDORE system and focuses on the optimization problems.
First, we present a review of our system: the source language, the compilation scheme and the
execution scheme. Second, we illustrate its key features by giving a simple example. Third, we
present a study of some preliminary results that brings out the primordial improvements that have
to be done. Finally, we end with a short description of our ongoing work.

2 Related Work

Traditional parallelization tools for shared memory parallel computers achieve code parallelization
through the analysis of the control flow of a program. These compilers try to detect parallelism in
the source code but do not take into account any data distribution.

Programming models other than the message—passing MIMD model have been recently investi-
gated for programming DMMs. In all cases the major issues are to provide a simple programming
model and to allow the user to express local and distant accesses in the same way.

The models being investigated refer to well known programming methodologies as implicit
parallelism (equational model, logic or functional models), sequential model, SPMD model, or
SIMD model.

In image processing, for example, the SIMD model is often a natural way to express algorithms.
Hatcher et al. [1] have implemented C* (the language used on the connection machine) on an
iPSC/2 and Reeves et al. [2] are working on the implementation of an SIMD object oriented
language including user specified data partitioning.

The SPMD model without explicit communication between processes is being studied by many
research groups. The DINO language [3] allows accesses to distant data through local copies without
explicit message passing nor hand written synchronizations insuring the coherence of the different
copies. The KALI language [4] offers a special parallel construct (forall) for defining distributed
iterations among a domain. In KALI, each iteration of a loop is executed on one processor specified
by the user according to the data distribution.

As the sequential model is well known to many programmers, much research is developed in
this field. New imperative language like BOOSTER (5] have been defined in order to fit data accesses
to distributed executions. In this language, data and index domains are separately represented by
“shapes™ and “views” avoiding the use of indirect accesses to array elements. Moreover the view
concept allows to define the data distribution and the compilation scheme.

Other works such as SUPERB [6], FORTRAND [7] and our project PANDORE (8] are based on an
existing sequential language (mainly Fortran or C) augmented with data distribution capabilities.



3 An overview of the PANDORE system

The aim of the PANDORE system is to allow the user to run sequential programs on a Distributed
Memory Machine. The imperative language, C-PANDORE, includes three special features that the
programmer can use to underline the decomposition of the problem he wants to solve.

The first feature is the specification of data decomposition. This specification helps the compiler
to distribute the data manipulated by the program over the different processors of the target
machine.

The second feature is the specification of virtual processor domains. These domains, called
“Virtual Distributed Machines” (VDM for short), represent what the user thinks to be the ideal
parallel architectures to run the different phases of his algorithm. A domain defines the inter-
processor neighbourhood relations.

The third feature is a special block constructor that is used to link data to a particular vDM.
When opening a vdm block, the user must specify two things :

e what are the data manipulated by the statements contained in this block,

e what is the vDM that is the most suitable to perform the calculation phase enclosed in this
block.

All other instructions of C-PANDORE are those that can be found in any usual imperative
language: assignments, tests, loops,. .. Notably, data accesses are achieved through a global name
space.

Our compiler generates a SPMD program by almost replicating the initial code and by including
communication statements where remote accesses are performed. Each processor executes condi-
tionally the original code. These conditions are calculated in the sight of the data distribution
among virtual processors. Locality of writes is the rule that governs this calculation. This means
that an assignment is run by the processor on which the left hand side variable is located. To deal
with remote read accesses, our compiler translates each statement S, contained in a vdm block, into
two intermediate code instructions that are called Refresh and Exec. Let V be the set of variables
that S refers to and P be a set of processes:

e Refresh(V, P) updates the values of all the variables in V on all the processes in P.
e Exec(S, P) all the processes in P execute the statement S

After the Refresh phase, all the necessary values for the execution of S are available locally on
each process that must execute the statement S. During this phase, inter-process communication
could have been generated.

The Exec phase leads S to be executed solely on the processes that own the variables that are
modified (assigned) in the statement S (statement masking).



The straightforward (but naive) run-time implementation used in the prototype of our compiler
is shown bellow:

Refresh(V, P) = if myself € own(V)
then send(P\own(V), V)
if myself € P\own(V)
then recv(own(V),V)

Exec(S, P) if myself € P

then S

Where
e myself is the name of the current process,
e own(V) is the set of processes where data in V are mapped,

e send(Q,W) sends the values of the variables in W to the processes in Q (“non- blockmg send”:
processes in own(W) do not wait for values in W to be received on Q),

e recv(Q,W) waits for receiving values of variables in W from processes in Q.
e communication between processes is FIFO, no messages are lost,

Of course, efficient program distribution necessitates that the user carefully designs his data
structures and their partitions and that the compiler optimizes the code in order to avoid un-
necessary operations. Some optimization rules and improvements for the PANDORE compiler are
described in section 4 and in [9]. Now we are going to explain our compilation and execution
schemes in regard to a simple example.

distributed int A[100], B[100] ;
processor P[10] ;

partition A with block(10) ;
partition B with block(10) ;

vdm P ( (A,INOUT) , (B,IN) ) {
Af0] = B[S] ; (s1)
A[9] = B[95] ; (s2)

}

printf("A[0] = %d\nA[9] = %d\n\n",A[0],A[S]) ;

Figure 1: A simple example: the source code



In figure 1 we declare two distributed arrays, A and B, of 100 integers and a virtual processor
domain, P, which is a row of 10 processors.

The two partition statements specify a decomposition of A and B into parts of 10 elements.

The vdm statement associates the A and B data domains which just have been decomposed, with
the virtual processors of P. The INOUT mode indicates that A will be modified by the statements of
the vdm block, and the IN mode indicates that B will stay the same after the execution of this vdm
block. The third usable mode is OUT. Its semantics ensures that the value of the associated data
domain will be significative only at the closing of the vdm block?.

A[0..9] A[90..99]
B[0..9] B[90..99]

Figure 2: A simple example: the mapping of data

Figure 2 illustrates the mapping of data once the vdm block is opened. Let P; be the virtual
processor P[i]. Each P; receives 10 elements of A and 10 elements of B and stores them in its local
memory. Though, A[0..9] and B[0..9] are local to Py and A[90..99] and B[90..99] are local
to Pg.

The 2 statements S1 and S2 that compose the body of the vdm block are translated as shown
below:

’51 -———-> Refresh(B([5], own(A[0])) ; (R1)
Exec(A[0)=B[5], own(A[0])) (E1)
S2 -——=> Refresh(B[95], own(A[9])) ; (R2)
Exec(A[9])=B[95]), own(A[9])) (E2)

In the sight of the data mapping we assume that own(A[0]) is Pg and that own(B[5]) is also
Po. Then, the execution of the first Refresh statement, R1, will generate no communication, and
the first instruction mask, E1, implies that Py will be the only process to execute the assignment:
AT0]=B[S].

The second Refresh statement, R2, has to deal with two different virtual processors: the owner
of A[9] which is Pg and the owner of B[95] which is Pg. The execution of R2 results in Pg sending the

! All the informations enclosed in the mode-parameters are used by the compiler 1o avoid unnecessary data transfers
between the host and the nodes of the target machine on which the code is to be executed.



value of B(95] to Pg. At the receipt of this value, Pg will be able to perform locally the assignment:
A[9]=B[95] and E2 ensures that Py will be the only process to execute this assignment.

Now having depicted our compilation and execution schemes, we present an analysis of our
first results and expose some important optimizations that must be implemented to enhance our
system.

4 Preliminary results and Planned Improvements

Let us first illustrate what slows our code, considering a simple code which generates no communi-
cation.

distributed int A[N], BI[N], C[N];
partition (A, block(T));
partition (B, block(T));
partition (C, block(T));

for (i=0; i<N; i++)
Cl[il=A[il+B[i];

The code generated by the compiler is the following:

distributed int A[N], B[N], C[N];
for (i=0; i<N; i++)
Refresh(A[i], own(C[il));
Refresh(B[i], own(C[i]));
Exec(C{i]J=A[i]*B[i], own(C[i]));

The execution time for the code generated by the PANDORE compiler is compared to the exe-
cution time of a hand-parallelized code on figure 3. We notice that the PANDORE generated code
is approximately limited by a 400ms time bound.

The results of this execution can be explained in two points

e Refresh computation: the own() function is evaluated at runtime. This induces an increase
in execution time. We shall also point that data accesses (C[i]=...) by themselves carry a
time overhead: the global index i has to be transformed into a local index on each processor
(this transformation is also performed at execution time). This explains the value of the
bound.

e Exec computation: on the example, each processor executes the integrality of the SPMD code,
thus each processor executes N iterations, although that, given the data decomposition, only
N/T iterations lead to effective computations. This explains why we have a bound on the
execution time, whatever how many processors we use.
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Figure 3: Execution time for vector product: basic PANDORE code vs hand-parallelized code

4.1 Static evaluation of Refresh

The static (at compile-time) evaluation of the Refresh statements allows to simplify the code.
This evaluation is based on the knowledge of the data decomposition. We perform the following
simplification on the code:

partition (A, block(T));

partition (B, block(T));

partition (C, block(T));
= Vi, own(A[i]) = own(Bl[i]) = own(C[i])

for (i=0; i<N; i++)
Refresh(A[i], own(C[i))); = useless statement
Refresh(B[il, own(C[il)); = useless statement
Exec(C[il=A[i)*B[i], own(C[i]));

The results in execution time of this compile-time optimization is shown figure 4. We see that
the execution time has decreased but the bound is still present.

4.2 Static evaluation of Exec

The static evaluation of the own part of Exec statements enables each processor to execute only
the code concerned with its own data. So this will lead to an execution time inversely proportional
to the number of processors. If we consider our example, we apply strip-mining to the loop, with
respect to the partition bounds:
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Figure 4: Execution time for vector product: Refresh optimized PANDORE code vs hand-
parallelized code

for (block=0; block< N/T, block++)
for (i=blocks*T; i<block*(T+1)-1; i++)
Exec(C[i]=A[i]=*B[i], own(C[il));

We state that each process owns the elements of a block iff it owns one element (the first) of the block.

for (block=0; block< N/T, block++)
Exec(for (i=blocksT; i<block*(T+1)-1; i++)
Exec(C[i)=A[i)*B[i], own(C[i]))
, own(C[block=*T]));

We detect that the inner Exec is redundant with the external one and we simplify to:

for (block=0; block< N/T, block++)
Exec(for (i=block*T; i<block#*(T+1)-1; i++)
C[i]=A[il*B[i]);
, own(C[block*T])}));

This method can be easily applied to uniform index references (i 4+ constant). Only one own
test per block is performed, and the loop is only executed for local elements. The speedup for this
code is shown in figure 5.

We notice that the optimized code exhibits a linear speedup (value =~ 1/4 ). The difference
between this speedup and the optimal one (1) is due to the cost of the index transformation
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Figure 5: Execution time for vector product: Refresh and Exec optimized PANDORE code vs
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performed at compile time, as described at the beginning of this section.

4.3 Communication reorganization

Communications may induce unnecessary synchronisations. We illustrate this fact with the chrono-
gram figure 6, showing the computation of the X[i]=Y[i-1] statement in a loop, according that X
and Y are partitioned the same way. In this case, the synchronization sequentializes the computa-
tion, although the loop shows no inter-iteration dependence.

In this case, communication reorganization implies to anticipate the emission of Y[i-1]. This
reorganization can by described by simple transformation rules, essentjally permutation of Refresh
and Exec statements. Messages vectorization and use of machine dependent broadcast capabilities
can be easily expressed this way. However care must be taken in order:

e not to saturate communication links by anticipating all the emissions at the beginning of the
program,

e not to saturate processor memories, by storing too many messages, the transformation scheme
being proved only for infinite buffers.
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Figure 6: Chronogram for the execution of for(i=1,i<100;i++) X[i]=Y[i-1]

5 Conclusion

We have shown that, starting from a pure SPMD model, we may significantly improve the execution
performances of a program by performing a static analysis of data and code domains. So, in the
PANDORE compiler, the generation of efficient distributed code is mainly related to the partitioning
and the mapping of data. Presently, in this system, no help is given to the user for choosing between
different partitioning strategies nor for predicting the efficiency of the generated distributed code.
Our aim is to provide a static (compile-time) performance evaluator connected to an interactive
partitioning system. The informations extracted from the user’s data decomposition should allow
us to compare the influence of different partitioning schemes on performances. Criterion for per-
formance analysis have to be defined and their accuracy and reliability have to be compared with
real execution measurements. We also plan to use run-time performance measurement system in
order to tune the compilation rules.
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