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A Canonical Calculus of Residuals

Yves Bertot

abstract

We introduce a formal language to describe origin functions, which permit to study the notions of
descendance and residuals in reduction systems. Computation on this formal language are defined using a
term rewriting system, which we show to be canonical. This work has application in operational semantics
and debugging.

keywords: reduction, rewriting, residuals, descendance, semantics of programming languages.

Un Calcul Canonique des Résidus

I3 ’
resume

Nous introduisons un langage formel pour décrire les fonctions d’origines, qui permettent d’étudier les
notions de descendance et de résidus dans les systémes de réduction. Les calculs sur ce langage formel sont
définis par P’intermédiaire d’un systéme de réécriture, dont nous montrons qu’il est canonique. Ce travail a
des applications en sémantique des langages et pour les outils de mise au point.

mots-clés: réduction, réécriture, résidus, descendance, sémantique des langages de programmation.
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Abstract
We introduce a formal language to describe origin functions, which permit to study the
notions of descendance and residuals in reduction systems. Computation on this formal
language are defined using a term rewriting system, which we show to be canonical. This
work has application in semantics and debugging.

1 Introduction.

We introduce new tools to capture the notions descendance and residuals that appear regularly
in the study of rewriting systems and reduction systems. These new tools provide an easier
encoding of these notions and may have applications in implementing evaluation strategies
(1, 5, 8, 13, 14] or debugging algorithms based on rewriting or reduction [3].

Most presentations of descendance and residuals use labeling of terms. For any reduction
system, one simply produces a labeled version of the system, together with a procedure to
transform a derivation on labeled terms in a derivation on unlabeled terms (called reasure) and
a procedure to transform a derivation on unlabeled terms in a derivation on labeled terms, given
a labeling of the initial termn (called lifting) Intuitively, a node or a position in the resulting
trem descends from a node or a position in the initial term if they share the same label in a
labeled derivation where the positions in the initial term are labeled with distinct labels. The
actual value of the common label actually has no importance, it is only releveant that this label
is shared between the original position and the descendant. In this respect the use of labels is
rather contrived. You have to use labels, but their value has no importance and you have to
label the initial term with distinct labels.

We prefer to study the notion of descendance as a relation between positions in terms,
representing these positions by ocurrences, that is paths inside terms. The crux of this work
then lies on the following two points:

1. For any reduction, the converse of the descendance relation is a function, which we call
an origin function. Some origin functions may be described by by intension rather than
by extension. For instance, the origin function associated to an empty derivation is the
identity function and can be represented by a single term id regardless of the actual value
of the initial term of the derivation. Also, there is a natural way to associate an origin
function (a function over occurrences) to an occurrence.

*bertot@sophia.inria.fr



O\,
O\

Figure 1: Graphical representation of the tree f(h(a,b),c)

2. It is possible to draw a parallel between the composition operator of origin functions and
the composition operator of occurrences, that is, the concatenation of paths.

Using these remarks, we define a formal language for describing functions over occurrences,
particularly suited to the computation of origin functions associated to derivations. We also
provide an interpretation method, that is a method to compute the value of an origin function
on a given occurrence, that is based on a rewriting system, which we show to be canonical
(noetherian and confluent).

2 Mathematical Preliminaries.

2.1 Occurrences.

We denote NV the set of natural numbers and A the set M — {0}. A graded alphabet is a set
L given with a function o : ¥ — N, called arity function. The set T(X) of Z-terms is the least
set verifying the following conditions:

1. For every operator g € ¥ such that a(g) = 0, one has g € T(%),

2. For every operator f € X such that o(g) = n > 0 and every n-tuple (2;,...,t,) €
T(Z)x ... x T(Z), one has f(ty,...,t,) € T(Z).

The operator f is called the head operator of the term f(t;,...,%,). In the following X-terms
are regularly called terms, when the alphabet is obvious from the context.

Finite trees are a suitable graphical representation for terms, as shown in Figure 1. This
representation also hints that an alternative presentation of terms is possible, defining first
the drawing with all the lines (the tree domain) and then labelling the nodes with operators.
This kind of presentation is given in [7, 9]. 3 For any number i € A, let s; : T(X) — T(X)
be the function such that s;(f(t,...,ts)) = t; if n > ¢ and s;(f(2),...,tn)) is undefined if
n < i. We denote O the set that contains the identity function id of T'(X¥) and the functions
obtained by composing the function s;. We claim that the elements of O correctly represent
occurrences, as they are presented in [7, 9). The usual presentation is to consider occurrences
as strings of natural numbers. Our argument is that the functions s; represent the elementary
strings of one integer and that composing functions represents concatenating strings. We simply
denote u(M) the subterm at occurrence u instead of denoting M/u. For this reason, we call
occurrences the elements of O. We denote o the composition operator, with the semantics that
vou(M) = v(u(M)). For any two occurrences u and v, we note u < v if there exists an
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occurrence w such that v = wou, and we say that u is a prefiz of v (because u is applied first).
We concede that this presentation is a bit erroneous in that it gives to much importance to the
set T(X), whereas the usual presentation defines occurrences independently of any language of
terms.

A tree domain, D, is a finite subset of O that verifies the following properties:

1. For any two occurrence u and v such that u < v, if one has v € D then one has u € D,

2. For any two indices i and j such that ¢ < j and for any occurrence u, if one has s;ou € D
then one has s;ou € D.

For any term M, we denote D(M) the set of occurrences that are valid on this term, this set is
a tree domain, which we call the domain of M.

2.2 Reduction Systems.

We consider reduction systems in a sense even broader to that of “Combinatory Reduction
System” as used by Klop [11]. The class of term manipulations for which origin functions make
sense has yet to be precised. In this section, we describe the properties of these manipulation
that are fundamental to our study.

Reduction systems are usually studied using an “elementary step” relation, called reduction,
which we shall denote using a simple arrow —. We write M — N and we say that the term
M reduces to N. This notation is not always sufficient for our treatement, as we may need to
express how M reduces to N. For example, we may consider a term rewriting system containing
the following rule r:

T I(z) -z

The reduction I(I(a)) — I(a) is a licit reduction for this system. But there are two ways to go
from M to N: the first is to consider that I(z) matches I(I(a)), thus performing the rewriting
at the top of the term; the other is to consider that /(z) matches I(a), thus performing the
reduction on the first subterm of I(J(a)). The two reductions are usually considered to be

different (and they are for the notion of descendance), and we need extra information to decide

which reduction is actuvally performed. In general, we shall consider that a reduction is given
by the amount of information that permits to describe the exact reduction performed between
two terms.

Computations in a reduction system are represented by the reflexive transitive closure of
the reduction relation, noted —, and the elements of this relation are called derivations. Here
again, we may need extra information to specify exactly a derivation, and we write M SN ,

where S is a list whose elements specify exactly all the elementary reductions that compose this
derivation. For tree rewriting systems, S is a list of couples (occurrence, rule).
Since derivations are elements of a transitive closure, they can be concatenated. If D =

’ -4
M 3. N and D' = N 35 P are two valid derivations in a reduction system, then M 3 P,

there exists a derivation that goes from M to P by first performing the steps specified by §,
then the steps specified by S’, which we denote D; D’. For any reduction system S, we denote
Deriv(S) the set of all valid derivations in this system.



2.3 Origin Functions.

The intuition in a reduction M — N is that some parts of the result N descend from parts
of M and some parts of N may have been created during the reduction. Origin functions are
introduced to describe this notion of descendance.

For any reduction system S, an origin mapping § : Deriv(S) — (O — O) is a function
verifying the following constraints:

1. If D = M 5 N is a derivation in Deriv(S) and f = Q(D), then one has dom(f) C D(N)

and codom(f) € D(M). This constraint is not very important, but it states that the
function f expresses the origins of the nodes in N and that these origins are all in M.

2. If D and D’ are derivations in Deriv(S) such that D; D’ is well defined, then one has
QD; D) = QD)o QD'). This constraint expresses the intuition that the node at oc-
currence u descends from the node at occurrence w through the derivation D; D’ as soon
as the node at occurrence u descends from the node at occurrence v by the derivation D’
and the node at v descends from the node at w by D.

The images of derivations by §2 are called origin functions.

3 Representing Origin Functions.

In this section, we study two methods to represent origin functions. The first method per-
mits to describe a class of regular functions over occurrences, which occur frequently among
origin functions. The second method provides a nice way to mix intensional and extensional
representations.

3.1 Origins for Projections.

The approach we took makes that occurrences can be perceived as term manipulations. From
this point of view, it is natural to associate origin functions to occurrences. If u is an occurrence,
when we write N = u( M), this expresses that N is obtained by taking the subterm at occurrence
u from M. Let f be the origin function associated to this manipulation. This origin function
is very regular. The node at occurrence v in N descends from the node at occurrence v in
u(M), that is, the node at occurrence vou in M. If f is the origin function associated to this
reduction, we have f(v) = v o u for any occurrence v € D(N).

We introduce a mapping u : O — (O — O) that summarizes this phenomenon. The
mapping  is defined by the following property:

Vu,v€ 0 p(u)=f <= flv)=vou

To simplify notations, we shall note u(u,v) for p(u)(v).

The mapping u is a morphism from O to (O — O). Actually, u(id) is the identity of
(O — O). The two spaces have a composition operator, o. With respect to these operators we
have the following property:

Vu,v,w € O (p(u) o p(v))(w) = p(u)(p(v,w)) = wovou= p(vou,w)

Thus, we have p(u) o pu(v) = p(vou), u is contravariant. We also have that yu is injective, since
pw(u,id) = u.
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3.2 General Case.

All tree manipulations are not as regular as projections, and we want to describe origin functions
of arbitrary complexity. However, we can take advantage of the regularity given by the fact
that terms are recursively definable.

When specifying the value of a term M, one only needs to provide an operator f and a
tuple of terms (t1,...,t,) and say that M = f(t1,...,t,). The terms t; to t, may in turn be
defined by the same operation, recursively, until one reaches leaves. When providing origins for
the nodes in M, one only needs to provide an origin for the head node (at occurrence i¢d) and
use origin functions for the subterms t; to t,. These origin functions may in turn be defined by
the same operation, recursively.

Denoting [fi,. .-, fa] a tuple of functions and (O — O)* the set of tuples of functions over
occurrences, we introduce the mapping ¢ : ((O — O0)" x O) — (O — O) that maps a tuple
of functions over occurrences and an occurrence to a function over occurrences defined by the
following property:

1. For any tuple [fi,..., fu] € (O — O)* and any occurrence u, ¢([fi,---, fa], u)(id) = u.

2. For any tuple [f1,..., fu] € (O — O)*, any occurrences u and v, and any index i < n, one
has ¢([f1, ..., fn], u)(vos;) = fi(v). This mimics the property that vos;(f(My,...,My)) =
v(M;).

3. For any tuple [fi,..., fa] € (O — O)*, any occurrences u and v, and any index ¢ > n, one
has ¢([f1,. .-, fu], u)(v o s;) is undefined.

Example. Let us consider the following reduction, taken from the A-calculus (we use a term
representation instead of the usval concrete syntax for A-terms, to emphasize the tree structure).

Q(Mz,@(z, b)), a) — @(a, b)

The origin function for this reduction, f, is defined by the following equations:

f(id) = 8208 f(s1) = s2 f(s2) = 8208208
The function f can also be represented by the following notation:

f = c(le([], s2), ([ 520 52 0 81)], 82 0 81)

This representation permits to represent extensively an origin function on a domain, without
having to write the elements of the domain. We actually construct a tree isomorphic to the
term whose origins are described, labeling each node with the origin for the corresponding
occurrence, as is shown in figure 2. Since it is an extensive representation of the origin function,
the notation using function ¢ is powerful enough to represent any origin function.

The composition of two functions described using function c is also representable using this
function. Actually, one only needs that the function on the right-hand side of the composition
operator be represented using ¢. One obtains the following equality:

foc([fl""afﬂ]vu) = c([fofl’-“sfof'n]’f(u)) (1)

This equality is a direct consequence of the definition of ¢, but it can be explained intuitively.
Let us consider the final term of a manipulation is P = op(?;,...,1,), that each of the terms t;



@ }...],4)—92081
4 \" e({l,y) \c(u,)
A

8208208

Figure 2: Graphical representation of origin functions.

is obtained from a term N by a manipulation whose origin function is f;, that the origin of the
head node in N is u, and that N is obtained from the initial term M by a manipulation whose
origin function is f. Then each of the terms ¢; is obtained from M by a manipulation whose
origin function is f o f; and the origin of the head node of P in M is given by the origin of the
node of N at occurrence u, f(u).

The composition of a function represented using ¢ and of a function represented using p
is also easy to describe, this time when the representation using c is on the left-hand side.
Actually we have to use the fact that u is composed of elementary occurrences s;. One obtains
the following equality:

c([f1y-- s fo]yw)op(vos)) = fiop(v) (2)

Here again, this equality can be described intuitively. If P is obtained from N by taking the
subterm at occurrence v o s;, if N = op(ty,...,t,), and if the j** child of N is obtained from
the initial term M by a manipulation whose origin function is f;, then P is obtained by taking
the subterm at occurrence v in the term ¢;, whose origins are described by the function f;.

4 Representing Origins with Trees.
‘4.1 A Formal Language of Origins.

We introduce the language Orig containing the two sorts F and 7 based on the following
abstract syntax, where the index i ranges over N, :

F = silid|FoF|c(T,F)|nil
T = [Fx
We call Occ the subset of Orig that contains the trees constructed only with the operators s;,
id, and o. The operator nil is provided to represent undefined values.
Examples of terms in Orig are s; 0 s 0 id, 8) o nil, and ¢([s; o sz, nil}, ¢([], id)).
The terms of Occ can be used to represent occurrences, using the interpretation function
{.) : Oce — O defined by the following properties:

1. (id)) = id,
2. Vie N+ «Sg» = Sy
3. (uov)) = (u)) o (v).
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The terms of Orig can also be used to represent functions over occurrences, using the
interpretation function [.] : Orig — (O — O) defined by the following properties:

1. [nril] = nil, where nil is the function that is undefined on any occurrence of O.

2. [id] = 10,

3. [si] = u(s1),

4. [tiotr) =[t2] o [t1],

5. [e([try. .-y 2a), )] = e([[t1], - - -, [tn]], [t](id)). Note that this function is undefined on id

when t = nil.

Notice that the operator o in this language is used to represent to operations. One is the
composition of occurrences, it corresponds to the concatenation of the paths represented by these
occurrences. The other is the composition of functions over occurrences. In the general case,
the composition of two origin functions does not correspond to the concatenation of two paths.
Remark also that the interpretation of the composition of two terms of Orig by [.] corresponds
to the composition of the two represented functions, in reverse order. This happens because
the two interpretation of a composition, as occurrences and as functions over occurrences, are
related by the morphism u, which is contravariant with respect to the operators o. This property
must necessarily appear in one of the interpretations. The reader can check that this permits
to have the following property:

Vi € Occ [t] = u({1)) (3)

Second, a tree with the head operator ¢ accepts a tree of the same sort for second child, whereas
the mathematical function ¢ we use to describe origin function takes an occurrence as second
argument, not an origin function. Here again, this property appears in the interpretation
function, that forgets everything about the given origin function, except for the value in id.
However, this property gives us the following equation:

Vit € Oce [e([t1,---,ta),2)) = e([[ta], - - -, [ta)), () (4)

4.2 Simplification and Computation.

The main goal of this section is to compute the value of an origin function denoted by an Orig
term on a given occurrence, denoted by an Occ term. We notice that this computation is easier
for some terms of Orig, especially when the given occurrence is id and we describe a canonical
rewriting system that permits to transform any term of Orig in one of these terms, denoting
the same origin function. We then derive from these remarks a method for computing the value
of an origin function on any occurrence.

We say that t is a head term, if ¢ verifies one of the following properties:

1. t € Occort = nil,

2. t = c(M,t') where ' € Occor t' = nil.



To compute the value [t](id) when ¢ is a head term is easy. In the first case it is denoted
by t itself and in the second case it is denoted by ¢. This property has a consequence for the
computation of the value of an origin function on an occurrence even when this occurrence is
not d, since we also have the following result:

Vt € Orig Vu € Occ [t}({u) = [t o u](id)

We only have to provide a method for transforming the term ¢ o u into a head term to enable
computing of origins for any occurrence. We achieve this result with the following rewriting
system p.

pr: (tot')ot” — to(tot")

p2: sioc([try.--ytiy.. s tn]yt) — t;

p3 . C(T],C(Tz,t)) - C(Tl,t)

pe: c([t1y. .. ta]st)ot! = c(ftiot/,...,t,0t],tot)
ps : idot —

Pé nilot — nil

pr: tonil — nil

ps e([nil,...,nil},nil) — nil

Actually, rules p; and p4 are rule schemas, corresponding to every possible combination of ¢ and
the length of the tuple between the square brackets [...].

The fact that the represented function is preserved must be proved for every reduction.
For rule p,, it comes directly from the associativity of composition, for rule p; it comes from
equation (2), for rule p3 it comes directly from point 5 of the definition of [...], for rule p4
it comes from equation (1), for rule ps it comes directly from the fact that id represents the
identity of O, for rules pg and p7 it comes from the definition of composition, and for rule pg it
comes from the definition of c.

That p is terminating is proved by a simple ordering on terms using weight P : Orig » N
defined as follows:

- P(id) = 2,
- P(s;) =2,
= P(ty ot3) = P(t1)*P(t2),

— P(c(ftry- o tals ) = ( > P(n)) + P().

1<i<n
- P(nil) = 2.

For any reduction ¢ — t' using this rewriting system, one has P(t') < P(t).

All the critical pairs in this rewriting system are confluent. This can be verified automatically
using the algorithm of completion of Knuth-Bendix {12]. These properties are enough to prove
that this rewriting system is confluent. To complete our study of p, we simply need the following
property.

Property: Any termt € Orig normal for p is a head term.
Proof. First remark that any subterm of a normal term is also normal. We can then prove this
property by induction. If ¢ = ¢; oy, then the head operator of t; and ¢, cannot be [ ] because
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of the syntax constraints and it cannot be ¢ or nil because ¢t would not be normal. Then it is
necessarily o, id, or s;. If the term t; has a head operator o then the induction hypothesis yields
t; € Occ, otherwise ¢; is trivially in Oce.

Now, if t is normal and t = ¢(M,t') then the head operator of t’ cannot be [ ] because of the
syntax constraints and it cannot be ¢ because t would not be normal for p. We can then apply
the same reasoning for t’ as above and we obtain ¢ € Occ.or t' = nil. [ ]

5 Applications.

In this section, we describe the use of the formal language Orig for instrumenting structural
semantic descriptions. One example treats in a general way term rewriting systems, whereas
the other treats a description of the A-calculus.

5.1 Linear Term Rewriting Systems.

Term rewriting systems are usually described by rules of the form o — § where a and 3 contain
variables. The meaning attached to these rules is that any instance of & can be replaced by the
corresponding instance of 3. To express that a rewriting can be performed in any context, one
simply adds rules of the following form, for any operator f and any rank ::

t,'—-vt:
Fiyeeitiyeiiytn) = f(t1yeeytiyenytn)

Conditional rewriting systems can be obtained by removing some of these rules as in [15], or by
adding a predicate P that limits the applicability of the rule, yielding rules of the form:

tg—*t: P
fltry oo stiyeostn) = f(try. oy th . ity)

As shown by the Centaur experiment [4, 10], these rules can be directly transformed into
executable code that allows the computation of derivations. An application of our work is to

enhance this code, so that we compute the origin function of a derivation while computing this

derivation.
We simply manipulate the rules that derscribe reductions, replacing uses of the formula
t — t’ (which means ¢ reduces to t’) by uses of the formula ¢t — t',w (which means ¢ reduces to
t' with the origin function w), where the extra parameter w is written in the language Orig.
For conditional rules of the form above, the manipulation is systematic, yielding new rules
of the following form:

ti >t w P
fltryeoostiyeeoytn) = f(t1,. oy tiyeeytn)ye([S1,y ..y w0 Sy . . 80, id)

The term added in the conclusion, ¢([s1,...,w0s;,...,3y,],id) is rather intuitive: the parts s;,
...y 85 (J #1), ..., sn express that the children that are not affected by the reduction simply
come from the corresponding children of the initial term. The part w o s; expresses that t; is
obtained from ¢; by a reduction whose origin function is w and t; is obtained from the initial
term by taking the i** subterm. The part id indicates that the head node of the resulting term
comes from the head node of the initial term.



Note that the use of the function u in the interpretation [.] of trees of Orig enables us to
express that the origins for the subterm ¢; are simply given by the data structure s;. In this
respect, the possibility we have added to use occurrences as origin function is clearly fundamental
for this use of origin functions, and it is particularly adapted to structural semantics.

For the axiomatic rules of the form a — 3, we can also have a systematic treatment, if we
restrict our manipulation to linear rewriting systems. Such systems verify the constraint that all
the variables in 3 appear in a and that the variables appearing in a appear only once. For these
rules the descendance relation is simple to express: any node that appears under a variable of
B in the resulting term descends from the node that appears at the same place relative to the
same variable of & in the initial term. This definition is not ambiguous because we are working
with linear rewriting systems. This manipulation yields rules like the following one:

double(z) — sum(z,z), c([s1, 1], nil)

The term added to the reduction, ¢([s;, s1], nil) is simple to understand: both children of the
resulting term descend from the only child of the initial term. The head node of the resulting
term is created by the reduction, its origin is undefined and represented by nil.

5.2 The A-calculus.

The A-calculus is also described using conditional rules, but some of these rules are not based
on rewrite formulas. The kerne] of the A-calculus is the 3-rule:
Jij (Az.M)N — M{z\N}

The notation M{z\N} represents the term M where every free instance of the variable z
is replaced by N. This operation must also contain some renaming of the bound variables in
M, so as not to catch free variables in N. We compute this operation by introducing an new
operator, denoted [.\.] used to represent substitutions to be done. The computation is then
done using the following conditional rules. (in these rules FV(M) denotes the sets of variables
that are free in M):

subst  z[z\T] = T

diff y[e\T] = vy (y#2)

M[z\T) = M' N[z\T)= N'
app MN[z\T] = M'N’

Mly\z]=M'  M'[z\T)=M"

lambda Ay M[z\T] = Az.M" (= ¢ FY(M)U FV(T))
_— . . M\ =
Using this notation, the S-rule must be written as follows: i} Dz.MN = i

The language Orig is still adapted to represent origins in the substitution operation. The
manipulation yields the following rules:

10
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subst  z[z\T) T,s3

df  Y\T] = v (Y #2)
M[z\T]=M',w;, N[z\T]=N',w,
PP MN[z\T]= M'N,
c([wy o c([s1 0 81, 82, 83, id), w2 0 ¢([s2 0 51, $2, 83, 1d)], $1)

tampda MIAA= - MISI=ML0 g rvanu v

c([81 0 s1,w 0 ¢([32 0 81,82, 83),1d)], 81)

Note how the rule app has been manipulated. In the term describing the origin of the result,
the functions w; and w, are composed to functions that describe how M[z\T] and N([z2\T)
descend from M N[z\T]. The same kind of manipulation appears in the rule lambda. Note that
in this rule the first premise, which only computes a variable renaming, is not used for the origin
computation.

This manipulation of the rules for substitution goes along with a manipulation of the rule
B that yields the following rule:

M[z\N] = M',w
(Az.M)N — M',woc([sz 051,81 0 81,82}, nil)

All these rule manipulations can actually be automatized, as is shown in [2].

6 Conclusion.

In this paper, we have presented a new method for studying descendance and residuals. The
original aspects of this method are that it does not use labels, it uses the similarity between
concatenation of occurrences and composition of functions, and it uses a canonical rewriting
systems to describe residual computations.

By avoiding the use of labels, this methods saves a good amount of work in that it frees from
the task of proving that the labeled reduction system actually describes the same computations
as the initial system, through lifting and erasure functions. By separating origin computations
from actual reductions of the studied reduction system, it provides a separation of concepts
that is profitable in itself. When thinking of mechanically proving properties of reduction
systems, it permits to define notions such as “residuals”, “developments”, or “standardization”
independently of the reduction system under study. Therefore, whole libraries of proofs about
reductions systems can be more easily reused from one study to another. This has applications
in the study of programming languages semantics.

It is also tempting to draw a parallel between conditional rules like those manipulated in
this paper and theorems as they are used in proof systems. From this point of view, our work
on residuals can also be used at the meta-level of these proof systems, for instance to track the
use of hypotheses in a specific proof. This may be useful both for generalizing proofs (removal
of unused hypotheses) or debugging proving tactics.

The methods used in this paper permit to describe the simple labelings that are related
to descendance. More elaborate labelings have also been developed to study other aspects of
reductions [6, 11, 13, 15]. The labels are not simple letters in an alphabet, but rather structured
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terms, based on extra operators (like underlining in [6, 11, 13]). It is interesting to see how
these operators interact with those of our language Orig, in order to provide an implementation
of these elaborated labelings.
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