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Abstract

In [16] [17] Huet gives an algorithm for second-order pattern matching in the simply typed A-
calculus. We generalize this algorithm to the calculi of Barendregt’s cube [1]. A short version of
this paper appeared in the proceedings of Mathematical Foundation of Computer Science 91.

Résumé

Dans [16] {17] Huet donne un algorithme de filtrage du deuxiéme ordre dans le A-calcul simplement
typé. Nous généralisons ici cet algorithme aux calculs du cube de Barendregt [1]. Une version
abrégée de cet article a été publiée dans les actes de la conférence Mathematical Foundation of
Computer Science 91.
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Introduction

The calculi of Barendregt’s cube [1] are generalizations of the simply typed A-calculus allowing
functions from terms to types (dependent types), types to terms (polymorphism) and types to

types (type constructors).
In the simply typed A-calculus two classes of problems are known to be decidable: first-order

unification (i.e. unification in a language with first-order existential variables and arbitrary order
universal variables) (Robinson [21]) and second-order pattern matching (i.e. pattern matching
in a language with at most second-order existential variables and at most third-order universal
variables) (Huet [16] [17]). Recently Miller has proposed a generalization of first-order unification:
argument-restricted unification [18].

First-order unification and argument-restricted unification have been generalized by Pfenning
[19] to the calculi of the cube.

In this paper we generalize second-order matching in three ways: (1) we consider any calculus of
the cube, (2) universal variables may have arbitrary order, (3) in some restricted cases, existential
variables may have order greater than two. In the spirit of Miller and Pfenning we call these
problems second-order-argument-restricted matching problems. If we want the first or the second
generalization, the third is also required for technical reasons.

1 The Cube of Typed A-Calculi

A type system [1] is a A-calculus defined by a set S of sorts, a set Az of pairs of sorts and a set R

of triple of sorts.
A type system is said to be functional if for every sort s there exists at most a sort s’ such
that < s,s’ >€ Az and for every pair of sorts < s,s' > there exists at most a sort s” such that

< s,s,s" > R.
The calculz of the cube are the eight type systems such that:
e S = {Prop,Type},
e Az = {< Prop,Type >},
o if <s,5',s" >€ R then s’ = §",
¢ < Prop, Prop, Prop >€ R.

All these systems are functional. Examples are the simply typed A-calculus, AII [14], system F, Fw
[13] and the Calculus of Constructions without Universes [2] [4]. (In usual presentations of these
systems 7-conversion is not considered, so we should say : the extension of the systems M1, F, Fuw,

etc. with n-conversion.)

Syntax:
T 2=3slz|(TT)|[e:TT|(z:T)T

In this paper we ignore variable renaming problems. A rigorous presentation would use de Bruijn
indices. The terms s are sorts, the terms « are called variables, the terms (T T") applications, the
terms [z : T]T' M-abstractions and the terms (z : T)T” products. The notation T — T’ is used for
(z : T)T' when z has no free occurrence in T".



Let t and t' be terms and « a variable. We write t[z « t'] for the term obtained by substituting
t' for z in t. We write t = t' when ¢ and t’ are Sn-equivalent.

Definition: Context
A context is a list of pairs < z,T > (written = : T') where z is a variable and T a term. The

term T is called the type of z in T'.
We write [z : T1;...;@n : Tn] the context with elements 1 : T1,...,25 : Ty and I'1T'; for the

concatenation of the contexts I'y and I's.

Definition: Typing rules
We define inductively two judgements: I is well-formed and t has type T in ' (I'F- ¢t : T') where

I' is a context and ¢ and T are terms.

'-T:s s T’ well-formed <s.s > Az I well-formed z:T €T
[[well-formed  T[z: T] well-formed ° € Tks:s 58 ’ 'tz:T

PFT:s Plz:T]FT': 5 PH(z:T)T :s Tx:TjFt: T

ron
'k (z:T)T :s" <558 >€R Crz:T)t: (z: )T s€S

PHt:(z:T)T' TH¢':T TFT:s TFT :s T'H¢:T TET'S

TF(t?): Tz — 1] TFe T €5

Definition: Well-typed term A term t is said to be well-typed in a context I' if there exists a term
T such that ' ¢ T,

Proposition: If T is a context and ¢t and T two terms such that I' - ¢t : T" then T is either a sort

or a term well-typed in I,
Proof: By induction on the lenght of the derivationof I'+-¢: T

Proposition: In a functional type system, a term ¢ well-typed in a context I' has a unique type

modulo fn-equivalence.
Proof: By induction on the lenght of the derivation of ' -1 : T

Proposition: The f7-reduction relation is strongly normalizable and confluent. Thus each term
has a unique Bn-normal form. Two terms are equivalent if they have the same 87-normal form.

Proof: (3] [11] [22].

Definition: Atomic Term



A term t is said to be atomic if it has the form (u ¢y ... ¢,) where u is a variable or a sort. The
symbol u is called the kead of the term t.

Proposition: Let t be a normal well-typed term, t is either an abstraction, a product or an atomic

term.
Proof: If the term ¢ is neither an abstraction nor a product then it can be written in a unique way

t = (ucy ... ¢y) where u is not an application. The term u is not a product (if n # 0 because a
product is of type s for some sort s and therefore cannot be applied and if n = 0 because t is not
a product). It is not an abstraction (if n # 0 because t is in normal form and if n = 0 because t is

not an abstraction). It is therefore a variable or a sort.

Proposition: Let T be a well-typed normal term of type s for some sort s, T can be written in a
unique way T = (z1 : P1)...(zn : P,)P with P atomic.
Proof: By induction over the structure of T'.

Definition: 7-long form
Let I" be a context and t be a Br-normal term well-typed in I' and T the #7-normal form of its

type. The n-long form of the term t is defined as:

e If ¢t = [z : UJu then let U’ be the n-long form of U in I and «’ be the 7-long form of u in
[[z : U], we let the n-long form of t be [z : U'Ju’.

e If t = (z : U)V then let U’ be the n-long form of U in I and V' be the -long form of V in
[[z : U], we let the n-long form of ¢ be (z : U')V’.

o Ift=(wecy...cp) welet T = (z1: P1)...(x5 : Po)P (P atomic). We let ¢ be the n-long form
of ¢; in I', P! be the n-long form of P in I'[z1 : Py;...;xi—1 : Pi—1] and z! the n-long form of z;
inT[zy : P1j...;zi : P]. We let the 7-long form of ¢ be [z] : Pj}...[zn : P}(w €} ... ¢p 7] .. 7).

The well-foundedness of this definition is proved in the Appendix.

Obviously the n-long form of a Bn-normal term is 8-normal, this motivates the definition:

Definition: f-normal n-long form
Let t be a term well-typed in a context I', the B-normal n-long form of t is the n-long form of

its fn-normal form.
In the following all the terms are supposed to be on #-normal 5-long form.

Definition: Subterm
We consider well-typed normal terms labeled with the contexts in which they are well-typed:

tr. Let tr such a term, we define by induction over the structure of tr the set Sub(tr) of strict
subterms of tp:

e if tr is a sort or a variable then Sub(tr) = {},
e if tr is an application t = (u v) then Sub(tr) = {ur,vr} U Sub(ur) U Sub(vr),
e if tp is an abstraction t = [z : Plu then Sub(tr) = {Pr, up(s.pj} U Sub(Pr) U Sub(ur(zp|),

e if tr is a product t = (z : P)u then Sub(tr) = {Pr,ur(s.p)} U Sub(Pr) U Sub(urep))-



Definition: The Relation <
Let < be the smallest transitive relation defined on normal terms such that:

e if tr is a strict subterm of t’A then tp < t'A,

o if Tr is the normal (i.e. 3-normal n-long) form of the type of tr in I' and the term ¢ is not a
sort then 1T < tr.

As proved in the Appendix, this relation is well-founded, which means that a function that
recurses both on a strict subterm and on the type of its argument is total.

2 Quantified Contexts

Definition: Quantified Context
A quantified contect is a context in which a quantifier (V or 3) is associated to each variable!.
A variable associated to the universal (resp. existential) quantifier is said to be universal (resp.

ezistential) in this context.

Definition: Rigid and Flexible terms
A normal term t is said to be flexible if it is atomic and its head is an existential variable. It is

said to be rigid otherwise.

Definition: Substitution

A finite set o of triples < x,v,t > where z is a variable, v a context in which all the variables
are existentially declared and t is a term is a substitution if for every variable z there is at most
one triple < z,v,t > in 0. If there is one then z is said to be bound by o and the context v is said
to be associated to z by o.

Definition: Substitution Applied to a Term
Let z be a variable and ¢ a substitution. If there is a triple < z,v,t > in o then we let oz = ¢

else we let o2 = z. This definition extends straightforwardly to terms.

Definition: Substitution Applied to a Context
Let I' be a quantified context and o a substitution. We define by induction on the length of I'
a compatibility relation: o is well-typed in I', and if o is well-typed in I', a well-formed quantified

context ol'.
o If I' =[] then o is well-typed in I" and o' = [].

o If I' = A[Vz : T] then if o is well-typed in A we let IY = cA. If I I ¢T : s for some sort s,
then o is well-typed in I and oI = I'[Vz : 6T]. Otherwise o is not well-typed in .

o If I' = A[3z : T] then let v be the context associated to =z by o if = is bound by this
substitution and v = [3z : ¢T] if it is not. If o is well-typed in A we let IV = cA. If Iy is
well-formed and "y F ox : 0T then o is well-typed in I' and oI = I''y. Otherwise o is not
well-typed in I.

!These quantified contexts are very similar to Miller’s Mized Prefizes [18)].



Proposition: If the contexts AA’ and Ay are well-formed then the context AyA’ is also well-
formed. If AA’F ¢ : T and A« is a well-formed context then AyA’' ¢ : T.
Proof: By induction on the length of the derivation of AA' well-formed or AA' ¢ : T

Proposition: If A[Qz : UJA'+t:T and A+ v : U then the context A(A'[z « u]) is well-formed
and A(A'[lz — u]) F tflz « u] : Tz — u].

Proof: By induction on the length of the derivation of A[Qz : UJA'Ft: T.

Proposition: Let I’ be a context, o a substitution well-typed in I', ¢ and T two terms such that

I'kt:T. We have oT' ot : oT.
Proof: By induction on the number of variables of I' bound by o. If no variable of T is bound by

o the result is obvious. Otherwise let 3z : P be the rightmost existential variable of I bound by o.
We write I' = A{3z : P]ley;...;ep]. Let 1 =0 — {< z,v,02 >} where v is the context associated to

z by o.
Since x is the rightmost variable bound by ¢ in I, for every variable y declared in I and distinct

form z, ¢ has no occurrence in oy and thus oy = 7y = (7y)[z « oz]. For the variable ¢ we have
z = 7z so oz = Tz[r «— oz]. So, by induction on the structure of ¢ we have for every term t,
ot = (tt)[x «— oz]. By induction hypothesis, for every context E such that the substitution 7 is
well-typed in E and terms u and U such that ZE+ u : U we have T2 F ru: 7U.

By a simple induction on the length of A we prove that o and 7 are well-typed in A and 7A = g A.
Then by a simple induction on p and using the property of 7 we prove that r is well-typed in I’

and:
10 = (tA)[3z : 7P)[rey1;...;Tep] = (0A)[3z : TP)[Tey; ...; Tep)

Using the property of 7 we have:
TTErt: 7T

i.e.

(cA)Bz : TP)[rer;...;Tep) F Tt 7T

Let v be the existential context associated to z by 0. Since o is well-typed in I" we have:
(e A)y well-formed
Using a previous proposition we get:
(cA)y[Bx : TPl[rey;..;Tepl F e 7T
So using the previous proposition:

(cA)[(re1)[z — oz];...; (Tep)[x — oz]| F (tt)[z — oz] : (+T)[x « o]

i.e.:
(cA)v[oes;...;oep) F ot : oT

i.e.:
o't ot:oT

Definition: Composition of substitutions



Let ¢ and T be two substitutions. We define the substitution 7 o o as:
roo={<z,T1y1t> | <z,7,t>€E0}U{<z,7,t> | <Z,7,¢t>E 7 and z not bound by o}

where 77 is defined inductively by 7[] =[] and 7(7[3y : U]) = (77')y" where 7" is the context
associated to y by 7 if y is bound by 7 and v’ = [3y : TU] if it is not.

Proposition: Let I’ be a context and o and 7 two substitutions, such that o is well-typed in T
and 7 is well-typed in o then 7 o o is well-typed in I and (7 o o)’ = 7oT".
Proof: By induction on the length of I'.

e If I' = A[Vz : T) then since o is well-typed in I, o is well-typed in A, (cA)[Vz : oT] is
well-formed and oI = (6A)[Vz : oT).
Since 7 is well-typed in oT, T is well-typed in cA, (to0A)[Vz : 70T] is well-formed and we
have 7ol = (r0A)[Vz : 70T] = (raA)NVz : (1 o 0)T]
By induction hypothesis, (1 o o) is well-typed in A and (7 o 0)A = 7oA, thus the context

((r o 0)A)Vz: (1 o 0)T} is well-formed.
So (1 o o) is well-typed in ' and (1 o o)I' = ({1 o 0)A)[Vz: (7 o 0)T]=r0Tl.

o If I' = A[dz : T} then let v be the context associated to ¢ by o if z is bound by ¢ and
y = [3z : oT] if it is not. In both cases we write v = [Jy; : Uy;...;3yn : Un]. Since o is
well-typed in T, o is well-typed in A, the context (cA)[Iy1 : Ur;...; 3yn : Un] is well-formed,
ol' = (0A)[Fyy : Ur;...;Jyn : Up] and o' - oz : 0oT.

If the variable y; is bound by the substitution 7 then let 4} be the context associated to y; by
this substitution else let v = [Jy; : TU;].
Since 7 is well-typed in oI, it is well-typed in ¢A then by induction on n (r0A)~]...7,, is

well-formed and we have:
70T = (T0A)7]...75

Since o'+ oz : 0T we have rol'F rox : 70T

Then by induction hypothesis (r o ¢) is well-typed in A and (r o ¢)A = 70A. So
the context ((r o 0)A)(7]...7,) is well-formed, we have o' = ((r o o)A)y;...7, and
((r o o)A)Yj..vp b (1 0 o)z : (T o o)T.

Thus (7 o o) is well-typed in T and (7 o ¢)T = ((7 © 0)A)7]...74 = ((T 0 0)A)(ry) = 7oT.

Definition: Ground Term
Let I be a context and ¢t a term well-typed in I'. The term ¢ is said to be ground in I’ if for

every symbol z of type T free in ¢, & is universal in I'.

Definition: Closed Term
The term t is said to be closed in I if it is hereditarily ground i.e. if for every symbol z of type
T free in t, z is universal in I and T is closed in the prefix of I" defined in the left of z. It is said

to be open otherwise.

Definition: Order of a type
Let I’ be a context and T be a normal term well-typed in I of type s for some sort s. The order

of T in ' is defined as an element of N U {oo} as follows:



o if T'=(y:U)V then o(T) = maz{l + u,v} where u is the order of U in the context I' and v
is the order of V' in the context I'[3y : U].

o if T = (z t; ... t,) then if = is a universal variable of I' then o(T) = 1, if z is an existential
variable of " then o(T) = oo and if « is a sort then o(T) = 2.

N.B.: We take the usual conventions n + 0o = 0o and maz{n,o0} = oo.

Proposition: Preservation of the order with well-typed substitutions

Let T’ be a context, T be a normal term well-type in I' of type s for some sort s. If o is a
substitution well-typed in I' then ¢T has an order in oI less or equal to o(T).
Proof: By induction on the structure of T'.

e If T = (y: U)V then let u be the order of cU in the context oI' and v be the order of oV
in the context (oT')[3y : oU] = o(T'[3y : U]), by induction hypothesis u < o(U) and v < o(V)
and thus o(oT") < o(T).

e If T = (wt .. ty,) then:
— if w is universal in ' then it is not instantiated by o, we have T = (w ot; ... ot,) and
o(cT) =0o(T) =1,
— if w is a sort then o(6T) = o(T) = 2,
— if w is existential in I' then o(T") = 0o so 0o(¢T) < o(T).

Definition: Second-order Term
Let T’ be a context and t a term well-typed in I'. The term t is said to be second-orderin I if

for every symbol z of type T which is free in ¢,
e if = is existential in I" then T is of order at most 2,
e and T is a second-order term in the prefix of I defined in the left of z.

Definition: Matching problem
A matching problem is a triple < I',a,b > such that ' is a well-formed quantified context, the

terms a and b are normal and well-typed in I’ with the same type, and the term b is closed.

Definition: Set of Solutions of a matching problem
Let < I',a,b > be a matching problem, the set U < I',a,b > is the set of all the substitutions

8 well-typed in I" such that da = b.

3 Problems in Adapting Huet’s Algorithm

In this section we explain the main difficulties in adapting the algorithm of {16] {17] to second order
matching problems in the calculi of the cube and we present some material which is a prerequisite
to the description of the algorithm in the next section.



3.1 Variables of Order Greater than Two

In Huet’s algorithm, when we start with a problem that has a second-order open term, all subsequent
problems also have a second-order open term. In the calculi of the cube, variables of an order greater

than two may appear. We give two examples.
In the first example, we match a flexible term with a product. In the context:

VT : Prop;Va : T;VQ : Prop;3f : T — Prop]

we start with the problem:

(f @) = (P: Prop)Q

which leads us to consider:
(P:(ha))(kaP)=(P: Prop)Q
with h : T — s and k : (z : T){((h ) — Prop). The variable k is of order co. Even if we solve first
the problem (h a) = Prop, we get k: (T — Prop) — Prop and k is still third-order.
In the second example we match a flexible term with an atomic term whose head has a type of
order greater than three?. In the context:

VT : Prop,)VF:((T—=T)—-=T)—=T;Ya:T;3f: T — T

we start with the problem:

(fa)=(F ([z: T - T(= a)})

which leads us to consider:
(F (ha))=(F ([z:T — T|(z 2)))

with a new existential variable A : T — (T — T) — T which is third-order.

To deal with these problems, we generalize the class of matching problems we consider in such
a way that the open term is second-order-argument-restricted, i.e. a term in which the arguments
of existential variables are either terms whose type is first-order, or n-equivalent to a universal
variable or a variable bound higher in the term. These terms are related to the argument-restricted
terms studied by Miller [18] and Pfenning [19].

Despite the variables of order greater that two, these problems can be solved. For instance in
the context:

VT : Prop;VYa :T;YP : T — Prop;¥Q :T — Prop;3k : T — (T — Prop) — Prop]
we consider the problems:
(ka[z:T)(Pz))=(Pa) and (ka[z:T|P z)) =(Q a)
The projection on the higher-order argument of k leads to the problems:
(P (k' a[z:T|(P z)))=(Pa) and (P (K alz:T)(Pz)))=(Q a)

*In {16} {17] such universal variables are forbidden, so even in simply typed A-calculus the algorithm presented
here is a generalization of Huet’s algorithm allowing arbitrary order universal variables. Actually, a much simpler
algorithm is obtained in considering Huet’s unification algorithm [15] [16] and in proving its termination when one of

the terms is second-order-argumnent-restricted and the other is closed. Not all the extra complexity of the algorithm
presented here is needed in simply typed A-calculus.




The first simplifies to (k' a [z : T)(P z)) = a where the right term has been simplified, and the
second is a failure problem. In both cases, infinite branches are avoided.

Definition: Second-order-argument-restricted Term
Let I' be a context and ¢ a normal term well-typed in I'. The term t is said to be second-order-

argument-restricted in any of the following cases:

o t = [z : TJu with T a second-order-argument-restricted term in I' and u a second-order-
argument-restricted term in I'[Vz : T,

e t = (z : T)u with T a second-order-argument-restricted term in I' and u a second-order-
argument-restricted term in I'[Vz : T},

® t=(zc; ... ¢,) with z a universal variable in I' and ¢y, ..., ¢, second-order-argument-restricted
terms in I" and the type of z second-order-argument-restricted terms in the prefix of I' defined
in the left of z,

® t=(z c1 ... ¢p) with z an existential variable and for every ¢, ¢; is either a term whose type is
first-order in T, or is n-equivalent to a universal variable of I', ¢; is a second-order-argument-
restricted term in I" and the type of « is a second-order-argument-restricted term in the prefix

of I' defined in the left of z,

e tis a sort.

Proposition: A second-order term is second-order-argument-restricted.
Proof: By induction on the structure of ¢, all the cases are obvious, except if t = (z ¢} ... ¢,) with
z existential variable. In this case the type of = is of order at most 2, so the types of the ¢;’s are

first-order.

Proposition: Let t be a second-order-argument-restricted term, and ' be the 5-long form of t.
The term t’ is a second-order-argument-restricted term.
Proof: By induction:

e Ift = [z : T|u then let T’ be the n-long form of T and v’ be the n-long form of u, by induction
hypothesis T' and u’ are second-order-argument-restricted terms. The term t' = [z : T"]u’ is
therefore second-order-argument-restricted.

e Ift = (z : T)u then let 7" be the n-long form of 7" and u’ be the -long form of u, by induction
hypothesis TV and ' are second-order-argument-restricted terms. The term t' = (z : T')u' is
therefore second-order-argument-restricted.

e Ift = (z ¢1 ... ¢p) and z is a universal variable or a sort then by induction hypothesis
the ¢, the T} and the z} are second-order-argument-restricted terms. Therefore the term
t' =[xy : T1]...[zp : Tp)(® €} .. ¢ @] ... Tp) is second-order-argument-restricted.

o Ift = (z ¢c; ... cn) and =z is an existential variable then by induction hypothesis the c}, the
T! and the z} are second-order-argument-restricted term, if ¢; has a first-order type then so
has ¢} and if ¢; is n-equivalent to a universal variable of I' then so is ¢;. The terms z_’,- are
n-equivalent to a bound variable and the type of = is second-order-argument-restricted. The
term t' = [z1 : T1)...[zp : Tpl(z €] -.. &, T ... ) is therefore second-order-argument-restricted.
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3.2 The Meta Type System
Let T be any calculus of the cube. We consider in the context [3z : Prop], the problem:

z = (P : Prop)P

which leads us to consider:
(P: hy)(hy P)=(P: Prop)P

The variable h; must be of type Type. Such a declaration is not allowed in the system 7, so
we embed our type system in a larger one: the meta type system. In this meta type system we
can declare a variable standing for every term well-typed in 7. We can also express a term ¢ : T"
well-typed in Tz : T] as t = (f z) with f well-typed in I'. This cannot be done in general in T,
because the term f = [z : T]t may be ill-typed.

During the execution of the algorithm all the variables are well-typed in this system. We have
to prove that upon termination, the substitution obtained is well-typed in the original system 7.

Definition: Meta Type System
In this system we have three sorts: Prop, Type and Eztern, two axioms Prop : Type and

Type : Extern and the following rules:
< Prop, Prop, Prop >,< Prop,Type, T'ype >,< Type, Prop, Prop >,

< Type, Type, Type >, < Prop, Extern, Extern >, < Type, Extern, Extern >

All the terms typable in this system are typable in the Calculus of Constructions with Universes
(3], so in this system the reduction relation is strongly normalizable and confluent {3] [11].

The properties and definitions stated above about the calculi of the cube extend straightfor-
wardly to the Meta Type System.

Proposition: Let I' be a context well-formed in a system 7 and a type T well-typed in I' in the
system 7. Let t be term such that I' F ¢ : T in the meta type system and such that for every
subterm of T which is a product (z : U)U’ if we let s be the type of U, s’ be the type of U’ and
s" be the type of (z : U)U’, we have < s,s',s"” >€ R (the set of rules of the system 7) and for
every subterm which is a sort s we have s = Prop and not s = Type, then we have I' - ¢ : T in the
system 7.

Proof: By induction over the structure of ¢:

o Ift =[z:U]u then T = (z : U)U’ is well-typed in the system 7 and by induction hypothesis
F[Vz: UJt u : U in the system 7. So '+ t: T in the system 7.

e If t = (2 : U)U’ then by induction hypothesis U and U’ are well-typed in the system 7 and
since the rule < 3,s',s"” > is a rule of the system 7, we have [' - ¢ : T in the system 7.

e Ift = (x c1 ... cp) with z variable declared in I" then z is well-typed in I in the system 7" and
we prove by induction on i that first the type of ¢; is well-typed in the system 7 and then
that the term ¢; is well-typed in the system 7. We conclude that I'+ ¢ : T in the system 7.

o If t is a sort then t = Prop and it is well-typed in the system 7.

11



3.3 Accounting Equations

In Huet’s algorithm, when we perform an elementary substitution {< z,7v,t >} we need to check
that it is well-typed, i.e. that the variable z and the term t have the same type. As remarked
by Elliott [8] [9] and Pym [20] in calculi of the cube these types may contain existential variables.
Thus instead of checking that they are equal we have to unify them.

In general, this accounting equation is a unification problem i.e. it may have variables on both
sides®. But if the initial problem is a second-order-argument-restricted matching problem then this
accounting equation is also a second-order-argument-restricted matching problem and therefore
can be solved. The key lemma is that if in a context [' a second-order-argument-restricted term
(u cy ... cy) has a closed type and u has the type (z1 : P1)...(zn : Py)P (P atomic) then P is closed
in I'[Vzy : Pi;...; Vg : Pp]). The intuition is that the type of (u c1 ... ¢p) is Plz1 «— c1,...,Tn — cp]
and P must be closed because the c; are n-equivalent to atomic terms and their substitution cannot
cancel existential variables in P. Let us prove this lemma:

Proposition: Let I be a context, ¢ and T be two terms well-typed in I' such that the type of ¢
is T and P be a term well-typed in the context I'[Vz : T] normal and #n-long. If ¢ has a first-order
type or is n-equivalent to a universal variable and P is atomic then P[z « c] is atomic.

Proof: If P = (y ¢1 ... ¢,) with y #  then Plz « ¢] = (y cifz « ¢] ... cu[z — ¢]) which
is atomic. If P = (z ¢j ... ¢,) then if ¢ has a first-order type, z has also a first-order type, so
n =0, P=z, Plt — c] = c is an atomic term, if ¢ is 7-equivalent to a universal variable z then
Plz — c] = (2 e1[z «~ ¢} ... en|z — ¢]) which is atomic.

Proposition: Let I be a context and t = (z ¢; ... ¢,) be a well-typed term, second-order-argument-
restricted, in 7-long form and z : (z; : P1)...(zp : Pp)P (P atomic) is an existential variable. Then
p=n.

Proof: The term (x ¢ ... ¢p) is not an abstraction and is in 7-long form, so its type is not a
product. So p < n indeed if n < p then the term (z ¢ ... ¢,) would have the type:

(Znt1 ! Pagalzr — €1,y @n = cul)ee(zp: Bylz1 — €1, .0y T — ) Plz1 — €1, -, T — €,,)

which is a product.
The type of the term (z ¢1 ... ¢p) is Plzy « c1,...,@p ¢« cp] since the term P is atomic

and all the ¢; are terms with a first-order type or n-equivalent to a universal variable, the term
Plzy « c1,...,xp « ¢p) is also atomic, then if we had n > p, (z ¢1 ... ¢,) would be ill typed. So

n=p.

Proposition: Let I' be a context, ¢ and T be two terms well-typed in I such that the type of ¢ is
T and P be a term well-typed in the context I'|Vx : T). If ¢ is either a term with a first-order type
or a term 7-equivalent to a universal variable then every variable y, y # = that has an occurrence
in P has also an occurrence in the normal form of Pz « ¢J.

Proof: By induction on the structure of P. The result is obvious if P is an abstraction, a product
or an atomic term with a head different from z. If P = (z c; ... ¢,) then if ¢ has a first-order type,
so does ¢, n = 0, P = z and no y # « has an occurrence in P, if ¢ is n-equivalent to a universal
variable z then the normal form of P[z « ] is the normal form of (z ci[z « ¢] ... ¢x[x «~ c]). The

3This remark is used in [6] to prove that third-order matching is undecidable in calculi with dependent types or
type constructors.
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variable y has an occurrence in one of the c;, by induction hypothesis it has also an occurrence in
the normal form of ¢;[z — c], so it has an occurrence in the normal form of P[z « c].

Proposition: Let I' be a context, ¢ and T be two terms well-typed in I' such that the type of c is
T and P be a term well-typed in the context ['[Vz : T}.

If the variable z has an occurrence in P and c is either a term with a first-order type or a term
n-equivalent to a universal variable then every variable y that has an occurrence in ¢ has also an
occurrence in the normal form of Pz « cJ.

Proof: By induction on the structure of P. The result is obvious if P is an abstraction, a product
or an atomic term with a head different from z. If P = (z ¢ ... ¢») then if ¢ has a first-order type,
so does z, n =0, P = z, Pz « c] = ¢, so y has an occurrence in the normal form of P[z « ¢, if
¢ is n-equivalent to a universal variable z then the normal form of P[z « c] is the normal form of
(z c1[z « ¢} ... cu[x «— c]). The variable y has an occurrence in ¢ so y = z and it has an occurrence

in the normal form of Pz « c.

Proposition: Let I be a context, P, ..., P, be terms such that IV = T'[Vz; : Pi;..;Vz, : P,]is a
well-formed context. Let P,,1 be a term and s be a sort such that I' - P, : 5. Let c be a term
such that T'F c: P;. We have ['[Vzy: Py[z) « c;...;Vaq : Pufzy — ¢]] F Pojifzr — ] @ s

If the term P,41[z) — ¢ is closed in ['[Vzz : Pofw; «— ¢];...;VZy i Pulzy «— c]] then Phyy is
closed in I".

Proof: We consider the smallest set [ included in {2,...,n+ 1} such that n+1 € I andif j € |
and z; is a free variable of the normal form of Pj[x; « c] then i € I.

We prove by decreasing induction that for every ¢ € I, the normal form of the term Pz « ¢]
is closed in the context I'|Vz2 : Py[zy « c];...;Vay : Palz1 « c]]. For ¢ = n + 1 this is true by
hypothesis. For i # n + 1, z; has an occurrence in the normal form of Pz, « c| for j > i, by
induction hypothesis, this term is closed, so the type of z; in I’ is closed, i.e. the normal form of
Pi[z) « ¢] is closed.

Then we prove that if 1 occurs in one of the P; (¢ € I) then Pj is closed. Indeed if ; has an
occurrence in P; then all the variables occurring in ¢ occur also in the normal form of Pi{z, « cJ.
The term c is therefore closed, and so does its type P;.

Then we prove by induction that for all 1 € I, P; is closed. Let us assume the property for
all j < 7 and let = be an arbitrary free variable of P;, if £ = z1, then r is universal and its type
is closed, otherwise z is also a free variable of the normal form of P;[z; «— c|. It is therefore a
universal variable. If it is one of the z; then j € I and by induction hypothesis its type P; is closed.
If it is a variable declared in I' then, its type is the same in ['[Vz1 : P1;Vze @ P;...iVZngy @ Poti]
as in T'[Vzy : Py[zy « ¢];...;VZyt1 : Pryi[z1 « c]] and so this type is closed.

At last we conclude, since n+ 1 € I then P,y is closed in T'[Vz; : Py;...;Va, : Pl

Proposition: Let I" be a context, Py, ..., P, be terms such that I' = T'[Vzy : Pj;...;Vz, : P,] is a
well-formed context. Let Py be a term and s be a sort such that I' + P,y : s. Let ¢; be terms
such that T' b ¢; : Pi[z; « c1,...,%i—1 ¢ ¢i—1]. We have '+ P,yq[z1 « c1,...,Tn & cn] i 5.

If the term P, yq[z1 «— €1,..., Ty — Cp) is closed in I' then P is closed in I'.
Proof: By induction on n.

Lemma: Let I’ be a context and (u ¢; ... ¢) be a second-order-argument-restricted term well-typed
inT'. We have ' Fu: (23 : Pi)...(zn : Pp)P (P atomic).
If the term (u c¢1 ... ¢a) has a closed type in T then P is closed in I'|Vzy : Py;...;Vy, : Py).
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Proof: The type of (u c; ... ¢,) is P[z1 « c1,...,&Tn « ¢cp]. This type is closed in I therefore P is
closed in ['[Vzy : Py;...;VEy : Pp).

We also prove the following proposition:

Proposition: Let I' be a context and (u ¢ ... ¢;) a second-order-argument-restricted term well-

typed in . We have T F u: (21 : Pp)...(zq : P,)P.
If ¢; is n-equivalent to a universal variable v which has a closed type in I" then P; is closed in

the context I'Vzy : Py;...;Vzi_1 : Piny].
Proof: The type of (uw ¢y ... ¢i—1) is:

(z; : Pi[z1 — c1y .oy @ic1 — Cizy))e(@n : Pafz) « €1, .oy icg — cic1])Plz1 — c1, ., Tio1 — ciz1]

The term Pi[z1 « cj,...,Zi—1 <« ci—1] is the type of ¢;, i.e. the type of v, so it is a closed term in
I'. Thus P, is closed in I'[Vz; : Py;...;Vzi—1 : Pieq).

3.4 Termination

We also have to prove that these accounting equations do not jeopardize termination. This is
proved using the well-foundedness of the order <.

Definition: Complexity of a Term
Let ' be a context and ¢ a term well-typed in I'. Let T be the normal form of the type of t in

I'. We define by induction over <, the complezity x(tr) of tp:
e If ¢t is a sort then s(tr) =1,

e if t is a variable then k(tr) = 1 + x(Tt),

e if t = (u v) then x(ér) = x(ur) + x(vr) + x(Tt),

o if t = [z : Ulu then s(tr) = &(Ur) + £(ur(z.0)) + £(TT),
e ift = (z : U)V then «(tr) = x(Ur) + &(Vp(z:v)) + <(TT).

Definition: Complexity of a problem
The complexity of a problem < I',a,b > is the pair k(< I',a,b >) =< x(b),ez(I') > where
ex(I') is the number of existential variables declared in I.

Proposition: Let tp be a strict subterm of ua. Then x(t) < x(u).
Proof: By induction over the structure of ¢.

Proposition: Let I" be a context, ¢ and T two terms well-typed in I' and P a term well-typed in
['[Vz : T]. If c either has a first-order type or is n-equivalent to a universal variable and we let P’
be the normal form of Pz « ¢] then we have x(P) < x(P’).

Proof: By induction over the structure of P.

Proposition: Let I' be a well-formed context and a and b be two terms of the same type, such
that a = (u ¢ ... ¢,) is a second-order-argument-restricted term and u : (z; : P1)...(z : P,)Pis a
existential variable of I. If b is not a sort then x(P) < x(b).

Proof: We first remark that since b is not a sort we have x(Q) < x(b). Then the type of a and b
is Q the normal form of Plz; « ¢j,..., Ty « ¢,] and we have x(P) < (Q) < x(b).
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3.5 Types of the new variables

In polymorphic calculi, a variable v whose type begins by p products may be applied more that
p times. So when we perform an elementary substitution we do not have enough information to
know the types of the new variables. For instance, in the context:

VT : Prop;VU : Prop;Yuv : (P : Prop)P;Va: T;¥G : (Prop — T) — Prop;3f : Prop — T}

we start with the problem:
(fU)=(@(T—T)a)

where we want to perform the substitution:
f —Ip: Prop|(v (h1 p) (h2 p))

The variable hy has type Prop — Prop but since the term (v (h1 p)) has type (k1 p) which is not
yet a product we cannot give a type to the variable hj.
If we performed the substitution we would get the problem:

(v (b1 U) (A2 U)) = (v (T = T) a)

which simplifies to the system:

(b1 U)=(T—-T)
(hoU)=ua

The idea is to solve the first subsequent equation before we give a type to the variable hy. This
equation has one solution:

hy —[p: Prop|(T — T)

The term (v (T' — T')) has type T — T so we give the type Prop — T to hy and we can solve the
equation:

(hgU) =0

Let us prove now that in the general case, as in this example, when we have solved the k first
subsequent equations the type of (v ((chy) 21 ... z,)...((cht) z1 ... z,)) is a product.

Proposition : Let I' be a context. Let u: (z; : Py)...(zn : Pa)P be an existential variable of this
context. Let (u ¢y ... c,) be a well-typed term second-order-argument-restricted in I, (v dj ... dp)
a well-typed term in I' and w a variable such that w[z; < c1,...,Zn «— ca] = v. Let k be an integer
0 <k <p-1. Let ay,...,a be terms well-typed in ['[Vz; : Py;...;V, : Py] such that for all i,
i < k, we have (a; ¢y ... ¢n) = d; and for all 7, ¢ < k, the term (w (a1 21 ... Tp)...(c; T1 ... T,)) is
well-typed in [[Vz; : Pi;...;Va, : Pp], its type is a product (z : T')T” and the term ;) has type
(z1: P1)...(zn : Py)T.

Then the term (v (a1 i ... Tp)...(Qk T1 ... Ty)) is well-typed in [V : Pyj...;Vz, @ Py] and its
type is a product.
Proof : We have :

(vdy..di)=(v{(a1c1...cn)..(ckct...cpn)

= (w (a1 T1 .. Tp) oo (O T1 oo Zp))[Z1 €1y oory Tn — Cp]
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The term (v d; ... di) is well-typed in I' and its type is a product. Thus so is the type of the term
(w (a1 &1 ... Tp) ... (0 T1 ... TR))[T1 — €1, 000y T — Cn)-

Let U be the type of the term (w (a1 1 ... zp)...(ak 1 ... o)) in T'[Vz1 : Pij...;Vz, : P,). The
term Ulzy « c1, ..., 2y « ¢5] is a product.

If the term U were atomic, so would be the term U[zy « cy,...,Tn «— cp] since all the ¢; have a
first order type of are n-equivalent to a universal variable. So the term U is a product.

3.6 Non-linearity

In the last example the variable f has only one occurrence in the problem, thus ks does not appear
in the first subsequent equation. Let us consider now the problem:

fGCN=@(T—T)a)
Considering again the substitution:
f « Ip: Prop](v (h1 p) (h2 p))
we may still give a type to k1 but not to hz. Also hg occurs in the first subsequent equation:
(h1 (G [p: Prop](v (h1 p) (h2 p)))) = (T - T)
The idea is to keep the variable f in the equation:
(h (G f))=(T—T)

For each substitution solution of all the subsequent equations o, we want to instantiate f by the
term t; = [p : Prop](v (chy p) (cha p)), but f may be already instantiated by t = of. A priori
we would have to unify ¢; and £5.

Actually, in a substitution solution of a matching problem, a variable is either invariant (cz = z)
or instantiated by a ground term. Moreover if the variable is the head of the flexible term of the
problem, then it is instantiated by a ground term.

So the term ¢y is ground and the term s is either the variable f itself or a ground term. Three
cases may occur: if ¢ is the variable f then o U {< f,[],t1 >} is a solution of the initial problem,
if {1 is ground and different from 2 then o does not lead to a solution of the initial problem, if
t; = to then o is a solution of the initial problem.

4 A Pattern Matching Algorithm

As motivated above we consider matching problems < TI'ja,b > such that I' is a well-formed
quantified context in the meta type system, a and b are normal terms well-typed in T', they have
the same type and this type is also well-typed in T (i.e. is different from Eztern) and the term a

is second-order-argument-restricted.
In comparison with Huet’s algorithm we have to strengthen the control on the algorithm. We

define by induction over x(< I',a,b >) a function Sol that takes a matching problem < I',a,b >

and returns a set of substitutions solutions to the problem.
We use the symbols X, T, ®, ¥, Q for sets of substitutions obtained in the intermediate steps in

the construction of Sol < I',a,b >.
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-3

Notation: Let I be a context, z a variable of I'. Let A and A’ such that I' = A[Qz : T]A’. Let d
be a declaration. The context A [d] [Qz : T] A/, is named the insertion of d in the left of z inT.

Notation: Let ¥ be a set of substitutions and o a substitution, we write ¥ o o for the set:

Yoo={roo|7T€XL}

Definition: Pattern Matching Algorithm

If the terms a and b are both abstractions, modulo a-conversion we can consider that the
variable bound in these abstractions is the same and is different from all the variables of T',

a=[z:U)cand b=[z:U]d. We take:
Sol < T,a,b >= Sol < '|Vz:U),c,d >
If the terms @ and b are both products, modulo a-conversion we can consider that the variable

bound in these products is the same and is different from all the variables of I', ¢ = (z : U)U’
and b= (z : V)V'. If U and V have different types then Sol < T',a,b >= 0, else we take:

¥ =Sol <T,U,V >
Sol < T,a,b >= Ugex(Sol < oTVz : V],aU',V' > o 0)

If the terms a and b are both atomic and rigid with the same head and the same number of
arguments: a = (v ¢1 ...c,) and b= (v dy ...d,). We take:

Zo = {0}
Zi+1 = Ugex, (Sol < oT',oci41,diy1 > 0 0)
Sol < T,a,b>=%,
In all the other cases in which a and b are both rigid, we take Sol < T',a,b >= 0.

We consider now the cases in which the term a is flexible. Since a is atomic and in 7-long
form, the common type of ¢ and b is not a product, so b is not an abstraction, it is either a
product or an atomic term.

If a is atomic flexible a = (u ¢y ... ¢;) and bisa product b = (y : V)V', let (z1 : P1)...(xq : Pp)P
(P atomic) be the type of u. Let s be the type of V in I’ and s’ be the type of V' in I'|Vy : V],
s and s’ are sorts.

We let T'; be the insertion in the left of u in T’ of the declarations 3h : (z; : Py)...{zqn : Py)s
and 3k : (z1: P)...(xn : Pp)(y: (R z1 ... T,))s’. We take:

¥ =Sol <Ty,(hct . ca),V >
T = Ugex(Sol < o(T1[Vy : V]), (k ocy ... 0cp y), V' > 0 0)
For each 0 € T we let:
ty = (21 : 0P1]...[zn : o Pu)(y : ((0h) 21 ... z0))((0k) z1 ... Tp ¥)
We take:
Sol <Tya,b>={ocU{<u,[,ts >} |c€Tandou=u}U{o |0 €T and ou =1,}
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o If a is atomic flexible @ = (u ¢1 ... ¢;) and b is a sort, we let (z1 : P1)...(z : P,)P (P atomic)
be the type of u. We take:

Sol < T,a,b>={<u,[],[z1: P1]..[xn : Po]b >}

e If a is atomic flexible a = (u ¢; ... ¢») and b atomic b = (v d; ...dp) with v universal, we have
u:(zy: Py)...(zn : P,)P (P atomic).
We let IV = T'[Vz; : Pi;...;Vzp : Py). The term P is closed in I'.
Let Heads be the set containing all the z; such that c¢; has a first-order type or is n-equivalent
to v. Also, if the variable u is declared to the right of v, the variable v is in Heads.

— For every variable z; of Heads such that ¢; has a first-order type, the terms P and P,
are well-typed in I’ and their types are sorts. If they are different, then Q2;, = 0 else we

take:
g = {{< u, [}, [z1: OPI]"‘[‘B‘" coPplei >} o 0|0 € Sol < ', p, P >}
Qq, = Usex,, (Sol < oT',0a,b> o o)

— For every variable w of Heads such that w = v or w = z; with ¢; 77-equivalent to v, by
induction on i we build X, ; a set of substitutions that may bind variables of I' and also

some extra variables hy,..., h;.

Ew,O = {0}

For each ¢ € I, the term (w ((oh1) z1 ... Za) ... ((ohi) =1 ... T,)) is well-typed in
oIV, its type is a product (y : T)T’. Let I';;1 be the insertion in the left of u in I of the
declaration 3h;y1 : (21 : P1)...(zn : Pa)T. Let also Hity = Tlz1 — 0¢1,...,Tn «— 0Cp)
which is the type of (hiy1 ocy ... 0ca) in oT41, and D; .1 be the type of diy1.

The terms H;y1 and D;4; are well-typed in oT';4; and their types are sorts. If they are
different then we take ®y, ;41 = 0 else we take:

YTuoi+1 = Sol <oliy1,Hiy1,Dip1 > 00
Qoo+l = UreT, ,.i51900 < TLigy, (Rig1 Te1 oo TCp)ydig1 > o 7

and we take:
Luwit1 = Uses, ; Puoitl

For each 0 € Xy p, let Ty, o be the type of the term (w ((ohy) T1 ... Z0) ... ((chp) T1 ... T4))
in the context oI'. We take:

Yy, = {0 €Zyp | Tws =P}
For each o of ¥, we let:
twg = [21: OP).f2n : 0Pa)(w ((0h1) @1 .. #0) .. ((Ohp) T1 . Z4))
and:
Quv={cU{<u,[,twe >} |c€¥y,and ou=u}U{o | o € ¥y and ou =ty ¢}
Finally:
Sol < T,a,b >= Uyeaeadsw
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5 Well-foundedness, Soundness and Completeness

Proposition: Well-foundedness

The definition of the function Sol is well-founded.
Proof: The function Sol is used several times in its own definition. In one case, the right member
is b and the context has less existential variables than I'. In all the other cases the right member

has a complexity strictly smaller than x(b).

Proposition: In the case in which a is flexible, the types of the new variables are always well-typed
in the meta type system in prefix of I' defined in the left of the variable u.

Proof: The only place in which we introduce new variables is when a is flexible: when b is a product,
we introduce two variables of type (z1 : P1)...(zq : Pn)s and (21 : P1)...(zn : Po)(y: (h 2y ... T4))s’
and when b is atomic we introduce n variables of type (z; : P1)...(zn : P,)T. In both cases, the
termis P; are of type Prop or Type.

In the first case we have s = Prop or s = Type so (z1 : Py)...(z, : P,)s is a well-typed
term. Since the type of b is Prop or Type but not Eztern we have s = Prop or s’ = Type so
(z1: P1)...(zn : Po)(y: (h 21 ... 4))s is a well-typed term.

In the second case, the type of term (w ((ohy) z1 ... Ta) ... ((Chs) Z1 ... ,)) is not a sort so it
is well-typed in the context o' and we have T : Prop or T : Type. Thus (z1: P)...(z : Py)T is a
well-typed term.

Proposition: If the problem < TI',a,b > is such that every subterm of b which is a product
(z : U)U' is such that < s,s',s"” >€ R where s is the type of U, s’ the type of U’ and s” the type of
(z : U)U' and every subterm of b which is a sort is Prop but not Type then so are the substitutions
of Sol < T',a,b >.

Proof: By induction on the complexity of the problem < I',a,b >.

Proposition: If the problem < I';a,b > is well-formed in the system 7 then every substitution
8 € Sol <T,a,b> is well-typed in T in the system 7.
Proof: Let z be an existential variable of T, every subterm of 2 which is a product (z : U)U’ is
such that < s,s’,s” >€ R where s is the type of U, s’ the type of U’ and s” the type of (z : U)U’
and every subterms of fz that is a sorts is Prop but not Type.

We prove by induction on the length of I' that for every existential variable = of I the type of
fz is well-typed in the system 7 and so the term 6z is well-typed in the system 7.

Proposition: For every substitution § € Sol < I',a,b > and every variable u of ', fu = u or fu
is a ground term in I". And if u is the head variable of a then fu is a ground term in 0I'.
Proof: By induction on the complexity of the problem < I',a,b >.

Proposition: Soundness
Let < I',a,b > be a problem, all the substitutions of Sol < T',a,b > arein U < T',a,b >.

Proof: By induction on the complexity of the problem < I',a,b >.

Proposition: Completeness
Let < I';a,b > be a problem and # a substitution of U < I';a,b > then there exists a substitution
o € Sol < T,a,b > and a substitution p well-typed in oI such that for every variable ¢ of T,

bz = (p o o)z.
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Proof: By induction on the complexity of the problem < I';a,b >.
In the case in which the term a is rigid then obviously a and b are either both abstractions, both
products or both atomic with the same head and the same number of arguments and the subterms

match one to the other.

Let us consider now the case in which the term a is flexible, a = (u ¢1 ... ¢,).

Let (z1 : P1)...(xn : Pp)P (P atomic) be the type of u, the term P is closed in the context
C[Vzy: Pyj...;Vz, : P,]). We consider the term fu:

Ou =[x :0P)..[zn : O]t

Since #a = b we have:
t[zy — Ocyy .y @n — Ocn) = b
The term ¢ is closed because b is closed and the fc; are either terms with a first order type or

n-equivalent to a universal variable.

e If b is a product b = (y : V)V’ then the term t is not an abstraction, it is not atomic because
t{zy « bc1,...,Tn — Ocy] = (y : V)V’ and all the fc; are either terms with a first order type
or n-equivalent to a universal variable. So t is a product t = (y : (81 1 ... T»)) (B2 z1 ... T ¥)
and we have (01 0c; ... 0¢c,) =V and (B2 Ocy ... Ocp, y) = V',

We let 61 = 0U {< h,[],61 >, < k,[],02 >} and T; be the insertion of the declarations of h
and k in the left of w in I'.

We have 81(h ¢y ... ;) =V so, by induction hypothesis, there exists two substitutions o1 and
2 such that o1 € Sol < T1,(h ¢y ... ¢»),V > and for every variable ¢ of ', 61z = (62 o o1)z.

We have 02(k o1¢1 ... o1cn y) = V'

So, by induction hypothesis, there exists o3 € Sol < Iy, (k 011 ... 01¢n ¥), V' > and 63 such
that for every variable z of I'z, 2z = (83 o o2)z.

Let =09 o 03. We have 7 € T and for every variable z of I, (3 o 7)z = f=.

Let @y = 7h and ap = 7k. We have 030 = ) and f3a2 = Os.

We consider the terms t; = (y : (a1 21 ... z4)) (@2 21 ... Tn y) and t3 = (Tu T3 ... T5). These
terms are both well-typed and have the type P in the context rT([Vz; : 7Py;...;Vzy, : TPy).
We have 03t1 = 03t = (u z1 ... ). The term t; is ground in this context.

The term 7u is either equal to u or a ground term. If it is a ground term then the term ¢; is
also ground and t; = tg so Tu = [z1 : TP)..[2p : TPp)(y : (1 21 ... Ta)) (2 21 ... 5 y). Welet
o =71 and p = 3. We have o € Sol < T',a,b > and for every variable z of ', fz = (p o o)z.

fru=uweleto=7rU{<u,[],[z1:7P]..[zp: TPu(y : (a1 &1 ... za))(a2 21 ... T y) >}
and p = 03 — {< u,v,63u >} where v is the context associated to u by 83.

We have for every variable ¢ of ', (p o o)z =0z and 0 € Sol < I',a,b >.

e If b is a sort then since t[z; — fcy,...,zqn — Bcp] = b, the term t is atomic and its head
is either b or an z;. It is not an x; because the ¢; are either terms whose type is first
order, or is 7-equivalent to a universal variable. The head of t is therefore the sort b and
since a sort cannot be applied we have t = b. So fu = [z1 : Pil...[zn : Pn]b. We let
o= {< y([],[z1: Pi]...[zn : Pn)b >} and p = 0 — {< u,v,0u >} where v is the context
associated to u by 8. We have o € Sol < T',a,b > and for every variable z of I, 8z = (p o 0)=.
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e Ifbis atomic b = (v dy ... dp) with v universal variable then since t[z] ¢ fci, ..., Tn + 0ca] = b,
the term ¢ is atomic and its head is either v or one of the z;. If it is an z; such that ¢; is
n-equivalent to a universal variable then this universal variable is v.

— If the head of ¢ is an z; such that the type of ¢; is first-order then this variable cannot
be applied and fu = {z] : 0P]...[z, : 0Py ] ;.
Since 6 is well-typed in I' we have P; = P, i.e. §F; = P. So by induction hypothesis
there exists a substitution o € Sol < IV, P;, P > and a substitution #; such that for
every variable z of T', 8z = (6; o o1)z.
The variable u is not a variable of P;, so oqju = u and §ju = [z} : 0101 P1]...[xn : 0101 Pr];.
We let oo = {< w,[],[z1: o1P1)-.[xn : o1 Pr)zs >} and 02 = 6; — {< u,~,01u >} where
v is the context associated to u by #6;.
We have §; = 02 o 09, so for every variable z of [, 8z = (3 o 02 o oy)z.
By induction hypothesis there exists a substitution o3 € Sol < o901T', 02010,b > and a
substitution p such that for every variable z of o201, 822 = (p o o3)z.
We let 0 =03 o 02 o 0. We have 0 € Sol < T',a,b > and for every variable z of ',
bz = (p o o)x.

— If the head of t is the variable v or an z; such that ¢; is n-equivalent to v, let w be this
head of t.
The type of w is either the type of v or the type of an x; such that ¢; is n-equivalent to
v, so it is a ground term.
In Bu this variable is applied to p terms:

fu = [z1: 0P )...[zn : OP)(w (B1 21 ... Tw) .. (Bp T ... TH))
We have 8a = b so:
(v (B1 Ocy ... Bcn) ... (Bp Oct ... Ocy)) = (v dy ... dp)

So for all : we have (8; 0cy ... fc,) = d;.

By induction on ¢ we build substitutions p; and o; such that for every variable « of I,
(pi o o0i)z = 6z and if we let o; = o;h; we have for all j < 2, (@; z; ... z,) is ground in
oil'[Vz : 0iP1;...; V& : 0iPp] and equal to (G; z1 ... z,).

For i = 0 we let pg = 0 and o¢ = 0.

Let Q; be the type of (w (a1 Z1 ... Ty) ... (@ 21 ... Zp)) in o;T'. The term Q; is a product
(y: YT

We let hiy1: (z1: 0iP1)...(xn : 0iPy)T and 631 = p; U {< h;,[ ], 6: >}-

We have 6;41(hit1 0ic1 ... 0icy) = d;. So by induction hypothesis there exists a substi-
tution 7,41 € Sol < o;I, (hit+1 0ic1 ... 0icy),dis1 > and a substitution p;;1 such that for
every variable z of o;T', 8;112 = (py41 © Tiy1)z. We let 0y = 1341 0 o;.

For every variable z of I' we have p;110i+12 = pitr1Ti+10iz = G110z = pioiz = Oz.

We have then two substitutions p, and o, such that for all z of T', (p, 0 op)z = fz.

We let for all i, o; = oph;.
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Let t; = (w (01 1 ... Zp) ... (¢p 1 ... Tp)) and T be the type of ¢; in the context
ol Vz) : 0p Py VEn : 0p Pl

The term T is ground because the type of w is ground and the (a; z1 ... ,) are ground.
We have pT' = P and the term T is ground, so T'= P and gy, € ¥,,.

Let t2 = o,u. We have p,t; = pyt2, t; is ground and £ is either ground or equal to the
variable u.

If ¢3 is ground then t; = t3, we let 0 = 0p, and p = pyp,.

Ifty = uwelet o = opU{< u, [}, [z1 : 0pP1)...[2p : 0p Pp]t >} and p = pp—{< u, 7, ppu >}
where v is the context associated to u by p,.

In both cases 0 € Sol < I',a,b > and for every variable z of I', (p o o) = fz.

Appendix: Well-foundedness of the order <

Marked Terms

We define a syntax for type systems where each term is marked with its type. Since some sorts do
not have type, we mark only the terms which are not sorts.

Definition: Marked Terms
T s= 5|2 (T T)T | (o: TID7 | ((o: TIT)T

Let t and u be marked terms and = a variable. We write t[z + u] for the term obtained by
substituting u for x in ¢, notice that since the variable £ may also occur in the marks we have to
substitute both in the term and in the marks. We write ¢t = u when ¢ and u are 87n-equivalent.
Here also @7n-conversions can be performed both in the term and in the marks.

A marked context is a list of pairs < z,T > (written z : T') where z is a variable and T a marked

term.

Definition: Typing rules
We define inductively two judgements: I' is well-formed and t has type T in I' (Tt t : T') where

I' is a marked context and t and T are marked terms.

'-T:s S I’ well-formed <s.s>eA I’ well-formed z:T €T
[ ] well-formed I'[z : T} well-formed s € I'ks:s o z T+zT:T

'-((z:TYU)*:s Tz :T}-t:U

P'+T:s Nz:T|+U: s
T ([z: TI)EDU" : ((z: T)U)®

L'+ ((z: T)U)’“ :s”

sES

<s,8,8" >€R
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FFt:((z:TYU)* T'tu:T '+T:s THFU:s THE:T TEUS‘GS
T (tw)'EY Uz « ) r+e:U )

Proposition: Let T be a context and ¢ and T terms such that I' ¢ : T and ¢ is not a sort. Then
T is equivalent to the more external mark of t. For instance if ¢ = (u v)V then T is equivalent to

U.
Proof: By induction on the length of the derivation of I' - ¢ : T,

Definition: Well-typed term
A term t is said to be well-typed in a context I' if there exists a term T such that ' ¢ : T.

Definition: Contents of a Marked Term
Let t be a marked term, the contents of ¢ is the unmarked term t# defined by induction over

the structure of ¢:
e if t is a sort then t¥ =t,
o ift = 2T then t# =z,

o if t = (uv)T then t# = (u# v#),

if t = ([z : P]u)T then t# = [z : P#]u¥,

o if t = ((z: P)U)T then t¥ = (¢ : P¥)U#.

Definition: Contents of a context
Let I' =[xy : P1j...;Tn : Py] be a marked context, the contents of I' is the context:

I#* =z : PI;..;zq : PY)

Proposition: Let ¢ be an marked term well-typed of type T in a context I'. The term t# is
well-typed of type T# in I'#.
Proof: By induction on the length of the derivation of C'F1¢: T.

Normalization of Marked Terms

Definition: gn-reduction
We write t > u when t On-reduces (in one step) in u. Here also the contracted redex may be

both in the term and in the marks.
We write ¢t >* u when t 8n-reduces in an arbitrary number of steps in u and ¢ > u when ¢

fn-reduces in at least one step in u.

Definition: Translation of a marked term into a unmarked term.
Let ¢t be a marked term which is well-typed or a sort, we define by induction on t a term t° of

the Calculus of Constructions with Universes. Let T be the type of t and s be the type of T
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e if t is a sort we let t° = ¢,
o ift =z then we let t° = ({[z : s]z) T°),
o if £ = (u v)T then we let t° = (([z : s](u® v°)) T°),

e if t = ([z : PJu)T then we let t° = (([2 : s][z : P°Ju°) T°),

if t = ((z : P)Q)T then we let t° = (([z : s](z : P°)Q°) T°).
This translation is similar to the ones defined in [14] [12].

Definition: Translation of a marked context into a unmarked context.
Let ' = [z1 : Pi;...;Tn : Py) be a marked context, we let I'° = [z : P};...;2n : Py)

Proposition: Let ' be a marked context and ¢ and T two marked terms such that I' -t : T. We
have I'° F ¢° : T°.
Proof: By induction on the length of the derivation of T ¢ : T

Proposition: a°[z « b°] b* (a[z « b])°
Proof: By induction over the structure of a.
If a = 27T then:
a®=[z:5lzT°

a®[z — b°] = [z : s]b° T°[z « b°] B*b° = (zT[z « b])° = (afz «— B])°

The other cases are a simple application of the induction hypothesis. For instance if a is an

application a = (t ©)T. We have:
a® = [z : 8](t° u)T°

So:
a’[z — b°) = [z : s](t°[z — °] u°[z « b°])T°[x — b°]

By induction hypothesis we have:
t°[z — b°] >* (t[z « b])°
u’lz « b°] B (u[z « b])°
Tl « b°] b* (T[x « ¥])°

So:
a®lz « b°] B* [z : s]((t[z « B])° (u[z «— B])°)(T[z — B])°

= ((tle — 8] ufe ~ B)TFH)° = (afz — B])°

Proposition: If a > b then a° b1 b°.
Proof: If a = (([z : P)t)Tu)V and b = t[z « u],

0® = ([z: s)(((|2': llz - POJe°) T°) ) U°)
b = (tfe — u])°
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In a° we reduce first three S-redexes in a° to get t°[z « u°]. Then we reduce some redexes to

get the term b°.
Ifa=(z:P)(tzF)T)Y and b=t,

a® = ([z : s][z : P°)([¢': §'|(t° ([2" : §"]z) P°)) T°)U°

b° =1t°

We reduce three 3-redexes and one n-redex in a° to get b°.
The same holds if we reduce a redex in a subterm.

Lemma: The fn-reduction on marked terms is strongly normalizable.
If they would exist an infinite reduction issued from a marked term ¢, we could build one issued
from the term ¢°, in contradiction with the fact that Bn-reduction is strongly normalizable in the

Calculus of Constructions with Universes.

Proposition: Let ¢ and b two normal marked terms well-typed in the marked context I'. If
a® = b¥ then a = b.

Proof: By induction over the structure of a. Since a and b have the same contents, they are either
both sorts, both variables, both abstractions, both products or both applications.

If they are, for instance, both applications, a = (t u)T, b = (v w)Y then the terms ¢ and v are
well-typed and normal in I' and have the same contents so they are equal, the terms u and w are
well-typed in I and have the same contents so they are equal. Let V be the type of a# = b# in I'#.
T and U are well-typed and normal in I', they have both contents V', so they are equal, so a = b.

The same holds if they are both sorts, variables, abstractions or products.

Proposition: Let a and b be two marked terms. If ¢ b* b then a# >* b#.
Proof: By induction on the length of the derivation of a >*b.

Proposition: Unicity of the normal form
Let I" be a context and t, a, b terms well-typed in I" such that a and b are normal terms and ¢

reduces (with an arbitrary number of steps) to a and b then a = b.
Proof: The terms a and b are well-typed in T' and their contents is the normal form of t¥.

Marked Term Associated to an Unmarked Term

We want to associate to each unmarked term a marked term. We could consider the unmarked term
and mark each subterm by its type, but we would need then to mark the new subterms introduced
as marks and we would have to prove that this process terminates. It is actually simpler to build
the marked term by induction on the length of the typing derivation of the term.

Proposition: Let a and b be two marked terms. If a = b then o# = b#.
Proof: By induction on the length of the derivation of a = b.

Proposition: Let a and b two marked terms well-typed in the marked context I'. If a# = b# then
a=b.
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Proof: Let ¢ be the normal form of a and d the normal form of b. The term ¢# is the normal
form of a# and d# is the normal form of b#. Since a# = b# we have c# = d#, and thus ¢ = d.

Therefore a = b.

Definition: Translation of an unmarked term into a marked term

By induction on the length of an unmarked derivation of At a : A or A well-formed, we build
a marked context A* and marked terms a* and A* such that A*F a*: A*and A*# = A,a* # =a
and A* # = A or a well-formed context A* such that A* # = A,

o If the last rule is:
[Twell-formed
we let A*=1].
e If the last rule is:

'FT:s
[lz : T] well-formed

then by induction hypothesis we have built ['* and T*. We let A* =T*[z : T*].

e If the last rule is:
I' well-formed

F'ks:s
then by induction hypothesis we have built ['*. We let A* =TI'*, a* = s and A* = ¢’

o If the last rule is:
z:Terl

'z:T
then by induction hypothesis we have built I'* and T* and = : T* € I'*. We let A* = I'*,
a* =2zT" and A* = T*.
e If the last rule is:
I'T:s P[z:T|+U:§
TF(z:T)U:s§"

then by induction hypothesis we have built I'*, T* and U*.
We let A* =T*, a* = ((z : T*)U*)*" and 4* = §".

e If the last rule is:
'-((z:T)U):s Ple:T)|Ft:U

IT'Fz:Tit: (z: TYU
then by induction hypothesis we have built I'*, ((z : T)U)*, T*, t* and U*. We let A* =T*,
a* = ([g: T*|t") =TIV and A* = ((z: T*)U*)°.

o If the last rule is:
. FHt:(e:T)U 'tu:T

PE(tu): Uz « u
then by induction hypothesis we have built '*, t*, ((z : T)U)*, u* and T*. Since we have
((z: T)U)* # = ((z : T)U) the term ((z : T)U)* is a product ((z : T)U)* = ((z : P)Q)* with
P# =T and Q¥ = U. We let A* =T*, a* = (t* v*)?*"] and A* = Q[z — u*].
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e If the last rule is:

r'+T:s THFU:s THt: T T=U
L''t+¢t:U

then by induction hypothesis we have built I'*, t*, T* and U*. We have T* #=U*# so
T* = U*. We let A* =T*, a* =t* and A* =U*.

Remark : Let A be a context and a and A two terms such that A + a : A. Two derivations of
At a: A may lead to two different terms o} and a}. But we have a; # = a; # = a. So al = aj
and so a] and a3 have the same normal form.

n-long Form of a Marked Term

Definition: Measure of a Marked Term
Let ' be a marked context and t a marked term well-typed in I'. We define by induction over

the structure of t, the measure pu(t) of t:
e If t is a sort then pu(t) =1,
o If t = z7T then u(t) = u(T),

If t = (u )T then p(t) = u(u) + p(v) + u(T),

o If t = ([z: Uw)” then p(t) = u(U) + u(v) + u(T),
o Ift=((z:U)V)T then u(t) = p(U) + p(V) + u(T).

Definition: 7-long Form of a Marked Term
Let I be a marked context and t be a Sn-normal marked term well-typed in I'. The n-long form
of the term t is defined by induction on u(t):

o If t = ([ : Uu)T then let U’ be the n-long form of U in T, 7' be the 7-long form of T in T
and u’ be the 7-long form of u in I'[z : U], we let the n-long form of ¢ be ([z : U']u")T".

o If t = ((z : U)V)T then let U’ be the 7-long form of U in ', T’ be the 7-long form of T in T
and V' be the 7-long form of V in I'[z : U], we let the 7-long form of ¢ be ((z : U')V')7.

o If t = (((wT ¢1)T*) ... ¢p), then let us write T = T}, the type of t.
Let T = ((z1 : Py)...((zn : P,)P)Y=...)Vt (P atomic).
We let ¢! be the n-long form of ¢; in T, 7} be the n-long form of T} in T, P/ be the n-long form
of P, in I'[zy : P1;...;zi—1: Pi—1], U} be the n-long form of U; in I'[zy : Py;...;xi—1 : Pi—1] and
z; the n-long form of m,-P" in Oz : P;...;zi : P;]. We let the n-long form of t be:
(21 Pllcfon s P )T o )T )V . 2l

where V! = ((ziz1 : P})...((zig1 : PL)P)Un )01,
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Proposition: The definition of the n-long form of an unmarked term given in the section 1 is

well-founded.
Proof: Let I' be an unmarked context and ¢ be an unmarked term well-typed in I'. Let u be the
normal form of the term t*. We define u(?) as pu(u). The definition of the n-long form of t given in

section 1 is an induction over u(t).
Well-foundedness of the Relation <

Definition: Normal Translation of an Unmarked Term
Let t be a term well-typed in the context I', we define its normal translation t* as the n-long

form of normal form of its translation t*.

Lemma: The relation < is well-founded.

Proof: Let t and u two unmarked normal terms. If ¢ is the normal 7n-long form of the type of u
and u is not a sort then t* is the more external mark of ut, so it is a strict subterm of u™. If tis a
strict subterm of u then by induction on the structure of u, the term t* is a strict subterm of ut.
So we deduce that if £ < u then ¢t is a strict subterm of u*.

Conclusion

We have proved the decidability of second-order pattern matching in all the calculi of the cube. In
another paper [6], an analysis of this proof leads to the undecidability of third-order matching in the
calculi allowing dependent types or type constructors. Higher-order matching is also undecidable in
polymorphic A-calculus [7]. The problem of the decidability of higher-order matching in the simply
typed A-calculus is still open.
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