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Abstract 1 Structural Operational Specifications (SOS) arve supplied with con-
current models based on permulations of proved transilions, in the form of trace
aulomala which are delerministic anlomata cquipped with an explicil yelalion of in-
dependence on aclions. In order to characlerize the finile trace antomala which arc
realized by SOS-algebras, we introduce a new kind of nets which cncode cxactly the
concurrent behaviour of systems specificd in SOS and we establish a correspondence
between ncts and those ‘scparated’ trace automata which are realized in SOS.

Spécifications opérationnelles structurelles et
automates traces

Résumé :  On construil des modéiles concurrents fondés sur les permufalions
de Iransilions prouvées pour des langages définis par un enscmble de spécifications
opérationnclles struclurelles (SOS). Ces modéiles prenuent la forme d’aulomalcs
traces qui sont des auvlomales déterministes munis d’une velation cxplicile d ‘indépen-
dance sur lcs aclions. Afin de cavaclériscr les aulomales traces finis réalisables en
508, on introduil un nouveau lype de réscaux qui codenld eracicment le comporic-
ment concurrent des systémes spécifiables en SOS, et on €tablil une correspondance
enlre ccs réscaur el les automates traces dits 'séparés’ qui sonl réalisables cn SOS.
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Structural operational specifications and trace automata

ERIC BADOUEL - PHILIPPE DARONDEAU

Irisa, Campus de Beaulieu , 35042 Rennes Cedex - France
E-mail : ebadouel@irisa.fr - darondeau@irisa.fr

Abstract

Structural Operational Specifications (SOS) are supplied with concurrent models
based on permutations of proved transitions, in the form of trace automata which are
deterministic automata equipped with an explicit relation of independence on actions.
In order to characterize the finite trace automata which are realized by SOS-algebras,
we introduce a new kind of nets which encode exactly the concurrent behaviour of
systemns specified in SOS and we establish a correspondence between nets and those
‘separated’ trace automata which are realized in SOS.

1 Introduction

We show that Structural Operational Specifications (SOS) induce models which exhibit
the concurrent behaviour of programs, extending Boudol and Castellani’s construction
for finite CCS [BC88]. Their approach, based on permutations of proved transitions,
is to decide, for each pair of co-initial transitions A and B, whether A survives s
and symmetrically. Transitions o and B are said to be independent when they both
survive the other, in which case they may be amalgamated to a concurrent transition
A.(B/a)= B.(A/B), where B/A is the residual of B after A. Since we intend to cover a
variety of specifications, the definition of independence should conform to the obligation
to deal uniformly with all operators in the signature, forbidding us to distinguish so-called
parallel operators. It appears that no satisfactory rule of independence can be stated
unless every operator is replaced by exactly one operator in every transition, maintaining
the structure of terms. We therefore concentrate on a restriction of De Simone’s format
[deS84], called basic SOS, which ensure that property, and still covers all existing process
algebras. Operational specifications given in basic SOS may equivalently be translated to
S0S automata whose states are term constructors and whose transitions are labelled by
proof constructors encoding the inductive rules of the specification. Transition systems
induced from process terms are called process automata. Each process automaton is a
synchronized product of copies of the SOS automaton indexed by the (invariant) tree
domain of the process term. In the SOS automaton, pairs of independent moves are
exhibited by diamonds; and in the process automaton, two transitions are independent
if and only if they project to (locally) independent moves at each occurrence in the tree
domain.

Both SOS automata and process automata happen to be instances of trace automata
introduced by Stark (see [Sta89b] and [Sta89c]). Those are ordinary deterministic au-
tomata equipped with an explicit relation of independence on actions. Trace automata



provide a concrete representation for a subset of Stark’s concurrent transition systems
[Sta89a] in which transitions are classes for the equivalence by permutations. Boudol
and Castellani’s model for finite CCS falls in that case, and would lead to infinite trace
automata if rational process terms were taken into account. Although most statements
expressed in this paper do not depend on the finiteness of terms or automata, the main
question we address is the realization of finite trace automata in SOS. The answer is non
trivial, and we shall elaborate the example of a finite trace automaton which has no re-
alization in SOS. In order to solve the above question, we introduce a new kind of (SOS)
nets which encode exactly the concurrent behaviour of SOS processes, and we construct
an adjunction between the so-called saturated nets and separated trace automata, pre-
serving that behaviour. For that purpose, we follow the idea of Nielsen, Rozenberg, and
Thiagarajan [NRT90] to form nets places from regions in automata, defined as set of states
uniformly entered or exited by all transitions labelled by the same action. The concept of
region was introduced originally to relate elementary transition systems and elementary
nets. An adapted version was used by Winskel [Win91] to support an adjunction between
Bednarczyk’s asynchronous transition systems [Bed88] and a variant of elementary nets.
In both kind of nets, transitions normally wait for emptiness of their output places. On
the contrary, regions associated with process automata correspond to places that may be
emptied and refilled by their input and output transitions. We notice that the axiom of
uniform commutation for synchrounous transition systems (condition 4.1.1.(ii) in [Bed&8})
is not satisfied by process automata, which do not either fit in with elementary transition
systems due to self looping states and multiple transitions between pair of states. Now,
not every trace automaton corresponds to a net: This holds only for those trace automata
which satisfy an axiom of separation ensuring that they have enough regions to separate a
state disabling an action from the set of states where it is allowed. Similarly, not every net
corresponds to a trace automaton: this holds only for those nets which enjoy a property
of saturation dual to the property of separation. We show that every net is equivalent to
a saturated net, and the finite trace automata realized by SOS processes are exactly those
which satisfy the axiom of separation.

Boudol and Castellani have established in [BC90] the consistency of the model based
on proved transitions with two different models for CCS, constructed in the respective
settings of flow event structures and flow nets. A similar fact holds in general for arbitrary
process algebras defined in basic SOS: every specification in basic SOS may be given three
equivalent models in the respective frameworks of trace automata, (SOS) nets, and event
structures with a binary conflict. The justification for that claim is twofold. On the one
hand, Stark’s correspondence between concurrent transition systems and event structures
with arbitrary conflict restricts to a correspondence between trace automata and event
structure with binary conflict, preserving domain of configurations (this observation will
not be elaborated in the present paper). On the other hand, the adjunction between
separated trace automata and saturated nets preserves concurrent behaviour, and we
obtain by the way compositional net models for structural operational specifications.

The body of the paper is organized as follows. Section (2) introduces basic SOS, and
constructs concurrent models for that format in the setting of trace automata. Section (3)
introduces nets and constructs the adjunction between separated trace automata and
saturated nets. Relying on that adjunction, we show in section (4) that the finite trace
automata realized in SOS are exactly the separated ones.

2



<3

»

2 Diamonds in SOS

The objective of this section is to construct inductively from structural operational spec-
ifications, see [Plo81], process automata where diamonds reflects concurrency. In a first
attempt, let us identify process graphs with pointed transition graphs whose states are the
finite or infinite terms over some signature £, and whose labelled transitions are proved
from some set R of rules which conform to the de Simone format [deS84]:

a
Usy 4 Viyyeooy gy . Vi
a
f(ul,...,u,,) - C[vl,...,vn]
where all variables {u,...,un,vi,,...,v,} are different, and v; = u; for j ¢ {i),... i},
while f € £, is an n-ary operator symbol, and C[v,...,v,] is a E-expression. where each

variable v; occurs at most once. A diamond is then any subgraph of the form:

N
N2

where opposite transitions bear identical labels and a # b. Thus, both terms (a.b.nil+
b.a.nil) and a.nil||b.nil originate diamonds in CCS, see [Mil80], even though the first di-
amond does not reflect concurrency. In order to correct that fault, one may consider a
different graph whose arcs are labelled by proofs of transitions. However, labelling arcs by
plain proofs is too strong: two transitions with the same proof must be identical and the
second diamond of the example therefore disappears, even though it reflects concurrency.
Arcs of the proved transition graph must therefore be labelled by schematic proofs ab-
stracting from the sources of labelled transitions. Let us give a definition before resuming
the discussion. We recall that a Z-tree is a partial mapping T : (IN;)* — £ whose domain
Dom(T) is a prefix closed set of paths (encoded by sequences of positive integers) including
the empty path ¢, and such that T'(s) € Z; = (s.i € Dom(T) iff i € {1,...,k}).

Definition 2.1 (Schematic proofs) Given a set R of SOS rules for ¥-terms, we shall
also let R denote the signature formed by extracting from each rule a corresponding operator
p=<{i1,...,ix}, <a1,...,0x,8>,C(1,...,n)> with arity k. The action a is called the action
of p, denoted as a = act(p). A schematic proof is then a finite R-tree A, satisfying for
every s € Dom( A ) the following condition of local correctness:

A(n) = <{i1,..- ikh<ar,--nyak,8>,000,..0,m)> > (V] € {1,...,k} act(a(n.j)) = a;)]

By forgetting the sources of all moves, proofs for transitions t = u are projected to
schematic proof trees A where a is the action of the root A (¢). Now, the proved transition
graph I'(Z, R) is the graph formed from the resulting arcs t 2 u.

Let us examine on examples whether diamonds in the proved transition graph are
representative of concurrency. Suppose R is Milner’s set of rules for CCS. Then (a.nil||b.nil)
is the origin of a diamond in I'(E, R) whereas (a.b.nil+ b.a.nil) is not. Unfortunately, no
diamond originates from ((a.nil||b.nil)+ c.nil), because the schematic proof :

A =<{1},<a,a>,1> (< {1},<a,a>,1)2> (< {},<a>,1>))



T <{},<a>,1>
anil 3 nil
T <{1},<a,a>,1||2>
a.nil|b.nil = nil||b.nil
‘ T <{1},<a,a>,1>
(a.nil)|b.nil)+ c.nil = nil||b.nil

Figure 1: A proof and its schematic encoding

while it applies to ((a.nil]|b.nil)+ c.nil) and then produces the proof shown in figure (1), en-
coded by the proved transition ((a.nill|b.nil)+ c.nil) 2 nil]|b.nil, does not apply to (a.nilf|nal).
In that case, the apparent cause of failure is that operator + vanishes when acted upon:
CCS-transitions do not strictly maintain the structure of terms. A different cause of failure
may be observed for £ = {f, nil} when R is the set of rules:

B f(u) S f(f(w) uS ok f(u) S f(v)

Let R = {p, 9} with ¢ =<{1},<a,a>, f(f(1))> and ¢ =<{},<a,a>, f(1)>, then f(f(nil))
% f(mity) D fESS @) and f(fmi) L FS@iD) S F(FSS@i). Un-
fortunately, this diamond does not represent concurrency: the computation proved by
the sequence ¢.y(p) is inherently sequential, while the computations that duplicate the
two occurrences of f in parallel are proved by ¥(¢).¢ and ¢.¢(¥(¢)) which form no di-
amond! The apparent cause of failure is again that transitions do not strictly maintain
the structure of terms, since precisely the operator f may duplicate itself. In order to
avoid disagreements between the intuitive notion of concurrency on the one hand and the
notion of concurrency based on diamonds on the other hand, we should impose further
restrictions on De Simone’s format. We call basic SOS the restriction defined by forcing
rules p to the basic format:

a a
Uiy —*v,-,,...,u;k 3 Vs,

f(uay.e ey un) = g(v1,...,n)

So, in basic SOS the structure of terms is strictly maintained by transitions: terms ¢
and u have identical domains whenever ¢ % u. The usual definition of CCS in De Simone’s
format does not fit in basic SOS, but CCS may nevertheless be redefined in basic SOS. The
price to pay is the introduction of three auxiliary operators (id, 71 and 7, such that e.g.
a.nil + nil 5 my(id(nil), nil)). The alternative definition of CCS may be found in table (1).

An operational specification in basic SOS may be equivalently represented by a graph
v(Z,R) on X, called an SOS-automaton, in which each SOS rule

a a
ui, S Vi, ..., Uiy U,

flury. .. un) -"*g(vl,...,vn)

is encoded by an arc f 5 g labelled by p= < {i;,...,it}, <ai,...,6¢,a>, ¢>. Thus, in an
SOS automaton ¥(Z, R), states f € L are operators on process terms and transition labels
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nil
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id
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[e]

no rule
a.t > id(t)

t & ¢

id(t) & dd(t)

t & ¢ ud o
t+udmt, v t+uS m(t,u)
t 5 ¢ v

(8, u) 4 1r1(t', u) ma(t, u) LA ma(t, u')

t5 ¢ ud
tllu St |u tlju Sty
t & ¢
m u & {a,3}
t 5

tlo) % ¢ ]

Table 1: alternative SOS rules for CCS

a ./ a ]
t—=1,u—u

t)ju 5 t'|]u'
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axa=<0,{a},id> idspy=<{1},<p,p>id>

7f1*l»‘=<{1};<#,#>,7|'1> 7‘2*#=<{2},<l‘,#>»7"2>

oc+xa=<{1,2},<a,q7>,|>
lh*s=<{1},<p,u>,|> 2 * g =< {2}, <p,u>,|>

\a *u=<{1}, <p,p\a>,\a> pru=<{1},<b, o(u)>,p>

Figure 2: the SOS-automaton for CCS

p € R are operators on proof terms. SOS automaton proceed from the same inspiration
as the (more general) context-systems of Larsen and Xinxin [LX90]. It is worth noting
that an SOS automaton associated with SOS rules generated from a finite set of schemes
of rules, has a finite presentation as for instance the SOS automaton for CCS shown in
figure (2), where a and p are generic actions (respectively visible and arbitrary), \, is the
operator of restriction given by u\, = p if 4 € {a,3} and undefined elsewhere, and p: A
-— A is a total renaming function.

An important property of the SOS-automaton is to generate the proved transition
graph by means of synchronized products. This fact is made wholly clear in the re-
stating of the definition of proved transition graph given below. First, we notice that
the SOS automaton ¥(L, R) is deterministic since f % g implies that p is of the form
<{ig,...s iy}, <ai1,...,ax,a>, g>. This seems an appropriate place for fixing some notations:
if T CQ x A xQ is a deterministic transition system we use notation z = as an abbrevi-
ation for 3y . (z = y), and we denote z.a the unique y such that (z = y) when it exists.
And we inductively define ¢ = and q.u for ¢ € Q and u € A* by: ¢ 5 always holds with
ge=gand ¢ =3 iff ¢ > & ¢g.a 5 with ¢.(a.u) = (g.a).u.

Definition 2.2 (Proved transition graph) Given a signature £ and a set R of rules
in basic SOS, the proved transition graph I'(Z, R) is the deterministic transition system on
set of (finite or infinite) £-terms t 2 u labelled by schematic proofs such that, if we let
wa denote the injective mapping 4 : Dom(A) — 214" given by p4(c) = € and pa(n.j) =
¢a(n).ij, then a schematic proof A is enabled int (1 ﬁ») if, and only if

1. A matches the domain of t, i.e. Im(pa) C Dom(t), and



'a

T *T

O*xT

/ A\

xxa axa

Figure 3: a proved transition and its schematic proof

2. the proof is locally enabled, i.e. ¥s € Dom(A)  t(p4(s)) A in (L, R).
And then, the unique u such that t Auis given by

1. Vs € Dom(A4) t(ea(s)) S u(pa(s)) in v(T, R), and

2. Vs ¢ Im(pa)  t(s) = u(s).

We notice that the part of I'(Z, R) accessible from a X-term t corresponds to synchro-
nized product of automata a la Arnold-Nivat (see [Niv79] and [AN82]). More precisely we
have as many copies of the SOS-automaton v(Z, R) as there are occurrences s € Dom(t)
in the domain of t, synchronized by the set of vectors V4 € (RU {¢})P°™(") defined from
the schematic proofs A enabled in ¢ by: Vi(s) = A (p3'(s)) if s € Im(ps) and Va(s) =€
otherwise. The specific contribution of SOS is the inductive caracterization of the syn-
chronization vectors via the structure of logical proofs. For instance, the proof term shown
on the left of figure (3), encoding the proof

a.t S id(t) a.u S id(u)
atlldu — id(t)||id(u)
(atjau)+v m(id(t)|lid(w),v)

may be seen as a synchronization vector with four non-empty components. It indicates
that the four copies of the SOS-automaton dedicated to the circled nodes should synchro-
nized their respective local moves, indicated by the dashed arrows, while the other copies
standing at uncircled nodes stay inactive. The result of the synchronized move is the state
vector represented by the rightmost term.

We will now concentrate our attention on concurrency and a.na.lyze in terms of synchro-
nized products the circumstances under which diamonds appear in the proved transition
graph.

Definition 2.3 (Diamond) A diamond O(g,a,b) in a deterministic transition system
TC QxAx Q consists of a state ¢ € Q and a pair of distinct actions a,b € A such that
¢, ¢ and q.ab = g.ba:



Figure 4: a diamond situation

‘I-ayq\\’:q.b
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Such a diamond represents two actions a and b performed in parallel. Since the subgraph
of [(X, R) accessible from t coincides with an accessible subgraph of the synchronized
product v(Z, R)P°™1) there is a diamond O(t, o, B) in I'(Z, R) if and only if, o # B and
for every s € Dom(t), Va(s) = € or Vg(s) = ¢ or there is a local diamond&(i(s), Va(s), Va(s))
in (X, R) i.e. a subgraph

u(s v(s)
Va(s) (,)/vA(s)

with possibly V,4(s) = Va(s). A typical diamond in (X, R) is shown in figure (4). By the
way, since f = g implies a = <{i1,...,i}, <a1,...,ax,8>, §>, it may be observed that a local
diamond is any subgraph of v(X, R) of the particular form:



f
v N
g g
AN A
g
with possibly a = 8. Now, we can define the independence of schematic prools-.

Definition 2.4 (Independence of schematic proof) Two schematic proofs o and B
are independent (A || B ) if and only if A # B and Vs € Dom( A)n Dom(B) . A (s)|| B(s),
where two proof constructors a = <{i1,..., i}, <@1,...,8k,a>, ¢> and B = <{j,...,5},
<by,...,bi,b>, h> are independent («||8) if and only if g=h, g = and ¢ 5,

Notice that «||3 if and only if there exists some local diamond &(f,a,8) in the SOS
automaton (for the only-if part take f = g). And then there is a local diamond &(f, o, 8)
in every state f at which o and g are both enabled. Due to the structure of synchronized
product, those observations are also valid for schematic proofs in the proved transition
graph: when two distinct proofs A and B apply to some common process term,

allB <=Vt [t D & t2)= 0@, 4, 8))

and without that provision,

Al|B &3t O(t,a,B)

It should be clear from the following definition, recalled from [Sta89b], that proved
transition graphs I'(Z, R) are instances of Stark’s trace automata.

Definition 2.5 (Trace automata) An automaton A = (E,Q,T) (respectively an automa-
ton with initial state A = (E, Q, go, T)) consists of a set of events E, a set of states Q (resp.
a set of states Q with initial state qo € Q), and a transition relation T CQ x Ex Q. Itisa
trace automaton when the alphabet E comes equipped with a symmetric and irreflezive bi-
nary relation || C E x E, called the concurrency relation, and when moreover the following
two conditions are fullfilled.

disambiguation: pAqand pSr=>q=r

commutativity : (allp and ¢ >r and ¢ 5) = (s > p and r > p for some p)

We have dropped the unit transitions p — p appearing in Stark’s original definition which
do not significantly affect the definition. Notice that SOS automata are not exactly trace
automata, because their independence relations are not always irreflexive. Nevertheless we
call them local trace automata (they satisfy the other conditions), because they generate
the proved transition graphs by synchronized products.

Definition 2.6 (Local trace automata) A local trace automaton A = (E,|,Q,T) (re-
spectively a local trace automaton with initial state A = (E,||,Q,q,T)) is an automaton
(resp. an automaton with initial state) equipped with a symmetric relation ||C E x E
fulfilling the property of disambiguation and commutativity.



tor synchronized systems we thus exclude auto-concurrency: two occurrences of the same
event in a sequence ¢ — ¢ — ¢’ cannot be amalgamated into a concurrent transition.
Neverthess two concurrent events may coincide on some component of the synchronized
system. This phenomenon is illustrated by auto-concurrency in the SOS automaton,
where events describe only partially the activity of the system. Notice that, due to the
property of commutativity, alla and ¢ = entail g.a =. Therefore, when auto-concurrency
appears in a local trace automaton it is necessarily unbounded: an arbitrary number of
actions a may be performed in parallel. But in the case of SOS automata, this unbounded
auto-concurrency is only potential: the activity of the global system is limited to those
synchronized vectors of local activities which represent actual proofs.

Trace automata generated from SOS specifications have the additional property that
independence reflects diamonds in the sense that two distinct proofs o and B arc inde-
pendent if and only if there exists a diamond O(t, A, B) for some process term t. They
even have the following stronger property '

Observation 2.7 Independence of proof terms is reflected by commutation in traces,

which means that for distinct A and B, t ABuandt BAvint Z,R) imply u=v and
Py

AlflB.
which follows from the analogous property of SOS automata:

Observation 2.8 For any pair of proof constructors a and 3, f ﬂg and f LA Y(E, 1)
imply g = h and o||B.

Notice that the above statement does not require a # § and therefore a|la whenever there
exist contiguous transitions f = g and g = h in the SOS automaton.

The section ends up with the definition of an interpretation for finite process terms in
the setting of labelled trace automata, i.e. trace automata (£, ||, Q, T) whose alphabet
E comes equipped with a labelling function A: E — A. For a given specification, the set
of labels A is fixed. Rational process terms could be dealt with by least fixed points in
an adequate domain of labelled trace automata. In a trace automaton (or local trace
automaton) A = (E, ||, Q, T), each state ¢ € Q determines an accessible restriction A > ¢ =
(E'Jl, @, ¢q.T"), where Q' is the subset of states accessible from ¢, T' = Tn (Q' x E x Q'),
and E is the restriction of E to the events occurring within transitions in 7. The re-
striction v(Z, R) > f of the SOS automaton is denoted A;. The restriction I'(Z, R) > ¢ of
the proved transition graph (where proof trees are labelled by their actions), called the
process automaton of ¢, is denoted ﬂtifn. We construct from each A; an operator fa on
labelled trace automata satisfying the relation:

Dty )2 o = FaQtal 2 o - Il -

Let Ay = (£4,]ly,Qy,f,Ty) and for i=1...n let A; = (E;,||i, Qi ti, Ti,, i), then we set
fa(AL, .. A = (E|,QT,A) > f(th,...,ta) where E is the set of events E = {p(4;,,..., Ai,)/
p=<{in,..., 0}, <ai,...,ax,a>,g>€ E; &Vp. A;, € E;, & )i, (4;,) = a,}, equipped with
the labelling function A(p(A;,, ..., 4;,))= act{p). The set of states Q is {g(u1,... ,u,)/
g€ E; & Vi . w; €@Q;}. The relation of independence is given by A|JA" if and only if
A=p(Aiy,... AL), A =0 (4, ..., A;) with

(Pll,p) & Vp,g,m . (ip = jo = M => AmllmAn)).

10



And the transition system is the synchronized product
(A A ) g 4 hin .A]
P A, -y A A,
gy, .. uy) ML b(vy, . ovn) &= Vie{l,....k} i, — v, in A
u; = v; elsewhere

A question which arises naturally is to find an axiomatic characterization for the class
of (finite) process automata. In order to solve that question, we establish in the next
section a connection between trace automata and a new type of nets introduced for that
purpose. By the way, that connection induces an alternative interpretation for process
terms in the setting of nets, exhibiting their concurrent behaviour.

3 Trace automata and nets

For any relation V C A x B we shall denote ()Y : A — 28 and V() : B — 2# the mappings
riven by: aVb iff bed” if aeVb

We say that a family of subsets X; C A is a partitioning of A whenever they are pairwise
disjoint: X; nX; = 0 for i # j, and cover the whole of A: |J; X; = A. It is like a partition
except that some of the components of a partitioning may be empty. Notice that a family
V. C A x B of binary relations is a partitioning of A x B iff for all a € 4, the family V' is
a partitioning of B iff for all b € B the family Vib is a partitioning of A.

Definition 3.1 (Nets) A net N = (P, 4, & L S L L, M) consists of a set of places P,
a set of actions (or events) A, flow relations &8 % 5 L which give a partitioning of

A x P, and an initial marking My C P.

If M C P is a marking with z € M (respectively = ¢ M) we say that the place z is full (resp.
empty) for the marking M. z is said to be an input place for a if a — z where —= Zu L
and z is said to be an output place for a if a — z where == % U L. The behaviour of the
net is the following: an action @ is enabled at a marking M (in notation M ) if every
input place of a is full for the marking M, i.e. the input places are the pre-conditions
for an action to be fired. When an action a is fired, the places = such that a0z (where
0=2u —°+) are emptied if they were not already empty, and the places z such that alx
(where 1~ U L)) are filled if they were not already full. Therefore, if M = 2P is the set of
markings, the set of transitions 7 ¢ M x A x M for the net A is given by:
MEM ff a=CM and M =(M\a%ual

To sum up, there are two types of input places for an action a: the first type corresponds
to pre-conditions that must hold for a to execute but which are unaffected by this action
(we say that the action a tests the condition z when a L z), whereas pre-conditions of the
second type do no longer hold after a has executed (we say that the action a consumes the
resource z when a & z). As for the ouput places of an action a, they do not condition the
firing of a but on the contrary, they are set unconditionally to a value at each execution of
a. The remaining case when alz (read a and z are orthogonal) corresponds to conditions
which are neither tested nor affected by the action a. A net may be depicted as shown
in figure (5) where an arc is drawn from a place z (depicted by a circle) to an action a
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Mo = {z,y,t}

M = {z,u)

Figure 5: a net and its transition system

(depicted by a box) when z is an input place for a, and conversely an arc is drawn from
an action a to every of its ouput places. An arc between a place and an action is labelled
according to the value of the place after the execution of the action (empty: 0 or full: 1). A
marking M may then be represented by setting one token in each of its places. In figure (5)
we have also represented the transition system associated to the net with initial marking
as indicated. In this example, the actions a and b consume their respective resources z
and y and each of them turns on the condition z, the action ¢ tests the condition z and
thus awaits for a or b (or both) to be performed, and then consumes its resource ¢t and
turns on the condition u. Intuitively the actions @ and b may be performed in parallel, and
when for instance a has been fired, the actions b and ¢ may also be performed in parallel.
This is reflected by the presence of diamond situations O(M,a,b) in the transition system,
which are defined by a marking M and two actions a and b such that M 2%, M 2% and
M.ab = M.ba. A diamond situation occurs when two independent actions are both enabled
at a given marking where:

Definition 3.2 (Independence in nets) Two distinct actions a and b in a net N are
said to be independent (in notation a||b) when (i) there ezists an accessible marking M at

0 0
which they are both enabled, (ii) a™ C bt& aOn b1 = 9, and symmetrically (iii) b~ C a*
& 9nal = 9.

Two actions are structurally independent (conditions (i) and (#ii)) when no resource
consumed by one action is either tested or possibly modified by the other one, and they
do not deliver incompatible values to shared places. The condition (i) is not structural
but it ensures that all the information about independence is visible on the transition
system in the sense that two actions a and b are independent if and only if they occur in
a diamond situation. The following definition and proposition state this property more
precisely.

Definition 3.3 (Canonical trace automata) A trace automaton (A,||,Q, g0, T) is said

to be canonical when (i) every state is accessible from the initial state, (ii) each pair of
independent actions is enabled in at least one state (giving rise to at least one diamond
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situation), and (iil) independence reflects diamond situations: two distinct actions a and
b are independent whenever g L.y 9% and g.ab = ¢.ba for some state q.

Proposition 3.4 Let T, C M, x A x M, be the restriction of the transition system associ-
ated with a net N to its accessible markings M, C 2¥, then (A, ||, M4, Mo, T,) is a canonical
trace automalon.

Proof: we prove first that independence creates diamond situations :
[allb & M eM,). (M2 and M) = [Ma> and Mb2 and M.ab= M.ba]

and second that independence reflects diamond situations, i.e. for every pair of distinct
actions a and b:

BMeM,). (M2 and M2 and Mab= Mba) = allb

First, let us assume that aj|b, 3M € M, such that M = and M 2., The action b is enabled
at M i.e. b= C M, now since a||b we have a® N b= = @ and thus b~ C M.a = (M \a®) U al,
i.e. M.a . Symmetrically, M.b %. Now

(M.a)b = ((M\a®)ual)\b0)ubl)
= (M\(a®ub®)u(al ubl) because al Nt? =0
= (M.b)a by symmetry

The proof that independence reflects diamond situations is sketched in figure (6) where
each slot in an array represents the set of places sa.tlsfyxng the flow relations mdlcated by its

two coordinates, e.g. the slot with coordinates a*~ and b"‘ represents the set a nb“‘ As
indicated, from M.a > we deduce (1) a® Nb— =9, and symmetrically from M.b > we de-
duce (2) b9 na= = 0, and finally, the equality (3) M.ab = M.ba gives us al N30 =1 N a0 =
0.
]

Definition 3.5 (Behaviour of nets) Let A(!) and A be canonical trace automata, and
let n: AV — A be a surjective mapping between their respective sets of actions, such that
al|b & n(a)||n(b). An n-reduction of A1) into A?) is a mapping o : Q(V) — Q("’) between their
sets of states which is a rooted bisimulation modulo 7, thus satisfying (i) o(¢{") = 9% () (ii)
¢ 2% & o(q) "2 and, (iii) o(q.a) = o(q).n(a) whenever a is enabled in q. If A1) and A® have
the same set of actions A and 7 is the identity on A, then the ezistence of an n-reduction
between A and A?) (called a strict reduction in that case) ensures that both automata
have an identical concurrent behaviour. We call behaviour of a canonical trace automaton
its class for the equivalence generated by strict reductions, i.e. by the equivalence of rooted
bisimulation. The behaviour of a net is the behaviour of its associated (canonical) trace
automaton.

The use of the term reduction is justified par the following proposition. -

Proposition 3.6 Let o be an 5 reduction of A®) into A, then o is a surjective mapping.
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Figure 6: creation of diamond situations
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Proof: using the fact that in a canonical trace automaton every state is accessible from the
initial state, we show that every state ¢ € Q(?) is reached by ¢ by induction on the minimal

length of a path from the initial state qg") to g. The base case corresponding to ¢ = qu)

follows from ¢{* = a(qgl)). For the induction step, we assume ¢(® 2 ¢ and ¢(® = o(gt)y,
since 5 is surjective, there exists an action a € A" such that n(a) = b and thus ¢ = o(¢(*).a).
g

Our purpose is to establish a connection between nets and their behaviours. Technically we
build an adjunction between subcategories of nets and canonical trace automata such that
two objects put in correspondence exhibit the same behaviour. Although some restrictions
on nets and trace automata are necessary (we shall restrict to the so-called saturated
nets and separated trace automata), all behaviours of nets will be represented (for every
net there is a saturated net with the same behaviour). But the analog result for trace
automata does not hold (there exist canonical trace automata whose behaviour does not
coincide with the behaviour of any separated trace automata). This asymmetry is typical
of the duality between structure and semantics: every structure (here net) can be given a
semantics but there usually exist semantic objects (here canonical trace automata) which
do not represent any structure.

Let A be a net with set of actions A and set of places P. The language of the net is the set
of words L(N) = {u € A"/ My 5}, where My is the initial marking. The restriction N'/P’
of the net A/ to a subset of places P’ C P is the net with initial state Mo/P' = MoN P
and with flow relations V/P "= VN A x P’ deduced from the corresponding flow relations
of N. Notice M % in A entails M/P" % in N/P' hence (i) a||b in A" implies a||b in A/P’
and (i) L(N) C L(N/P"). Then P’ is said to be dense in N if the restriction to P’ doesn’t
modify the sequential behaviour of N i.e. if L(N)=L(N/P'). Clearly P’ is dense in A
if and only if the following relation holds for every accessible marking M and for every

action a: a— ﬁP’ CM = aCM

In some sense, those places -viewed as conditions- which are ouside a dense subset P’ C P
are consequences of the conditions inside P’, but this notion of logical consequence depends
in a crucial way on the initial marking. Now morphisms between nets may be introduced
as reduction which allow to identify two actions if their respective flow relations coincide
on a dense subset of places and which allow at the same time to suppress the places outside
this dense subset. More precisely,

Definition 3.7 (Category of nets) A morphism (n,8) : NV = N between two nets
consist of a mapping n: AN — A between the respective sets of actions, and a mapping
B : P — PO in the opposite direction between the sets of places such that:

1. 5 is a surjective mapping s.t. a||b <= n(a)||n(b),

2. the image of B is a dense subset of places in NV,

8. g~ MYy = M§?, and

4. compatibility with the flow relations: a € ¥ f(x) & z € n(a)¥

foralla,be AV, ze P®, andve{ & L2 L 1)

Trace automata may be derived from nets as the induced transitions systems. Conversely
we can associate to a trace automaton a net whose places are regions in the following
sense.
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Figure 7: forbidden cases for a region

Definition 3.8 (Regions) Let (4,]|,Q,q0,T) be a trace automaton, we define the follow-
ing (disjoint) flow relations on A x 29:

alz iff ¢S¢ =>qez & ¢z

adz iff (2q =>q ¢z) & (324 with ¢¢ 1)

atz iff ¢S¢ =>(gez & ¢ €z)

abz if (¢3¢ =>q¢d€z) & (¢3¢ with g¢ z)

alz iff ¢3¢ = (gez iff ¢ €2)) & (3¢>¢ with ¢¢z) & (3¢>¢ with g€ z)

0 1 0 1
A set of states  C Q is said to be a region (or place) if {“z, Tz, "z, ~z, tz} is a

partitioning of the set A of actions. The above defined relations then restrict to homonymic
flow relations on A x P where P is the set of regions. The net derived from the trace
automaton is then defined as (P, A, oo—, 3—,—0»,—1‘, L, M) with My = { z € P/ g0 € z} as initial
‘state.

Like we did for nets we also define on A x 29 the derived flow relations —=2u -3, —=

Qud,0=2U2% and 1= L U-L. The last two have a clear characterization:
a0z iff ¢3¢ =>q¢x
alz iff ¢3¢ =>q€zx

In order to obtain a simple characterization of regions, let us finally state:
atz ff ¢3¢ =>(gez iff q'Ez)

then z is a region if and only if A= %2 ulzUtz. Thusz C Qis a region if an only if none

of two forbidden cases depicted in figure (7) occurs for z, more precisely z is not a region

if and only if

Ja€A 3> €T 35, €T with g€z & g€z & (1 gz or g2€2)

Therefore, if z C Q is a region, its complement Z = Q\ z is also a region, with 0z = 1z,
17 = 0z and 1z = 1z. In figure (8) we have represented 8 out of the 14 regions for the
transition system associated with the net in figure (5). The missing items are the trivial
regions (the whole set Q and the empty set) plus four regions obtained by exchanging a
and b in the upper half. By adding the flow relations and initial marking indicated in
definition (3.8) and shown in figure (8) we recover the original net of figure (5) enriched
with additional places but with unchanged behaviour (see figure 9). As we shall see this is
a general situation when we start from a net. However, if we consider an arbitrary trace
automaton, the behaviour of the derived net may be totally different from the behaviour
of the trace automaton. For instance if we consider the transition system depicted in

16

By






Figure 9: saturation of nets
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figure (5) and identify the states My and M we obtain a cyclic trace automaton with
only the trivial regions. That case of collapsing is due to contact situations (there exist
a state ¢, an action a and transitions ¢; = ¢ and ¢ — ¢2) which can easily be eliminated
by a finite unfolding operation which produces an equivalent trace automaton. But there
exists more involved cases, as we shall see, which cannot be dealt with so easily. We are
therefore looking for additional conditions to impose on nets and trace automata, such that
translations in both directions between nets and automata preserve behaviours. On the one
hand, since the complement of a region is a region, we know that a net which is produced
from a trace automaton comes up equipped with a duality operation () : P — P on places,
which is an involutive mapping such that (Vz € P) z € My & T & M,, and 0z -1, 1z
0, and *z = Lz. Notice that by the very definition of the transition system associated
with a net, the above property of the initial marking is shared by all accessible markings;
(VM eM,)zeM & TgM. On the other hand, there follows from the definition of a
region z associated with a transition system, that the two conditions (7): « — = and, (%i):
Vg€ Q ¢ = q €z are equivalent (see lemma (3.11) below). Therefore a net produced
from a trace automaton should satisfy the following property of completeness:

(Vz € P)[(VM € M)(M S =z € M) = a «— 2]

The nets produced from trace automata are saturated nets according to the following
definition.

Definition 3.9 (Category of saturated nets) A saturated net is a net thut satisfies
the following property of completeness:

(Ve e P)[(YM e M )M > =2z M)=>ae z

and that is moreover equipped with an involutive mapping () : P — P on places such that
(V2 € P)(xr€ My & T ¢ M) and 0z =1z, 17 = 0z gnd 1z = L2. A morphism of saturated
nets (0, 8) : NO) — N2 is a morphism of nets which commutes with the complementation

operation, in the sense that (%) = B(z). In particular the image of § is not only dense
but stable under complementation.

We shall prove latter on that for every net A there exists a saturated net & with the same
behaviour.

We already saw (proposition 3.4) that the trace automaton derived from a net is canonical.
Now, whenever an action @ cannot be fired at a given (accessible) marking in the net, a
token should be missing in some input place of @, and this dynamic property of nets entails
the following property of separation for the trace automaton derived from the net.

Definition 3.10 (Separated trace automata) The category STA of separated trace
automata is the subcategory of trace automata formed of those trace automata which are
canonical (definition 3.3) and which moreover satisfy the following property of separation:

q;» = Jz€P st gz & z€a”

A morphism between two separated trace automata consists of two mappings n: A1) — A®
and o : Q") — Q(® between their respective sets of actions and states such that o is an 7-
reduction (definition 3.5).
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Figure 10: a non separated trace automaton

Lemma 3.11 Let z be a region, then conditions (i) a —z and (ii) Vg€ Q ¢ => g€z
are equivalent.

Proof: By the definition of regions, (a —z & ¢ %) = g€ z. Conversely, assume Vg € Q
g% = g€z but a ¢ z. In that case, there should exist two transitions q; = ¢, and g2 > ¢,
such that ¢; € z and ¢, ¢ z, but this is impossible since we have neither a2z because q, € z,
nor a—z because g, & z, nor alz because g; = ¢, with ¢, € z and ¢, € z.

8]

In view of the above lemma, the separation property means that for every action a and
state ¢ at which a is not enabled, we can find a region which separate ¢ from a in the
sense that it contains every state at which a is enabled but not g. Figure (10) displays
the simplest example we were able to produce of a contact-free (¢ = = not(< ¢)) but
not separated trace automaton. The vertical arrows represent one action, say a, and the
dashed arrows represent another action, say 5. Action b is enabled in the grey states but
not in the black one. Let us prove by contradiction, that an input region of 4 must contain
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the black state. Assume bz and z does not contain the black state. Then all grey states
belong to z and necessarily alz, but this is impossible since there exists one state which
is reached by both a and b. Assume bz and z does not contain the black state. Then
all sources and targets of dashed arrows and all targets of vertical arrows are in z, Using
the second excluded pattern shown in figure (7), it is easy to propagate downwards the
property q € z from state g, to all the other states ¢ such that ¢ =, including the state g,
and the black state. Due to the existence of one action (namely a) which may never be
taken but remains always live, that case of non-separation cannot be escaped by any sort
of limited unfolding.

We are going to show that the previously defined correspondences between nets and trace
automata restrict to an adjunction F 4G :SNets — STA such that the objects set in
correspondence have the same behaviour.

Theorem 3.12 There ezists an adjunction between the categories STA and SNets of
separated trace automata and saturated nets, such that both left and right adjoint functors
preserve behaviours.

In order to facilitate the construction, we introduce an intermediate category and split
the desired adjunction into two basic parts, a reflection and a coreflection, following the
general principle recalled below. A functor F : 4 — B induces an image of A into B, and
the comma category F | B, whose objects (A, f, B) consist of an object in each category
together with an arrow f:FA — B relating them within B, describe how the image of
A approximates B. For instance, if B is an ordered set viewed as a category and A a
subset of B, the comma category F | B (where F is the inclusion) is the union of all those
sets F | B = {A € A/ A < B} which approximate the element B € B by elements in A. An
adjunction situation F 4 G : B — A is a natural isomorphism B(Fa, b) = A(a, Gb) expressing
that the approximation of B by A via F coincides with the approximation of A by B via G.
Actually, such an adjunction amounts to an isomorphism between the comma categories
A | G= F | B which commutes with the projections.

A|lG>F|B

m T2

The objects of the intermediate category are compound objects (A, f, B) consisting of an
object in each category together with a connection f = (fg,f*#) where fg : A—GB in A
and f# :FA — B in B are adjoint arrows. A morphism between two compound objects
(AW, s BM) and (AD, f(), B(?)} is a pair of arrows between their respective compo-
nents: a: A1) — A® in A and b: B(Y) — B(® in B which respects the connections in each
compound object, i.e. Gbo fS;) = ff:) oa or equivalently bo f()# = f(2# o Fa. Now the
projection 7 : A | G — A has a right-inverse left-adjoint p; : A — A | G which takes an ob-
ject A of A to the unit of the adjunction n4 : A — GF A and takes the arrow f: 4 — B to
the pair (f,Gf). In the same way, the second projection n, : F | B — B has a right-inverse
right-adjoint p; : B — F | B which takes an object B to the co-unit ¢g : FGB — B. And
we recover the initial adjunction as the composite of the two basic adjunctions p, 47, (a
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co-reflection) and =, - p; (a reflection). Some basics facts on reflections and co-reflections
are recalled in the appendix. Here we are going to use a category of compound objects
called trace-nets which is a little bit simpler than the comma categories A | G = F | B but
playing the same role. Actually we have a family of adjunctions indexed by the alphabets
so we can restrict ourselves to compound objects whose both components have the same
alphabet.

Definition 3.13 (Trace nets) A trace net is a structure with the following flields: a set
of states Q including an initial state qo € Q, a set of places P equipped with an involutive
mapping () : P — P, an enabling relation |=C Q x P (g k= z reads as "the state q satisfies
the condition ), a set of actions A equipped with an independence relation || C A x A,

a set of labelled transitions T C Q x A x Q, and five flow relations «0—,.1—,3.,—1., 1CAxP
satisfying as a whole the following conditions:
1. (A],@,490,T) is a canonical trace automaton i.e.,
(a) || C A x A is irreflezive and symmetric,
(b) T C Qx AxQ is a deterministic transition system,
(c) every state is accessible from the initial state,

(d) if a and b are independent, there ezxists at least one state at which both are
enabled,

(e) commutativity: whenever ¢ = g, and g 2 g with alld, g» — ga,5 and q, ER Qa s for
some state qq 3,

(f) independence reflects diamond situations: allb wheneverq 2 % andg.ab = q.ba

for some state q.

2. (p,A,.O_’.L,_".,_&,_L, Mpy) is a net i.e. (<, (1—,-9»,—1»,_L} is a partitioning of A x P. As
for the initial marking, we let My = qoF, i.e. My ={z € P/ ¢ E z}.

3. Properties of duality:

(a) Vge QVze P (gkz iff ¢pf7)
(b) %=1z & =0z and lz=1=.

0
4. Connection between independence relations: a||p = ¢~ C b+ and a® Nl = 0.
5. Connection between the transition and flow relations:

(a) ¢ & a= C ¢F and in that case (g.a)F = (¢F \ a®) ual.
(b) Ya € A and Vz € P we have
(i) alz if ¢3¢ =>gkzr & ¢ 1)
(i) adz iff (¢3¢ =>q Kz) & (3¢>¢ with gt )
(iii) adz iff ¢3¢ =>(gkz & ¢ k1)
(iv) adz iff (¢3¢ =>qkz) & (Ig>¢ with gt z)

() alz i 2=k ifqkal&
(3¢5 ¢ with qltz) & (Ig2 ¢ with = 2)
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A morphism between two trace nets is a pair of mappings n: AV — 42 and 5 : QU1) — Q(2)
between their respective sets of actions and states together with a mapping 8 : P(?) — pt1)
in the opposite direction between their sets of places, satisfying the following conditions,
where a,be AV, 2 € P®, and Ve { &L 5 4 1)

1. n is a surjective mapping s.t. a||b <= n(a)|[n(b),

2. (n,0) is a reduction of trace automata, i.e.
(a) o(af") = ¢8?,
(b) (n,0) is a bisimulation, i.e. (i) ¢ % & o(¢) " and, (ii) o(g.a) = o(q).n(a).

3. (n,B) is a reduction of saturated nets, i.e.
(a) the image of B is a dense subset of places in N(V) such that B(z) = (z),
(b) 871 (Mg") = Mg?, and
(c) compatibility with the flow relations: a € V3(z) & z € n(a)¥ .

4. o and B are adjoint mappings: ¢ E (z) © o(q) k =.

The next three statements show that a trace net is a schizophrenic object which is at the
same time a separated trace automaton and a saturated net both bridged by a structural
link |, and exhibiting the same behaviour.

Proposition 3.14 (Properties of separation) Trace nets enjoy the following two prop-
erties of separation:

1. (VeQ)[(VzeP)(a—z =gk z)=2¢—),

2. (Ve P)[(Ve€EQ) (== qE12)=>a+1z)).

Proof: the implication a~ C ¢F = ¢ = which is one half of axiom (5 a) is equivalent to
the first separation property. The second separation property follows from an analog of
lemma (3.11) which states that for every place z in a trace net, the conditions (i) a — z
and (ii) Vg€ Q ¢— = ¢ k= are equivalent (one needs just to replace € by = in the
proof of lemma (3.11)).

a.

Proposition 3.15 There ezist a pair of functors from the category TrNets of trace nets
to the respective categories of separated trace automata and saturated nets

STA <~ TrNets — SNets
which project a trace net to its underlying trace automaton and net, and send a morphism
(n, o, B) respectively to (n,0) and(n, B).

Proof: Let us verify that the underlying trace automaton of a trace net is separated. In
view of the axioms (5 b) and (2) we see that every place z € P has an associated region

Fzr={q€Q/qk z}C 29. By the first separation property, stating that ¢ 7Z=> Jz € P s.t.
a —z & q £ z,there exists a region Fz of the underlying trace automaton such that (i)
g¢Fzand (i) ¢ 5 = ¢ e€Fz.

Next, let us verify that the underlying net of a trace net is saturated. Since Mg = ¢oF,
the axiom (5 a) shows that the set of accessible markings is M, = {¢F/ ¢ € Q}, and the
second separation property gives the result.

O
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Corollary 3.18 Trace nets are ezactly those triples (A, =, N) where A = (A,|[,Q, 90, T) is
a separated trace automaton, N = (P,-(S,A,Qo—,l—, —0~>,—l», 1, M) is a saturated net on the
same alphabet, and the relation =C Q x P is a link between the two structures satisfying
as a whole My = goF and the conditions (4) and (5) from definition (3.13). Thus ()F is a
strict reduction (see definition 3.5) of A into the separated trace automaton associated to

the net N. Hence A and N have the same behaviour.

In order to establish theorem (3.12), it suffices to prove that both projection functors
and 7, have right-inverse (extending respectively separated trace automata and saturated
nets into trace nets) providing adjunction pairs p; 7 and p; F 5.

Proposition 3.17 =, has a right-inverse left-adjoint.

Proof: We can extend a separated trace automaton A = (4,]|,Q,q0,T) into a trace net
p1(A) =(A, E, (P4, L —0-,—1»,_L,M0)) where P is the set of regions of A, (): P — P
is the involution that maps z to its complement = Q\z in Q, | is the membership
relation, the flow relations are the restriction to A x P of the corresponding relations on
A x 29 (see definition 3.8), and Mo = {z € P/ qo = z}. In order to show that p,(A) is a

trace net, we have just to verify conditions (4) and (5a) from the definition of trace nets.

0
Let us establish condition (4), namely: a|lb = a— cbt & aOnbl =9
Since a and b are independent, there exists at least one state ¢ in which both actions are
enabled, giving rise to a diamond situation

q—“»q.a-f»ql & qﬁ»q.b-“»q'

0 ’
Let z € a*—, then by the definition of regions g€z, g.b€ 2, gagz, and ¢ € z. And thus
0

bLlz since neither b0z (as ¢.b € z), nor b1z (as ¢’ ¢ z). Hence a™ C bt. Let z € a0, then by
the definition of regions ¢ ¢ z, hence we cannot have b1z. Thus aOnsl =9

Let us establish condition (5a), namely: ¢ = ¢ a— C ¢€ and, when a is enabled in ¢, ¢.a€=
(¢€ \aO) Ual. The implication ¢ % = a= C ¢€ follows immediately from the definition of
a”, and the converse implication, which is equivalent to the first separation property,
follows from the assumption that A is a separated trace automaton. Assuming ¢ % ¢, let
us prove that

gez iff [(gez & ag ) or a€lz]
1. ([(qgez & ago:c) oraclz & ¢S¢)=>d ex:

(a) (a € 1, & g2 q)=q €z by definition of 1,.
(b) (gex & ag0z & aglx & ¢35 ¢') = ¢ €z by definition of a region z.

2. €z & gSg)=>[(gex & ag9z) or a€ 2]
€z & qg2q) = ag¢Oz and (¢ €z & ¢2¢) = (g€ or a€lz), because
(qu&qiq'&q'ez):aelzforanyregionz.

We are now going to prove that p, is left-adjoint to =,: every morphism (n,¢) : A — 7,(X) in
STA can be extended in a unique way into a morphism (1, ¢, 8) : p1(A) — X in TrNets. We
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recall that the functoriality of p; follows from that universal property. Let p;(A) = (A(),
EM N1 and X = (A, ), (D)), By condition (4) for morphisms in definition (3.13),
B: P —p1) must be defined as g(z) = {g € Q1V/ o(¢q) E® z}. The extended morphism
(n,0,8), if it exists, is therefore unique. It remains to verify that (n,8) is a reduction
between nets, i.e. satisfies conditions (3) for morphisms in definition (3.13). Let g8 : P(?) —
29" be defined as B(z) = {g € QV)/ o(q) E® z}. In order to show that g: P(3) P je,
that 8(z) is always a region of A1), there suffices to establish the following relations which
also entail condition (3c) from definition (3.13)

0

Vae AW vz e PO ywe{& L 2 L 1} aVB(z) e na)Vz

Because {‘gx,*l"z,ﬂ‘z _1’ ,1z} is a partitioning of A(®, {‘_ (z), ﬂ(:r), 2’ﬁ(alc), _l‘ﬁ(x),
L8(x)} is then a partmonmg of AN, i.e. B(z) is a region.

Notice that ¥V in the left-hand side stands for the flow relations v ¢ A x 29 associated,
to the trace automaton A1) according to definition (3.8), whereas V in the right-hand
side stands for the flow relations V C A x P of the trace net A?), The equivalences
to be proven follow from the surjectivity of o (proposition 3.6) plus the fact that (n,0) is a

bisimulation. We give hereafter the detailed proof for ¥V = 2, the others cases are similar.,

1. n(a)2z = a2 p(z)
First, ¢ > ¢ = 0(¢) B o(¢) = o(¢) t = = ¢’ € B(z). Second, we must find a transi-
tion ¢ > ¢ with ¢ € 8(z). Since n(a)—ow, there exists a transition ¢; 25 q; with ¢, }£ «,
and since (n, o) is a bisimulation and o is onto (by proposition 3.6), there must exist
a transition ¢ = ¢ with o(q) = q; and o(¢') = q;. Now o(q) = ¢; | z entails ¢ ¢ 8(z),
as required. '

2. aiﬂ(z) = n(a)—om ’
Assuming ¢ 13 ¢;, we know there exists ¢ ¢ with ¢(¢) = ¢; and o(¢’) = ¢;, but
q eﬂ(a:) (since a>pB(z)) hence o(¢') = q; b‘.- z. Moreover there exists a transition
g > ¢ with ¢ ¢ B(z) hence a transition ¢, 25 ¢, with ¢; }£ z by taking ¢, = o(g) and

‘11—‘7(‘1)

Let us check condition (3b) in definition (3.13), namely: g~ 1(M(l)) (2) This statement
is in fact redundant in definition (3.13), because relations M{" = ¢iF = {x € PO/ ¢ = 2},
a(qol)) = q(z) and ¢ = B(z) € o(9) = z entail together:

B-Y (MDY = B2 (ghF) = {z € PD)/g} = B(z)} = {z € PD/g? = 0(g}) = 2} = M)

There remains to check condition (3a) in definition (3.13), i.e. to show that the image of
B is a dense subset of places in A’(!) such that 8(z) = 8(Z). Since (n,0) is a bisimulation,
o(q) ") in T is equivalent to ¢ % in T(}). Now the former relation is equivalent to
Vz € P n(a) — z = o(q) k= = which is in turn (by conditions (3 c) and (4) for morphisms)
equivalent to Vz € P(?) a — 3(z) = ¢ |= #(z), whereas the latter relation is equivalent to
Yy € P g — y = q £ y. Hence we deduce that a— N Im(B) C ¢F entails a— C ¢F, i.e. the
image of 8 is a dense subset of places in N). And finally

B8(z) = {g€ QW /a(g) E 7} = {g€ QW/a(q) I =} = Q \ B(z) = B(z)
u]
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Proposition 3.18 =, has a right-inverse right-adjoint.

Proof: Let N = (P,U,A,P—, 41—,3,,-L,J_,Mo) be a saturated net. We let M = 27 be the set
of markings, we recall that the transitions of the net A are given by:

MEM f a-CM and M =(M\a%) ual

and that two distinct actions a and b are said to be independent (written a||b) when (7)
0
there exists an accessible marking M € M, at which they are both enabled, (ii) = c b4

& a9n bl = 0, and symmetrically (%47) b C at & 50n al = 0. We extend the saturated
net N into a trace net p3(N) = ((4,||,Mqs,Mo, Ta),=N) where T, is the set of transitions
between accessible markings and =C M x P is the inverse of the membership relation:
Mz ff z € M. By proposition 3.3 (A,]||, M4, My, 7T,) is a canonical trace automaton.
In order to prove that p,(N) is a trace net, there remains to check condition (5b) from
definition 3.13.

For the one hand, since M & M & a= C M and M = (M \ a®) Ual we have:

r€as & MM = zeM & zg M

0 ’ '
t€a” & MIM = z¢gM

z€a” & MEM => zeM & zeM
1 1 1
r€a” & MAIM = zeM

z€at & MAM = zeM if zeM

I

On the other hand, by virtue of the second separation property a ¥~ z = IM s.t. a— C M
& z g M, thus :

(a2c or ez or alz) = IM S M with z ¢ M

Whence, finally, by exchanging z and Z (recall that alz iffelZ and ze M if T g M) we
obtain alz = IM % M’ with z € M. To sum up, we have proved the implications (5b)
from left to right. The converse implications may be established by contraposition, using
the fact that the relations (<, 3—,—°>,-£»,.L) give a partitioning of A x P. For instance the
implication 0 )
a¢- > (AMAM) (xgMorzeM)

0
follows from equivalence a - ¢ (aé-z or a2z or alz or alz), by inspection of each pos-
sible case. The detailed verification is left to the reader.

We are now going to prove that p, is right-adjoint to 7,: every morphism (n, 8) : m(X) - N
in SNets can be extended in a unique way into a morphism (n,0,8) : X — p2(N) in Tr-
Nets. Again functoriality of p, follows from that universal property. Let ¥ = (A (1),
N)Y and py(N) = (AP, @, /), By condition (4) for morphisms in definition (3.13),
o : QMM =Q®) must be defined as o(g) ={z € P®/ ¢ (M) B(z)}. The extended morphism
(n,0,B), if it exists, is therefore unique. It remains to verify that (n,0) is a reduction
between trace automata, i.e. satisfies conditions (2) for morphisms in definition (3.13).
Let o: Q1) — Q® be defined as o(g) ={z € P/ ¢ M) B(z)}. In order to show that
o : QW QM@ je. that o(q) is always an accessible marking of A'(®), there suffices to verify
that o is a rooted bisimulation. Since every state in Q(!) is accessible from the initial state
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¢{", the fact that every marking o(q) is an accessible marking (i.e. an element of Q(?)) will
then immediately follow. First, Mél) = {z e PO/ q(()l) E z} because X is a trace net, and
P = Még) c 2P by construction of p,(N), whence g-'(M{D) = {y € Py qgl) E A(z)} =
o(gi") and a(q}") = ¢{*). Second, we have the equivalences
¢ iff a—C q*=
if vzePV a—zqk>

and similarly

o)™ iff Vye P pla)—y=o(g)Ey

iff Vye P? a— B(y) = q k= B(y)

hence the implication ¢ = = o(q) "e) automatically holds; the converse implication holds

as well because the image of 3 is a dense subset of places in A;. Third, when the action
a is enabled in ¢ one has

z € o(q.a) iff gq.af B(z) by definition of &
iff (gl B(z) & ag%8(z))or aelf(z) because (g.a)F = (¢=\a®)Ual
iff (c(g)=z & n(a) ¢ Oz) or n(a) € 'z because (3 ¢) and (4)
iff o(q)m(a)Ez i.e. z € o(q).n(a)

hence o(q.a) = o(q).n(a).

a

The desired adjunction F 4G : SNets — STA between separated trace automata and sat-
urated nets is the composition of the elementary adjunctions p; 4 =, and =, 4 p;. The fact
that both F and G preserves’ behaviours follows from corollary (3.16) which states that
the underlying net and trace automaton of a trace net have the same behaviour. Actually
among the trace nets we can find the elements (A, €, F.A) for A € |STA| and the elements
(GN, 3, N) for N € |SNets|.

The following corollary emphasizes the fact (already mentioned) that all classes of be-
haviourally equivalent nets are represented in that correspondance.

Corollary 3.19 (Saturation of nets) For every net N there ezists a saturated net \’
with the same behaviour.

Proof: let A be the separated automaton induced by A (see proposition 3.4). The be-
haviour of A is the class of A in the equivalence generated by all strict reductions between
canonical trace automata (definition 3.5). Hence the saturated net A= F.A has the same
behaviour as A.

g

So we obtain saturated nets from arbitrary nets using the translations between nets and
trace automata in both directions (see figure 9). The asymmetry between automata and
nets reflects the definition of behaviours in term of transition systems.

A similar connection between nets and local trace automata may be established with
strictly unchanged proofs applied to slightly modified statements. The modifications are
the following. A local trace automaton is canonical if it satisfies the requirements stated
in definition (3.3) except that in condition (%ii) we no longer require the actions ¢ and
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b to be distinct. A local trace automaton is separated if it furthermore meets the prop-
erty of separation stated in definition (3.10). The only modification to the translations
between nets and automata is in the interpretation of independence in nets: we drop the
requirement that actions a and b be distinct in definition (3.2). With that interpretation,

. 0 . . .
an action such that 4~ = @ is auto-concurrent. The result is the following.

Theorem 3.20 There ezists an adjunction LF F LG : SNets — SLTA between the cate-'
gories of separated local trace automata and saturated nets, such that both left and right
adjoint functors preserve behaviours.

4 Representation results

We will henceforth identify trace automata which differ only on their independence relation
by pairs of events with no common enabling state. The purpose of this section is to
establish that finite trace automata realized in basic SOS are exactly the separated ones.
That assertion is equivalent to the following.

Proposition 4.1 (main representation result) The set of trace automata realized by
finite terms in process algebras defined in basic SOS is the set of all finite and separated
trace automata.

That statement relies heavily on the property to preserve concurrent behaviours satisfied
by the adjunction F 4G : Snets — STA between separated trace automata and saturated
nets. Suppose we have proved that every finite process automaton is separated, then the
main representation result reduces to the following.

Proposition 4.2 (auxiliary representation result) The set of nets realized by finite
terms in process algebras defined in basic SOS is the set of all finite nets.

We recall from section (3) that every net A has an associated trace automaton GA which
is separated (the notation GA used till now for saturated nets is extended here to all nets}.
We also recall that the concurrent behaviour of a net A is the equivalence class of GN for
bisimulation equivalence. Proposition (4.2) splits to the following pair of statements.

Lemma 4.3 Given a finite net N/, one can construct an operational specification (£, R)
in basic SOS and a finite T-term t such that |t|; .= GN.

Lemma 4.4 For every operational specification (X, R) in basic-SOS and for every finite
E-term t, [t} .= GN for some finite net N.

Lemma (4.4) tells us that every finite process automaton is separated since equal to GA’
for some A. In order to establish simultaneously proposition (4.1) and proposition (4.2).
there suffices therefore to prove lemma (4.3) and lemma (4.4).

Proof of lemma (4.3):
Given a finite net A, we fill the associated signature T with an operator of synchronization
¢ with as many arguments as there are places in the net, plus two constant operators empty

and full, allowing to encode bi-univocally markings M C 2P by terms ta = d’(qa}). e qf{,')),
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Figure 11: coincidence of the independence relations

where qg? =full if ie M and qﬁ? =empty otherwise., We fill the operational specifica-

0 1 0 1
tion R of ¥ with six axioms (empty =) empty, empty ) full, full =) empty, full (=) full,

0 1
full =) empty, and full =) full) plus one inference rule per action a in the net, namely
a; .
=y €]

¢(xl)-~"xn)_a‘ ¢(yl)'-'3yn)

where I = a~ Ua™ and a; = V if and only if aVi (where V € {«O—,bl—,—or,—l»}). Clearly, M %
if and only if tp = and then tp. = (tm).a, whence the underlying transition systems of
GN and [t]; , are isomorphic. Now, two actions a and b are independent according to
the net (al||b) if and only if all the hachured slots in the array on figure (11) are empty.
And according to SOS, al|b if and only if q;]|d; for every index i outside a* U b+ where the
symmetric relation || on {<,& % 2} is generated by <[, &[], 2|, and (| (see
definition 2.4 and the SOS automaton in figure 11). Hence both notions of independence
coincide, as shown by the array in figure (11).

0

Proof of lemma (4.4):

We recall from section (2) that [t],, = [(Z,R) > t, where I'(T,R) is the Arnold-Nivat
product I],¢ pomq) 7(E, R) synchronized by the set V of vectors V4 € (RU {¢})?°™(") defined
from the schematic proofs A enabled in ¢ by: Va(s) = a (p3'(s)) if s € Im(pa) and Vu(s) = ¢
otherwise. For an arbitrary set V C (RU {e})! of vectors of synchronization, we let [],,
denote the operator of synchronized product on local trace automata:

MMy : LTAT < TA

where [],(A®),i € I) is the trace automaton with set of actions V, where two distinct
synchronization vectors V,V' € V are independent (V||V') if and only if for all index i,
V(i) =€ or V'(i) = € or V(i)||V'(i) in 4;. The proof that I'(T, R) >t is separated relies on
two lemmas, stated below.

Lemma 4.5 For every operational specifications (£, R) and for every operator symbol
fex
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Y(E,R)> f = LGo LF (v(Z,R) > f)
where LF + LG : SNets — SLTA is the adjunction between local trace automata and satu-
rated nets.

Proof of lemma (4.5):
Let yv(X,R) > f = Ay = (Ry, Zy,f,—y) thus Ry C R and X; C . We recall from section (2)

that p||p if and only if ¢ % g and ¢ £ g for some g € ;. By abuse of notation, let us
rename Xy to &, Ry to R, and —; to —, whence A; = (R, Z,f, —). In the remaining of the
proof, we extend notations LF(A) and LG(N) to arbitrary local trace automata and nets
respectively, keeping in mind that the correspondence (LF, LG) yields an adjunction only
when restricted to separated trace automata and saturated nets. Let us construct the net
LF(Ay). Since each proof constructor p € R codes the unique operator g = target(p) such

that h £ g for some h, every subset of T is a region of A; (the forbidden cases indicated in
figure (7) are certainly not possible). Thus, in F.A; = (P, R, £, ol—, —°>, —l—v, L, Mp), P =2%,
For p € R, let sources(p) = {g € £/ g 5}, then every place z € P is affected by every action

p € R, as shown by the following table:

sources(p) C z | sources(p) ¢ z

target(p) € z p-z Pz

target(p) € = poo—x poz

In particular, L =9

We will now show that A; and LG o LF (A;) are identical, which entails A, € LSTA and
establishes the lemma.

By definition, the initial marking M, of LF Ay is {t CZ / f € z}. In order to prove that
the underlying transition systems of local trace automata Ay and LG o LF (A;) coincide,
there suffices to show that every accessible markings of LF (A;) has the form {zCZ/
h € z} for some h, and that h 2 g is a transition of A, if and only if

{zcE/hez}d{zCcT/gez)

is a transition of LG o LF (Ay). By definition of My and by induction on computations,
those facts are immediate from the above table. There remains to show that the respective
relations of independence in .4; and in LG o LF (A;) coincide, i.e. that for every p,p' € R
(where possibly p=p'):

p“p' iff p‘g' col, p0npl=0, andsymmetrically.
Now, p' L is always empty, and the following equivalences hold:
PO =0 iff Vz. (sources(p)C z => target(p) € z) iff target(p) > target(p)
and pPOnpl=0 iff target(p)= target(p).
Thus, the relation to be established is equivalent to the fo}lowing
plle iff 3g. gLg & ghy

which is true by definition.
D \

30



n

al

Lemma 4.6 One may construct a synchronized product I'I;, of saturated nets making the
following diagram of operators commute.

SLTA! Iy TA
LG! ‘ ‘ G

SNets!

Nets

’

Iy
Proof of lemma (4.6):
ForieIlet Ni (P, As, i, &, 2, S, Loy (Mo)s) then [Ty = Wiie I) = (P, 4, &, &, %
L, 1,Mo) is the net with set of places P = Iic; Pi, initial marking Mo = J;¢; ini((Mo)s)
where in; : P; — P is the canonical injections, and flow relations pVV are defined as follows
forp=in;(p;) € P,V e {40—, RS R 1}, Vev:
pVV <= p,VV(3)

The transition systems underlying the respective trace automata G(H;(M,ie I)) and
[Ty (LG (M), € I)) coincide because they are constructed from the same set of synchro-
nization vectors. Now, two distinct vectors V,V' € V are independent in the former trace

0 ' ! 0 . .
automaton if and only if V- Cc V' 4 & v0nv'l =9gand symmetrically, i.e. independence
is the largest symmetric relation on synchronization vectors such that Vi € I

V()= or Vi(i)=e or (Vi)™ CV'(i)t & V(E°nV'(i) = 0)

whence V||V’ if and only if Vie I (V(i) =€ or V'(i) = ¢ or V()|[V'(i) in LGA;)), which
corresponds to independence in the latter trace automaton.

O

Proof of lemma (4.4) continued:

By putting lemmas (4.5) and (4.6) together, we deduce |t} . is separated since it is the
image of a net (via G):

[tler=Gollyo [ JI LF((E,R)>t(s))]

s€Dom(t)

As a by-product, we obtain an alternative interpretation for basic SOS specifications
in the setting of labelled nets, i.e. nets whose set of events is equipped with a labelling
function A : E — A. Given (£, R), we define for each operator symbol f € £, an alternative
operator f,v on labelled nets, constructed as follows from N; = LG (v(Z,R) > f). Let
E; C R be the set of events of A, and fori = 1,...,n let A; be a net with set of events E;
and labelling functions X; : E; —» A. Then fy( M,..., N,) = Hlv( Ny, M, ..., N,) where
V is the set of vectors <e,, ..., e, > satisfying the following conditions and equipped with
the labelling function A <e;y,..., e, > = act(eo):

® e =<{i1,...,ik},<a1,...,ak,a>,g>€ E!,
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® ¢, €E; and )\ (e;,)=a, forpe {1,...,k},
o ¢; =cforjg {ii,...,ix}.
Let ﬂtl’;_fn denote the induced net interpretation for Z-terms ¢. By lemmas (4.5) and (4.6),

tV = G |t|A., showing the adequacy of that alternative interpretation.
phg g q P

£,R?

Acknowledgement: The idea according to which true concurrency could be extracted
from SOS was suggested to us by Frits Vaandragger.
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Appendix

A subcategory A of C is called reflective when the inclusion functor K : A — C has a left
adjoint called reflector. I.e. we have a bijective correspondence

A(RC, A) = C(C, A)

natural in C and A. R can be compared to a geometrical projection which takes an
object C in C to its best approrimation in A. Actually, RA satisfies the following universal
property : there exists an arrow ¢ : C — RC and, for any object of A and arrow
g : C — A there exists a unique arrow f: RC — A such that ¢ = fonc.

Q
l:
Q
Y
a
/

More generally a functor S : C — B is said to be a reflector for T : B — C when S is a
left adjoint left inverse of T, i.e. we have an adjunction S 4T : B — C with the identity
ST = 1p as co-unit. As T is split-mono the image of T is a full-subcategory of C: T is
clearly injective on objects and

! é ] 4
C(TB,TB)= B(STB,B)=8B(B,B)
And actually the image of T is a reflective sub-category of C.

Dually A C C is coreflective when the inclusion functor has a right adjoint and more
generally a coreflector is a right adjoint left inverse. In the ordered case we obtain :

UF=14 and FUZC g

(where T stands for the extensional order). So adjunctions with unit identity generalize
the injection-projection pairs of Scott.
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