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Abstract

Various timestamping mechanisms had been provided in order
to characterize the partial order between events occurring in a dis-
tributed computation. Using the order induced by such timestamp-
ing mechanisms, one can reason about causal or concurrent relation-
ships between events. However comparisons between timestamps
can induce false assumptions on these relationships. The order in-
duced by the timestamps is not always the existing partial one in
a distributed execution. It is in these terms that we study the
accuracy of three timestamping mechanisms, showing the type of
compromise (space-accuracy tradeoffs) one has to make when using
them.

Résumé

Divers mécanismes d’estampillage ont été produits dans le but de
caractériser I'ordre partiel entre les événements d’une exécution ré-
partie. En utilisant I'ordre généré par ces estampilles, il est possible
de raisonner sur les relations de causalité ou de concurrence entre
les évenements. Cependant. les comparaisons entre les estampilles
peuvent induire en crreur l'observateur de 'exécution. En effet,
Pordre induit par les estampilles ne reflete pas toujours celui qui
existe au sein de 'exécution répartie. (est en ces termes que nous
étudions la précision de trois mécanismes d’estampillage et que nous
montrons le type de compromis a effectuer (espace/précision) dans
I"utilisation de ces mécanismes.







1 Introduction

Distributed computing commonly refers to an activity performed in a spatially dis-
tributed svstem. One main characteristic of distributed computations is the lack of
a common reference to time. And physical clocks cannot be used without specific
and expensive algorithms to synchronize them.

However. perception of time is fundamental in comprehending distributed sys-
tems. in order to relate causes and effects. Distributed algorithms require the ability
to determine wether one of two events comes hefore or after the other. Events occur-
ring on a single processor are totally ordered. and their ordering can be determined
by reading the processor physical clock. Events occurring at different processes are
just partially ordered, by processes exchanging messages. A sending of a message
always precedes its receiving. A timestamping mechanism is a mechanism which
associate to each event of the computation a date, say date(e) to whatever event
¢. and one would like an exact mapping between the timestamps ordering and the
corresponding events occurrence one. Various timestamping mechanisms were pro-
posed to achieve this requirement. Nevertheless. they differ in cost as some of them
are space consuming and we show that they differ in accuracy also, difference we
are able to quantify precisely.

The timestamping mechanisms we study are the logical clock one from Lamport,
the vector time one from Mattern and the interval clock from Jard. Those three
mechanisms run obeving to nearly the same rules, i-e incrementing the timestamps
upon occurrence of an event. and updating the timestamp value on receiving a
message. However those timestamps have different sizes, leading to different results
when characterizing causality. Our motivations are that, everyone agree to say that
Lamport’s mechanism is imprecise. whereas Mattern’s one is precise but expensive
hut their accuracy degree has never been studied. The known gap between those
two mechanisms has never been measured. By analysing their different behavior,
we propose an accuracy measure of these timestamps, and evaluate the complexity
of this measure. We identify the compromise to make, concerning the accuracy
obtained relative to the space occupied by the timestamps.

For that purpose. we show in the first part of this document (Section 2 and
Section 3) that timestamping mechanisms produce an order hetween events which
is different from the one effectively realized. By examining the points of these
timestamp orders. we approximate the amount of errors that will be made by the
timestamps. Using a different approach in the second part of this document (Section
4), we show that the same results are obtained adopting a differential calculus of the
accuracy measure. Section 6 concludes by showing the space/accuracy compromise




one has to make when using timestamps.

2 The timestamping mechanisms studied

2.1 The model used

The distributed computing model used in this paper is a classical model in which
main entities are processes. Sequential processes execute concurrently in order to
accomplish a given task. They interact by communicating by message passing in an
asynchronous manner.

A distributed execution is the execution of a possible behavior on a group of
processes, possibly located on different sites. An execution is composed by events,
those entities that are timestamped. Three types of events are considered, namely
send events, receive events and internal ones. A send event is the sending of a
message by a process to another one. a recefue event is the receipt of a message by
some process, and finally, an internal cvent is one that has no influence on the rest
of the system.

Notations and definitions

The notations given here are from [Diehl 1992].

For each event ¢. we note by ¢~ its predecessor on the same process, by €7 its
successor also on the same process, by €” the corresponding receiving event if ¢ is a
sending of a message. and by € the corresponding sending event if € is a message
receipt.

The causality relation (also called “happened-before™) is a relation between any
two events, noted :
O(c. f) <= ¢ causally precedes f.

The causality relation is a transitive relation.

If neither ¢ causally precedes f. nor f causally precedes e, they are said to be
concurrent events, which is noted (e || f). The concurrency relation is a symetric
relation but not transitive.

The set of events E of a distributed computation with the causality relation
forms a partially ordered set. or poset for short. and is noted (E.#8).




The set of predecessors of an element » € F is defined as :

Pred(z)={ye€ E /8(y,x)}

A chain is a subset of the overall set of events E of pairwise comparable ele-
ments. An antichain is a subset of F containing pairwise incomparable elements.
i-e concurrent.

We recall here briefly the timestamping mechanisms of Lamport, Mattern and
Jard [Lamport 1978, Schwarz 1991, Diehl 1991].

2.2 Logical clocks

Lamport introduced logical clocks (L(') to timestamp events of a distributed com-
putation. Logical clocks are integers incremented upon an event occurrence. and
which conforin to the causality relation :

if 8(c, f) = LC(¢) < LC(S)

However. it has been revealed that logical clocks can’t fully characterize causality.
Indeed, concurrent events can either get the same timestamp. or can obtain different
ones (see for example Figure 2, where (s are illustrated by a single integer). One
would like that two equal timestamps should mean that the corresponding events
are concurrent. By solely comparing the timestamps of two events. one cannot
determine if they are causally related or not. It is well known that the logical clock
ordering is a linear extension of the underlying partial order. producing then a total
order. This total ordering yields to a misunderstanding of the events ordering.

2.3 Vector time

Mattern used vectors of logical clocks, also called wvector time. whose size is equal
to the computation processes number. Vector time has the property of completely
characterizing causality in the sense that it is sufficient to compare two vectors to
determine if the two corresponding events are related or not.

Each process P; is given a vector 1; of n (n being the number of processes) clocks
and increments its i*" (V;[¢]) element upon occurrence of every event. On sending
a message, P; piggybacks its current (incremented) vector on that message. The
receiving process P, increments its j'* (17[j]) element and then updates its knowl-

edge of every processes vector time, by performing 1 = max(1,.1}). V; being the




received vector (see Figure 2 where V(s is an array of three integers). Interestingly,
Y P and P;,Vi[i] > V,[i]', and V;[i] is an approximation held by P; of P;’s i*!
vector time component. Vector time has the following properties :

Ve.feE. c € P.fe P
(1) 8(e, £Yff Vi(a)[j] < Vi(NH]

VAL < Vie))
(i) |l fiffV(e) || V(f) { and

Vi(e)jl < V(5]

Without knowing nothing about the underlying computation, vector time ap-
pears to be the timestamping mechanism exactly characterizing causality.

Due to the large size of vector time, optimizations were proposed in order to
reduce it. It appears that the reduced vectors fail to fully characterize causal-
ity. B. Charron-Bost proved that characterizing causality in a system of M pro-
cesses requires vectors of at least size M, if nothing is known about the compu-
tation [Charron-Bost 1991]. The proof rests on the fact that a computation of M
processes induces a partially ordered set (E, —) of dimension M? and that this set
can be embedded in a partially ordered set (N*, <) of integer values. For charac-
terizing causality. it is required that k > dim(E, —).

To summarize. there exists an isomorphism between vector time ordering and
the events ordering. but vector time have the drawback of being space consuming.

2.4 Interval clocks

1
s

5 &

Figure 1: Overlapping intervals

Jard in [Diehl 1991] proposed a new stamp mechanism based on the class of interval
orders (see definition 4, section 4.3). For each event e of the computation, an interval

'P, has the most accurate knowledge of its own virtual time.
2The dimension of a partially ordered set (A, <) is the cardinal of the minimal collection of
lincar extensions of (A, <) such that their interscetion is equal to (A, <).




clock is associated, of the form [é(¢)~.4(¢)*[. They are computed in the following
manner :

e If ¢ is an internal event :

dle)” = d(e™) + 1
fle)t = é&(et)”

¢ If ¢ is the sending of a message :

dle=) + 1
= min(é(e¢t)".é(e")7)

—
2 2>
-~
=+
|

e If ¢ is the receipt of a message :
)T =)+ 1ifB(e”,e)or (e e7)
e)” = max(é(cf) ", 8(e")T)+2if e || e®
o(e)t = d(et)”

Those intervals produce an interval extension of the partial order; they are some-
what more precise than logical clocks as an overlapping of two intervals means that
the associated events are concurrent (see Figure 1). Interval clocks do not need
so much space as vector time does. but they remain however imprecise relative to
Mattern’s mechanism.

The Figure 2 illustrates the three timestamping mechanisms described above.

3 The timestamps accuracy

3.1 Definitions

We want here to provide definition of the word accuracy of timestamping mecha-
nisms.

The accuracy of a timestamping mechanism is the amount of errors made in the
answering of the following question : given any event e and f. and looking at their
timestamps. does ¢ causally precedes f ? This question can be asked analogously
for concurrency relationships, i-e events that are not related *.

We speak of concurrent relationships which can be surprising at a first glance, as concurrent
events are not related. but in our text this absence of relation forms a relation which we call
concurrent relation.

(S}




The events ¢ and f are either causally related in the execution or are concurrent.
We want to measure in which way we can trust comparisons between timestamps
in order to estimate the precision of our knowledge about the actual ordering of the
execution events. It has been shown that the order produced by the timestamps.
either creates relations which are inexistent in the underlying computation, or sup-
press existing ones. Obviously. the better accuracy will be one of a timestamping
mechanism whose order is in exact correspondence with the underlying partial order.

Definition 1 The accuracy of a timestamping mechanism is the ratio of the num-
ber of causal or concurrent relationships correctly induced by the timestamps over
the number of cxisting relationships (causal or concurrent) between each patr of the
overall set of events.

As it is difficult to provide fully general results concerning accuracy of times-
tamping mechanisms, we will give for each of them a worst and best case.

In [Diehl 1992]. a tentative of measuring the complexity of timestamping me-
chanism was done considering three quantities :

¢ the amount of memory storage for the timestamps;
e the cost of calculating the timestamps:

¢ and the cost of the answer to ¢ < f?

Those quantities are indeed interesting but in addition to the cost of answering
to the question ¢ < f. we are interested by the correctness of this answer. A wrong
answer could have serious consequences.

We determine here the accuracy of the timestamps of Lamport, Mattern and
Jard, that is we aim at approximating the amount of errors made in the identification
of the causality/concurrency relationships.

Whatever the computation being observed. by order of its structure, Mattern’s
vector time is known to be the only mechanism characterizing causality and concur-
rency. It is however a great consumer of memory space. We study here the accuracy
of the two other timestamping mechanisms relative to vector time. This allows us
determine the compromise to make when using them.

Proposition 1 The vector time mechanism accuracy. noted A(V). is equal to 1.



If we mean by accuracy the number of correct causal or concurrent relationships
identified by the timestamping mechanism. A(V) is equal to one. If we call p the
total number of relationships in the execution, whose value is some m, and by o
the number of such relations infered by vector time, it appears that its value is also
m. Thus the ratio o/p equals 1. This result shows that vector time characterizes
causality and concurrency in an exact manner.

Proposition 2 The product of accuracy measure with the space occupied is a con-
stant.

Vector time accuracy multiplied by the space occupied yields to a constant, 1 xn = n.

3.2 Accuracy of Lamport clocks

The Figures 3 and 4 are examples where. concurrency is maximal and causality is
complete, respectively. In the first case, there are a lot of antichains, and in the
second case, the overall set of events forms a chain.

The behavior of Lamport logical clocks differs in an important way from these
two examples. We note that in case of maximal concurrency. the clocks fail to
identify concurrency relationships (a lot of concurrent events are ordered by their
timestamps).

However, for the complete causality example, logical clocks conform precisely to
the causal ordering and have an accuracy of 1. Intuitively. in presence of antichains,
the accuracy of logical clocks could approximate some value n. Those two examples
are respectively the worst (maximal concurrency) and hest (complete causality)
cases. We will detail these in Section 3.3.

We are able to obtain in an exact manner the error number made by the logical
clocks, fact that we show below. Those errors come from the presence of antichains,
but vary with the event sequence.

In Charron-Bost PHI) thesis, measures of a distributed computation parallelism
are introduced : the w measure takes into account antichains of length 2. that
is numbering pair of concurrent events; the m measure counts all the antichains,
leading to the numbering of all consistent cuts*.

4

Definition 2 Ye € C.C C F, Ye' € E such that ¢’ — ¢, C is a consistent cut iff e’ € C.



11,21 {2,
| 2
0 0
0 0

2 3
2,3 13.5(
1 1
1 2
0 0
1 4
(1,51 15,61
0 1
0 2
1 2

Figure 2: Timestamping mechanisms
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Figure 4: Complete causality

The maximal number of antichains of length 2 is given by the following formula :

Z 4:q,

1<1<3<n

with ¢;.q, being the total number of events on processes P; and P;. The Figure 3
shows an example of concurrency where this bound is reached.

From that result. it is quite natural to determine the number of pair events

pertaining to antichains that will not be detected to be concurrent by the LCs.
Hence, our interest resides in antichains of length two.

Definition 3 Le¢t £ = (E.8) a partially ordered set. The rank of an element v is
the length of a marimal chain ending in r.

The set
R= R withvi>0,R ={r€E, r(z)=1}

0<i



is called a rank decomposition of £. Elements having the same rank are non-ordered.

Lamport clocks correspond to an antichain decomposition of the causality rela-
tion [Diehl 1991]. Using the concept of rank (see definition 3 above), events z and
y are showed to be concurrent if they have the same rank, r(z) = 7(y). One can
note that the L('s characterize perfectly concurrency between elements of the same
rank. The proof is straightforward.

Proof:
let’s take z and y € F such that r(z) = r(y). That means that there exists a
chain L, ending in z. » being maximal. and a chain L, ending in y, y being also
maximal. Assume then that §(z,y), then » € I, and z is not maximal. Or assume
then that #(y.x) then y € L, then y is not maximal. This contradicts the definition
and shows that if r(z) = r(y) < 2]|y.
O

This proves that elements of the same rank are concurrent. Let’s show now that
two events having the same rank get the same timestamps. The proof is made by
induction on the number of events pertaining to a chain.

Proof:
Let’s take x and y such that they are the first events on their respective chains.
These chains are obviously distinct. The L, chain ends in z then LC(z) = 1.

This holds also for y in L, and we have L('(») = LC'(y). If z is not minimal,
we suppose that the previous arguments are true for all predecessors of z. That
is LC(z7)y = LC(xg)+ (n—1). As LC(») = LC{z7) + 1. LC(z) is also equal to
LC{xg)+ (n—=1)4+ 1. And this is true in the same manner for y, which shows that

LC{(x)= LC(y) = LC(xg) + n = LC{yy) + n for induction.
]

This shows that events having the same rank will get the same timestamps.

However there exist concurrent events which do not have the same rank. And
this feature is not detected by Lamport clocks. We show hereafter the problems
arising,.

Given r || y. » is concurrent with all the elements which y is in relation with,
but with some restrictions enounced below. This is actually not detected by logical
clocks.

We want to know the error number concerning (given z || y) the relationships of
y with ([ @) = {z € E/(2.z2)}. the future of x. as of y with (| ») = {z € E/(z,z)}.
the past of x. This is done in a similar way for z with the elements pertaining to
the chain to which y belongs.

10



The number of relations that won’t be identified by the logical clocks is given
by the following formula. Tor some 7 :

=100+l =11y (1 =)

where (| 2) denotes the past of z and (] 7) its future. Symmetrically, the same
formula holds for y. This means that r will be concurrent with the cardinal of the
past of y minus the intersection of the pasts of » and y. and also with the cardinal
of the future of y and with the same restrictions on their intersecting futures. If the
intersection set (| y)N (] x)is empty, and the same for the future, we are in the
worst case.

These remarks lead us to identify the number of errors that will be made by the
LCs.

Let’s note ¢y, ¢y, -+, €, the events set belonging to UTSiSn R;. The number of
concurrency relationships (7) identified by the LCs is :

“|R;||R; - ]
N "

The number of errors (non-identified relations) (J). for whateverz € L. y € L,
such that x ||yand 3z € L.t € L, is:

J = ———IT’———I ~{z€L,/0(x.2),0(z.2)} = |{t € L./0(t.y).0(y. )} (2)
@
(1.3 5[ 25(
1 2 3
0 1 1
0 0 1

{13

o—-c

(.51
0

0
1

Figure 5: Error number equals to |




The event z € L, in formula 2 appears to be the first successor or the first
predecessor in chain L, (depending if we look at the future or at the past) of event
¥ € L, and analogously for t € L, for event y € L,.

The greater is the number of concurrency relations, the greater will be the num-
ber of errors. If the computation is made solely of chains, the error number will be
small, possibly inexistant (see example of Figure 4). However, this does not allow
us to devise a general rule. Taking an example where causality and concurrency are
well sub-divided shows that the errors depend on the event sequence. On the Figure
5. there is one error and on the Figure 6, there are three. These two examples have
however the same measure w of parallelism, that is the same number of pairs of
concurrent events. This remarks shows that we couldn’t use this measure of com-
putation parallelism as a measure of timestamping mechanisms accuracy, mainly
because its purpose is more general than accuracy matters, and leads to imprecision
if applied to our purposes.

co-5@ -

o—o;

2 3 4

1230 1340 [4.25(
[} 0 [

! 1 1
1 2 3

Figure 6: Error number equals to 3

3.3 Best and worst cases

The worst case is a case where concurrency is maximal and the reader can be easily
convinced of that, by imaging the existence of a sending/receipt event involving any
events of the computation showed in Figure 3. This virtual event creates a relation
which matches the one produced by the L('s. This artificial relation can be created
at the beginning. the middle or the end of the computation and this choice will have
an influence on the length of the chain created. The importance of this chain length
will decrease the error number.

Analogously, for the best case where the overall set of events constitutes a chain,
it is sufficient to suppress a causal relation by removing a sending/receiving arrow

12




and see that the IL('s mechanism will produce an error. And this error will be
propagated to the past or future of the concerned events.

In the average case. it is difficult to identify the number of errors that will be
made. It depends on the configuration of the event sequence. It is possible to
imagine an execution scenario creating combinatorial relationships between events,
with a way to calculate the errors automatically. Maybe, it will allow us to say
something on the average case.

This description of the number of identified and non-identified causal relation-
ships constitutes one of our main result.

3.4 Accuracy of interval clocks

Let us see now the accuracy of interval timestamps. Concurrency between events
stamped by interval timestamps can be detected if the corresponding intervals do
overlap.

r ||y I, overlaps I,

In the worst case, the behavior of interval timestamps is the same as Lamport
clocks. Having solely internal events, they are calculated in the same way (see Figure
3). In the best case. interval timestamps conforming to causality, their behavior is
also the same (see Figure 4).

In the average case. the reader’s has to note that equality between timestamps
is not required anymore but the overlapping of intervals. We note however that in
presence of specific antichains of length 2, the behavior of interval timestamps will
be less erroneous.

In an execution where the immediate predecessor of a receiving event and the
corresponding send event are unrelated. the timestamping mechanism will correctly

vy 3

*

[1.4( 16[
1 2
0 2

1 2
. /
(.21 24

0 0

1 2

Figure 7: Specific antichains
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establish this absence of relations. This is illustrated by Figure 7. In this Figure,
the events timestamped by the intervals [1.4] and [2,4] are concurrent, and the
intervals overlap. As there is one chance over two that two events be independent,
the number of errors is potentially divided by two.

It is sufficient to obtain the number of non-identified relations by interval times-
tamps to divide by two the number J given by the formula 2.

3.5 Evaluating the complexity of the accuracy measure

D . . .
<= <= " F

——o—o- ————— ——e—¢

(@ ® ©

Figure &: Error number bounds

The Figure 8 illustrates a three-cases example allowing us to estimate bounds on
the error number made by the timestamps.

The minimal error number ( V) which can be made is the one corresponding
to the best case which we talked about in section 3.3 and which corresponds to
the Figure 4. The case (a) of Figure & is a case where the F.¥ depends on a
chain involving two distinct processes, but which remains greater than the best case
number as there remain a lot of concurrent events. The EN corresponding to the
case (b) of Figure 8, where concurrency is maximal but with ¢; # q;,¢ < ¢; (¢; and
g; are the number of events on processes P; and P; respectively) is greater than the
one of case (a) (This is indicated on the Figure by the sign <=). It is itself bounded
by the E'N of case (¢) where concurrency is maximal and Vi, j,¢; = ¢;. It is this
upper bound that we evaluate helow.

The EN can be determined by the following formula:

: 1l & " |Ril|Ri — 1
EN = e (303 grgy - 30 RullBe = 1
Z. k=1 2

n -
=1 b i=1 )=i+1

where r is the maximal rank of the computation and n the number of processes.
This means that the value of N can be obtained by dividing the maximal number of

14




antichains of length two (3_7L, 5°7-4) ¢i¢;) minus the number 1 obtained in section
3.2 (3"ioy &HR“—U ) by the overall number of events (3", 4;) on the n processes.

Let’s take: Vi,j,¢ = ¢; = ¢; which corresponds to the upper bound of E'NV as
explained above and illustrated by Figure 8.

We obtain the following equations:

EN = Z Z Z 'R}\”Rl\ - ll

11_11+1 k=1
I n(n-1), n(n-1)e
R
1 n(n-1)(e-1)
& LazDde ),
ne 2
" (-n—l)(e—l)
2

(3)

Proposition 3 The number of errors EN above can be evaluated in O(n) time
complezity where n ts the number of processes.

4 Another approach to accuracy

We present in this section another approach to the problem of calculating the ac-
curacy of distributed timestamps. This approach uses a differential calculus for

accuracy estimates. We obtain the same results with this approach as with the one
presented in previous sections.

4.1 Creating a generic stamp

We define in this section a generic stamp
n
GC(e) = Z VCi(e)

computed for each event ¢ from the corresponding vector time ¥V C(¢), by sum-
ming the elements of V'(C'(e). The practical use of this stamp is reduced but it will




serve us to establish the accuracy of the different timestamping mechanisms. We
will see in section 4.2 that Lamport logical clocks can be expressed using this just
defined generic timestamp.

One can note that the sum of the vector components is the exact number of
events causally preceding e on all processes.

To show that this generic timestamp constitutes a timestamping mechanism, we
have to show that it conforms at least to the causality relation, in the same way as
Lamport clocks does.

Proposition 4 The generic timestamping GC(¢) conforms to the causality relation.

Proof:
Our (/C(¢) fonction is :

GCle) =) VCile)
1=1

and we show that :
Vz,y € F.if0(z.y) = GC(zr) < GC(y)
Let’s assume 2 € P;,y € P; such that VC(2) < VC(y).

Using the properties of vector time, we can say that :

VO(z)i) € VC(»)[i) (4)

Vel < Vel (5)

Corollary 1 Ifz and y arc two events of a distributed computation such that 8(z,y)
and if y € P;, then VC(2)[j] < VC(y)[j].

The property 5 is the corollary 1 enounced in [Charron-Bost 1989] (recalled
above) and allow to affirm that :

Y Vi) < Y VCi(y) = GC(x) < GC(y)
i=1 i=1

The proof given for this corollary uses the fact that :
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(l7),={teCrt=za}C{teC, t2y}=(ly)

where (’; denotes a consistant cut, (| r); denotes the past of event z, which is
equivalent to Precd(x) C Pred(y). Our GC(¢) fonction actually conforms to the
causality relation.

O

This generic timestamp does not characterize causality as it is coded with one
integer and we know this size is not sufficient to characterize causality.

The purpose of the next sections is to show that we can express Lamport clocks
and Jard clocks in terms of this previously defined generic timestamp.

Also we calculate their accuracy using a differential calculus. The use of a
differential calculus should rest on the fact that the fonctions are continuous which
is not the case. This leads us to use sub-differential calculus instead.

We assuime also that the accuracy of vector time is 1, each element of the con-
cerned vector being known at an accuracy of 1. That is, Ve :

|0"'(-',‘(()| = 1
[0V C(e)) = [0max(VCi(e))| =1
V()] = [0maz(VC(e™),VC(e®)) + 1] (6)

where d denotes the sub-differential operator and not the partial derivative one.

4.2 Accuracy of Lamport clocks

From the ahove generic timestamp, we can easily create an instance of Lamport
clock, called L.C';. by the following equality.

LCi(e) = GCle) =Y VCife)
t=1
for each event ¢ pertaining to the computation.

Keeping in mind the result 6 enonced above, intuitively the accuracy of this
instance of Lamport clocks should be n. This result can be proved showing the
linear dependency of the LC's relative to the generic timestamp, and hence, relative
to vector time.
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Proposition 5 Ve € E. there exists a linear dependency between LC(e) and the
vector time sum, y -, VCi(€), associated to €.
Therefore Ve € FE, LC(e) = kY, VCile) + 1.

where k and ! depend on-the events sequence. The expression of LCs in terms of
V('s is a piecewise linear fonction. The proof is made by induction on n.

Proof:
Let ¢; being the first event on process P;, then LC'(e;) = 3.1, VC(e1). And
this is true for all the first events on processes Py --- FP,.

Suppose that :

LC(e _kZL(

Then et will be written according to two cases :
If et is an internal event or a message sending :

VC(et) = V(™) + |

and therefore

LC(et) = K'Y VC(et)+ 1

If ¢t is an ¢” (a message receipt), its timestamp depends on the maximum of

the timestamps of ¢~ and ¢® :

{ %(IC(-‘)+LC(C‘))+1< LC(e) < LC(e” +L (e)

%Zw + Y _VCi(en) +1<Zl(‘ <ZIC )+ 2 VCile)

by induction hypothesis:
3~ LO(eT) =k x Y V(e ) +17
k10 LOG) =k x 3 VO )+ I
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that is, 3k . kmar :

mn XZ"(W <[C( quXZ"C
Kanin X Z! Cie") < LC(e%) < kmaz X ZI’(

by summing these last two inequalities, we deduce :

kﬂ:]fm Z\x’("'((’) < LCe) < 2 X kmarZVC',(c)

Therefore, there exists kpin /2 < k < 2 X kmor and [ such that:

LC(e) = kx Y VCile)+1

We get for the logical clocks accuracy. noted A(L). :
|d‘€,(f)| =1
=[0LCl=n

Again the product accuracy x space is equal to a constant. (n x 1 = n).

4.3 Accuracy of interval clocks

Using the generic timestamp defined in section 4.1, the interval clocks can be given
by the following equation :

JCle) = [GC(e)™. GCe)¥] (7)

with GC(e)~ Z V(i(e) and GC(c)* calculated as é(c)t (see Section 2.4).

We show hereafter the way our generic interval timestamping mechanism runs.




. . . =4
o If ¢ is an internal event or a receipt of a message” :

GC(e)™ = Z VCi(e)
1=1

GCle)t = GO(et)”

o If ¢ is a sending of a message :

GC(e)”

Y VCie)
1=1

GC(e)* = min(GC(e+)~,GC(e")7)

where V'(j(€) is the ith vector time element associated to event ¢. The way é(e)t
is computed in case of sending a message ensures the generic timestamp mechanism
consistency (the timestamp of a message sending should be less or equal to this
message receipt one).

We show hereafter that the generic timestamp defined above is an interval order
whose definition is stated below and using the theorem introduced in [Diehl 1991].

Proposition 6 The interval generic timestamp JC(e) previously defined actually
constitutes an intcrval order.

Definition 4 (F,8) is an interval order if onec can associate to each element x of
F one interval I, of the real line, such that :
Vz.y € E.8(x.y) < I, is on the left of I,.

Theorem 1 [Diehl 1991] The set ( [8(2)~.8(2 ) )reE where : §~ satisfiesVz,y €
E.8(x)” < é8(y)~ = Pred.(z) C Pred.(y) and é(z)* = min{6(y)™ /Oim(z,y)} is
an interval representation.

where 0, (7. y) says thay r is an immediate predecessor of y. An interval re-
presentation is an assignment of intervals on the real line to events which satisfies
definition 4.

Proof:
QOur ¢~ fonction is :

*Jard’s mechanisin in case of a message receipt determines if the two predecessors of the receipt
event are causally related or not and add +1 or +2 accordingly.
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Figure 9: Accuracy of an interval order

—_

GC(r)™ =) VCi(r)
i=1

and we show that :

if 8(x,y) then I, is on the left of I, & GC(z)~ < GC(y)~
and G'C(x)yt <GC(y)~.

The last proposition is trivial as
GC(x)t = min{GC(y)/im(z.y)} = min{GC(y)~/8(z,y)}

We have to prove that G'('(x)” < GGC(y)~. and this part of the proof is exactly
the same as the proof of LC'| mechanism and one can use the proof in section 4.1
on page 16.

This proves that JC(e) = [GC(e)™,GC(e)¥[ fonction actually constitutes an
interval order with the same properties as the one defined in [Diehl 1991].
0

We will see in section 5 that a great number of timestamps of this type, i-e coded
using an interval order. can be generated in this way.

The accuracy of the interval endpoints [GC'(z)~, GC(z)*] for whatever z is :

[0GC(2)7]

| E IVCi(z)=n
i=1
[QGC(x)Y] = »

In fact. the accuracy of (GC(z)~ for the clock previously defined (see section 4.3)
is at best n, as being a sum of n components whose accuracy is known to be 1. It
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is the same for (/('(r)*. As event occurrences are independent (in the probabilistic
sense”), we can therefore conclude that the accuracy of (('(2)~ and GC(z)*, taken
individually. is independent. That is the accuracy of the interval clock, noted A(7)

is equal to n/2. The Figure 9 illustrates the accuracy of an interval order.

Each endpoint of the interval being known at + or —n. the interval has a range
of n/2. leading an uncertainty about the number of concurrency/causality relations
identified. This is due to the information loss resulting of the memorizing of an
interval rather than a vector time.

5 Towards a family of timestamping mechanisms

These results on the accuracy of a generic timestamp. expressed as the sum of the
elements of the vector time timestamp leads us to propose a generalization of these
timestamping mechanisms.

It consists to consider not anvmore the sum of components but subsets of e-
lements. As we can choose various such subsets. it yields to obtain a family of
timestamping mechanisms which could be tailored for each execution, according to
their specific characteristics. We have called this family of timestamps k-vectors.

Definition 5 A k-vcctor is whatcver timestamp built by taking o subset of the vector
time components. The size of the k-vector is k. corresponding to the cardinal of the
subset chosen.

One first and obvious k-vector is a l-vector timestamp of size 1, which exactly
corresponds to the L{'s. Another immediate k-vector is a n-vector timestamp corre-
sponding to ¥'("s. An interval timestamp as defined in section 2.4 is also a 1-vector
but which is coded using interval orders. Other k-vectors can be obtained by decom-
posing the original vector time in & groups of elements. Thus a 2-vector will be a vec-
tor time on which we applied a dichotomy on components, A'V,(e) = (z,(¢), 22(€))".
where z,(¢) is the timestamp of event ¢ for the first group. and r,(e) the times-
tamp of the same event ¢, for the second group. A¥,(¢) will have an accuracy of
n/2. Furthermore using an interval order representation. we obtain this kind of

timestamp :

“The accuracy of the GCY s not subject 10 the GC™ one.
‘Parenthesis are used here to avoid conlusion with the corresponding 2-vector coded using in-

terval order.
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JCo(e) = ,: [I;(()_,l‘z(‘)ﬂ }

It have a better accuracy of n/4. The reader can easily imagine that if there are
k = n/p sets, each of p components, the accuracy of each k-vector will be p/2. We
conclude that the accuracy of a k-vector coded by k intervals (é;(¢)™, é:(e)*) Vi €
[1, k] will be n/2k for a space of 2k values (8;(¢)~,8;(€)*).

While we were working on k-vector, in parallel, Claire Diehl in [Diehl 1992] was
working on a set of approximations of the causality relation by considering a decom-
position of the events set. And in the same way, she showed that Lamport clocks
is a decomposition of the events set itself and Mattern vector time a decomposition
of the events set in n groups of processes. The coding of the partial order resulting
from this decomposition is an exact coding of the causality relation.

Hence, we could think that by refining the decomposition, then augmenting the
size of the timestamps, we should observe that the order induced by such timestamps
characterizes more precisely the causality relation.

This idea is erroneous in theory, result shown and proved by Dilworth’s theorem
that we reproduce hereafter [Dilworth 1950].

Theorem 2 An order of width k can be decomposed in k disjoint chains
E = UlsgskE,', E,‘ chain

where the order width is the cardinal of one of its largest antichains (subset of
unrelated elements).

By consequence. it is illusive to think obtaining better results concerning ac-
curacy of distributed timestamps while realizing arbitrary decompositions of the
events set. On the contrary, decompositions which are as closest as possible of a
chain decomposition will give a better accuracy when characterizing causality.

6 Conclusion
We studied in this document three main timestamping mechanisms in order to

compare their efficiency concerning the identification of causality/concurrency rela-
tionships, which we called accuracy.
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The vector time mechanism is known to fully characterize causality and con-
currency as also to reflect exactly the number of preceding event occurrences. It is
however space consuming and the two other studied mechanisms are less expensive
but less accurate too. Our main result is to quantify, to measure, the amount of
imprecision of Jard's and Lamport’s clocks. Two different approaches were used to
determine this accuracy, which have however the same complexity : the first one
rests on numbering the relations which will not be identified correctly by the times-
tamping mechanisms. the second approach rests on a sub-differential calculus of the
accuracy measure and gives the same results. For that purpose, a generic timestamp
has been introduced. with a reduced utility as expressed in terms of vector time, but
useful to determine the timestamps accuracy. It leaded to show that there exists a
family of timestamps that we had called k-vectors, whose accuracy however depends
on the way subsets of events are arranged.

It is desirable to find an adequate decomposition of the event set, distinct from
the one used by Mattern which is a process decomposition. Two processes commu-
nicating frequently create chains and grouping these processes should constitute an
adequate decomposition of the events set. This is however a difficult problem to
solve in the average case. but we can hope to obtain positive results by reducing the
framework of this problem to deterministic and synchronous applications.

The purpose of this document was to show that there exists a compromise to
make. to decide to use logical clocks or interval clocks according to the characteristics
of the crccution concerned. Hence. according to the knowledge one can have of the
causality/concurrency measures of the execution. it will be better to use either Jard
timestamp or Lamport’s one. We showed also that the product accuracy x space is
constant and equal to n, n being the number of processes.
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