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The Church-Rosser theorem in Orthogonal Combinatory Reduction

Systems

Zurab Khasidashvili
INRIA-Rocquencourt, 78153, France

Abstract

We introduce a notion of Combinatory Reduction Systems (CRSs) by extending the notion
of Term Rewriting Systems (TRSs) with variable-binding and substitution mechanisms, define
orthogonal CRSs {(OCRSs), and prove a strict version of the Church-Rosser theorem for all
OCRSs. Our notion of OCRSs is almost equivalent to that of Klop [6], Kennaway and Sleep [4],
and Van Raamsdonk [10]. Different proofs of the Church-Rosser theorem are in Klop {6] and in
Van Raamsdonk [10].

Le Théortme de Church-Rosser dans les Systémes de Réduction Combinatoire

Résumé

On introduit une notion de Systémes de Réduction Combinatoire (SRCs) en étendant la
notion de Systéme de Réécriture de Termes (SRTs) a ’aide d’un mécanisme de liaison de variable
et de substitution. On définit les SRC orthogonauzr (SRCOs) et on prouve une version stricte
du théoreme de Church-Rosser. Notre notion de SRCOs est équivalente & celle de Klop [6],
Kennaway et Sleep (4] et Van Raamsdonk [10]. Differentes preuves du théoréme de Church-
Rosser sont dans Klop {6] et dans Van Raamsdonk [10].



1 Introduction

Combinatory Reduction Systems have been introduced to provide a uniform framework for reduc-
tions with substitutions, as in the A-calculus and its extensions [2]. Several formalisms are proposed
in Klop [6], Kennaway and Sleep [4], and Van Raamsdonk [10]. They are extensions of Term Rewrit-
ing Systems (3, 7] by means of variable binding and substitution mechanisms. Restricted notions
of CRSs were first introduced in Pkhakadze [9] and Aczel [1]. Here we describe a different notion of
CRSs, based on the syntax of (9]. It is introduced in Khasidashvili [5) under the name of Expres-
sion Reduction Systems. The expressive power of our CRSs is almost equivalent to that of other
notions of CRSs, despite of the differences in term-construction, variable-binding, and substitution
mechanisms. By removing some “depth” restrictions in Aczel’s definition of contraction schemes
[1], one gets another equivalent notion of CRSs.

We illustrate the differences between syntaxes of the above CRS formats by the following ex-

ample from [9]. .
/ tda

In the syntax of Aczel [1], [ is a function form of arity (0,0,1), which indicates that [ takes
three arguments and binds a variable in the third argument. The integral is written as

/(e,s,(x)t).

In the syntax of Kennaway and Sleep [4] and Van Raamsdonk [10], [ is a ternary function
symbol. The integral is written as
/(e.s. [2]1),

where [z] stands for abstraction by x. Note that [z]t is now a term by itself. contrary to Aczel’s,
where the binding variable is attached to the integral form. All free occurrences of z in the term ¢
are bound in [z]t.

Klop [6] uses an applicative format. In his syntax, [ is a constant. The integral is written as

(((/e)s)([.r]f)),

where ( ) expresses the application operation and [ ] stands for abstraction.

In the syntax of Pkhakadze [9] and our syntax. [ is a quantifier sign with arity (1,3) and
scope indicator (3). The first component in the arity indicates the number of binding variables of
a quantifier fx, and the second component specifies the number of arguments of fx. The scope
indicator specifies the arguments of fr in which [» binds free occurrences of the variable 2. In our

notation, the integral is written as
/.’L‘ (s.e.t).
So fa binds all free occurrences of x in 1.
Following [9], we use operator signs of substitution S™*! (n = 1,2,...) and S-rules to express
substitution, instead of 3-rules of the A-calculus, used in [6], [4] and [10]. The S-rules are written a

Sn+](ll . -an-‘ll . .AnA —_ (.41/(1,1, .. .,An/(l-n)A,



where each A; is a term metavariable. which ranges over terms, and «a; is a metavariable for vari-
ables. Therefore our term metavariables do not have arity, and the representation of rewrite rules,
originated from logic and the A-calculus, are syntactically closer to the original rules. For example,
the 3-rule is written

B3 : Ap(AaA, B) — (B/a)A,

where Ap is a binary function for application, A is a quantifier sign for abstraction with arity (1,1)
and scope indicator (1), and A and B are term-metavariables. In Klop [6] the 3-rule is written

((M[=]21(2))) Z0) — Z1(Zo0),
and in Kennaway and Sleep [4) and Van Raamsdonk {10] the §-rule is written
Ap(M[2)Zi(2)), Zo) — Z1(Zo),

where Z; is a unary metavariable and Z; is a 0-ary metavariable. For any n-ary metavariable Z7,
Z™(xy,...,x,) denotes an arbitrary term that may contain free occurrences of variables zy,..., 25,
and Z™(s;,...,5n) stands for the same term where the free occurrences of variables z,,...,z, are
replaced by s;,...,s, respectively.

Klop proves in [6] that orthogonal CRSs (OCRSs) have the Church-Rosser (C R) property. That
is, for any coinitial reductions P :t - s and  : t = e from a term t to terms s and e respectively,
a common reduct o of s and e exists. Moreover, he shows that there is a canonical way to construct
reductions P’ : s -» 0 and Q' : e - o. This property is called CR* in [6]. Klop’s proof of CR* is
very complicated. Van Raamsdonk [10] gives an elegant proof of C R, which is similar to the Tait
and Martin-Lof proof of confluence for the A-calculus.

The proof of C R theorem, presented here, is a generalization of our earlier proof of C R theorem
for a subclass of OCRSs, sketched in [5]. Apart from existence of reductions P’ : s -» o0 and
Q' : e - o for any coinitial reductions P : t -» s and Q : t —» e, we show that P + P’ (the
concatenation of P and P’) and Q + Q' are strictly equivalent. That is, descendants of all subterms
of t under P 4+ P’ and @ + Q' are the same in 0. This is particularly useful to study normalizing
and perpetual (i.e., anti-normalizing) strategies. Our proof resembles Klop’s proof of CR* and is
more simple.

The method used in our proof is the following. It is easy to see that developments in an OCRS
R can be represented as reductions in an OCRS R the rules of which are obtained from R-rules by
underlining their head-symbols (Lemma 3.1). To prove termination of R-reductions, we split R into
Rys=R;U S with the TRS-part By and the substitution part § (Definition 2.9), and associate to
each R-reduction an R;g-reduction (Definitions 2.9 and 2.10). Then we define a non-erasing version
ﬂ}‘s of R, (Definition 3.3) and prove that each term in B-?s has exactly one normal form (Lemmas
3.2 and 3.3). This implies that Q“s is strongly normalizable (i.e., all reductions terminate). Since
to each Rys-reduction one can associate an _E?S-reduction of the same length (Lemmas 3.5 and 3.6),
R, is also strongly normalizable. (This idea of reducing termination proofs on proofs of existence
of a normal form was first used in Nederpelt [8] for a typed A-calculus). As a corollary, we have
the Finite Developments theorem (F'D) for OCRSs (Theorem 3.2). To prove the strict version of
CR*, we define a notion of descendant for subterms (Definitions 2.6, 2.8 and 2.11) and the notion
of strict equivalence for reductions (Definition 2.12). After checking that one step reductions in
OCRSs “strictly commute” (Lemmas 4.1-4.5), we prove that all coinitial, complete developments
are strictly equivalent (Theorem 4.1). This fact is used finally to prove the strict version of CR*
{Theorem 4.2).



2 Orthogonal Combinatory Reduction Systems

Definition 2.1

(a) Let T be an alphabet, comprising (object) variables vg,vy,...; function symbols, also called
simple operators; and operator signs or quantifier signs. Each function symbol has an arity
k € N (indicating the number of arguments it needs), and each operator sign ¢ has an arity
(m,n) with m,n # 0 such that for any sequence z,,...,z,, of pairwise distinct variables
ox)...T;, I8 a compound operator or a quantifier with arity n. Occurrences of z,...,z,, in
oy ...x,;, are called binding variables. Each quantifier oz, ...z,,, as well as corresponding
quantifier sign o and binding variables z; ...z, has a scope indicator (ky,..., k) to specify
the arguments in which oz, ...z, binds all free occurrences of zy,..., 2.

(b) A set Ter(X) of terms over T is defined as follows:

1. v; € Ter(E).
2. If 6 is an n-ary (simple or compound) operator and t,,...,t, € Ter(¥), then 6t;...t, €
Ter(X).

Notation We use z.y, z for variables; ¢, s, e, o for terms, and o, for operators and operator signs.
We write s € t if ¢ is a subterm of t.

Remark 2.1 In [5] we considered a more general alphabet, which may contain other kinds of
symbols such as propositional variables, predicate symbols, and moreover, functional and predicate
variables, and so on. In such alphabets we have two kinds of legitimate expressions — terms and
formulas of types (sorts) nat and bool respectively. Simple operators apart from arity, compound
operators apart from arity and scope indicator, have logicality indicators or types. For example, the
tvpe of a binary predicate is nat*nat — bool, since it takes terms as arguments and gives a formula,
and the type of Hilbert’s operator Tz is bool — nat, since it operates on a formula A and gives a
term T2 A, which is supposed to be an object, satisfying A(z). In this paper we restrict ourselves
to the above simple alphabet to simplify exposition of definitions and proofs, which remain valid
for richer alphabets. Sometimes we shall give examples in first order languages.

In our alphabet I, we gave to each quantifier sign o a scope indicator, thus giving the same
scope indicator to any quantifier o2, ...z,, with the head ¢ and to its binding variables z,,..., 2.
We could allow binding variables to have (in general) different scope indicators, e.g., allowing the
binding variable @ in ozyz steo (with o of arity (3,4)) to bind free occurrences of 2 in s and e, the
binding variable y to bind free occurrences of y in s and o, and the binding variable 2 to bind free
occurrences of z in none of the terms s,t,e,0. We are not doing so for simplicity. We do not allow
the operators to have a variable arity, i.e., capacity of taking any number of arguments, because
such operators can be replaced by countable number of operators with fixed arity. Saying above
that expressive power of our CRSs are almost equivalent to that of other CRSs, we meant that one
can allow these kinds of symbols in the alphabet, if needed.

Definition 2.2

1. Let M(ZT) be a countable set of metavariables, comprising metavariables «,b,¢, ... for vari-
ables, called olject metavariables, and metavariables A, B, C, ... for terms, called term meta-
variables. Object metavariables range over variables and term metavariables range over terms

er T
over .



2. An assignment is a function 6 : M(X) — Ter(X) that maps each object metavariable to a
variable, and each term metavariable to a term over £. We demand that an assignment maps
different ob ject metavariables to different variables, but may map different term-metavariables
to the same term. If W is a word over M(X)|JE and 8 is an assignment, then the result of

replacement of metavariables by their values under 6 is called 6-instance of W and is denoted
by W6.

3. A metaoperator is a word over M(Z)|JT each instance of which is an operator. The arity
of a metaoperator, and the scope indicator of a metaquantifier and its binding variables and
metavariables are defined analogously.

4. A set MTer(Z) of metaterms over L |JM(Z) is defined as follows:

(a) Object metavariables. term metavariables. and terms over ¥ are metaterms.

(b) If 6 is an n-ary metaoperator and ty....,t, € MTer(Z), then 6ty...1, € MTer(L).
(¢) Ifty.....t.t € MTer(Z)and ay.....a, are pairwise different object metavariables, then
(ti/ay.....t./ay)t is a metaterm and is called a metasubstitution. Subterms t,...,1t,

are called mobile arguments, and a,.....a, are called binding variables of the metasub-
stitution. The scope of binding metavariables a;,...,a, is t.

. We use t.s.e.0 for metaterms as well as for terms.

(1}

6. A metaterm not containing metasubstitutions is called a simple metaterm.

7. If t is a metaterm and € is an assignment, then the #-instance t6 of t is the term obtained from
t by replacing metavariables with their values under 6, and by further stepwise replacement
(from right to left or inside out) of subterms of the form (t;/z,,...,t,/x,)t by the result of

substitution of terms t;.....t, for free occurrences of z,,...,z, in t (with renaming bound
variables to avoid collision).

Example 2.1 Let ¢t = (A/a)({z + y)/z)(e + z) (i.e., t = (A/a)(+xy/b) + ab). Obviously, ¢ is a
metaterm. Further. let # be an assignment such that 8(a) = = and 6(A) = (5+3). Then t =
((5%3)+((5%3)+y).and it is obtained from ((5*3)/z)((z+y)/z)(z+2) by replacing ((z+y)/z)(z+2)
with (2 4+ (2 + y)) and then by replacing ((5*3)/x)(z + (z + y)) with (5% 3)+ ((5%3) + y)).

Definition 2.3

1. A Combinatory Reduction System is a pair (I, R), where ¥ is an alphabet, described in
Definition 2.1, and R is a (finite or infinite) set of rewrite rulesr :t{ — s, where t and s are
metaterms such that

(a) The metaterm f is not a metavariable.

(b) Each term metavariable that occurs in s occurs also in . The metaterm s may contain
occurrences of object metavariables that do not occur in t. They are called additional
object metavariables.

(¢) The metaterms t and s do not contain variables, and each occurrence of an object meta-
variable in ¢t and s is bound.



(d) An occurrence of a term-metavariable A in s is in the scope of an occurrence of an object
metavariable ¢ in s iff an occurrence of A in t is in the scope of an occurrence of a in t.

2. Each rule » : t — s has an admissible set of assignments AV (r) such that, for any assignment
6 € AV(r), occurrences of variables in sf that correspond to additional object metavariables
in s do not bind variables in subterms that correspond to term metavariables of s.

3. Forany rule r:t — sin R and 8 € AV (r), 10 is a redez or an r-redez or an R-redez, and s8
is the contractum of 8.

Remark 2.2 Terms o and e are called congruent (written o = e) if o is obtained from e by renaming
bound variables. The conditions in Definition 2.3 imply that, for any rule r : t — 5,if 8,8 € AV (r),
then t6 =~ t6’ implies s8 = s6'. Below we identify all congruent terms.

Notation We use u, v, w for redexes. If s is obtained from t by replacing a redex u by its contractum,
then we say that s is obtained from t by reducing u or by contracting v and write t = s. A sequence
of the form to = t; & ... is a reduction. We use P,Q for reductions. We write P : t -» s if P
denotes a reduction from t to s consisting of 0 or more steps. The length, i.e., the number of
reduction steps, of P is denoted by |P|. If the last term in P coincides with the initial term in @,
then P+ @) denotes concatenation of reductions P and Q.

Example 2.2 A Term Rewriting System (TRS) is a pair (£, R). where ¥ is an alphabet comprising
(object) variables and function symbols (each having a fixed arity), and R is a set of rules t — s,
where t and s are terms such that

(a) The term t is not a variable.
(b) Each variable that occurs in s occurs also in t.

Obviously any TRS is a CRS that does not contain quantifier signs in its alphabet. Left-hand sides

and right-hand sides of rules in TRSs are simple metaterms. The variables in rules of TRSs play
the role of term metavariables in rules of CRSs.

Example 2.3 Operator signs 3 and 3! for “there exists™ and “there exists exactly one”, having
arity (1,1), can be defined using Hilbert’s operator sign 7 as follows:

JaAd — (tad/a)A

laA — JaAd AVAYO(A A (b/a)A = a =)

where V is the quantifier sign with arity (1,1) and scope indicator (1) for “for any”. Any assign-
ment is admissible for the 3-rule. An assignment 6 is admissible for the 3'-rule iff 6§ ¢ FV( A8).
Obviously, b is an additional object metavariable.

Definition 2.4 Let t — s be a rule in a CRS R and 6 be an assignment. Subterms of a redex
v = tf that correspond to term metavariables of t are the arguments of v, and the rest is the pattern
of v. Subterms of v rooted at the pattern are called the pattern-subterms of v. If R is a simple
CRS, then arguments, pattern, and pattern-subterms are defined analogously in the contractum sé
of v.

6



Definition 2.5 A rewrite rule t — s in a CRS R is left-linear if t is a simple metaterm and is
linear, i.e., no term metavariable occurs more than once in t. R is left-linear if each rule in R is
so. R = {ri|i € 1} is non-ambiguous or non-overlapping if in no term redex-patterns can overlap,
i.e., if r;-redex u contains an rj-redex u’ and ¢ # j, then 4/ is in an argument of u, and the same
holds if « = j and u' is a proper subterm of u. R is orthogonal (OCRS) if it is left-linear and
non-overlapping, and if v and w are any R-redexes such that w is in an argument of v and v = v/,
then v’ is also a redex such that v and ' are instances of the same rule (i.e., with the same set of
admissible assignments).

Definition 2.8 Let t 2 sin a simple OCRS and e be the contractum of u in s. For each argument
t™ of u there are 0 or more arguments of e. We call them (u—)descendants of t*. Correspondingly,
subterms of ¢t have 0 or more descendants. The descendant of each pattern-subterm of u that is not
a variable is e. (We do not define descendants of “variable pattern-subterms”, which are binding
variables). It is clear what is to be meant under descendants of subterms that are not in u. The
notion of descendant extends naturally to arbitrary reductions in simple OCRSs.

Definition 2.7 The CRS S is a CRS comprising rules of the form
S™Hlay . an Ay .. ARA = (Al]ay, ..., Anan)A, n=1,2,. .,

where S™*! is an operator sign with arity (n,n + 1), called operator sign of substitution, and
a1,...,a, and Ay,..., An, A are pairwise distinct object and term metavariables respectively. Each
assignment is admissible for any rule in 5. We call A,..., A, the mobile arguments of S**!. (In

the sequel we omit superscript in S™+!. The arity of an operator sign S will be clear from the
context).

Remark 2.3 Obviously, each step of S-reduction is a substitution of terms for free variables. In
[5] we define an isomorphism hetween the class of all S-reductions in an appropriate alphabet
(containing only binary S-operators) and the class of 3-developments of A-terms.

Definition 2.8 Let u - s, where u = Sz1...2,8; ...1,10, and let e be the contractum of u in s.
For each mobile argument t; of v (i = 1,...,n) there are substituted occurrences of ¢; in e. We
call them u-descendants of t;. By definition, they also are u-descendants of corresponding free
occurrences of the variable z; in f5. Subterms in ¢; have the same number (possibly none) of
descendants in s. The descendant of u is e. It is clear, what is to be meant under descendants of
subterms that are not in u, or are in tg and are not free occurrences of variables zy,...,2,. The
notion of descendant extends naturally to S-reductions with Q0 or more steps.

Definition 2.9 Let R = {r;: t; — s;]¢ € I} be an OCRS.

1. Ry = {7} : t; — sl{i € I}, where s} is obtained from s; by replacing all metasubstitutions
of the form (t1/ay,...,tn/as)A with §"* 'a;...a,t; ..., A respectively.” (We assume that
symbols §™*! do not occur in alphabet ©(R) of R and we add them to it to obtain the
alphabet (Ry) of Rs. The arity and the scope indicator of S™*! coincide with that of S™+1,

We shall omit the superscript in S™t1).
2. If R is simple, then Rys = Ry = R. Otherwise Rys = Ry U S, where
S={Sar1...anA1... AnA — (A1 /ay,...,Axfa)A | n=1,2,.. }.

-1



3. R={r;:t; — s;|7 € I}, where ¢, is obtained from t; by underlining its head symbol. Terms
in R are terms of R where (only) head-symbols of redexes may be underlined.

Remark 2.4 The functions _: R — Rand f: R — Ry commute. It is easy to see that R is closed
under R-reduction.

Definition 2.10 Let r : t — s be a rule in a CRS R and r5 : t — s’ be its corresponding rule in
R;. For any step e = C[tf] = C[s6) = o in R (where 8 is an admissible assignment for =) there
is a reduction P :e = C[td] — C[s'0] » C[s6] = o in Rys, where C[s'0] - C[s6] is the rightmost
innermost normalizing S-reduction. We call P the ezpansion of u and denote it by Ez(u). The
notion of expansion generalizes naturally to R-reductions with 0 or more steps.

Definition 2.11 Let P:t - sin an OCRS R and let @ = Ez(P). It is clear from Definitions 2.6
and 2.8 what is to be meant under @J-descendants of subterms in . We call a subterm o’ € s a
P-descendant of a subterm o € t if o' is a Q-descendant of o, and call o in this case the P-ancestor
of o'.

Definition 2.12 We call the coinitial reductions P : t - s and Q : t - s strictly equivalent
(written P = Q) if s = e and P-descendants and Q-descendants of any subterm in ¢ are the same
in s and e.

Definition 2.13

1. We call an OCRS R strictly Church-Rosser or strictly confluent if for arbitrary coinitial
reductions P :t - s and Q : ¢t - e there are reductions P’ : s - o and Q' : ¢ = o such that
P+ P =@+ @', i.e., the following diagram is strictly commutative.

t P s
Q P!
A
Y N
e Q' 0

2. A term t in a CRS R is said to be in normal form (nf) or to be a nfif it does not contain
redexes. If s = t and t is a nf, then t is called a nf of s. A term is called weakly normalizable
if it has a nf, and is called strongly normalizable if it does not possess an infinite reduction. A
CRS R is called weakly normalizable (resp. strongly normalizable) if each term in R is weakly
normalizable (resp. strongly normalizable).

3 The Finite Developments Theorem

Definition 3.1 Let ¢t = s. Descendants of all redexes of ¢ except u are also called residuals. By
definition, u does not have residuals in s. The notion of residual of redexes extends naturally to
reductions with 0 or more steps.

o d]



Notation We write F € t, if F'is a set of redexes in t. If F € t and P :t - s, then F//P denotes
the set of all residuals of redexes from F in s. If F = {u}, then we write u/P for {u}/P.

Definition 3.2 Let F € to. Wecall P:tyg — t; — ... an F-development or a development of F
if u; € F; = F/{up+...u;—1) for i = 0,1,... If moreover u; is the rightmost innermost redex from
F; (resp. |P| < oc and F/P = Q). then we call P canonical (resp. complete) F-development. If F
is the set of all redexes in t. then an F-development is called a development of t.

Notation If F € ¢, then F will also denote the canonical complete F-development (it exists) and
if wet, then u will also denote the reduction 1 = «.

Lemma 3.1 Let tg be a term in an OCRS R and F € tg be a set of redexes in 5. Then for any
F-development P : tg 22, 2 ... there is a reduction Q : sg =2 s = ...in R such that s; is
obtained from ¢; by underlining head symbols of redexes from F; = F/{uo+ ...u;~1), and u; and
v; are corresponding redexes in f; and s, forall 1 = 0.1,...

Proof From Definitions 2.9 and 3.2.

Definition 3.3 Let ;¢ be the alphabet of B;s and E?s =Z;sU{u* | n=0,1,...}, where u"
is a fresh simple operator with arity » (we shall omit n in u™. The arity of a u-operator will be
clear from the context). Terms over ;‘;5 are defined in the usual way with the restriction that
underlined svmbols mayv appear only as head-symbols of ﬁ‘;s-redexes. By definition, a step of
SH-reduction is a replacement of an S-redex (which is also an S¥-redex) u = Szy...z,t; ...t 10
by ity .. ti 45, where 18 = (t /ay. .. .. tn/xn)to. i.e.. 15 is the contractum of w in §, and ¢;,...,¢;,
are all arguments of « that do not have descendents in tj (i.e., T, ¢ FV(te) for j = 1,...,k).
The subterms ¢;,..... ti, are called erased arguments of u or u-erased arquments, and 1j,...,i is
called the w-erased sequence. A step of ﬁ;f-reducfz'on. is a replacement of an R;-redex (which is also
an ﬁ}’-rcdex) v = C[s1.....87], where C'[] is the context of v and s;,..., s, are its arguments,
by psj ...s;s. where s is the contractum of v in Ry and sj,...,s; are arguments of v that do
not have descendants in s. The subterms s;,,...,s;, are called v-erased arguments and j7y,...,J
is called the v-erased sequence. An E‘f‘s-reduction step of a term over _E_‘;S is an S ,-reduction
step or an E;-re(luction step. The notions of descendant, residual, development, etc. are defined
analogously for E‘f's-rodnctions.

Notation !;(f) denotes the result of the rightmost innermost normalizing ﬁ?-reduction of t; Ys(2)

denotes the result of the rightmost innermost normalizing S*-reduction of ¢, and l‘f‘s(’t) denotes
l‘b.‘.(}‘f'(t)). Obviously. l‘f's(t) is an ﬁ‘f‘s-nf of t. We call it the canonical ﬂ‘;s-nf of t.

Lemma 3.2 (1) All innermost normalizing R’-reductions of a term t end at the same term.

(2) All innermost normalizing $*-reductions of a term ¢t end at the same term.
Proof (1) By induction on number n of redexes in t. If n = 0, then the lemma is obvious.
Otherwise, let P:t = t; — ... =ty and Q : t = s; — ... — s be any innermost normalizing
E}'-reductions and e be the common reduct of t; and sy, i.e., v/u:t; - e and u/v : s; - e. Then,
by the induction assumption. t;, = l‘j‘(tl) = {’;(e) = 1‘;(31) = 3.

(2) can be proved analogously.

Lemma 3.3 Any term ¢ over E?s has exactly one E‘;S-nf.
Proof The proof is in a number of steps:



(a) Let s be a term over T, let v be an R’-redex in s, and u be an §*-redex in s. Then u and
v commute, i.e., the following diagram is commutative,

\
 J

ufv
where u/v or v/u contain at most one step. depending on v € v or u € v.
Proof of (a) is routine.

(b) Let s be a term over ;’;5 and u be an S*-redex in s. Then the following diagram is commu-
tative,

S u €
P Q
: {
M) w/P o Ye)

where P and @) are innermost normalizing _Ij‘;-reductions.

Proof of (b): By Lemma 3.2, we can assume that P = P’ + P”, where in P’ innermost R/-
redexes are contracted first in mobile arguments of u (as long as possible) and then in the
last argument of u, and in P” only R/-redexes outside residuals of u are contracted. Then
using (a) we can construct the following diagram

10



Y
P 1 Y
’
: g Q
PII b . >,
u/P

Obviously, @* is innermost.

(c) Let v be an innermost _Ri‘;-redex in s and u be an arbitrary E‘;-redex in s. Then the following
diagram is commutative,

A 4
\

wfv

where u/v contains at most one element and v/u is innermost.

Proof of (¢) is routine.

(d) Let u be an arbitrary E‘;-redex in s. Then the following diagram is commutative,

S (A €
P Q
y Y
> VV
() 0 H(e)

11



where P and Q are innermost normalizing E?-reductions.

(d) follows immediately from (c).

(e) Let u and v be S¥-redexes in s, and v be in an argument of u. Then the following diagram is
commutative,

S u €

ul

where u’ is the residual of u. Moreover, (a): if v is an innermost S*-redex in a mobile
argument of u, whenever not all of mobile arguments of v are S*-nf’s, and is an innermost
S¥-redex in the last argument of u otherwise, then v/u is innermost.

(e) can be checked similarly to the case of S-reductions. In addition, one has only to note
that « and «’ have the same erased sequences.

(f) Let u be an S¥-redex in s. Then the following diagram is commutative,

S u €

\ 4
4

H “
s(s) 0 sle)
where P and () are innermost normalizing S*-reductions.

By (a), P can be chosen in such a way that Q is also innermost. Hence (f) follows from (e).

(g) Let P’ : s —» e be an S*-reduction. Then the following diagram is commutative,

s P’ €
P Q
y
y .
1%5(s) 0 Ys(e)

12
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where P and @ are innermost normalizing S*-reductions.

(g) is a corollary of (f).

Now let P* : t = t¢ — 1 — ... — t, be a normalizing E‘;S-reduction, $; = 1}‘(t,-), and
e; = %(s;). It follows from Lemma 3.2, from (b) and (d) that s, is obtained from sp by an S*-

reduction. Thus, by (g), %s(s0) = %(s,). Hence t, = s, = e, = €9 = {}‘S(t), i.e., each ﬁ‘;s-nf of t

coincides with the canonical one.

Notation |[|t||, denotes the number of occurrences of u-symbols in ¢.

Lemma 3.4 ﬂ‘f‘s is strongly normalizable.

Proof Let P:t =ty —t; — ... bean R,s-reduction and e = l;s(t). By Lemma 3.3, e = l?s(t,-)
for all i = 1.2,... It is easy to see that ||t;][, > ¢ and |[t;][, < |l€|lu- Thus |P| < |le]|, , i.e., Pis
finite.

Definition 3.4 Let s = uty...t,1o € t. Subterms t;,...,1,, as well as subterms and symbols in
11.....t,, are called p-erased. or more precisely y'-erased, where u' is the head symbol of s. The
term obtained from t by removing all p-erased svmbols is denoted by [t],,.

Lemma 3.5 Let R be an OCRS. let 7 be a term in RY. [t], =1 and ¢/ ¥, ¢ in R;s. Then there

is a redex u € t such that t = s in R4 and [s], = ¢.
-——-fb It

Proof Let ¢ € & bhe the contractum of «' and ¢ € s be the contractum of u. It suffices to

show that [¢], = ¢’. We show this for the case when u’ is an S-redex. The case when ' is
an R;-redex is similar. but easier. Let u = S¥q1...2.t...thto. Then e = put;, ...t t5, where
to = (tif/aye. .. ty/a,)to and ¢, ..., t;, are erased arguments of u. So [e], = [t5].. It is clear

that v’ = [u], = Say...2.[t]. - [ta]ulto], and € = ([t1]./21,. -, [tn]u/2n)[t0).- An occurrence o
in t is pi-erased iff it is in a substituted occurrence t7 of t; and is p-erased in ¢, or o is outside
of substituted occurrences of #;.....t, in t; and there is an occurrence u’ of u-operator outside
of those substituted occurrences such that o is ji’-erased. In the first case the ancestor of o is
ji-erased in t;. and in the second case the ancestor of o is p-erased in to. So [e], = [t3), =

((t1)u/x1s - [ta]u/20)[to)u = €. and this completes the proof.

Lemma 3.6 Let R be an QCRS and P : {g — t; — ... be a reduction in Rs. Then there is a
reduction Q : sg = tg — & — ... in 375 such that [s;], = ¢, foralli = 0,1,...
Proof Lemma is a corollarv of Lemma 3.5.

Lemma 3.7 Let R be an OCRS. Then £,y is strongly normalizable.
Proof From Lemmas 3.4 and 3.6.

Lemma 3.8 Let ¢ and « be S-redexes in a term t. Then v + v/u = v+ u/v.
Proof Routine.

Theorem 3.1 The ('RS 5 is strongly normalizable and strictly Church-Rosser.

Proof By Lemma 3.7, S is strongly normalizable. Hence, S is strongly normalizable. Now it
remains to use Lemma 3.8 and “strict form” of Newman’s Lemma. {Newman’s Lemma just says
that any abstract rewriting system that is strongly normalizable and in which any two coinitial
steps commute is C'R).

13



Corollary 3.1 Let F be a set of S-redexes in a term ¢t. Then all complete F-developments are
strictly equivalent.

Theorem 3.2 Let R be an OCRS. Then all developments in R are finite.
Proof By LLemma 3.7, for any reduction P : to — t; — ...in R, its expansion E(P) :to = t; - ...
in Rys is finite. So R is strongly normalizable and the theorem follows from Lemma 3.1.

4 The Strict Church-Rosser Theorem

Notation If u is a redex in an OCRS R, then f(u) denotes the corresponding redex and reduction
in Ry.

Lemma 4.1 Let ¢ be a term in an OCRS R, let u be an S-redex in ¢, and v be an R-redex in an
argument of u. Then u + f(v)/u= f(v) + u’, where @’ is the unique residual of u.
Proof Routine.

Lemma 4.2 Let t be a term in an OCRS R, let u be an S-redex in ¢, and v be an R-redex in an
argument of u. Then u + v/u =~ v + v/, where v’ is the unique residual of u.

Proof Let F be the set of all S-redexes created by the step f(v), and let u” = u/f(v). Then
v+u' = f(v)+ F + v = (by Corollary 3.1)=

f(v) " f(w)/u

F F/u"

~ f(v)+u” + F/u" ~ (by Lemma 4.1) ~ u + f(v)/u + F/u"” = (since f(v)+ u" =~ u+ f(v)/u
implies that F/u" coincides with the set of all S-redexes, created by f(v)/u) =~ u + v/u.

Lemma 4.3 Lett beatermin an OCRS R.let u be an S-redex in ¢, and let F be a set of R-redexes
in t such that « is not inside redexes from F. Further, let P be an F-development (in R) and «’
be the unique P-residual of u. Then there exists an F/u-development @ such that P+ v’ ~ u + Q.
Moreover, if P is complete, then so is Q.

Proof By induction on n = |P| . The case n = 0 is trivial, so let P = P’ + v, and let u” be the
unique P’-residual of u. By the induction assumption, there exists an F'/u-development Q' such
that P’ + v =~ u + Q.

11
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v v/u"”

U,

It follows from Lemma 4.2 that v” + v/u” = v+ u'. Thus u+ Q' + v/u" = P' + v + v/u" =
P' +v+u = P+ u. Now it is clear that we can take @ = Q' + v/u”. (Indeed, Q' + v/u” is an
F/u-development and if P is a complete F-development, then F/P = F/(P +u') =0 = (F/u)/Q,
i.e., @ is also a complete F/u-development).

Lemma 4.4 Let ? be a term in an OCRS R, let u and v be R-redexes in ¢, let v be in an argument
of u, and u’ be a v-residual of w. Then f(u)+ ¢/ f(u) = v+ f(u).
Proof Routine.

Lemma 4.5 Let ¢ be a term in an OCRS R, and « and v be R-redexes in t. Then there are
complete u/v- and v/u-developments P and @ such that u+ P = v + Q.
Proof If unv = 0 or u = v, then Lemma is obvious. Suppose that v is in an argument of u

and f(u)+ wy + ...+ w, is the expansion of . Using Lemmas 4.4 and 4.3 we can construct the
following diagram

t f(’ll) wy Wn

\ 4

flw)/v wy w;,

where w! is the unique residual of w; (under a complete v/( f(u)+w;+...+w;_;)-development). By
Lemmas 4.4 and 4.3 the right side of the diagram is a complete v/u-development and the bottom
is the expansion of the R-step u/v, which is strictly equivalent to u/v. Now Lemma is obvious.

Theorem 4.1 Let t be a term in an OCRS R and F be a set of R-redexes in t. Then all complete
F-developments are strictly equivalent.

Proof By induction on the least upper bound n(F') of lengths of complete F-developments. If
n( F)=0. then the theorem is obvious. Otherwise, let P:t = t; — ... — t; and Q:tSs —...—
s; be any complete I'-developments. By Lemma 4.5 there are complete v/u— and u/v-developments
P” and Q" such that u + P” =~ v+ Q". Now, if P’ is a complete F/(u+ P")-development, then by
the induction assumption P~ u+ P"+ P ~v+ Q"+ P = Q.

15



Definition 4.1 Let Q : t - s and t =~ €. Then the residual Q/u of Q by u is defined by induction
on |Q] as follows. If @ = @y, then Q/u=0,. {1 Q = Q' + v, then Q/u = Q'/u + v/(u/Q").

Definition 4.2 Let P:t - s and Q : t - e. Then the residual P/Q of P by Q and the residual
Q/P of Q by P are defined by induction on |P| as follows.

(LI P =20, then P/Q =0, and Q/P = Q.

()Y P=P +u,then P/Q =P /Q+u/(Q/P)and Q/P =(Q/P")/u.

We shall write PUQ for P+ Q/P.

Lemma 4.6 Let t be a term in an OCRS R,let t 5 o, F € t, and let P : ¢t - € be a complete
F-development. Then v U P = P Uw.

Proof It can be shown by induction on | P| that vU P and PUv are complete F'U{v}-developments.
Hence the lemma follows from Theorem 4.1.

Lemma 4.7 Let t > eand P:¢t —+ oin an OCRS R. Then vU P~ P U v.
Proof By induction on |P|. If |P| = 0, then the lemma is obvious. So let P = P' + u.

P’ u

v v/ P’ (v/P")/u=v/P

Y
Y ¥y

P'[v u/(v/P')

A
\

Then, v U P = (by Definition 4.2)= v + P/v = v + (P’ + u)/v = (by Definition 4.2)= v +
P'/v + u/(v/P') =~(by the induction assumption) = P’ + v/P' + u/(v/P’') = (by Lemma 4.6)
=~ P'+ u+ (v/P')/u = (by Definition 4.1) = P + v/P = (by Definition 4.2) = P U v.

Theorem 4.2 (Strict form of Church-Rosser theorem). Let R be an OCRS, and P and @ be
coinitial reductions in R. Then PUQ =~ QU P.
Proof By induction on |P|. If |P| = 0, then the theorem is obvious. So let P = P’ + u.

P u

A 4
y

Q QP (Q/P)/u=Q/P

/ / 4
4 4 y

P'/Q u/(Q/P')

i

4
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)

Then, @ U P = (by Definition 4.2) = Q + P/Q = Q + (P’ + v)/Q = (by Definition 4.2)= @ +
P'/Q + u/(Q/P') =(by the induction assumption) =~ P'+ Q/P' + v/(Q/P') = (by Lemma 4.7)
~ P'+ u+ (Q/P")/u = (by Definition 4.1) = P + @/ P = (by Definition 4.2) = PU Q.
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