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Abstract

The integer and linear constraint satisfaction problem, which consists in proving the emptiness of the
set of integer points satisfying a set of linear constraints or the existence of a solution, is very frequent in
the field of computer science (vectorization, code scheduling, etc.). Most methods proposed in the literature
deal with various specific instances of this problem. In this paper, the problem is considered in its general
form. Some standard methods are analyzed. Some new algorithms are proposed, either to simplify the
problem, or to solve exactly (by cutting plane methods) the reduced form of the problem.

A sequence of such algorithms is implemented in the automatic parallelizer available under PIAF, an
Interactive Programming environment for FORTRAN. However, these algorithms could be applied to more
“difficult” problems than the usual ones appearing in data dependence analysis.

Résumé

Le probléeme de satisfaction de contraintes linéaires a variables enti¢res est trés fréquent dans nombre de
domaines comme la vectorisation automatique ou 'ordonnancement de taches. Les méthodes de résolution
proposées dans la littérature sont généralement spécifiques de cas particuliers du probléeme traité. Dans
cet article, le probléme est considéré dans sa forme générale. Plusieurs méthodes classiques sont analysées.
Sont proposés plusieurs algorithmes de réduction (permettant de se ramener & un probléme de taille plus
réduite) et de résolution générale (par des méthodes de coupe) du probléme simplifié.

Une telle combinaison d’algorithmes est implémentée dans le paralléliseur automatique disponible sous
PIAF, environnement de Programmation Interactif pour FORTRAN. Cependant, ces algorithmes pour-
raient s’appliquer a des problémes plus “difficiles” que ceux issus de I’analyse des dépendances de données.

*This work was partially supported by ESPRIT Project COMPARE



1 Introduction

The integer and linear constraint satisfaction problem
consists in proving either the emptiness of a domain
defined by linear diophantine constraints or the exis-
tence of any one solution. The set of constraints may
include equations or inequalities:

ZE{l,ml}
iE{m1+1,...m1—|—m2}

n
Zj:l al]'r] S bia
n s = b,
Zj:l ajjxj = Y4,
Zj eZ

We assume that all input data are integer.

This kind of problem occurs frequently in the com-
puter science field, and specially in the case of depen-
dence analysis required for automatic parallelization.

1.1 Usual problems

In data dependence analysis, the question is whether
two references to a same m-dimensional array within
n nested loops may be references to the same element
of this array. This leads to basic “n—m” problems,
where systems include m equations, 4 n inequalities,
and 2 % n variables. For instance:

problem 1-1:
DO I=L,U
A(Ozl*1+")/1) N
N A(CYQ*I—i—")/Q)
ENDDO

The resulting system is:

a1ty + 71 = asis + 72
L <3 <U
L <, <U
il,iQEZ

problem 2-1:
DO I=L;,U;
DO J=L;,U;
A(a1*1+61*J+"}/1) P
.. .A(CYQ*I—l—ﬁQ*J—F’)/Q)
ENDDO
ENDDO

The system 1is:

a1ty + Bij1 + 71 = azia + Baja + 72
L;i<iy <U;
L;i <iy <U;
L; <51 <U;j
L; <j2 <Uj
i1,12,J1,J2 € Z

The “directional” problem differs from the basic
one by added constraints created by dependence di-
rections, for instance, with the previous example:

i1 = 19
J1 < Ja

An “extended” problem is defined when linear
constraints (equations or inequalities) of any one
form, resulting from data-flow analysis are added to
the basic problem.

1.2 Usual methods

We may note these two conflicting points:

e An important quality required for methods used
in data dependence analysis is rapidity, because
such tests are very frequently applied.

e The general integer linear programming problem
is NP-complete.

Then, many methods proposed in the literature are
not “exact” (they are approximated tests), or are spe-
cific methods (they can be applied only in particular
cases).

A method is inexact when three answers to the
problem are possible:

1. No, there is no solution.
2. Yes, a solution exists.
3. Maybe, but we are unable to conclude.

When such methods are applied to data dependence
analysis, parallelization is possible only if the answer
is no. If the third case happens, it means that a
dependence possibility exists, so the analyser works
as if the answer were yes.

Inexact methods are mainly based on relaxation of
constraints. We have two kinds:
First, the integrity relaxation. The problem is
treated as if the variables are not restrained to in-
teger values. In place of the original problem, we
consider the following one:

zE{l,ml}
iE{m1+1,...m1+m2}

n
2 j=1ij%j < by,
n s = b,
E]’:1 A3 Tj = Vi,
;€ R

Second, the loop bounds relaxation. We consider
the problem as if variables were unbounded. This
technique concerns problems where inequalities come



only from variables bounds ( the basic “n—m” prob-
lems). The 1-1 problem is replaced by

a1t + 71 = agis + 72
11,29 € Z

The 2-1 problem is replaced by

arty + Bij1 + 71 = azia + Baja + 72
ilaiQajlajZ S VA

Specific methods profit by some particular forms of
the problem (for instance the number m of equations
of the basic “n —m” problem).

Note that some methods are both inexact and spe-
cific.

More recently, some exact methods have been
developped for data dependence analysis. Some
are based on mathematical programming ([Wal88],
[BP89]), others on the successive application of exact

and cheap tests ([MHLI1], [GKT91], [Pug91]).

1.3 Purpose of this paper

With the development of data flow analysis, general
accurate algorithms will become increasingly neces-
sary in order to solve the integer linear constraint
satisfaction problem. As was noted above, the gen-
eral problem is NP-complete. Nevertheless, we may
think that problems resulting from data dependence
analysis are not really difficult and can be solved ex-
actly at a low computation cost. We may note some
common features of these problems:

1. The value of a solution has no importance. Only
its existence has one.

2. The sizes of problems (number of variables, num-
ber of constraints) are “small”.

3. Variables have lower and upper bounds, so the
domain of the system 1is finite.

4. The data matrix is sparse (constraints have
many zero coefficients).

5. Non-zero coeflicients of constraints are small.

6. Non-zero coefficients of constraints are often
equal to %1.

We could turn these points to account. Firstly (point
1), we don’t really need to solve the problem. Hence,
we should try to reduce the problem: replacing it
by an equivalent and smaller one (with less variables
or constraints). Some reduction techniques are pro-
posed in this paper. They should be efficient and fast

(particularly due to point 6). At the same time, re-
duction techniques may solve our original problem.
In some cases, they reduce the problem in such a way
that its conclusion is immediate. In other cases, they
prove that the system is infeasible. Then, on account,
on the one hand, of points 2 and 3, and on the other
hand, of reduction techniques, the resulting problem
should be solved exactly and quickly by some integer
programming method. With regard to this last point,
many methods have been developed over the years.
Cutting plane algorithms seem particularly suitable
to “small” problems. “Rudimentary” algorithms are
generally very fast with small problems, however we
are not sure of their finiteness, which is guaranteed
with more expensive finite algorithms. In data depen-
dence analysis, reduced problems are so small that
all “rudimentary” algorithms work. However, some
rudimentary algorithms are proposed in this paper,
in order to offer a “good chance” of finiteness in case
of bigger problems.

In the computer science field, many problems have
some features analoguous to the previous ones. They
may be not exactly the same, for instance the bounds
of the variables may be unknown, etc., hence, the
problems could be considered as being more “diffi-
cult” than those of data dependence analysis. How-
ever, it is the author’s opinion is that some similar
reduction techniques and integer programming algo-
rithms could be applied.

This paper is organized as follows.

Introduction

General remarks

Standardization of the problem
Diophantine equations: classic methods
Equations reduction

Inequalities: variables eliminations
Introducing non-negative variables

Simplex methods (Integrity relaxation)

© % N ot N e

Interior Point Methods (Integrity relaxation)

Enumeration Methods

— =
_ O

. Cutting Plane Methods

—_
[\

. Which strategy?
13. Conclusion.

Note: The examples included in this paper are not
specific to data dependence analysis. They have
been chosen in order to make the explanations
relative to algorithms easier.



2 General remarks

This chapter should just specify some vocabulary and
general points.

2.1 Generality of a method

Some methods can apply only to particular problems
(for instance, some of basic “n—m” problems). Let us
define a method as being general if it can be applied
to any system after a possible “standardization” (see
section 3).

2.2 Accuracy

A method is specified as being inexact when it may
end without proving or disproving the existence of an
integer solution.

Methods based on integrity relaxation are incon-
clusive when the existence of a solution is proved and
one of these cases happens:

e The value of the solution s unknown and we can-
not prove its integrity.

Example, the classical Fourier-Motzkin elimina-
tion.

o The value of the solution is fractional and we
cannot prove its singleness.

Example, the usual simplex method.

Methods based on constraint relaxation are inconclu-
sive when the ezistence of a solution is proved (for
instance, the GCD test).

We should distinguish these cases from the meth-
ods ending without giving an answer to the question
of the existence of an integer solution, but leading to
a reduced system to which another method can be
applied.

2.3 System equivalence

Consider the problem: prove or disprove the existence
of an integer solution satisfying the system:

—X S -1
1 S 8
—I9 S -2

Ei) S 8

21‘1 —5.1‘2 = 12

We could obviously substitute the problem: prove or
disprove the existence of an integer solution satisfying

the system:
—X1 S -1
1 S 8
—X2 S -2
Ei) S 8
2I1 —5;132 S 12
2I1 —5;132 Z 12

More generally in this paper, let us define:

e Ifwe can solve a satisfaction problem over a sys-
tem S1 by means of a satisfaction problem over
a system So, the systems S1 and Sy are said to
be equivalent.

Note that if we can replace S; by Si, conversely we
can replace Sy by 5.

Equivalent systems should be built in order to sim-
plify the problem (2.4) or to standardize the system

(3)-

2.4 System reduction

In some methods, some variables or constraints may
be eliminated. Every time an elimination is per-
formed, we have in place of the original problem an
equivalent reduced problem (see 5, 6.2 ...).

Other methods try to partially solve the system
(constraints relaxation). If the subsystem has no so-
lution, hence the whole system is infeasible. If the
subsystem has a solution, we cannot conclude upon
the whole system: the isolated method is inexact.
Nevertheless, we may decide to build an equivalent
system from the solution, in order to solve the prob-
lem with another method (see 4.3).

2.5 Arithmetic

Original problems are described with constraints in-
cluding integer coefficients. Most methods described
in this paper use integer arithmetic, they are “all in-
teger”. However, some methods need fractional arith-
metic since they may handle non integer numbers (in-
tegrity relaxation methods, fractional cutting plane
algorithms,.. ).

Consider the number resulting from the division
15/9. If we intend to handle it, we could use two
different ways:

1. Real arithmetic.

The result is represented by a “floating” num-
ber with a necessarily inexact value (such as
1.666666666 or 1.66666667). Then, if we mul-
tiply this number by 6, in place of the expected



integer number 10, we should obtain a number
which could be 10.0000001. If we need to know
whether this number has to be considerated as an
integer, we must be able to estimate that, firstly
the roundness error is greater than 0.0000001,
secondly no fractional number resulting from any
operation performed in the current method can
be represented by a floating value so close to an
integer value.

2. Rational arithmetic.

Each number is represented by two integer num-
bers. In order to represent 15/9, we could use
both numbers 15 and 9. However, since 15/9 =
5/3, it would be better to use 5 and 3 in some
algorithms.

Real arithmetic can work with methods requiring
only the knowledge of the integrity of numbers (sim-
plex methods must detect the cases where very small
numbers have to be replaced by their correct value
equal to zero). Rational arithmetic is indispensable
for methods requiring the knowledge of the fractional
representation of each number (fractional cutting
plane algorithms). However, both arithmetics must
manage the knowledge of numbers integrity. Roughly
speaking, we can estimate that operations using real
or rational arithmetic are at least twice as expensive
as similar operations using integer arithmetic (for in-
stance pivoting operations used for changes of vari-

ables).

3 “Standardization” of the

problem

Imagine we have at our disposal some efficient algo-
rithm able to solve the following problem:

prove or disprove the existence of a solution satis-
fying the system:

E?:l A5 X5 S bi;
;€ Z

ZE{l,ml}

Now, suppose we intend to apply this algorithm to a
system with a somewhat different form:

ZZ:l a;jzj < by,
2 j=1ijj = bi,
Z; cZ

zE{l,ml}
iE{m1+1,...m1+m2}

Before applying the method, we should modify the
formulation of the problem so as to obtain an equiv-
alent system without any equation. We must “stan-
dardize” the problem in order for it to conform with
the “standard” form of the method.

The “standard” form of various integer program-
ming methods could include:

e free variables

e binary variables (0 or 1)

constrained variables (> 0)
e equations
e inequalities

The way we obtain the standard form of a problem
may lead to very different systems, and that may con-
siderably affect the behaviour of the chosen method.
The author’s opinion is that obtaining a “good” stan-
dard form is often as important as the choice of the
method itself.

Let us have a look at some specific points.

3.1 Systems with only inequalities

Many methods require inequalities systems. In the
first place, we don’t deal with variables. Consider an
original system including equations and inequalities
with free variables:

zE{l,ml}

EZ:l ajzj < by,
iE{m1+1,...m1+m2}

2 j=1 %% = bi,
;€ Z

Our goal is to handle an equivalent system, but with-
out equations. Let us recall some classical techniques
(which are not specific to integer programming):

1. Replacing each equation by two inequali-
ties

In place of:
Y =1 @ijej = bi
we can substitute the set:

n

>_j=1@ijej < bi
n

D _j=1ijZj > bi

Then, the previous system could be replaced by
the equivalent one:

zE{l,ml}
iE{m1+1,...m1+mg}
iE{m1+1,...m1+mg}

S aijzy < b,
Yoioq aijry < b,
D=1 @ijzj > by,
x; cZ



2. Replacing n equations by n+ 1 inequalities.
For instance, this set of 3 equations:
2o @iy = b

n —
E;’Lzl agjrj = by
E]’:l azjz; = bs

can be replaced by these 4 inequalities:
> =101 < by

>oj—g a2jzj < by
E%ﬂ agjzj < bs

2i=i1(aij + azj +asj)a; > by + by + b3

Now, consider the system:

—4x; 46z +za < -9
4I1 —ZI3 S 9
—31‘1 “+x3 S —20
21‘1 —X9 +21‘3 = 12
1 +2x9 —bxrz 4x4 = =D

The first technique should lead to the system:

—4x; 46z tza < -9
4I1 —ZI3 S 9
—31‘1 +2x3 S —20
2I1 —X9 —}-21,3 S 12
r1 42z —bdxs 4zy < =5
2I1 —X9 —}-21,3 2 12
r1 42z —dxs H4xy > =5
the second one to:

—4x; 46z tza < -9
4I1 —ZI3 S 9
—31‘1 “+2x3 S —20
2I1 —X9 +213 S 12
ry +2xy —drz +xrs < D
3z 4z —3dxzz +rs > 7

Obviously, these techniques lead to more voluminous
systems. However, by applying some reduction meth-
ods (5.1), we can easily state that the original system
is equivalent to this one:

4‘£1 —ZI3 S 9
—3;131 “+2x3 S —20

Clearly, each time we need to “standardize” a prob-
lem in order to apply some final integer programming
method, we should choose techniques which are con-
jointly “reduction” techniques.

Conversely, we should choose a final integer pro-
gramming method for which standardization allows
a strong reduction of the system.

3.2 Free variables

In most problems issuing from data dependence anal-
ysis, task scheduling, etc., variables are “free” , mean-
ing that they can be given any integer value (positive
or negative). Then, if a certain method requires free
variables, no change is needed. We may imagine that
a method requires free variables while the problem is
described with constrained or binary variables. Re-
placing constrained or binary variables by free ones
presents no difficulties (inequalities such as: y; > 0,
are explicitly added to the system).

3.3 Constrained variables

Most algorithms (simplex and others) used to solve
the general integer programming problem require sys-
tems with constrained (non negative) variables. Gen-
erally, original systems include free variables. If we
intend to replace free variables by constrained ones,
we should apply some techniques described in section
7 allowing a reduced standard form.

However, if the original system includes one or
more equations and the standard form of the intended
method is a system of inequalities (with constrained
variables), we should firstly remove the equations
(see 3.1 and section 5.1), and secondly change the
variables. Removing equations including constrained
variables would be somewhat incongruous. We would
have to previously replace one or more constrained
variables by free variables!

3.4 Binary variables

This paper does not deal with methods requiring bi-
nary variables. However let us have a look at the way
binary variables could be introduced.

When a variable has lower and upper bounds, it
can be replaced by a linear combination of binary
variables. Let us imagine a system including these
two inequalities:

Lmin S L S Lmazx (1)

Introducing np binary variables, we may remove in-
equalities (1) and change x:

T = Tmin + E?il Qj_lyj
the number n; is the smallest integer such that:
Tmin + 1 S 27 (2)

Lmaz —

In the case of strict inequality (<) of (2), we must
add:

Ny i—1
Zj:l 2 Y < Zmaz — Tmin



For instance, if we have:
s<e <17
We may change the variable z thus:
=54y + 2y2 + 4ys + 8ya
and both inequalities (1) are replaced by:
Y1+ 2y2 + 4ys + 8ys < 12

The knowledge of the bounds of variables is required
(which is generally the case in data dependence anal-
ysis). However, if each free variable is changed thus
and the values of the bounds are large, the technique
may be expensive (a great number of variables!) and
methods based on binary variables should be avoided
in data dependence analysis.

3.5 Equations

Imagine a method requiring that the system includes
(partially or totally) equalities. Any inequality can be
replaced by an equality if we introduce a constrained
variable (“slack” variable). Consider the inequality
(variables x; may be free or constrained):

n

> iz < b

i=1

We can substitute:

(3)

This mode of changing is used implicitly with simplex
methods, where the slack (“dummy”) variable is in-
cluded in a single constraint. Some authors note it as
a “solved” variable, and the inequality is handled as
a “solved” equation: the dummy variable can be re-
placed by another variable which becomes a dummy
variable, and at any time, the equation can be re-
placed by an inequality. In such a case, we can con-
sider that this technique does not really change the
inequality and the size of the system does not in-
crease.

Obviously, if the method works in such a man-
ner that the slack variable (or some replacing slack
variable) may lose its status of “solved” variable (it
may be included in several constraints), the inequal-
ity must be explicitly replaced by an equation.

3.6 Objective function

Consider the general problem P;: prove or disprove
the existence of a solution to:

Az R b
zeZ"

where the symbol R denotes a column of relations =,
> or <.

Now, imagine we can solve the optimization prob-
lem P; (including some objective function z = cx):

minece = z
Az R b
zeZ"

If a (finite or infinite) solution to such a problem
exists, it means that the problem P; has a solution.
Then, by solving the problem P, we can prove or
disprove the feasibility of P;.

The problem P5 requires any linear objective func-
tion. We could choose the simplest one, with coeffi-
cients equal to zero.

4 Diophantine equations: clas-
sical methods

In this section, we recall some classical tools and
methods used when systems include one or more
equations.

4.1 Classical tools

Most methods solving diophantine equations use the
Greater Common Divisor (GCD) or the Extended
Euclid algorithm.

4.1.1 GCD of 2 numbers

1. Euclid Algorithm [Knu81] [Ban88]
Published 300 years B.C., and probably known
well before!
We present the modern and simplified version
(using the zero) of this algorithm computing p =
GCD(a,b) :
L p—lal,v—|b
2. whilev#0: {r—pmoduv, p—v,v+r}
2. Binary Algorithm of J. Stein [Knu81]
Published in 1961, this algorithm does not re-
quire division operation. It uses substraction,

parity test, left binary shift on numbers binary
form.



D. Knuth declares that it is 20 % faster than the
Euclid algorithm on his mythic computer MIX.

The GCD of two numbers is frequently used (see
4.1.2,4.2.1, section 5, section 7), so a fast GCD is de-
sirable. The Binary Algorithm is faster than the clas-
sic Euclid Algorithm, however, the estimated benefit
is slight and the handling of any binary algorithm is
not very pleasant. So, using a table of precomputed
GCD values seems preferable (see 5.6)

4.1.2 GCD of more than 2 numbers

The computation of the GC'D of more than two num-
bers uses the property:

ged(ay,as - - -, an) = ged(ay, ged(as - - -, ap))

The order of numbers has no importance.
If we remark that:

ged(a -+, 1) =1

useless computation may be avoided.

4.1.3 Extended Euclid algorithm

Given two non-negative integer numbers a; and as,
the algorithm computes an integer vector (uy, ug, us)
such that:

(4)

ajuy + asuy = uz = ged(ay, as)
Let us describe the principle ( [Knu81]):

e (lassical version:

1. (Ul, Us, Ug) — (1, 0, al)
('Ul, V2, 'U3) — (0, 1, as

2. while vg # 0 :
q « [uz/vs]
(t1,t2,t3) — (u1,uz,u3) — (v1,v2,v3)q
(Ul, usz, Us) — (’Ul, V2, ’03)
(v1,v2,v3) — (t1,12,13)

e Fast Version (Gordon H. Bradley):
Uz, Vg, 19 are not computed during the algorithm.
ug is computed at the end by (4)

con-

4.2 GCD-Test (Loop bounds

straint relaxation)
4.2.1 Principle

Let us recall a well-known result about the existence
of a solution to a linear diophantine equation:

Theorem 4.2.1 A necessary and sufficient condi-
tion for the existence of an integer solution to the

divides b;

Now, consider a system including this equation. Ob-
viously, if no (integer) solution to the equation exists,
no solution to the system exists. Nevertheless, if a
solution to the equation exists, we cannot conclude.
This is the classical inexact GCD-test [Ban79]:

Lemma 4.2.1 A necessary condition for the exis-
tence of an integer solution to a system including the
equation 2?21 a;jx; = by is that ged(a;, aia, - - - ain)
divides b;

First example

1<z, <12
9;731—6]32:4

Since ged(9,-6), equal to 3, does not divide 4, the sys-
tem has no solution.

Second example

41‘1—1—61‘2:20

ged(4,6), equal to 2, divides 20. Hence, we cannot
conclude about the system.

4.2.2 Probability of success

Since the GCD-test is inexact, it would be interesting
to know the probability of the answer being a success-
ful result, i.e. the equation has no solution. In order
to estimate the probability p,(n) that the GCD-test
applied to an equation with n variables is conclusive,
we could proceed as follows:

1. Calculate the probability p,(n, k) that
ged(ay, -+ -an) = k, for any positive integer k.

2. Calculate the probability py(k) that k& does not
divide the right-hand side, for any positive inte-
ger k.

3. Calculate the probability:

pa(n) =Y paln, k) pu(k) ()



This method supposes the existence and the knowl-
edge of a probability law about the value of every
constituent of the equation (coefficients and right-
hand side). In the first place, we assume that the
absolute values of these terms are independently and
uniformly distributed in an interval [1---N], with
N — oo. We say that the numbers are “chosen at
random”.

The classical notations will be used:

r M r
Hy = Ek:l 1/k

((r) = HL, (“zeta function” of Riemann)

with:
¢(2) = =?/6
¢(3) ~ 1.202057
{(4) = 74/90)

First, let us recall a well-known result of number the-
ory (G. Lejeune Dirichlet, 1849):

Theorem 4.2.2 If u and v are integers chosen at
random, the probability that ged(u,v) =1 is:
pa(2,1) = 1/¢(2) = 6/7? ~ 0.60793

Let us state it with a heuristic argument (see [Knu81],
section 4.5.2):

1. We assume without proof the existence of a well-
defined probability p,(2,1).

2. Consequently, the probability that ged(u,v) =k
(k divides u, k divides v, ged(u/k,v/k) = 1) is:
Pa(2,k) = pa(2,1)/F’ (6)

3. Let us sum all probabilities over all possible val-
ues of k:

L= 37 pal2,b)
1= pa2 1) X5, 1/

Hence, the theorem is established.

This result can be generalized (two or more vari-

ables):

Theorem 4.2.3 If ay,as, - -a, are integers chosen
at random, the probability that ged(ai, as,---ap) =1
is: pa(n,1) = 1/{(n)

Let us state this result as previously:

1. We assume without proof the existence of a well-
defined probability p,(n, 1).

2. Therefore, the
ged(ay, ag, - -ap) =k is:

pa(n, k) = pa(n, 1)/k"

probability that

(7)

3. Let us sum:
1=371 pa(n, k)
1= pa(n, 1) 3252, 1/k"
Hence, the theorem is established.

Using (7), we can immediately generalize the previous
theorem:

Theorem 4.2.4 If ay,as, - -a, are integers chosen
at random, the probability that ged(ay, as,---a,) =k
is: pa(n, k) = 1/(¢(n) k™)

Now, we can state:

Theorem 4.2.5 Ifa;1, a;2, - a;n and b; are integers
chosen at random, the probability that the GCD-test
is conclusive with the equation )

py(n) =1—=C((n+1)/((n)

Proof
Consider the statement (5):

pe(n) =721 paln, k) * py(k)

The probability that k& divides the right-hand
side (chosen at random) is equal to 1/k, hence:

j=1 ALy = 0 1.

pu(k) =1 - 1/k

Using theorem(4.2.4), the statement (5) be-
comes:

pe(n) = 32521 (1/(¢(n) k™))(1 = 1/k)
pg(n) = (L/(C(n))(Tkzy 1/k™ = 3252, 176"+
pg(n) = (1/¢(n))(¢(n) = C(n + 1))

and finally:
py(n) =1—((n+1)/{(n)
Theorems 4.2.3 and 4.2.5 indicate:
Probability that ged(a1,az, - a,) = 1:
pa(2,1) = 1/¢(2) =~ 0.60793
pa(3,1) =1/((3) =~ 0.84
pa(4,1) = 1/¢(4) =~ 0.937
Probability that the GCD-test is conclusive:

p,(2) = 1—¢(3)/¢(2) ~ 0.26294
py(3) =1 —¢(4)/¢(3) =~ 0.09960

From three variables, the probability is very low.



The case of data dependence analysis

The previous results were based on the hypothesis
that the involved data were chosen at random. How-
ever, in data dependence analysis, data are not actu-
ally chosen at random. They are generally “small”.

So, we could suppose that the absolute values of
the coefficients are independently and uniformly dis-
tributed in an interval [1 - - - N], with some small value
of N.

Note that most problems include unitary coeffi-
cients (in which case, the GCD-test is inconclusive),
then, we may imagine that the GCD-test could be
applied only if methods based on unitary coefficients
do not work, i.e. some equation does not include any
unitary coefficient. Consequently, we could consider
the case where the absolute values of the coefficients
are independently and uniformly distributed in an in-
terval [2--- N], with some small value of N.

Hence, in place of theorem 4.2.2 for instance, we
could fix the value of N and estimate simply by enu-
meration the probability that the GCD of two num-
bers is equal to 1. We would obtain:

| N || [1---N] | [2---N] |

4 11/16 = 0.687 4/9 = 0.444
5 19/25 =0.76 10/16 = 0.625
6 23/36 = 0.639 12/25 =048

7 35/49 =0.714 | 22/36 = 0.611
8 43/64 = 0.672 | 28/49 = 0.571
9 55/81 =0.679 | 38/64 = 0.594
10 || 63/100 =0.63 44/81 = 0.543
11 83/121 =0.686 | 62/100 = 0.62

12 || 91/144 =0.632 | 68/121 = 0.562
13 || 115/169 = 0.680 | 90/144 = 0.625
14 || 127/196 = 0.648 | 100/169 =0.592
15 || 143/255 =0.636 | 114/196 =0.581

The values obtained from a small interval [1--- N]
are slighty superior to the value (& 0.60793) given by
the theorem 4.2.2, while they are comparable with an
interval [2--- N].

We could operate in a similar way to estimate the
probability that the GCD-test is conclusive. How-
ever, obtaining precise values is not very important.
The results would not be significanly different from
the theoretical values. The GCD-test is strongly inex-
act, and from three variables, it becomes very weak.
It should be applied only as a “help” method before
some exact or reduction method.

4.3 Integer solution to equations

With the GCD-test, we saw that we can decide if a
single integer equation has a solution. With a set of
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equations, this test does not work, as we can see with
this simple example:

21‘1 —3.1‘2 =4
31‘1 —2.1‘2 =2

Each of these equations has a solution. However, any
system including both of them is incompatible; we
may remark that by summing the original equations,
we build a new equation which has no solution:

5;731 —5]32 =6

Moreover, as for a single equation, there is a possi-
bility that a set of equations is compatible while the
whole system is not.

However, a linear diophantine equations system
can be solved. Then, if a system includes m; in-
equalities and ms equations, we can consider the sub-
system composed by the equations and try to solve
it. If the sub-system has no solution, then the full
system is incompatible. If the subsystem has a solu-
tion, we may decide to stop (in this case the method
is inexact, like the GCD-test), but we may decide to
change in the set of inequalities the variables solved
by the sub-system. If the rank of the matrix relative
to the sub-system is r, we obtain a system with r
variables less.

4.3.1 Single equation in two variables

Let the equation be:

(8)

If there is a solution to this equation (this supposes
that b is a multiple of d = ged(ay, az), see 4.2.1),
it can be proved ([Ban88]) that the general solution
2z = (x1,22) can be obtained as follows:

a1x1 + asxrs = b

1. Two auxiliary equations are defined:
(9)
(10)

a1y + azy2 =0

a121 + asze = d

2. A particular solution to (10) is given by the Ez-
tended Buclid algorithm (4.1.3):
20 = (27, 23)
3. If bis not a multiple of d, then there is no solution
to the original equation, else we define:
A=1b/d
Al = —az/d
AQ = al/d



. The general solution to (9) is given by:
y=(v1,y2) = (A1t, Aat)
where ¢ is an arbitrary integer.
The general solution to (8) is:
r=y+ 2"

which we write:

(z1,22) = (Mt + 29 Aot + )\zg) (12)
Comments

e If the equation includes a unitary coefficient, a
solution can be directly obtained by an elimina-
tion (see 5.1).

e The value of the GCD, which is necessary for
the computation (11) of the associated equation
(9), is given by the Extended Euclid algorithm
performed with the equation (10)

Example
T 2 1
I9 2 1
I9 S 20
201 —3x9 = 36

The particular auxiliary solution is:

20 = 2
20 = 1
We obtain:
d=1
A=136
)\1 = 3
Ay =2
The general associated solution (11) is:
yi = 3t
y2 = 2
The general solution (12) is:
s = 36 42t

Then, we can change the inequalities:

3t > 71
3t < —52
2 > —35
2% < —16

We can immediatly conclude (see 6.1.3) that no solu-
tion exists.
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4.3.2 Equation with more than two variables

(13)

arxy +azxs -+ anky, =0b
Let be
ged(ay,az -+ a,) =d

A solution exists if d divides b. The previous tech-
nique is generalized. Two auxiliary equations are in-
troduced:

(14)
(15)

The general solution to (13) should be obtained by

combining a general solution to (14) with a particular
solution to (15):

a1y +asys -+ apy, =0

121 + asza -+ anzp =d

z=y+ (b/d)z

Several notations are possible for the following ex-
planations. We will use the same ones as in [Ban88],
where details and proofs are available. Let

A: (alaaQ"'aan)t
A n x n unimodular matrix U is built as follows. Let
U.A=D

We start with the values U = I (identity matrix)
and D = A. Applying elementary row operations,
we can obtain:

UA=D

where

D =(d,0,...,0)

Then, the particular solution to (15) is the first row
of U:

(21,22"',2'”):(Ul,UQ"',Un)

while the general solution to (14) is:

(Y1, 92+, yn) = (0,2 t,).U

4.3.3 System with more than one equation

This method [Ban88] is the extension of previous one
to multi-dimensional systems, and is known as the
Banerjee Extended GCD-Test when used in Loop
bounds constraints relaxation.

It is based on the fact that an integer m x n ma-
trix A can be factored in A = DU where U is an
integer unimodular matrix and D is a m x n eche-
lon matrix (known as the reduced Hermite form of a
matrix [Min83, Sch86]).

We will not describe this classical method, which
is detailed in the quoted literature.



4.4 Square Rows Submatrix(Integrity
relaxation)

We will now consider a special case, where the num-
ber of equations is greater than or equal to the
number of variables. Let the following system be

(my > n):
2= aijey < bi,
2oj=1aijTj = by,
Zj =4

zE{l,ml}
iE{m1+1,...m1—|—m2}

Using classical Gauss elimination or another one, we
try to solve the equations sub-system (integrity re-
laxation):

n T
Z]’:l 55 = O,
Zj €R

iE{m1+1,...m1—|—m2}

Then:

1. If no solution exists, the original system is im-
possible.

2. If more than one solution exists (the row rank
of the matrix is smaller than the number n), we
cannot conclude.

3. If a single solution exists:

(a) If this solution is not integer, the original
problem has no solution.

(b) If one inequality is incompatible with this
solution, the original system has no solu-
tion.

(¢) Else the system is feasible.

There is a possibility that the equations are not lin-
early independent (case 2), then strictly speaking, the
method is inexact. In any case, rational arithmetic
is required (see 2.5). An equations reduction (section
5) would relieve us from these problematical aspects.

First example

1 Z 0
] Z 0
) S 10
81‘1 —3.732 = 1
4I1 +x, = 3
A single solution is obtained:
r, = 1/2 i — 1

The solution is not integer, hence the systeme is in-
feasible.

Second example

1 Z 0
Ei) Z 0

2I1 —3;E2 = 10
4I1 +3l‘2 = 2

A single and integer solution is obtained:

P — 2 g = —2
However, the third inequality is not satisfied by this
solution, then the system is infeasible.

5 Equations reduction

In this section, we suppose that the system includes
equations and inequalities. Some techniques for re-
ducing the original problem, as long as diophantine
equations are present, are described. We do not try
to explicitly solve equations, as in section 4.

If the original system has the following form:

zE{l,ml}

> =1 aijzy < bi,
" iE{m1+1,...m1+m2}

> =1 @i = bi,
Z; =4

we may obtain a succession of equivalent systems:

i

E?:l ajx; <b;, ie{l,...mi}

E;zla;jx;:b;, iE{ml—Fl,...ml—l—m;}

7

and unless an impossibility is proved during a reduc-
tion step, we come easily to the equivalent form:

zE{l,ml}

If we note by rs (generally equal to mg) the rank
of the matrix defined by original equations, the final
number n” of variables is:

»

n =n-—rs

We deliberately denote the variables of the final sys-
tem: z; because they are not necessarily the same
ones (see 5.4) as the original variables, which we can
now forget about.



5.1 Integer Gauss elimination

This technique eliminates one equation and one vari-
able: if one of the coefficients of an equation has
an unitary value (i.e. =+1), a Gaussian elimination
of the variable associated with that coefficient will
build an equivalent and smaller integer system. The
expression of the eliminated variable includes only
integer coefficients, so we are guaranteed that the
transformed system remains equivalent to the pre-
vious one. Let us consider the following system:

I 42 S 10

9 —4I3 S 12

—61‘1 —|—I2 —7I3 = —4
—41‘1 —|—3l‘2 —2I3 = —1

The first equation gives an integer expression of zs:
9 26I1+7$3—4

Therefore, by replacing z2, we derive the equivalent
system:

Txq +7z3 < 14
6z, +3z3 < 16
142, +1923 = 11

and we can now forget about zs.

Since this can be applied when one coefficient is
41, many other techniques described in this section
are aimed at generating unitary coefficients.

5.1.1 Choice of the pivot

If several coefficients (“pivots”) compete for a integer
Gauss elimination, a good strategy consists in choos-
ing the sparsest column (or the sparsest row). This
minimizes the amount of computation, keeps the sys-
tem matrix sparse and keeps the coefficients unitary.
This also makes the next steps easier (chapters 6 and
7).

Let’s have a look at this system:

—4x; 46z +za < -9
4$1 —ZI3 S 9
—3$1 “+x3 S —20
2$1 —X9 +2I3 = 12
1 +2x9 —dxz 4+x4 = =D

We can eliminate the first equation (and x3) or the
second one (and #; or z4). Let us choose the second
equation and x4:

—51‘1 —|—4l‘2 —|—5I3 S —4
41‘1 —ZI3 S 9
—31‘1 +x3 S —20
21‘1 —X9 —|—2I3 = 12
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Three rows (the second and the third inequalities and,
which currently interests us, the first equation) are
unchanged since their coefficients in column x4 were
equal to zero. Then, we can eliminate the first equa-
tion (and z3):

4I1 —I3 S 9
—3I1 —|—;133 S —20

For the first elimination, we could also choose x5 from
the first equation since it would have kept two rows
(the second and third inequalities) and the column
24 unchanged.

The worst choice would have been z; from the sec-
ond equation:

141‘2 —20‘]33 +5.Z‘4 S —29
—8.1‘2 —1—1913 —4.1‘4 S 29

61‘2 —14;133 —|—31‘4 S —35
—5.1‘2 —1—1213 —2.1‘4 = 22

5.1.2 Data overflow risk

Consider the system:
n

doj—aijry < by,

n R
E]’:1 @ijZTj = Vi,
Suppose we perform a gaussian elimination of z from

the equation with index r (m; +1 < r < my + ma).
The new system is:

ie{1,2,...m}
iE{m1+1,...m1+m2}

Zj;tk(aij — arjaik/ark)a:j < b; — braik/arka
ie{1,2,...mi}

Zj;ék(aij — a,jaik/ark);rj =b; — braik/arka
izre{m +1,...m +ms}

Since a,;, = %1, the values of the new coefficients and
right-hand sides are:

7

aij = Q4j + Qrj Qi
bi = bl + br a;r
These values may increase exponentially at each iter-
ation. Let us see this system:

—4x; 46z tza < -9
4.1‘1 —I3 S 9
—3.1‘1 —+xz3 S —20
2001‘1 —10]32 +3$3 = 12
T +2x5 —5000x3 +10z4 = -5

After the gaussian elimination of z1, it becomes:

14z, —2000x3 +4lzy < -29
—8z3 +19999z5 —40zs < 29
6z2 —14999z3 +30z4 < =35
—410z, 4100000323 —2z4 = 1012



This is the well-known problem of expression swell
(see [DKT87]), which must not be underestimated.
However, in most systems coming from data depen-
dence analysis as well as others, the size of coefficients
a;; is very small (less than 10) and should not make
a data overflow appear. As for the right-hand sides
b; which may have greater values than those of coeffi-
cients a;j, they are not involved quadratically in the
upper formulas.

Therefore, in this paper, this problem will not be
discussed.

5.2 Division by GCD

When the GCD test (4.2.1) fails and the GCD is not
1, then performing the (integer) division of all the co-
efficients by the GCD diminishes the value of coeffi-
cients. This will make the other stages less complex.
Furthermore, this is likely to make a £1 coefficient
appear. For instance, the following equation:

4‘]31 — 2$2 + 41‘3 =110
becomes (after division by 2):
2;131 — 1I2 + 21‘3 =55

Now x5 elimination can be performed.
The same technique can be applied to inequalities

(see 6.1.4).

5.3 Mixing two equations

Systems can also be transformed by combining equa-
tions: it is straightforward to show that the two fol-
lowing equations:

Ypor GikTe = bi
n
2k=14kTE = b
can be replaced by the equivalent system:
R I ,
2op=1(Xidin + Ajajp)zr = Aibi 4 X,

provided that A; is non-zero.
such that

If we find A; and A;

=+1 (16)

for one k, then z; elimination can again be per-

(Aiair + Ajajx)

formed.

This can be achieved as soon as a;; and ajj are
relatively prime, in which case the extended Euclid
algorithm (4.1.3) finds two such integers A; and A;.
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Consider for instance the system:

1 +zs S 10

9 —41‘3 S 12

—2;731 —|—5lz —|—3l‘3 = 2
—4;731 —|—3lz —21‘3 = —1

The coefficients of z1 are -2 and -4. Since their GCD
is 2, this technique does not work. However, the co-
efficients of zo are 5 and 3. Their GCD is 1 and we
find that:

(-D54+(2)3=1

Thus, by multiplying the first equation by A; = —1
and second one by As = 2 and summing them, we
obtain:

—6;731 —|—I2 —71‘3 = —4

Hence the new system is:

T +zs S 10

9 —41‘3 S 12

—61‘1 +zs —71‘3 = 4
—41‘1 +3£2 —21‘3 = -1

where now zs elimination can be performed.

5.4 Changing two variables

Instead of combining equations, it is also possible to
“combine” two variables in some sense, by a judicious
change of variables. Imagine that in the following

equation
n . = d
E]’:1 ajry =

a1 and ay are relatively prime. Then any integer ¢;
can be written in the form ¢; = ayx1 + asxo, where
z1 and x5 are integers. This suggests the use of ¢; as
a new variable. In order to maintain an equivalent
system, a new variable t; must also be introduced.
Variable changing is thus described by a transforma-
tion such as:

For this transformation to be unimodular, we must
have

(17)

ty
ts

+asx2
+boxs

a1
bixy

Clle - (12[)1 ==1

Again the extended Euclid algorithm provides two
such integer coefficients by and by (if Adja; +Azaz =1,
we take by = —A2 and by = Aq).

Now it is easy to find the inverse transformation:

{

)\1151
)\2151

—Cthz
+aits

L1
L2



Therefore, 1 and x5 are replaced by t; and t5 ev-
erywhere in the system and equation (17) becomes

th+ 3 g0z, = d

where t; elimination can be performed.
Let us consider the previous example:

I —+2 S 10
Ei) —4;I3 S 12

—21‘1 —|—5l‘2 —|—3I3 = 2
—41‘1 —|—3l‘2 —2;I3 = —1

In the last equation, we observe that we can apply
this transformation to (z1, z2) or (23, z3) (but not to
(21, 23) since the value of GCD(—4,-2) is 2). We

choose (21, z2) for instance and obtain:

I = —tl —3t2
g = —tl —4t2

and the system becomes:

—2t, =Tty < 10
—tl —4t2 —41‘3 S 12
—3t1 —14t2 +3I3 = 2
tl —21‘3 = -1

A Gauss elimination is now possible with variable ¢;.

5.5 Shortening the number of vari-
ables of an equation

Even when there is no pair of relatively prime coef-
ficients, the technique of changing variables can be
used to eliminate a variable. By applying this tech-
nique iteratively, we obtain the case when two coeffi-
cients are relatively prime, provided that the GCD
of the coefficients of the original equation was 1.
If GCD(ay,a2) = p, then we can create the new
variable #; such that pt; = aijx1 + aszq 1e. t; =
Lop+ ‘;—2;132, which yields to the previous case. Then
we compute A; and As such that )\1‘;—1 + /\2%2 =1
and perform the following variable change:

o= Str %
ts = —Xazy +Ai1zy
with inverse:
T = )\1151 _%tQ
zy = Aoty 4+

Now equation (17) becomes:

pti+3_gaz; = d

As an example, consider the following system:

T +x9 S 10
9 —41‘3 S 12
—61‘1 —10I2 +15l‘3 = 2

There is no equation which contains a pair of co-
efficients which are relatively prime, so we consider
(21, z2) and compute the formula:

r] = —Qtl —|—5t2
P = tl —3t2

and the system becomes:

—t1 42, < 10
tl —3t2 —41‘3 S 12
Qtl +15l‘3 = 2

Now the two coefficients of the equation are relatively
prime and the system can be reduced with the previ-
ous method (section 5.4).

5.6 Fast GCD

The methods discussed above make intensive use of
GCD calculations. Therefore, a fast algorithm for
determining the GCD of two numbers is desirable.
The principle of our method is to have in memory
a table of precomputed GCD’s, say a table of GCD
of every pair of integers less than a given value m.
Then, if it happens that the numbers whose GCD we
want to compute are less that m, it is straightforward
and does not cost anything to consult the table. If
not, then the table can still be of use for speeding up
the GCD computation. To explain this, let us recall
the Euclid algorithm for computing the GCD of two
positive numbers @ and b such that a is greater than

b:

ged (ab) =
{if b =0 then a
else ged (b, a mod b) }

Now, if we have a table tged such that ged(a,b) =
tged(a,b) for any a and b less than m, then the algo-
rithm becomes:

ged (a,b) =
{if (b = 0) then a
else
{if a < mthen tged (a,b)
else ged (b, a mod b) } }
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In systems issuing from data dependence analysis, co-
efficients are often small. In this case, one memory
reference suffices to compute the GCD of two num-
bers. As a result, the methods described above run
fast.

Let us see how we could compute ged(16,6) if the
following table tged (m = 10) were at our disposal:

L [ile2[s[a]s]ef[7[s[o][10]
1 111111711 ¢(1]1
2 12112112121 2
3 17131111371 ]1(3]1
4 12114112141 2
5 11115111 ]1]5
6 1121312116123 2
7 111|111 j7)1¢(1]1
8 12114112181 2
9 1713111113 ]1]1(9]1
w121 (25212110
Euclid algorithm:
ged(16,6) = ged(6,16 mod 6) = ged(6,4)
ged(6,4) = ged(4,6 mod4) = ged(4,2)
ged(4,2)  =ged(2,4mod2) = ged(2,0)
ged(2,0) =2
“Precomputed” method:
ged(16,6) = ged(6,16 mod 6) = ged(6,4)
ged(6,4)  =tged(6,4) =2

5.7 Fast extended Euclid algorithm
The EEA (extended Euclid algorithm, 4.1.3) for de-

termining coefficients of equation 16 can be adapted
in the same manner and make use of a table of pre-
computed Bezout’s coefficients.

However, having a fast EEA is less important than
having a fast GCD. In order to change two variables
for instance (5.4), the selection of the set of variables
may need several computations of GCD, while the
change of the chosen set needs a single computation

of EEA.

5.8 Equations reduction: conclusion

Various strategies are possible, for instance the fol-
lowing one:

1. Test the following case, and stop if it works:
No equation remains.

2. Search a unitary coefficient. If found:
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(a) Apply the Gauss elimination (5.1).
(b) Go to 1.

3. Search an equation where every coefficient = 0.

If found:
(a) If the RHS (right-hand side) # 0, stop (in-
feasibility).
(b) Remove the equation.
(¢) Go to 1.

Note: Steps 2 and 3 can easily be mixed.

4. Choose an equation. Then:
(a) Apply the GCD-test.
stop (infeasibility).
(b) If GCD # 1:
i. Divide the equation by GCD.

ii. If a unitary coefficient appears, go to
2a.

If it is conclusive,

5. Search two relatively prime coefficients (5.4 or

5.3). If found:

(a) Build a unitary coefficient.

(b) Go to 2a.

6. (a) Shorten the number of non-zero coefficients

(5.5).
(b) Go to 5.

6 Inequalities: variables elimi-
nations

In this chapter, we suppose that the system has the
following form:

E?;l aje; <b;, 1€{l,...m}
r; €4

6.1 Particular techniques

Some simple criteria may avoid calculation. The fol-
lowing cases may seem quite trivial and without in-
terest, however, with the specific problems of data
dependence analysis, they should frequently appear
after some system reduction (gauss (5.1), partial
Fourier-Motzkin (6.2)).



6.1.1 Non negative right-hand sides

If all right-hand sides (b;) are non negative, the sys-
teme is compatible since an obvious integer solution
exists (all z; equal to zero). For instance:

+2z3
—2.1‘3

—3;132
+4xo

21‘1 S 2
—X1 S 0
6.1.2 Single inequality

A system including a single inequality is compatible
this case excepted: all the coefficients are equal to
zero and the right-hand side is negative.

6.1.3 Single variable
If a system includes a single variable:

airrr < b;, 1€{l,...m}

inequalities can be replaced by !:

rp < |bi/ag| Vag >0

(18)

This is a particular case of the inequality division by
GCD (6.1.4). The solution is trivial.
Let us consider the following system:

Vaik <0

—18I2
T2
18$2

—183
24
207

ININIA

We get a compatible system:

11
24
11

L2
L2
L2

ININ IV

6.1.4 Inequality division by GCD

Since coefficients 1 are desirable for reduction steps
(6.2 and 7), we can apply to inequalities the technique
used with equations. Let the inequality be:

Y ajay <b
We note d = ged(ay, - -ap). If its value is not equal
to 1, the inequality can be replaced by:

n

> (aj/d)z; < |b/d]

ji=1

(20)

1|z| stands for the greatest integer less than or equal to =
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With analoguous hypothesis and results as in 4.2.2,
we could estimate the probability that an inequality

with n variables can be simplified (GC'D # 1):

n=2 = 0.40
n=3 =0.16
n=4 =0.063

Let us consider the system,:

21‘1 —3;132 S 2
—21‘1 —|—812 —41‘3 S —11
zy +2z3 < 8

—X3 S -5

We can divide the second inequality (GC'D = 2):

21‘1 —3‘£2 S 2
—I +4£2 —21‘3 S —6
zo +2z3 <8

—X3 S -5

6.2 Selective Fourier-Motzkin

The classical Fourier-Motzkin elimination method (
[Dan63, Sch86] ) applies to systems including only
inequalities. At every step, a variable is eliminated
while the number of inequalities is modified (it may
increase or decrease). The process runs until none re-
mains or until a contradiction is found. The method
is known to be rather computationally expensive, es-
pecially for large systems because it may generate an
erponential number of additional inequalities. Fur-
thermore, the result it gives is exact for real vari-
ables but non ezact in general when variables are
constrained to be integers.

However, in this section, we show that the Fourier-
Motzkin method can serve as a preprocessing step
for reducing the system by partial variables elimina-
tion, while still working in equivalent systems, hence
keeping the method exact.

First, let us describe the general method.

The classical algorithm

We suppose that the current system S has m inequal-
ities with n variables:

ai; 21+ i, T2+ @i, T < by

A variable, zj, is chosen, and we split inequalities
into three classes:

I = {Z /Clik < 0}

I, = {Z /Clik > 0}
13 = {Z /aik IO}



Let us set:
my = |11|
mys = |12|
m3 = |I3|

The notation z will designate now the n'-vector
(nI =n — 1) of variables z;,j # k

Inequalities where the variable zj, is present (classes
1 and 2) can be written thus:

Vifair £0, aipazr + gin(z ) <0
(note that gik(;l‘l) is a linear fonction with integer

coefficients)
Let us formulate thus:

— ajpy > gin(z)ie Iy (21)
aiver < —gin(e )i € I (22)
If we define:
fir(z') = —gin(z')/as (23)
we obtailn:
Ty > fik(xl);i €h (24)
zp < fik(xl);i € 1o (25)

A new system, S’ (with n variables), is defined:

e Inequalities including variable zj (class 1 and
class 2) are replaced by mimsy new inequalities.
From every inequality of the first class (24) and
every inequality of the second class (25), an in-
equality is built:

Vii € [,Vis € I, fi,x(z) < fie(z')  (26)

In order to maintain integer coefficients, we can

write:

Vil S Il:ViZ S 127 ai2kgi1k(r )_ailkgi2k(’r ) S 0
(27)

e Inequalities where variable z is missing (class
3) are unchanged.

Comments

e The general method is not exact
1. Obviously, if an integer solution z to system

S exists, an integer solution 2 to system s’
exists.
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2. We cannot assert the converse. If an (inte-
ger) solution & to system S’ exists, we have
necessarily :

. .zl < 3 . !
max fi,p(2) < min fip(z)
then, from this solution 2" and any integer
value of z; such that:
max fi,p(z ) < zp < min fip(z ) (28)
1€l i2€1>
we can obtain an integer solution z to sys-
tem S. However, the interval (28) may be
not empty while containing no integer.

e The number of inequalities may increase exrpo-
nentially.

At every step, mi 4+ my inequalities are replaced
by mimq inequalities.

A selective algorithm

We may conceive an application of this method not to
the whole set of variables, but only to some of them,
in the case where we are certain that the method is
exact and the number of inequalities will not increase.

e We noted that the method is exact if it can be
proved that at every step the useful interval (28)
contains an integer. This occurs if the interval
is infinite or if one of the bounds has an integer
value.

The interval is infinite if one of the sets I; and
I, is empty (all non-zero coefficients a;; have the
same sign).

The lower bound (max;, er, filk(ml)) has an in-
teger value if every function filk(ml) has an in-
teger value. This happens if every function has
integer coefficients, which is guaranteed if every
coefficient a;,1; has a value equal to —1 (see the
expression (23)).

Likewise, we can prove that the upper bound

(ming,er, fi2k(‘£l)) has an integer value if every
coeflicient a;,; has a value equal to 1.

Then, we can state:

Theorem 6.2.1 The transformed system is
equivalent to the previous one when one of the
following criteria is verified:

Criterion 1 The value of every negative coeffi-
cient of xy 1s -1

Criterion 2 The value of every positive coeffi-
cient of xy, 1s 1



e There still remains the problem of the number
of generated inequalities. It is clear that it will
not increase in any of these cases:

Case 1l m; <1

Case 2 my <1

Case 3 my =2 and mqy =2
Therefore it is worth applying this method as long as
the system includes more than one variable and we
can find a variable satisfying both conditions of ex-
actitude and limitation. If a single variable remains,
the problem is trivial (6.1.3) Moreover, every time

a variable is eliminated, it should be seen whether
particular techniques can be applied.

Example

Let us consider the following system:

2.1‘1 —31‘2 S 2
—X —|—4l‘2 —2I3 S —6
rg +2z3 <8

—X3 S -5

z1 is the only variable we can eliminate (Criterion 1,
Case 1). The two first inequalities are replaced by an
inequality of type (27):

5‘]32 —41‘3 S —10
zy +2z3 < 3
—ZI3 S -5

In this new system, the variable 25 (Criterion 1, Case
1) can be chosen. The two first inequalities are re-
moved. A single inequality remains:

—X3 S -5

This last inequality has an obvious integer solution,
therefore we can conclude that the initial system has
also an integer solution.

7 Introducing non-negative

variables

Most algorithms used to solve the general linear in-
teger programming problem (section 11) require that
variables be “constrained”, i.e. of non-negative value.
Generally the problems as originally posed include
“free” (unconstrained) variables. Directly replacing
free variables by constrained variables is naturally
possible (see 7.1) , but these classical techniques in-
crease the number of variables. However, building an
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equivalent system without increasing the number of
variables is always possible. Moreover, the techniques
which will be detailed in this chapter lead to reduced
systems (see lemma 7.3.3).
In this section, we suppose that the system has the
following form:
nitnz

doityairy + 3000 aijy;
z; € Z, yJ-EZ, y; =0

< b, iE{l,...m}

although most of described methods could apply to
systems including equations.
First, let us recall classical methods.

7.1
7.1.1

Added variables techniques
Doubling the number of variables

A very simple technique consists in replacing each
free variable by two non-negative variables; as with
this example:

—41‘1 —2;132 “+x3 S -9
=3z Hx < -4
r;1  —xy +223 < -3
201 42z —bdzz < 5

Changing the (free) variables as follows:

ri=yi—z (¥i>0,22>0)

we obtain the equivalent (but bulky!) system:

—4y1 +4z1 —2ys 42z 4ys —zz < -9

—3y1 +3z1 Hy2  —2 < -4

Yy —z1 —y2 +z2 +2y3 —2z3 < -3

21 =2z +2y» —229 —dys +dz3 < B
7.1.2 “Single added variable”

An often used technique replaces n free variables x;
by n + 1 constrained variables:

i =Y — Yo
Then, changing the variables thus:
T1 =Y — Yo
T2 =Y2 — Yo
T3 =Ys — Yo

the system of the previous example becomes:

-4y —2y»  +ys +d5y < -9
=3y 4y +2yo < -4
v1. —y2 +2yz 2y < -3
21 +2y2 —dys 4w <5



Note that this technique can be applied to systems
including both free and constrained variables, for in-
stance the one obtained in 7.2:

18I1 —3y5 —2y4 S 27
—42z; +8ys +d5ys < -T2
The resulting system would be:
18ys —18yr —3ys —2ya < 27
—42ys  +42yr +8ys +dya < -T2

7.2 “Dummy” eliminations

Systems of inequalities stemming from data depen-
dence analysis involve generally unitary coefficients.
Then, by introducing a slack (dummy) variable > 0,
every such inequality can be replaced by an equality,
yielding a possibility of Gaussian elimination. For
instance:

a;121 + aa%a -+ ajxj -+ ain®n < b
The equivalent equation (y; > 0 added) is:
Yi + ai1®1 + ainxz o+ @i+ QinTp = by

y; 1s necessarily an integer variable. Now suppose
that the chosen free variable (with a unitary coeffi-
cient) is #1. We can write:

21 = [bi — Y — @iz2 - — @iz — ainnl/an

All the coeflicients of this expression are integer since
the value of a;; is &1. Then, if we change the vari-
able z; in all other equations or inequalities of the
system, we obtain a new system where all coefficients
are integer. At the same time, an inequality has dis-
appeared from the system. Note that there is no as-
sumption that the other variables (z3 - - 2,) are free
(they could be constrained).
Consider the previous example (7.1):

—4$1 —21‘2 +x3 S -9
-3z 4z < -4
r;  —xy +2z3 < -3
27 +2xs —brs < 5

It involves four unitary coefficients. Let us select z3
and the first constraint (introducing y4):

ya —4r1 —2z3 3 = -9
-3z o < -4

r;  —zy +2z3 < -3

221 42x5 —bzxz < 5
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After the elimination of z3, the new equivalent system
is:

=3z 4= < -4
9I1 -+3$2 —2y4 S 15
—18I1 —8$2 -+5y4 S —40

A similar operation is possible with the variable x4
and the upper inequality:

Yys —3x1 +x2 = —4
The system is now:

18I1
—421‘1

27
—72

—2ya
+5y4

—3ys

<
+8ys <

Such an operation is not possible with the last vari-
able z1. Then, we could use an added variables tech-
nique (7.1). However, a “redundant” technique (7.4)
would avoid increasing the size of the system.

A “dummy” elimination works technically like a
gaussian elimination (equations, 5.1). Consequently:

e Choice of the pivot

We can adopt the same “sparse” strategy (see
5.1.1): choose the pivot from the sparsest col-
umn (or the sparsest row).

In the previous example, the first pivot was cho-
sen from the sparsest column (z3). If it had
been chosen from the full column z; (and the
full third row), the resulting system would not
have included any unitary coefficient:

dys —6zy +9z3 < 21
3y6 —QIQ +6I3 S —13
—2ys 4z —Y9x3 < 11

Expression swell

For the same reasons as in 5.1.2, the problem of
data overflow will not be discussed here (or in
the rest of this paper).

The following result should avoid ulterior computa-
tion (see 7.6):

Theorem 7.2.1 The GCD of the set of coefficients
(Ti) of each remaining inequality is unchanged by a
“dummy” elimination.

Proof:
Consider the system including the free variable zj:

ie{l,2,...m}
Let us note the “GCD” of each inequality as follows:
(29)

[; =ged(ain, -, ain)



Suppose we perform a “dummy” elimination of zj
from the inequality r:

Yr + Ljmn Grj@ = by
The new system is:

(_aik/ark)yr + Zj;ék(aij - arjaik/a,k)a:j
<b;—brai/ark, i#7r €{l,...m}

Since a,r = *1, the values of the GCD are now:

F; = ng(aik; BN (aij + ar]’aik)j;tk e{1,..n} " )

Using the classical properties of the GC'D, and par-
ticularly:

ged(a — b, b) = ged(a, b)
we can easily state:
T; = ged(ag, - -, (@ij)j#k ef1,..n) ")
and finally:
;= ged(ain, -, a;j -+, ain) = T

Theorem 7.2.2 The GCD of the set of coefficients
relative to free variables (A;) of each remaining in-
equality does not decrease or becomes equal to zero
after a “dummy” elimination.

Proof:
Consider a system including the free variable j, (the
other variables may be free or constrained):

n
=1 @iz < by,

Let us define 2 the set F' C {1,...n} of the indices of
the free variables and let us note:

Ay = ged(- -, (aij)jer,..)

Suppose a,r = £1. Let us perform a “dummy” elim-
ination of z; from the inequality . The new system
is:

ie{1,2,...m}

(30)

(_aik/ark)yr + Ej;ék(aij — arjaik/ark)xj
<b;—braip/ark, i#r €{l,...m}

A;- = ged(-- -, (aij — arjair/arg)j2k eF,...)

Now, suppose A; # 0 (else the theorem is obviously
proved). Let us define:

"

A; = ged(aip, A;)

2in this paper, A C B stands for the inclusion of A in B
(possibly: A = B)
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Obviously:
A; <A (31)
We can write:
A;: = ged(agr, - - -, (aij — arjagp/ark)j2k er,..)
A; = ged(air, - -+, (aj £ arjair)j 2k eF,...)

As previously, we can easily state:

I

A; =ged(- - (aij)jer. ) = A
Hence from (31):

A; < AL

(3

7.3 Unimodular changes of free vari-
ables

Suppose that the system includes one or more free
variables and that no unitary coefficient relative to
one of these variables exists. First, we should be
assured that inequalities have been divided by their
GCD (see 7.6). Then, we can try to change the sys-
tem by unimodular transformations of free variables
in order that

1. if possible:

some inequality includes a free variable with a
unitary coefficient.

We should then perform the “dummy” elimina-
tion of the convenient new free variable.

2. otherwise:

some inequality includes a single free variable
with a non-zero coefficient.

Then, a “single” cutting technique (7.4.3) can
replace this variable by a non negative one.

The same notations I'; (29) and A; (30) as in 7.2 will
be used here and in other parts of the chapter.

7.3.1 “Unitary coefficient” technique (from

two free variables)

Imagine that an inequality includes two free variables
z;, and xz;, whose coefficients a;_;, and a; ;, satisfy
the condition:

ged(ai,j,, ai,j,) =1

Using a technique described in 5.4, we can change
the two variables in such a way that a unitary co-
efficient appears. Then, we may apply a “dummy”
elimination.



Consider the system with free variables z; and z5:

—3$1 +4l‘2 S —4
9$1 —3l‘2 —2y4 S 15
—182, +5ys < —40

For the two inequalities including both of these vari-
ables, we have:

ged(=3,4) =
ged(9,-3) =

Let us perform this unimodular transformation (from
the first inequality):

ry = t; 44t

Zo 1 43t

We obtain the equivalent system (with free variables:
tl, t2)2

t < -4
6t1 —|—27t2 —2y4 S 15
—18t1 —72t2 —|—5y4 S —40

Let us remark that the unimodular transformation
keeps the right-hand sides unchanged. This could
influence the choice of the inequality (see 7.7).

Now, we can perform the “dummy” elimination of
tli
427,
—T721,

=2y, < 39
+oys < —112

—6ys
18ys

In order to eliminate the last free variable ¢, a cutting
technique (7.4.3) is possible.

7.3.2 Shortening the number of free variables
(of an inequality)

If there is no pair of relatively prime coefficients, we
can use a technique analoguous to that described in
5.5 in order to shorten the number of free variables
of an inequality until, either a unitary coefficient ap-
pears, or a single free variable remains. In this last
case, if the coeflicient is not unitary, the cutting tech-
nique (7.4.3) should apply.

Example with three free variables

Consider the system (free variables: xs, 23, 24, con-
strained variable: ys):

5y5 —2;732 —41‘4 S —4
—2ys 49z —3z3 < 30
dYs +2r3 —b6ry < -1
—4y5 —6;732 —10I3 +15$4 S -7
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In order to simplify the last inequality, we can change
o and z3:

g = —2t2 —|—5t3

r3 = tg —3t3
5y5 +4t2 —10t3 —4I4 S —4
—2y5 —21t2 —|—54t3 S 30
5y5 +2t2 —6t3 —6I4 S -1
—dys 42t +1oz4 < -7

Now, since GCD(2,15) = 1, we can apply the “uni-
tary coefficient” technique (see 7.3.1) by changing ¢,
and z4:

ta = —Tta —1bi5

Ty = 14 +2t5
5y5 —32t4 —10t3 —68t5 S —4
—2ys  +14Tt, +54t; +315t5 < 30
5y5 —20t4 —6t3 —42t5 S -1
—4ys +ta < T

and consequently the reduced system (with two con-
strained variables):

—123ys  +32y; —10t3 —68t5; < —228
586ys —14Tyr +54ts +315ts < 1059
—75y5 —|—20y7 —6t3 —42t5 S —141

Example with two free variables

Consider the system (free: 1, 22, constrained: y4):

—2z; +4xy +dys < 4
9;131 —|—3l‘2 —2y4 S 15
—18;131 —81‘2 —|—5y4 S —40

No couple of coefficients relative to x1, x5 can lead to
a unitary coefficient since:

ged(—2,4) = 2
ged(9,3) = 3
ged(—18,-8) = 2

In order to simplify the third inequality, we can apply
the unimodular transformation:

ry = —t 44t
o = Qtl —9t2
and obtain the system:
10t1 —44t2 +5y4 S —4
—3t1 +9t2 —2y4 S 15
2ty +5ys < —40

Now, we can apply a cutting technique (7.4.3).



7.3.3 Which unimodular changes?

The way of choosing unimodular changes may be dif-
ficult. First, let us state the following results.

Theorem 7.3.1 The GCD of the set of coefficients
(T;) of each inequality is unchanged by a unimodular
transformation.

Theorem 7.3.2 The GCD of the set of coefficients
relative to free variables (A;) of each inequality is
unchanged by a unimodular transformation.

Proof:
Let the transformation be:

t, =
ts =

with the unimodularity condition:

a1
bizy

+aszxs
+baxo

a1b2 — (12[)1 =1

and the inverse transformation:
I =
I9 =

Now, consider any expression with both of the origi-
nal variables (e¢; or ¢z may be equal to zero):

bztl
—bltl

—asts
+agts

z=c1x1 + como (32)

Changing the variables, we get:
z = (c1ba — cab1)t1 + (—c1az + c2a1)ts

which we may express symbolically as:

z = aty + astsy (33)
If we define:

Ye = ged(eq, c2) (34)
the formula (32) can be written:

2 = Ya(c) @1 + ¢320) (35)

Since cl1 and c; are relatively prime, the parenthetical
expression of (35) may be given any integer value
(from appropriate values of 1 and 2). Hence:

z may be given any integer value multiple of v, and
only such a value.

On the other hand the formula (33) can be modified
similarly:
z= %(Oz’ltl + Oflth)
with
v = ged(ay, ag) (36)

For the same reasons:
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z may be given any integer value multiple of v; and
only such a value.

Then, necessarily:
Yt ="s
(37)

Consider any inequality including n; free variables z;
and na constrained variables y;:

ged(a, ag) = ged(eq, ¢2)

n ni+n
crzy +eoxa ) i lyciay + 3 100 ¢y < d

As in 7.2, let us define the GC'D of the set of all
coefficients and the GCD of the set of coeflicients
relative to free variables:

Y Cﬂ1+ﬂ2)
Y Cnl)

I' = ged(er,ea,c3,--
A = ged(cy, co,c3, - -

Let us change 21 and x5 as previously:
anty + anty + Y 1L cim + Y ¢y < d
The values of both GC' D are now:

) Cn1+n2)
) cnl)

I’ = ged(ay,as,cs, -
A’ = ged(ay, ag, c3, - -

Since we have (37), these values are unchanged:

I'=r
A=A

This proves the theorem (7.3.1) and the theorem
(7.3.2). Therefore, these points can be deduced and
should avoid needless computation:

o dividing (again) an inequality by its GCD is un-
necessary (see 7.6).

Lemma 7.3.1 [t is possible to build a unitary co-
efficient of a free variable on some inequality (i) by
unimodular changes if and only if A; = 1.

Proof:

Consider an inequality with at least one non-zero
coefficient (A; # 0). Imagine we apply unimod-
ular changes. The value of A; is unchanged (the-
orem 7.3.2). If a unitary coefficient is built, this
means that A; = 1. Conversely, if A; = 1, we can
apply changes until we obtain a single coefficient
necessarily equal to A; = 1.

Lemma 7.3.2 [t s not possible to build a unitary
coefficient of a free variable on some inequality (i) by
“dummy” eliminations or by unimodular changes if

A # 1



Proof:

Consider an inequality with A; # 1. Imagine
we apply “dummy” eliminations or unimodular
changes. The value of A; cannot become equal
to 1 (theorem 7.2.2). Hence, it is not possible
to build a unitary coefficient of a free variable

(lemma 7.3.1).

Lemma 7.3.3 At least one “dummy” elimination is
possible with any system of inequalities with free vari-
ables.

Proof:

Dividing any inequality (i) by its GC'D, we have:
r;=1

Since all variables are free: A; =1; =1
Consequently, building a unitary coefficient is
possible (lemma 7.3.1).

Some applications

e Consider the first example of 7.3.2. We were
guaranteed to obtain a unitary coefficient from
the original third inequality since (lemma 7.3.1):

Az = ged(—6,-10,15) =1

e Look at the following system (constrained vari-

able: ys, free variables: g, x3, 24):

5y5 —QIQ —41‘4 S —4
—2y5 91‘2 —31‘3 S 30
oYs +4rz —bzry < -1
—4ys —6xs —Y9x3 4924 < -7

We note that all I'; are equal to 1. Obtaining a
unitary coefficient is not possible and will never

be possible since all A; # 1 (lemma 7.3.2):

A1 =ged(—2,0,—-4) =2
Ay =ged(9,-3,0) =

Az = ged(0,4,-6) =
Ay =ged(—6,-9,9) =3

In such a case, we should try a “redundant in-
equality” method (7.4). If we intend to apply
the “single” cutting technique (which requires
an inequality including a single free variable,
see 7.4.3), it is preferable to simplify the in-
equality including the smallest number of free
variables (in order to minimize the number of
changes). However, no unimodular change is
necessary with the previous example: we can ap-
ply directly a “GCD” cutting technique (7.4.4).
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7.4 Additional (redundant) inequali-
ties

Imagine that we cannot find or build a unitary co-
efficient relative to some free variable. However, if
we find a new valid inequality including a free vari-
able with a unitary coefficient, we can add it to the
system without changing it, and therefore use this
So we
obtain an equivalent system without increasing the
number of variables. Of course the number of in-
equalities does not decrease, but we can remember
that the new slack variable was obtained from a re-
dundant inequality. This point is important: if we
intend to apply to the resulting system some cutting-
plane method (section 11), the slack variable will be
handled as all classical “cut” variables: as soon as it
comes back to the basis, it can be removed from the
system (see 7.8.3).

We may imagine various methods to build the new
inequality.

inequality for a “dummy” elimination (7.2).

7.4.1 Arbitrary bound

First, we can simply give a great value bound to the
We may admit that if a solution exists, a
particular finite solution exists such that we can write
for any free variable one of the following inequalities:

variable.

z; <

< M
—x; <

—M;

where M; is a sufficiently large positive number (this
number could be theoretically computed from the
whole data of the system). Then, the problem is not
modified by this new constraint. The system previ-
ously obtained (7.2) could become:

18I1 —3y5 —2y4 S 27
—42z; +8ys +dys < =72
x < 1000000
After the “dummy” elimination of z:
—18ws —3ys —2ys < —17999973
42ws +8ys +dys < 41999928

We remark that the right-hand sides have taken val-
ues strongly greater than the bound M;. A risk of
data overflow is possible if the bound is chosen with
a too important value.

Another disavantage is that this technique gives
for final cutting plane algorithms a starting point far
from the domain where we can prove or disprove the
feasibility of the system. Applying some final cut-
ting plane algorithms to such systems, we observed



in some cases a strong sensitivity (number of cuts) to
the value of the bound (the greater the bound, the
greater the number of cuts).

7.4.2 Mixing two inequalities

Second, we may multiply two inequalities by positive
parameters and add them in such a way that the co-
efficient of the free variable is unitary (a technique
analogous to that of 5.3). For instance:

Sy —3ys —2ys < 12
-2z +8ys +dya < —15

Multiplying the first inequality by 1 and the second
one by 2, we get:

Sy —3dys —2ys < 12
—2x;  +8ys +doys < —15

This technique works only if these two conditions are
satisfied:

1. the original coefficients have different signs.

However, in an inequalities system, we are guar-
anteed to find two coefficients of different sign
(otherwise we can immediatly remove the free
variable by a trivial selective Fourier-Motzkin
elimination, see the second example from 7.5.2)

2. The GCD of the two coefficients is equal to 1.

7.4.3 “Single free variable” cutting technique

Let us consider the following case: an inequality in-
cludes a single free variable and its coefficient is not
unitary. Suppose, for the sake of argument, that this
variable 1s z1:

ar1%1 + Z;ZQ ArjYj < by

Then, the following inequality (with a unitary coeffi-
cient relative to 1) is satisfied:

(ar1/lariDzy + 35 sl ari /larly; < [br/larl)

Proof:
Let us temporarily change z; as follows:

rr=y1—2 (y1>0,210>0)
The original inequality becomes:

ar1y1 — @r121 + E?:Z QAr;Yj < by

Now (all variables are constrained), we can apply the
classical “cut” (47) (from 11.1.1)

lar/larilly; + | =ari/larl] 2 + i lari /ar]y;
< [br/]ar|]

Since:
Larl/lar1|J = ar1/|ar1|
I__arl/larlu = _ar1/|ar1|

the cut inequality becomes:

(ar1/lara|)(yr = 21) + 327 s Lar /lara|]y;
< [br/]arl]

and finally:

(ar1/lariDz1 + 3255 lari /lar|]y; < 16r/larl]
Example
Consider the system obtained in (7.2):

18z —3ys —2ya <
—42z; +8ys +dys < -T2

From the first inequality, we get:

(18/18)z1 + [—3/18)ys + [—2/18]ys <
z1 —Us — Ya < 1

The new inequality is added to the system:

181‘1 —3y5 —2’y4 S 27
—42z; +8ys +dys < -T2
r1  —ys —ya < 1

Now, we can perform a “dummy” elimination:

—18we +15ys +16ys < 9
42106 —34y5 —37y4 S —30

Note: This technique is a particular case of the fol-
lowing one (7.4.4).

7.4.4 “GCD” cutting technique: more than
one free variable

Consider the inequality:

ST ariag + Y TE Ay < b
r; €EZ, yJ-EZ, yJ-ZO

Suppose that the coefficient a,; of some free variable
xp satisfies:

A, =ged(ar, - Grj, - Grp,) = |arg| >1
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All the quantities a,; /A, relative to free variables
(j < n1) have integer values. Hence, we can easily
prove (as in 7.4.3):

doiti(ari /A )a; + 37

In this new inequality, the coefficient a,;/A, of the
variable xj is unitary.

ni1+na

jmnat1Lari /Ar]y; < [br/Ar]

Let us return to the example of 7.3.3:

5y5 —21‘2 —41‘4 S —4
—2y5 91‘2 —3I3 S 30
dYs +4ry —bzy < -1
—4dys —6xg —9x3 4924 < -7
Since:
Ay = ged(—2,0,—4) =2
Ay =ged(9,-3,0) =3

we can cut the first or the second inequality. Let us
choose the first one:

15/2]ys + (—=2/2)as + (—4/2)x4
2ys — &3 — 214

[=4/2]

<
_

Let us add the inequality to the system:

5y5 —21‘2 —4;734 S —4
—2y5 9I2 —3I3 S 30
dYs +2x3 —b6zy < -1
—4dys —6xyg —9x3 4924 < -7
2y5 —ZX9 —2;734 S -2

Now, we can perform the “dummy” elimination of x5.

7.5 Fourier-Motzkin again

The set of techniques described in this chapter should
be applied when no possibility of any previous elim-
ination (selective Fourier-Motzkin, see 6.2) exists (or
no longer exists). However, after some of these
techniques have been performed, such a possibility
may appear. Consequently, “non-negative variables”
techniques and Fourier-Motzkin eliminations can be
mixed in some problems.

The appearance of Fourier-Motzkin opportunities
is “helped” by “non-negative variables” techniques.
Let’s have a look at the following cases.

7.5.1 After a “dummy” elimination

The number of inequalities, and consequently, the
number of coefficients on the column of each variable,
decrease. Hence, for each remaining free variable a
Fourier-Motzkin possibility may appear.
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Consider the system (all free variables):

—4$1 —2l‘2 “+x3 S -9
-3z 4z < 4
X1 —6I2 +21‘3 S -3
287 42x5 —bxz < 5

First, we can perform a “dummy” elimination (1,22
or z3). Let us choose 3 (first inequality):

—3z1  ta < -4
9;131 —21‘2 —2y4 S 15
—18;131 —81‘2 —|—5y4 S —40

Then, we could similarly eliminate x5. Nevertheless,
a selective Fourier-Motzkin elimination of this vari-
able is now possible (criterion 2, case 2):

<
<

7
—72

—2y4
+5y4

31‘1
—421‘1

As concerns xi1, the only way is a “cut” variable
(7.4.3). If we choose the last inequality, we first mod-
ify the system as follows:

3z, -2y, < 7
—42;731 —|—5y4 S —72
—X S -2

and we get the final system of constrained variables
(including the “redundant” variable wg):

<
<

1
12

—2ya
+5y4

3’108
—42w8

The system is feasible since all right-hand sides have
non-negative values.

7.5.2 After a unimodular transformation

This technique modifies two columns of the system.
Then, Fourier-Motzkin could be possible with each of
the new variables. Note that no new Fourier-Motzkin
possibility may appear in the columns of the other
free variables (they are unchanged by the transfor-
mation).

First example

Consider the system (all free variables):

5;731 —|—212 —2;733 S 30
—2;132 —13;733 S -1
—3x —bzq +3z3 < -7



In order to apply the “unitary coefficient” technique
(7.3.1) to the last inequality, let us change #; and z5:

X1 = —Qtl —|—5t2

g = tl —3t2
—tl —3t2 +613 S —4
—8t1 +19t2 —2;733 S 30
—Qtl —|—6t2 —13;733 S -1
tq +3z3 < -7

Now, we can perform a “dummy” elimination of %1,
but we can also eliminate it by Fourier-Motzkin:

—3is +9z3 < =11
+19t, 42223 < =26
+615 —Tes < =15

Note that the new first inequality can be divided
by its GCD = 3 (see 7.6), allowing a new Fourier-
Motzkin elimination.

Second example

Consider the first example of (7.3.2). The follow-
ing system (with two constrained variables) was ob-
tained:

—123ys  +32yr —10t5 —68t5 < —228
586ys —147y; +54t; +315t5 < 1059
—T5ys  +20yr —6ty —42t5 < —141

If we choose to simplify the first inequality, we can
apply this unimodular transformation:

ts = —Ttg +34t;

ts = g —bt7
—123ys  +32yr 42t < =228
586ys —147y; —63ts 42611y, < 1059
—T5ys +20y7 +6t; < —141

Now, we could cut (7.4.3) this inequality (with the
single free variable tg). However, the variable ¢7 can
be removed by a trivial Fourier-Motzkin elimination:

—123ys  +32y; +2ts < =228

This final system is obviously feasible.

7.6 Division by GCD again?

Before applying the techniques described in this chap-
ter, we should divide each inequality by its GC'D (see
6.1.4). Moreover, we know that the “non-negative
variables” techniques keep the GC'D unchanged (the-
orems 7.2.1 and 7.3.1 ). Then, trying to divide in-
equalities again after performing any of these tech-
niques is needless: we are guaranteed that the value

27

of the GC'D of each remaining inequality is still equal
to 1. Nevertheless, each time Fourier-Motzkin is exe-
cuted, the GC D of each new inequality may have any
value, and dividing any such inequality could work
(see the first example from 7.5.2).

7.7 “Simplex strategy”

Replacing free variables in a system by constrained
variables has two consequences:

1. The size of the system is modified.

2. A final cutting-plane method (section 11) can be
applied.

Then, we could imagine a strategy working in such
a way that, first the system size decreases, second,
the formulation of the resulting system makes the in-
tended cutting-plane method more efficient.

As regards the first point, “dummy” eliminations
(and Selective Fourier-Motzkin) are obviously attrac-
tive.

As concerns the second point, we can recall that a
system of inequalities with constrained variables owns
an obvious solution when all the right-hand sides have
non-negative values (this criterion works also if some
of the variables are free), and that no solution exists
when all the coefficients of an inequality with a neg-
ative right-hand side are non-negative. The principle
underlying many typical linear programming meth-
ods is to make such cases appear by judicious changes
of variables. Our present aim is to change free vari-
ables, but at the same time, we can try to perform
such changes in a way analogous to that used with
linear programming methods. Then, if several elimi-
nations compete (7.2, 7.3.1, 7.3.2), a “simplex strat-
egy” could be applied (for instance, choosing, as with
dual algorithms, the inequality with the most nega-
tive right-hand side).

“Dummy” eliminations and “simplex strategy”
may be conflicting. As an example, consider the very
simple system (with the free variable z; and the con-
strained variable y4):

31‘1 —2y4 S 41
—dry +dys < 13
—q S 3

Performing a “dummy” elimination on the last in-
equality, we can obtain the reduced equivalent sys-
tem:

50
—25

—2ya
+5y4

3yz

<
—4y7 <



But if we choose a “simplex strategy”, i.e. cutting
(7.4.3) the second inequality (with the most negative
right-hand side):

—4

—xr1 +ys <

fortunately, we get a feasible system:

Jws +ya < 29
—4ws +ys < 3
—ws —Ys < T

Nevertheless, we could easily find a similar example
where the “simplex strategy” does not give such a re-
sult. The author’s opinion is that in the first place,
the choice of the strategy should be based on criteria
leading quickly to reduced systems (selective Fourier-
Motzkin, unitary coefficient, sparse row,...). Then, if
“equivalent” eliminations compete, a “simplex strat-
egy” could be applied.

7.8 Constrained variables: conclusion
7.8.1 General strategy

In any case, the following sequence should guarantee
a strongly reduced system or the proof of the system
feasibility:

1. Divide all inequalities by their GCD.

2. Test the following cases, and stop if one works:
(a) No free variable remains.
(b) Ewvery right-hand side is non-negative.

3. Search a selective Fourier-Motzkin opportunity.
If found:
(a) Apply the Fourier-Motzkin elimination.
(b) Divide new inequalities by their GCD.
(¢) Go to 2.

4. Search a unitary coefficient. If found:

(a) Apply the “dummy” elimination (7.2).
(b) Go to 2.

5. Search an inequality with A; = 1. If found:

(a) Build a unitary coefficient (see lemma

7.3.1).

(b) Search a selective Fourier-Motzkin oppor-
tunity (7.5.2). If found, go to 3a.

(¢) Apply the “dummy” elimination.
(d) Go to 2.
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6. Search a free variable vy. If found:

(a) Search a coefficient a;; # 0. If not found:

i. Remove variable vj from the system.
ii. Go to 6.

(b) If |a;| # A; (see 7.4.4):
i. Build a single (free) coefficient (7.3.2)

ii. Search a selective Fourier-Motzkin op-
portunity (7.5.2). If found, go to 3a.

(¢) Cut inequality 1.

(d) Apply a “dummy” elimination to the cut.

(e) If the feasibility criterion works, stop:
Every right-hand side is non-negative.

(f) Go to 6.

7. Stop.

7.8.2 Simplified strategy

In the case of data dependence analysis, experiments
[ES92] with the INRIA PIAF parallelizer [GLL*90]
have shown that this sequence is quite sufficient:

1. Divide all inequalities by their GCD.

2. Test the following cases, and stop if one works:

(a) No free variable remains.

(b) Ewvery right-hand side is non-negative.

3. Search a selective Fourier-Motzkin opportunity.

If found:

(a) Apply the Fourier-Motzkin elimination.
(b) Go to 2.

4. Search a unitary coefficient. If found:

(a) Apply the “dummy” elimination.
(b) Go to 2.

5. Apply the “Single added variable” technique
(7.1.2) to remaining free variables.

The step 5 was included in order to define a complete
sequence, however it was never needed.



7.8.3 Interest for next steps

In this section, it was shown that reducing the sys-
tem is always possible, therefore the classical added
variables techniques (7.1) should be avoided. How-
ever, the reducing techniques present other advan-
tages. Consider the following system with free vari-
ables:

Yoy aijay <by, i€ {l,...m}

:L‘]'EZ

Firstly, let us recall the features of systems we could
obtain with different techniques:

1. “Single added variable” technique (7.1.2)

e m inequalities

e (n+1) “usual” constrained variables.

Note: (Constrained) variables should be re-
ferred to as “usual” just to distinguish them
from “cut” variables.

2. Reducing techniques (for the sake of argument,
without Fourier-Motzkin).

e m — ng inequalities
e n constrained variables:

— ng “usual” variables

— (n—ngq) “cut” variables.

In the best case, ng = n. In the worst case,

ng = 1 (lemma 7.3.3).

Now, let us anticipate the section 11 and imagine we
apply a final cutting-plane method. Such a method
is characterized by the introduction of “cuts”, which
may increase the number of inequalities. However,
the number of necessarily maintained cuts cannot ex-
ceed the number n of variables. Consequently, the
size of the system could not exceed the following val-
ues:

1. “Single added variable” technique

e m + n inequalities

e n + 1 constrained variables.
2. Reducing techniques

e m inequalities

e n constrained variables.

8 Simplex methods (Integrity
relaxation)

The methods which will be examined here essentially
use techniques and algorithms deriving directly from
the famous method of simplex, by G.B. Dantzig (for
details see [Dan63, Sim62] or other books). These
methods are inexact since they work with integrity
relaxation. However, the exact algorithms of section
11 are modified versions of the algorithms which will
be detailed here. We first recall some terminology
that will be used throughout this section and section
11.

8.1 Vocabulary et notations

The aim of simplex method is to solve the linear op-
timization problem:

Az =b
x>0
minz = cx

The function z is referred to as objective function.
The previous form, including equations, is the gen-
eral standard form of the simplex, which should not
be confused with the standard form (as defined in sec-
tion 3) required by practical simplex algorithms and
referred to in the literature as the canonical form.
This canonical form includes “solved” equations de-
fined from inequalities. Let us consider the system
(with constrained variables):

Ei) S 3
—31‘1 —2;732 S -2
—X1 —4;732 S -1

Introducing slack variables > 0, we can build the
equivalent system:

I3 —|—I2 = 3
T4 —31‘1 —21‘2 = =2
s —X —41‘2 = —1

This is a canonical equations system, which we may

write:
3 : e < 3
T4 —3x; -2z, < =2
s —x; —4dz, < -1

Variables appearing in the inequalities (z1,22) are
referred to as non-basic variables. Variables naming
inequalities (3,24, 5) are referred to as basic vari-
ables. The basic transformation (pivoting) used in
simplex algorithms is a Gauss elimination that takes
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a basic variable out of the basis and inserts an non-
basic variable into the basis. Consider a system in-
cluding a set of inequalities:

Tpgi: %1 Hapzrs +... < b

Pivoting on (2p, Zn4r) (21 out of the basis and x4,
in the basis) means replacing z3 by

(br — Zpgr — E;’L:l,j;ék arjz;)/ark

in the whole system. Inequality #,4, is renamed zy.
The coefficient a,; is called the pivot. A pivoting
operation keeps a canonical system.

A canonical system is feasible when every b; > 0:
an obvious solution is obtained by giving the value 0
to every non-basic variable and the value b; to basic
variable z,4;.

When one or more right-hand sides of inequalities of
a feasible system are equal to zero, the system is said
to be degenerate.

8.1.1 Duality

Given any linear optimization (minimization) prob-
lem referred as primal, it is proven ([Dan63] [Sim62])
that it can be replaced by an equivalent maximization
problem referred as dual. Then, exactly one of the
following relationships between both problems must

hold:
1. Both the primal and the dual are infeasible.

2. One problem is unbounded and the other prob-
lem is infeasible.

3. The primal and the dual have finite optimal so-
lutions and these solutions are equal:

minz = maxw

When the primal includes only inequalities with vari-
ables > 0, the duality is very simple:

Az > b
x>0
minz = cx

uAd <ec
u>0
maxw = ub

Now, let us define this notation: v = —v. From the
previous result, we can immediately state the follow-
ing duality formulation:

Az <b
x>0
minz = cx

uA <ec
u>0
minw = ub
with
minz = minw
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These problems are strictly symmetric. We obtain
dual from primal or conversely by transposing all data
and changing the sign of the matrix A, as in this
example:

min z min w
201 +Txzy = z —buy +12us = w
—I] —3;132 S -5 Ul —2U2 S 2
2;131 +912 S 12 3U1 —9U2 S 7
z; >0 u; >0

8.2 Basic algorithms

These algorithms are tools used in simplex and other
methods.

8.2.1 The Primal Simplex algorithm

Given the following optimization problem:

minz = E]’?:l iz
2?21 a;je; <b;, 1€{1,2,...m}
zp €RY, je{l,2,...n}

The primal simplex algorithm can be applied when
b; are non negative.
Let us write the “canonical” formulation:

. n
min z :Ejzl ¢z
T4 - E?zlaijmj < b, iE{l,?,...m}
;€ Rt

The algorithm executes pivoting operations (a basic
variable becomes non-basic and an non-basic variable
become basic) in such a way that a feasible system (all
b; > 0) is constantly maintained, and finally, either
the coeflicients of the function z are all non negative,
or the solution is infinite. We will briefly describe it
(using the notations of the initial system):

1. (Test for optimality) If ¢; > 0 for every j, the
current solution is optimal and we stop.

2. (Test for failure) If the number of iterations ex-
ceeds an arbitrary number tmaz (usually equal
to 2m + n), the method fails and we stop.

3. (Choosing the entering variable) Select a variable
z;, with ¢;, <0
A common rule is to choose the variable with
the most negative ¢;. Another rule (for small
systems) is to choose the variable with greatest
bi,/ai,;, (see further step 5).

4. (Test for infinity) If no coefficient a;;, > 0 exists,
the solution is unbounded and we stop.



5. (Choosing a departing variable) Select a basic
variable x,4;, such that
bip/aim = min(bi/aijp) Vai]'p >0

6. (pivoting) Execute a pivoting operation between
z;, and x4, and return.

There are many possibilities for the choice of the
pivot.

Entering variable (step 3): The cost of each iteration
is more expensive with algorithms based on steepest
edge rules [FG91]. They are efficient with large size
problems.

Departing variable (step 5): there is no common rule
when several variables compete (which mainly occurs
in the case of degeneracy). Thus, choosing a pivot
with a value —1 (it is often possible with data depen-
dence problems) may avoid that fractional coefficients
appear. If the computer does not use fractional arith-
metic, the choice of an pivot with an absolute value
not inferior to 1 may diminish rounding errors.

Example
minz = -z —Z9
3 : 207  4xs < 8
T4 1 2z < 7
s : e < 3

We choose arbitrarily z; as entering variable (x4 can
also be chosen), and then inequality zs.
Pivoting (3, #1) is proceeded:

/225 —1/222 = 4 4z
o /225 +1/22, < 4
Ty —1/2z3 +3/2z2 < 3
s : ze < 3

Now, the single choice is z3, and we select z4.
We pivot with (24, 23):

1/325  1/324 = 5 +=z
zq: 2/3z5 —1/3z4 < 3
zg : —1/3z3 +2/3z4 < 2
Ts5 : 1/3z3 —2/3z4 < 1

Every coefficient ¢; is > 0. The solution is:

=

zZ=—9
$1:3
$2:2
I3:0
I4IO
Ig:l

The simplex algorithm is particular on two points:
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e Cycling possibility

In linear programming, degeneracy is not excep-
tional (some b; become equal to zero). Then,
it may be that during some iterations the quan-
tity b;,/a;i,;, (step 5 of the algorithm: choosing
a departing variable) is equal to zero. There
is no change in the solution. Theoretically, it
might be that periodically we have the same set
of variables in the basis: a cycling occurs and the
algorithm does not terminate. In order to avoid
this, we have three main techniques: First, the
Infinitesimal change of data. Second, the lexi-
cographic rule. Third, Bland’s rule. This last
rule is easy: we suppose that an order is given
to every variable. Step 3 becomes: choose the
possible variable with the lowest indice. Step 5
becomes: choose the possible variable with the
lowest indice.

Nevertheless, these techniques are expensive,
they increase the average number of iterations.
On the other hand, simplex cycling is quite ex-
ceptional (it may occur on artificially built prob-
lems). Then, most algorithms do not take cy-
cling into account. Simply, the number of itera-
tions is limited (step 2)

e The Simplex algorithm is not polynomial
In the worst case, the behavior of the algorithm
is exponential, as it was proved by Klee and
Minty in 1972 (see [Sch86] p.139). However, like
cycling, this is quite exceptional. In practical
terms, the behavior is polynomial and makes the
simplex the fastest of possible algorithms. Sta-
tistically, the number of iterations is running to
the number m of constraints (between m and 3m
according to G. Dantzig). Note that since 1982,
theoretical works on the simplex average behav-

ior have been published ([Sch86] chapter 11.5).

8.2.2 The Dual Simplex algorithm

Given the same optimization problem as in 8.2.1:

minz = E;zl cjx;
E?:l al,]“r] S bi; ZE {1,2, .. m}
z; €RT, ie{l,2,...n}

The dual simplex algorithm can be applied when c¢;
are non negative.

As we noted in section 8.1.1, we may build very easily
an equivalent dual formulation and apply the primal
algorithm. However, transposing is not necessary.
Let us describe the algorithm, using the same tableau
and notations (basis) as with the primal (8.2.1):



. (Test for optimality) If b; > 0 for every i, the
current solution is optimal and we stop.

(Test for failure) If the number of iterations ex-
ceeds an arbitrary number tmaz (usually equal
to 2m + n), the method fails and we stop.

(Choosing the departing variable) Select a basic
variable z,4;, with b;, <0

A common rule is to choose the variable with the
most negative b;. Another rule (for small sys-
tems) is to choose the variable with the smallest
ci,/ai,j, (see further step 5).

(Test for vacuity) If no coefficient a;,; > 0 exists,
the system is infeasible and we stop.

(Choosing the entering variable) Select an non-
basic variable z;, such that
¢, /ai,;, = max(c;/a;,;) Yag;, <0

(pivoting) Execute a pivoting operation between
z;, and z,4;, and return.

All of the remarks (performances, complexity, degen-
eracy) we made about the primal simplex apply ex-
actly to the dual simplex.

8.3 The methods

Two methods will be detailed (some variants are pos-

sible).

8.3.1 Single artificial variable

This method supposes that the system is composed
as follows:

e Inequalities
o Variables > 0
Let the system S be:

2o aijzy < by,
Tj Z 0

ie{1,2,...m}

If every b; > 0, the system is feasible. Else:

1. Introducing a variable zg > 0, referred to as ar-
tificial variable, we define the new system:

Tt QoZo + 2?21 a;je; <b;, i€ {l,...m}
with
0 Vb; >0
-1 Vb <0
Note that if we give a zero value to the artificial

variable, the system is equivalent to the original
one.

;o
;o
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. We select an inequality z,4;, such that b;, is
the most negative right-hand side. Performing
a pivoting operation with z,4;, and zg, we ob-
tain a feasible system s (every right-hand side
is non-negative).

n
— 2 j=1 @i, < —bi,

n 7 ’ . .
Tn4i @ AoTnti, + Zj:l a5 < by, 1F

g - _In+i,,

Defining an objective function

n
2= 20 = Ty + 25 Gy — b,

we consider the minimization problem:

minzg
n
o = 2j=10ipi % < —biy
n . .
Tn4it AoTnti, + Ej:l a;x; < by, 1 F£

_In+i;,

This problem can be solved by the primal sim-
plex (8.2.1). If the solution is strictly positive,
the original system is infeasible. If the solution
zg is equal to zero, we cannot conclude (on ac-
count of integrity relaxation), unless every ; has
an integer value.

The method is inezact.

Example
Let us consider the problem:

221 H4zo < 3
—31‘1 —2;732 S -2
—X —41‘2 S -1
The artificial variable is added:
3 : 207 Hxy < 3
T4 —xg —3x1 -2z < =2
s —Xo —z; —4dxz, < -1
We select basic variable x4 and from:
;E4—I0—3£1—21‘2:—2
we perform the pivoting (24, zo):
I3 : 200y H+xs < 3
zg : —xq4 +3x7 +22, < 2
s —xy 227 -2z < 1

we apply the primal simplex (the coefficients of the
objective function are the opposite of those of in-
equality o). The solution is obtained after a single
pivoting (zg, 22):

z3: 1224 +1/227 —1/229 < 2
To —1/2z4 +3/22z1 +1/2z9 < 1
5 : —2x4 +5x, +xg < 3



xg is now out of the basis, and we have a solution:

$1:0 $2:1 $3:2 $4:0 $5:3

As every z; is integer, we may conclude that the orig-
inal system has integer solutions.

8.3.2 Degenerate Dual Algorithm
“Standard” form:

e Inequalities

o Variables > 0

Consider the problem P;: prove or disprove the exis-
tence of a solution to:

Az <b

Introducing any linear objective function z = cz with
coefficients ¢; > 0, we may replace the problem P; by
an optimization problem Ps (see 3.6):

Az <b
x>0
minz = cx

The problem P> can be solved by the Dual Simplex
algorithm (8.2.2). Then, we may prove or disprove
the feasibility of P;.

Since any linear objective function z = caz with
coefficients ¢; > 0 is possible, let us choose a function
with coefficients equal to zero. We then have a totally
degenerate dual system, nevertheless we may remark:

e In linear programming, degeneracy is not really
a disadvantage (see 8.2.1).

e At each iteration, computational volume is less
great: No objective function handling is neces-
sary and the choice of the pivot is simpler, hence
faster.

Then, we have a simplified algorithm from the Sim-

plex Dual (8.2.2).

Algorithm

1. (Test for optimality) If b; > 0 for every ¢, the
current solution is optimal and we stop.

2. (Test for failure) If the number of iterations ex-
ceeds an arbitrary number tmaz (usually equal
to 2m + n), the method fails and we stop.

3. (Choosing the departing variable) Select a basic
variable x4, with b;, < 0.
Common rule: choose the variable with the most
negative b;.
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4. (Test for vacuity) If no coefficient a;,; > 0 exists,
the system is infeasible and we stop.

Note: The vacuity test can be performed with
each inequality with b; < 0.

5. (Choosing the entering variable) Select an non-
basic variable z;, such that a;,;, <0

6. (pivoting) Execute a pivoting operation between
z;, and z,4;, and return.

Example
Let us consider the previous problem (8.3.1):

3 : 207 4z < 3
T4 —3x; -2z, < =2
x5 : —x; —4dz, < -1
Pivoting (4, #1):
z3: 2/3z4 —1/32zy < 5/3
1 —1/3z4  +2/32, < 2/3
z5 - —1/3z4 —10/3z, < -—1/3
Pivoting (s, z2):
z3: 7/10x4 —1/1025 < 17/10
Z —4/10z4 +2/10z5 < 6/10
Ty 1/10z4 —-3/1025 < 1/10

Right-hand sides are positive. We have a solution:

Comments

e A fractional solution to the previous problem was
obtained. Thus, we cannot conclude that an in-
teger solution exists. This method is inezact.
Nevertheless, an integer solution to the same
problem was obtained by the Single artificial
variable method (8.3.1). This is hazard.

e This method should be preferred to the Single ar-
tificial variable method (8.3.1). It can be applied
directly without building a system including one
more variable (this point is important for small
systems) and iterations are faster.

9 Interior Point Methods (In-
tegrity relaxation)

From the work of L.G. Khachiyan [Kha79], [Sch86],
the linear-programming problem is known to be poly-
nomial.



9.1 Some algorithms:

9.1.1 Khachiyan Ellipsoid Algorithm

Standard Form:
e Inequalities
o F'ree Variables

Let us describe very briefly the algorithm in a sim-
plified case; we make the following assumptions:

o the polyhedron € R" is bounded.
Then, it can be enclosed in a ball of radius R
(hence a particular case of ellipsoid).

e the polyhedron is full-dimensional.
Then, if it is not empty, there exists a ball of
radius r > 0 inside it.

Values of R and r can be computed from the size of
data.

At every step t, an ellipsoid E; including the poly-
tope is known.

If every constraint is strictly satisfied at the center y
of this ellipsoid, the problem is terminated.

Else, from an unsatisfied constraint a;z < b; , a
smaller ellipsoid E;y; including the intersection of
the ellipsoid E; and the half-space a;x < a;y is built.
It is proven that the decrease of volume is each time
greater than 1/(e~/2(*+1)) If the number of itera-
tions exceeds a fixed number tmax,the volume of the
ellipsoid is smaller than the volume of the ball r. It
cannot include a non empty polyhedron, hence we
may conclude that the polyhedron is empty.

Note that the algorithm requires calculations with in-
finite precision.

9.1.2 Karmarkar Algorithm

This algorithm ([Kar84], [Sch86]) based on a projec-
tive method, is faster than the previous one. We will
not describe it in this paper.

9.2 Comments

e These methods search for a point with real co-
ordinates inside a polytope. The co-ordinates are
generally not rational, and rational arithmetic
cannot be used, unlike with simplex methods.
There is no probability that an integer point is
obtained.

Thus, these methods, based on integrity relax-
ation, are inezact.
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e Complexity
These algorithms are polynomial in relation to
the number n of variables and the number m of
constraints, but generally with a factor depend-
ing on the data size T' (O(n5logT) arithmetic
operations for the ellipsoid method). They are
not really (“strongly”, “genuinely”) polynomial.

The behavior of these algorithms seems in con-
nection with the worst-case, the opposite of that
of the simplex. A great number of algorithms
have been published in recent years. The per-
formances of interior-point methods are good
for problems including a great number of vari-
ables (hundreds of thousands!), however recent
works indicated major improvements for interior
An up-to-date comparison of
the simplex and interior point methods has been
published ([LMS91]).

problems with about one thousand variables and

point methods.
It seems that for some

one thousand constraints, interior point methods
could compete with the simplex.

With a view to solving problems resulting from data
dependence, these methods should be avoided.

10 Enumeration Methods

10.1 Rounding Method

Consider the system:

=1 @iy < b,
;€ Z

te{l,...m}

(we make no assumptions about the sign of variables).
When an integer relaxation method fails and gives a
continue (fractional) solution:

2= (6,8 &)

a simple technique is the following one:
select in the immediate neighbourhood of the frac-
tional solution all the integer points:

z= (1,22 -2,) Jz; €EZ, |zj—¢<1
If the set of constraints is satisfied on a point, we may
conclude that the system is feasible.
Else, we cannot conclude, because it may be that
the system is feasible, while no integer solution exists
near to the fractional solution.
The method is inexact.
Note: the method applies to systems including only
inequalities. There is no chance that the method
works with equations.



10.1.1 Examples

Three cases are possible.

1. Consider the problem of 8.3.2. A fractional so-
lution was obtained

We select the four points
rp = 0 g = 0
] = o — 1
] = o —
] = 1 9 1

The first point (0,0) is not in the polyhedron.
The second point (0,1) is in the polyhedron.
Then, the system is feasible.

2. Let the system be:
921 410z, < 90
—4.1‘1 —51‘2 S —41
A fractional solution can be obtained (for in-
stance by a simplex method):
xrp = 8 g = 1.8
No integer solution exists in its neighbourhood.
We cannot conclude.
However, the system is feasible, but the nearest
integer solution is:
] = 4 o = 5
3. Consider the system:
921 410z, < 90
—41‘1 —51‘2 S —41
—I 4z, < 0

A fractional solution can be obtained:
xr1 = 8 g = 1.8

No integer solution exists in its neighbourhood.
We cannot conclude.

However the system is infeasible (no integer
point exists in the whole polyhedron).

10.1.2 Comments

This method may prove that the system is feasible.
But it will never prove that the system is infeasible
(the suitable case for parallelization in data depen-
dence analysis).
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Then, this method should be used only after the
failure of a cheap and inexact (integrity relaxation)
method M; and before applying an exact and (proba-
bly) more expensive method M5 (Branch and Bound,
fractional cutting...). If no ulterior exact method
is intended, the rounding method is totally useless.
Then, the strategy should be:

1. Apply M;.
2. If M, fails, apply the Rounding Method.
3. If the Rounding Method fails, apply Ms.

If the system has n variables, it may be that we ex-
amine 2" points, which can be expensive (and we
have no guarantee of concluding). If the method M,
is not based on the results of the method My, the
whole strategy appears undesirable.

We think that the single case where the Rounding
Method could apply is the end of the first phase of
a fractional cutting plane method (see 11.4.3), whose
strategy is equivalent to: M; + M>. However, a com-
mon opinion is that the direct cutting method would
be quicker.

10.2 Branch and Bound Methods

This paper does not deal with classical Branch and
Bound methods, which are known to be efficient for
large size problems.

11 Cutting Plane Methods

The methods which will be examined here are based
on techniques and algorithms of the simplex method
(section 8), modified in order to obtain integer solu-
tions. Most integer programming specific techniques
were essentially developed by R.E. Gomory and are
described in classic books such as [GN72], [SM89],

etc. This chapter is organized as follows.

1. Overview
The main principles of Cutting Plane program-
ming are recalled.

Basic algorithms

Classical cutting-plane algorithms are recalled.
They should be used as tools by basic methods
and “Splitting” methods.

Surrogate constraints techniques

We present the way surrogate constraints can be
used, either to modify basic methods, or to define
“splitting” methods. Note that these techniques
are not specific to Cutting Plane programming.



4. Basic methods
In order to solve the satisfaction problem, we
propose some methods very close to basic algo-
rithms and a new algorithm based on surrogate
constraints: the Surrogate Dual All-Integer Test
(11.4.5).

“Splitting” methods

These methods split the satisfaction problem
into a succession of elementary problems, each
one being solved by a basic algorithm. We review
some methods and propose modified methods:

“FAS3T+Dual” (11.5.3) and “NNS” (11.5.4).

11.1 Overview

Classical simplex algorithms search for “real” solu-
tions. In order to obtain integer solutions, additional
constraints (cuts) are added. There are two principal
families of algorithms: the “fractional” algorithms
(requiring fractional arithmetic) and the “all-integer”
algorithms (requiring only integer arithmetic).

11.1.1 Cutting techniques

Given some integer feasibility or minimization prob-
lem over a polytope, the goal of a cut is to dimin-
ish the number of real points (or solutions) without
changing the number of integer points (or solutions).
In subsection 6.1, we saw some simple cuts: when
an inequality includes a single variable (see 6.1.3) or
when an inequality is divided by GCD (see 6.1.4).
For instance, the inequality:

4.1‘1 - 2I2 S 13 (38)

can be replaced by:
2;131 — X3 S 6 (39)

(38) and (39) are equivalent.

Now, consider the inequality with variables > 0:

We can easily prove that it involves:
z; <2 (41)

Nevertheless, (41) does not involve (40). Constraints
(40) and (41) are not equivalent.

Then, if a system includes constraint (40), the cut
(41) can be added, but constraint (40) cannot be re-
moved.

Most cuts are not equivalent.
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A general cut

Consider the general diophantine equation:

;l‘e—}—Zaja:j =8 (42)
ji=1

z, >0, z; >0

We make no assumptions about data a; and 3, which
may be fractional or integer.

Let any number A # 0. A general cut can be obtained
(see [GNT2]):

n

Y (e = [Aaj)zj > (A8 — [AB]

ji=1

(43)
By giving different values to A, many cuts can be

built.

1. fractional cuts
If A has an integer value, the previous cut (43)

becomes:
Zn;(mj — ey )e; > A8 - [A8]  (44)
is
Particularly, if A = 1:
Zn:(aj = laj])z; > B — 8] (45)

ji=1

We can easily verify that cuts (44) and (45) pro-
vide no profit if data o; and 3 are integer. Then,
such cuts are suitable only if the data are frac-
tional. Consider the equation equivalent to (42)
with integer data (and d > 1):

n
dx,+ E ajr; =c
ji=1

Then, we have the cut 3 equivalent to (44):

n
> Aajlaz; > [Aela

j=1

(46)

Note: Many values of A can be chosen. For vari-
ants of Gomory Dual Algorithm (11.2.1, 11.2.2),
more efficient cuts can be built. A is given a
value equal to an integer prime with ¢. A prac-
tical rule is: choose A in order that |Ac|s is max-
imum. A possible technique is (see [Min83]): If
§ = ged(d, ¢), Euclid algorithm gives A and p
such that:

ged(A,d) =1 and —Ac+ pud = 6.

3in this paper, |u|q denotes the integer (u mod d)



2. all-integer cuts
Let the inequality be (data and variables are in-
n

teger):
Ej:l ajrj <c

Introducing an integer slack variable z. > 0, the
inequality is changed into an equation:

n
e+ E a;jx; =c¢
i=1

Then, we may apply the fundamental cut (43).
With any number A such that 0 < A < 1, we
obtain:

2

We can also write:
For each number k > 1:

n
j=1

[Aaj]z; < [Ac

n

> laj/klzj < |e/k]

ji=1

(47)

Note that generally the value of k£ is chosen in
such a way that the new constraint (cut) includes
an unitary coefficient (£1). A common value is
some |a;|.
Note that the previous result can be applied to
the equation (data and variables are integer):

n

2j=18jTj =¢
Lj Z 0

As the equation verifies either of these both in-
n

equalities:
2j=18i%j S ¢
Yjm1aiTi > c
we obtain from (47):
For each number k > 1:

n

ZLaj/kJ 2; < |c/k] (48)
> l-aj/klz; < |—c/k] (49)

ji=1

11.1.2 Cutting strategies

Basic cutting plane algorithms (11.2) are basic sim-
plex algorithms modified in two ways:

1. Fractional Cutting Plane algorithms
The problem is solved firstly with integrity re-
laxation. If the solution is not integer, the fol-
lowing sequence is performed as many times as
necessary until an integer solution is obtained:
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(a) One (or more) fractional cut is introduced
in order to make the solution incompatible
with the new system.

(b) The modified problem is solved with in-
tegrity relaxation.

2. All-Integer algorithms
An algorithm analoguous to the simplex algo-
rithm is performed. FEach time a non unitary
pivot is obtained, an All-Integer cutis introduced
in order to allow a pivoting operation from an
unitary coefficient chosen on the “cut”. If a so-
lution is obtained, it is necessarily integer.

Generally, an infinity of possible cuts exists, and the
choice of a cut is a hard problem.
11.1.3 Standard Form
Most methods require a system of inequalities with
constrained variables.
11.1.4 Strategies of various methods
In this paper, we should distinguish:
e The basic methods, close to the basic algorithms.

e The “splitting” methods, where we split the
problem into a succession of elementary prob-
lems, each one being solved by a basic algorithm.

11.2 Basic algorithms

The aim of all these algorithms is to solve the problem

(PY):

mirl?z = 2;21 ¢ x;j
> =1 @i < bi,
x; € Z,XJ- >0,

ic{1,2,...m}
je{L1,2,...n}

We assume that all data are integer.

This problem is analogous to the “real” simplex al-
gorithms (8.2.1 and 8.2.2). Here, the solution must
be integer.

classical

11.2.1 Gomory Dual Algorithm:

method
This algorithm is also referred to in literature as:

Method of Integer Forms (because it uses integer val-
ues of A, see 11.1.1).

Gomory Dual Algorithm

Fractional Cutting Plane Algorithm (because it han-
dles fractional coefficients).



It should not be confused with the Dual All-Integer
Algorithm (11.2.5).

This algorithm can be applied to the problem (P?) if
we assume that all ¢; are non negative.

The following sequence is performed as many times
as necessary:

1. Solve the linear programming problem (with in-
tegrity relaxation) by the Dual Simplex algo-
rithm (8.2.2).

2. If the system is infeasible, we stop.
3. If an integer solution is obtained, we stop.

4. (Test for failure) If the number of iterations ex-
ceeds an arbitrary number tmaz, the method
fails and we stop.

5. Select a constraint with a fractional right-hand
side

6. Build a fractional cut (11.1.1) relative to the se-
lected basis variable (the right-hand side of this
new constraint will be necessarily negative) and
return.

Note:

If during step 1 an non-basic “cut” variable be-
comes basic, the constraint is removed from the
system.

Comments

e We suppose that in the initial system c; are
non negative. If this is not the case, the first
dual simplex is replaced by any suitable simplex
method.

e This algorithm requires fractional arithmetic.

11.2.2 Gomory Dual Algorithm: “decreasing
congruences”

This algorithm (see [GonT73], [Min83] tome 2, pp 22-
28) is a variant of the previous one:
Step 1 is replaced by;

1. If the sequence is performed for the first time,
solve the linear programming problem, if not,
perform a single iteration by the dual sim-
plex (even if the optimization criterion is not

reached).
Comments

e It has been proven that this algorithm is finite.

38

e Both in theory and in practice, this algorithm is
much more efficient than the classical Gomory
Dual (see [Min83] tome 2): experiments stated
that from an non-integer solution, the average
number of iterations in order to obtain an integer
solution is about log,(d) with the best choice of
A (the meaning of d is involved in the cut (46),
see 11.1.1).

e However, it requires fractional arithmetic.

11.2.3 The Finite Primal All-Integer Algo-
rithm

This convergent algorithm (see [GNT72]) can be ap-
plied to the problem (P?) if we assume that all right-
hand sides b; are non negative. It is also referred to

in literature ([NW88]) as:
Simplified Primal Algorithm (SPA)

We will not describe this algorithm of which a rudi-
mentary form is detailed in 11.2.4.

11.2.4 The Rudimentary Primal All-Integer
Algorithm

This algorithm can be applied to problem (P?) if we
assume that all right-hand sides b; are non negative.
It is a tool which is used extensively in methods de-
scribed in sections 11.5.1 and 11.5.2.

The principle of the algorithm is also very close to
that of the “real” primal simplex algorithm described
above (8.2.1). The criteria for pivot selection, opti-
mality, and infinitude are the same. The integer al-
gorithm differs on the following points:

e It is clear that when the chosen pivot a,; is £1
(more exactly 1 since the pivot is positive), then
a Gaussian elimination can be performed and
the coefficients of the resulting system are still
integer. Now, when the pivot choice criterion
designates a pivot with a value other than 1, the
choice of the pivot is canceled. From the inequal-
ity including it:

n
2 j=18rj2j < by

a new (integer) inequality is constructed, re-
ferred to as a “cut” (see all-integer cuts (47) in

11.1.1):
>i=ilari /larkl]; < [6r/lark|]

This new inequality is added to the system, and
the element located in column k, whose value is
now 1 (and is also a possible pivot according to
simplex criteria) is chosen as the pivot.



e Every time a “cut” variable returns to the basis
after a pivoting operation, the inequality relative
to this cut variable is removed from the system
(this point is not strictly obligatory, see the com-
ments below).

Let us consider the problem

z = 2x1 +2x9 —bxzz — 0
r4: —3x1 —2z9 H4zz < 3
r5: —2x1 43z, —3z3 < 4
ZTg 4xq —x9 +2z3 < 3

The primal criterion designates the variable z3 and
the inequality xs. The value of the coefficient a, is
2, so a cut is added:

x7: 22y —x9 Hxz < 1

and we can execute the pivoting operation (zs, z7):

z= 121 —3x9 +4bzy — b
T4 —Dxq —xq —zy < 2
s : 4xq +3z; < 7
Tg - +xs —2z7; < 1
T3 : 221 —xq Jz; < 1

In the next step the set (23, z6) is selected. Since the
coefficient a,; 1s 1, we can pivot directly:

z= 121 +3xz¢ —xz7 — 8
r4: —dx1 Hxg —3Bz7y < 3
s : 4xq +3z;, < 7
Ty : +xe —2z7; < 1
T3 : 2z +xg —zy < 2

The same criterion indicates now the set (27, x5). A
cut of inequality z5 is needed ( since a,; = 3):

rg: X1 +z; < 2

a third pivoting is performed with the set (z7, zs):

z= 13z1 +4+3z¢ +zxzg — 10
x4 —2x1 Hxe +3zg < 9
s 1 —3zg < 1
Iy : 2@  4zxs +2zg < 5
z3: 3Jxr; 4xs H+xs < 4
T7 1 +zg < 2

The cut inequality x7 can be removed, but this is

since the coefficients of the function z
0

unnecessary:
are > 0, the problem is finished. Minimum is z
—10 with the variables;

$1:0 $2:5 $3:4
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Comments

This algorithm is “all-integer” since the coefficients
of the transformed systems all remain integer. The
fact that only integer arithmetic is required is an
attractive feature of this algorithm, unlike real sim-
plex methods or fractional-cutting planes algorithms
(11.2.1) where fractional arithmetic has to be used to
avoid rouding errors and to build cuts.

Nevertheless, it is a rudimentary algorithm. Its
completion is not guaranteed. As opposed to “real”
simplex, cycling is not exceptional. An example of
cycling is exhibited in [SM89] (pp 240-244) for a prob-
lem with only three variables and two inequalities.

Note that the algorithm specifies that if a slack
variable from a cut becomes basic, its row is deleted.
One reason is that, first, this avoids an excessive in-
crement of the size of the data matrix (the pivot-
ing operations become very expensive), second, many
“old” cuts have an obsolete information (new cuts are
often strictly “deeper” than some old cuts). Never-
theless, some problems we could not solve (see the
comments of 11.4.5) by the R.P.A.L. could termi-
nate after the decision of maintaining old cuts (in-
versely, some previously solved problems could not
terminate!).

Some rules may be added in such a way that the
algorithm is finite (11.2.3), but “unfortunately, it
is not a practical algorithm because it tends to re-
quire an exorbitant number of cuts”, as mentioned
in [NW88]). However, since most problems which
occur in data dependence analysis are small, this al-
gorithm may offer some advantages.

11.2.5 The Dual All-Integer Algorithm
This algorithm, described in [GN72][SM89], can be

applied to problem (P?) if we assume that all ¢; are
non negative.

We will not describe this algorithm of which a rudi-
mentary form is used in 11.4.4

11.3 Surrogate constraints techniques

Consider any system of inequalities:

E?:l ajr; < by, ie{l,2,...m}
In the first place, we make no assumptions about data
a;; and b; (which may be fractional or integer), the
integrity of variables, and the type of variables (free,
constrained, or binary).

Consider any set of non-negative coefficients
(A1, Az, ..o, Ap), with at least one A; > 0. Obviously,



we can build a new valid inequality:

Z(Z Ajagj)e; < Z Aib;
i=1

j=1 i=1

The surrogate constraint (50) has the advantage of
generally containing information different from that
of any individual constraint. The concept of surro-
gate constraints is not specific to cutting-plane meth-
ods, or more generally to integer linear programming
(ILP). It was developped for binary ILP methods
(see [GNT2]), but we could imagine use it for clas-
sical linear programming (LP).

We could use these surrogate inequalities in two
ways.

(50)

11.3.1 “Surrogate choice” algorithms

Firstly, we can modify basic methods thus:

The principle of many integer programming algo-
rithms is based on the choice, at every step of the
method, of an inequality. If several inequalities com-
pete, we can imagine the choice of a surrogate in-
equality. For instance, if we must choose an inequal-
ity with a negative right-hand side, the surrogate
inequality could be constructed according to one of
these rules:

1. ifb; <0, A; =1lelse A; =0
2.1 b; <0, A; = —b;else A; =0
3. lfbl Sbimm/q’ /\Z =1 else )\z =0

where b; . 1s the most negative b; and ¢ is some
positive integer, for instance 2.

11.3.2 Surrogate methods

Secondly, we can split the original problem into a
succession of elementary problems as follows:
Consider the system S (no assumption about data
and variables):

n

> aijuj < b,

ji=1

ie{l1,2,...m} (51)

The method starts with a point X! (vector of com-
ponents z;). At every step k of the method, we have
a current point X* and two sets of constraints, con-
straints that are verified by X* and constraints that
are not:

If ={i [AX" < b}

I ={i JAX" > b}

Obviously:

If the set I¥ is empty, X* is a solution to S.
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Now, consider the surrogate inequality:
k k
2iens A AX S )i Albi
and the “surrogate” system S*:

Yiers Ahi

Piers A AiX
b;, ic It

<
AX <

We can state:

Theorem 11.3.1 Let S* be a system defined from a
system S and a point X*. Then:

1. If the system S* is infeasible, the system S is
infeasible.

2. If the system S* owns a solution X*+1 and the
set 15 is non empty, we can define a system S*+!
with a set I§+1 cit

Proof:

1. Since the condition upon the system S* is weaker
than the condition upon the system S, the first
assertion is trivial.

2. Suppose that the method gives such a solution
X*E+1 that I§+1 = I%¥. Consequently:
A XL > h, e Ik
Since at least one A¥ > 0, this would contradict
the satisfaction of S¥:

Eie[§ )‘Z?AiXk-H < Ez’eI; /\Z'cbi

The number of such steps is obviously finite.

We may imagine various methods with different
choices of the surrogate inequality and of the algo-
rithm used at each step (see 11.5).

11.4 Basic methods

Combining various strategies of “real” methods and
basic integer algorithms, we can imagine a lot of
methods.

The methods which will be described here suppose
that the system is composed of inequalities with con-
strained variables:

> =1 @i < bi,

ie{1,2,...m}

4in this paper, A C B stands for the strict inclusion of A4 in
B (A # B)



11.4.1 An equivalent dual problem

Consider the problem P;: prove or disprove the exis-
tence of a solution to:

Az <b
x>0
rcZ"

We assume that all data are integer.

As in 8.3.2, by introducing any linear objective func-
tion z = cx with integer coefficients ¢; > 0 (hence
bounded), we can replace the problem P; by an op-
timization problem Ps:

minz = cx
Az <b
x>0
R=/AL

If a solution to such a problem exists, it is necessar-
ily finite. Then, by solving the problem P,, we may
prove or disprove the feasibility of P;.

Since any linear objective function z = cz with
coefficients ¢; > 0 is possible, let us choose a function
with coefficients equal to zero.

This technique is the principle of the various dual
methods described in this subsection.

11.4.2 Single integer artificial variable

As with the Single artificial variable method (8.3.1),
we can define a primal optimization problem

minzg
. - . P no . .
Lo : —Tn+i, Ej:l ai,j2; < —bi,
n / 7 . .
Tnti t QioTnti, T ) i1 65T < by, 1 F 4
Tj Z 0

This problem can be solved exactly by the (Rudimen-
tary or other) Primal All-Integer Algorithm (11.2.4),
or some Gomory Dual Algorithm (11.2.2) (in this
case, the first problem of the method is solved by
the classical primal simplex (8.2.1)).

If the solution is strictly positive, the original system
is infeasible.

11.4.3 Gomory
rithm

“Degenerate” Dual Algo-

As we noted in 11.4.1 we can replace the feasibility
problem by an optimization problem where the ob-
jective function has coefficients ¢; = 0: Then, we can
solve by a Gomory Dual Algorithm, the classical one
(11.2.1), or “decreasing congruences” (11.2.2). Obvi-
ously the latter should be chosen.
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Example

Consider the problem of (8.3.2). As with the Degen-
erate Dual Algorithm, we firstly obtain a fractional
solution:

z3: 7/102s —1/1025 < 17/10
zy —4/10z4 +2/1025 < 6/10
zg /1024 —3/10zs < 1/10

A cut can be built from any basic variable. Let us
choose z1:

21 —4/1024 + 2/1025 = 6/10
We can write:
10x1 — 4y + 225 =6
A cut (46) (for instance with A = 1), gives:
6xq + 225 > 6

It is added to other inequalities:

3 : 7/1024 —1/1025 < 17/10
1 —4/10z4 +2/10z5 < 6/10
T 1/10z4 —-3/1025 < 1/10
Zg : —6xy —2z5 < —6

A pivoting operation (variables zg and z4) is per-

formed:
z3: 7/60zs —1/3z5 < 1
T —2/30zs +1/3z5 < 1
Zo 1/60zs —1/3z5 < 0
Ty —1/6zs +1/3z5 < 1

An integer solution is obtained:

;131:1 ;132:0

Comments

The features of this method (behavior, arithmetic)
are similar to algorithm 11.2.2. Though the prob-
lem is “degenerate”,; this does not affect the general
behavior of the algorithm.

11.4.4 Simple Dual All-Integer Test

We can substitute (see 11.4.1) the optimization prob-
lem:

min z = E]’?:l cjx;
E?:laijajjgbin ZE{l,?,m}
xj € Z,x2; 20, je{l,2,...n}

(The coeflicients ¢; are equal to zero)
Then, we can apply the classical finite Dual All-
Integer algorithm (11.2.5).



Nevertheless, the proposed method does not use
the somewhat computationally expensive lexico-
graphic rule mentioned in [GN72] for ensuring finite-
ness of algorithm. Naturally,the choice of the pivot is
different from the classical algorithm. Consequently,
as with the Rudimentary Primal All-Integer Algo-
rithm (11.2.4), we are not guaranteed that the al-
gorithm is finite.

The steps of the method are very simple.

We start with the initial system and we execute the
following sequence as many times as necessary:

1. (a) If in the current system all b; are > 0, an
obvious solution exists.

If the current system includes an inequality
¢ such that b; < 0 and all coefficients a;; are
> 0, the system has no solution.

(b)

If a system reduction is possible (see 11.4.6
perform the reduction, then return to (1a).

If the number of iterations exceeds a fixed
number tmaz, for instance 3(m + n), we
stop. We cannot conclude anything about
the solution.

2. We select the inequality (r) with the most nega-
tive b; (this rule is highly recommended):

n
Z]’:l arjzj < b,

and the variable (zy) relative to the most nega-
tive coefficient a,; of the chosen inequality (this
rule is not strict).

3. e If the coefficient a,; is equal to —1, it is
chosen as pivot element.

e Otherwise, an all-integer cut is added to the
current system of inequalities:

Yizilari/larkl]2; < [br/are]

and the coefficient a;s (equal to —1) of the
new inequality (s) is chosen as pivot ele-
ment (note that the cutting rule is the same
than that used in the Rudimentary Primal
All-Integer Algorithm (11.2.4)).

4. A pivoting operation is performed.

5. If the variable x} is a “cut variable” (i.e. if j ap-
peared in connection with a previous cutting op-
eration), the corresponding inequality is removed
from the current system.
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For example, let us consider the system with con-
strained variables:

—31‘1 —2‘]32 “+x3 S 3
—21‘1 +3]32 —3.1‘3 S —4
r1  —xy 4223 < -3
21‘1 —|—212 —51‘3 S -1

Using slack variables > 0 this system is written:

rq: —3x1 —2x2 Hzxz < 3
r5: —2x1 +3x2 —3xz < -4
g r1  —x9 +2z3 < =3
T7 2¢7 +2x5 —bdbrs < -1

We select the inequality z5 and the variable z3. Since
the value (—3) of the corresponding coefficient is not
—1, we add a cut, introducing a cut variable zg con-
structed from zs:

rq: —3x1 —2x2 Hzxz < 3
r5: —2x1 +3x2 —3zz < -4
g : r1  —x9 +2z3 < =3
r7: 2¢7 +2x —brs < -—1
rg: —x +z9 —x3 < =2

A pivoting operation is executed (variables zg, z3):

rq: —4dxq —x9 +zg < 1
s 1 —3Jzg < 2
rg: —xy Hxo +2z8 < 7
x7 Tey —3xs —bdrg < 9
T3 : 1 —x9 —xg < 2

Next, we select the inequality zs and the variable 1.
This time, no cut is necessary and we may execute
the pivoting operation (zs, 1):

xg: —4dxg —Drs —Trg < 29
Ts rg Fxz —wxg < —H
r1: —xg —xy —2xg < 7
r7 Teg —4xs 4925 < —40
z3: Zg tzs < =5

The inequalities 7 and x3 have no solution. Hence
the system has no solution.

A particular solution to the dual problem

In the previous algorithm, our goal was to prove or
disprove the feasibility of the system. Consequently,
the value of a hypothetical solution had no impor-
tance, and we could reduce the problem (11.4.6).
However, in some cases, we cannot reduce the prob-
lem since we need the value of a solution (see 11.5.3).



Consider a system where all the coefficients of a vari-
able z, are < 0, including at least one inequality :
with a;4 < 0 and b; < 0:

E?:l al]xJ S bi:
€Lj Z 0

ie{1,2,...m}

Let us choose the inequality with a;; < 0 and the
greatest b;/aj,
n

j=1arj&j < br

2

If the coefficient a,, is equal to —1, it is chosen as
pivot element. Otherwise, an all-integer cut is added
to the current system of inequalities:

2j=1lari/larg|lz; < [br/ary|]

and the coefficient a,, (equal to —1) of the new in-
equality (s) is chosen as pivot element. We can easily
prove that if we perform such a pivoting operation,
all the right-hand sides of the inequalities with a non-
zero coeflicient become non negative. The right-hand
sides of the other inequalities are unchanged. Hence:

o If the right-hand sides of the inequalities includ-
ing a zero coefficient are non negative, we get a
solution.

n
ji=1

For instance:

ry: —4xq —x9 +z; < 1
x5 : 1 -3z < 2
xe: —xp —dxs +2z; < =7
3 : r1 —3xy —xz7 < =5

In the column x4, we select the coefficient of the row
z3. Let us add a cut zg from z3:

ry4 . —4xq —zy Hzr < 1
x5 : 1 -3z < 2
xe: —xp —dxs +2z; < =T
z3: 1 —3zy —xz7 < =5
zrg —x9 —z; < =2

After a pivoting operation (zg, #2), we obtain:

rq: —4xq —xg +2z7; < 3
s 1 —3z; < 2
g : —x; —4dxg +46zx; < 1
3 : 1 —3zg +2z; < 1
o : —zg txr < 2

Such systems which may appear in methods 11.5.3
and 11.5.4 include a single negative right-hand side,
for instance the one from the first example of 11.5.3:

-8
6

—5‘]32
—Z9

21‘1
21‘1

g : <

s : <

In this case, the way the pivoting operation is speci-
fied is quite simple:
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e Choose the column whose the variable proved the
infinitude (all coefficients < 0) and the row with
a negative right-hand side. If needed, introduce
a cut.

Comments

Like the Rudimentary Primal All-Integer Algorithm
(11.2.4)), this algorithm is attractive since it is all in-
teger. Like the R.P.A L., it is not a finite algorithm.
However, general behavior of non finite algorithms
is often as good or better than finite algorithms (es-
sentially because in practice the finite number of ex-
pected iterations is very large, this is the case, for
instance, the classical simplex method). Its behavior
is probably comparable to that of finite Dual All-
Integer algorithm, but precise comments upon the
finite algorithm behavior are lacking in literature.

Experiments seemed interesting. Some problems
with 9 variables, for instance, could be solved easily
while the same problems were very hard to solve by
“splitting” methods using the R.P.A.I. (we must spec-
ify that these systems do not stem from data depen-
dence analysis, but from more complex task schedul-
ing problems). However, the algorithm seems sensi-
tive to the choice of the pivot. Some problems could
be solved with very few iterations, but required many
more iterations or could not terminate with a differ-
ent choice of pivot. But this inconvenience was not
noticed with problems coming from data dependence
analysis (they are very “easy”).

11.4.5 Surrogate Dual All-Integer Test

This algorithm is a variant of the previous one. The
principle is similar to the Simple Dual All-Integer
Test. We start with the initial system and we execute
an analogous sequence of operations as many times
as necessary. The sequence differs on these points:

e If the number of inequalities with a negative
right-hand side is greater than 1, a surrogate con-
straint is built (11.3.1), which is the sum of all
such inequalities. A similar rule for selecting a
pivot is applied to this new inequality. If no neg-
ative pivot is found, the system has no solution.
If the value of the pivot obtained is —1, the sur-
rogate inequality is added to the system (intro-
ducing a “surrogate” slack variable), otherwise
a cut is built from the surrogate inequality and
added to the system. Then, the usual pivoting
operation is executed,

If a “surrogate” variable comes back to the ba-
sis, it is removed from the current system (like a



“cut” variable).

Let us return to the previous problem (11.4.4):

rgq: —3xy —2x9 Hxz < 3
x5 : —2xp +3x2 —3z3 < -4
Z6 : r1 —x2 H+2z3 < =3
r7 - 27 42x9 —bzrz < -1

3 inequalities have a negative right-hand side. Their
sum gives another inequality (y denotes a temporary
variable):

y: x —+4xs —brs < -8
The coefficient of z3 is selected, but its value is —6.
A cut zg is built from y and added to the system:

zrg . —z3 < =2

A pivoting operation is executed (zs, z3):

xa: —3xp —2x2 Hxg < 1
x5 : —2xp H43x2 —3zg < 2
Z6 : r1 —xs +2zg < =7
z7: 2xq 29 —bxg < 9
3 : —zg < 2

The set (26, 22) is selected. No cut is necessary and

we can pivot:

x4 —dbxy —2xg —3Jxg < 15
s : 1 43z +3zg < =19
1. —a —xg —2xg < 7
z7 4, +2z¢ —xzg < =5
r3: —zg < -2

There is no solution to the inequality x5. Hence the
system has no solution.

Choice of the surrogate constraint

With most problems which were experimented, the
behavior of this algorithm was generally analogous
to that of the Simple Dual All-Integer Test. However
long sequences of iterations were not observed with
the Surrogate Test, which seems less sensitive to the
choice of the pivot.

Other choices of the surrogate constraint seemed
efficient such as the following one and should be more
intensively experimented:

° lbe Sbimm/Qa /\z =1 else )‘z =0

where b is the most negative b; and g = 2.

tmin

11.4.6 Reduction of the dual problem

We should examine here the possibilities of reducing
the system while some All-Integer algorithms (11.4.4,
11.4.5 ...) are performed.

Let the system with constrained variables be (all
integer data):

E?:l Aij X5 S bi;

ie{1,2,...m}

Suppose we (temporarily) replace a variable a;, (for
instance 1) by a free one:

—t, <0
apty 4+ Y5y aijzj < by,

ie{l,2,...m}

Then, we could search for an opportunity for a Se-
lective Fourier-Motzkin elimination (6.2) of this free
variable, which may appear after a pivoting opera-
tion. Remark that the criteria relative to constrained
variables are the same as those relative to free ones
(theorem 6.2.1):

Criterion 1 The value of every negative coefficient
of z; 1s -1

Criterion 2 The value of every positive coefficient
of 2 1s 1

In the following cases, the number of inequalities does
not increase (however we could adopt another strat-

egy):
1. All the coefficients of a column are < 0:

ryq . —4xq —x9 +zg < 1
s - 1 —3Jrg < 2
Te: —x1 +2zg < =7
7 Tx1 —bhrg < 9
3 : 1 —3xo —rg < =2

The inequalities including a non-zero coefficient
are removed:

Ts: I —3Jzg < 2
T : —x1 +2zg < =7
I ] —brg < 9

2. All the coefficients of a column are > 0:

x4 —4z;  Fxy  Fas < 1
s - 1 —3zxg < 2
xe: —xp +dxs +2zg < =7
7 Tx1 —bxg < 9
3 : 1 +3zo —zrg < =2
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The column is removed from the system:

wy : —4xq +zg < 1
s - 1 —3Jzg < 2
we : —x1 +2zg < =7
7 T —hrg < 9
ws : 1 —rg < =2

3. A single coefficient of a column is > 0 (and one
of both criteria is satisfied):

zq: —dx1  Hx2 s < 1
s 1 —3Jzg < 2
rg: —x1 —dxy H+2z5 < =T
r7 Ty —brg < 9
3 : 1 —3xo —rg < =2

The column is removed, however the inequalities
with a negative coefficient are modified:

wy . —4x, +zg < 1
x5 - 1 —3xg < 2
we : —1Tx, +b6zg < =3
7 Txq —bxg < 9
ws: —1lx; +2zg < 1

11.5 “Splitting” methods
11.5.1 Constraint-Matrix Test
This method, described in [Wal88], can be applied

if the system is composed of m; inequalities and mg
equations such that variables are constrained, and the
right-hand sides of inequalities are non negative:

Zgzlaijmjgbi, iE{l,...ml}, b; >0
ijlaij'rj:bi’ iE{m1+1,...m1—|—m2}
Zj 20

The main principle of the method is the following:
at every step, an equivalent and analogous system is
built, but with one equation less (and one variable
less). The number of inequalities may increase.

If a system without equations or with only equa-
tions with right-hand sides equal to zero is obtained,
then the system has an obvious solution (all z; equal
to zero). Let us describe the process.

1. An equation is chosen, for instance the first one
(I = my + 1). We assume that b; > 0. If not, we
change the sign of every coefficient in the equa-
tion.

2. If b; > 0 we consider the subsystem:

Z;:1aij1’j§bi, ie{l,...m}
Yoy @i = by

We define the economic linear function z:
z=bi— 3 iy

and the corresponding optimization problem:

minz = z°

Enzlai]"r]'gbia ZE{l,ml}
Y=z < b

(note that the function and the last constraint
are analogous)

We solve this problem by the Rudimentary Pri-
mal All-Integer Algorithm (11.2.4). The solution
29 is necessarily finite and non negative.
o If the value of 20 is positive, the subsystem
has no solution, hence the original system
has no solution also.

o Otherwise 2° is zero, indicating that the

subsystem has a solution. If there are no
other equations, the full system has one
also.

3. The full system is now of the form (for the sake
of argument, we use the notations of the initial
system, but note that introducing cuts may have
increased the number of inequalities):

Eyzlaijxj < b;, iE{l,...ml} (bZZO)
Z;:l ai;Tj =0, 1=m;+1
Z?:l a;je; =b;, 1€ {mi+2,...mi +ms}
€Lj Z 0
Our purpose is now to eliminate the first equality
(while keeping non-negative right-hand sides of
the inequalities). It is easy in any of these cases:

all the coefficients of the equation have the same
sign (variables with non zero coefficients are
necessarily equal to zero and disappear like
the equation from the system)

the equation has an unitary coefficient (a Gaus-
sian elimination is performed and the equa-
tion 1s replaced by an inequality, see the
note below).

Otherwise, a cut (analogous to those used in the
Rudimentary Primal All-Integer Algorithm) fol-
lowed by a pivoting operation is performed re-
peatedly, until an opportunity for elimination
appears in the equation.

Note: When a Gaussian elimination step removes
a constrained variable from a system, the equation
must be replaced by an inequality indicating that the
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eliminated variable was constrained. For instance, we
can eliminate x5 if the system includes an equation
such as:

—2z10 +x2 2o 0

but since 9 > 0, we must introduce the inequality:

-2z 4z < 0

11.5.2 Method “FAS3T”

This algorithm [BP89] assumes that the system is
composed of inequalities:

E?:lal.?r] Sbla zE{l,?,m}
The principle of the method does not depend on
whether or not the variables are constrained, and can
be described as a “surrogate” method (11.3.2):

e The surrogate constraint is defined thus:

Vie I,
Vie If,

Eiefg AX < Eielg b;
The feasibility (or the infeasibility) of each sys-

tem S* is proved by solving a minimization prob-
lem of a function zj, which we denote PF¥:

)xi-“:l
)\g-“:()

minzp = zg
Eie]§ AiX — Zielg by =z

A X < by, ie Ik

If 29 > 0, the system S* is infeasible.
If 2 < 0, the system S* is feasible and X*+1 is
defined as the point where z; is minimized.

A Particular case

Consider the case (at step k) where z) = 0. Let the
set of all possible solutions be:

BF = {X/z(X) = 20}

It may be proven that the original system S has no
solution if:

VX € BF:(Fie Ik JAX #b;)

Then, we could replace the original feasibility prob-
lem of S by the following easier one:

A X = b,

i€ If
ielk

Practical aspects

This method requires a finite solution for each current
problem. Generally, variables of systems resulting
from dependence analysis are bounded, but it may
occur that domains relative to the generic problems
used by the method are not. In these cases, we are
not guaranteed that finite solutions will be obtained.
If necessary, constraints limiting the domain will be
added in such a way that they do not modify the
result of the algorithm (for example giving bounds
with great values to variables). The authors of the
method propose the following sequence at each step:

1. (If necessary) change the problem with con-
strained variables by the “Single added variable”
technique (7.1.2).

Apply the Rudimentary Primal All-Integer Al-
gorithm (11.2.4) to P*.

If the domain relative to P* is unbounded and
an infinite solution occurs, add a constraint of
the type ¢X < M, with M sufficiently large, in
order to obtain a finite solution.

The initialization of the method could be performed
according to one of these ways:

e split the inequalities into two sets, then intro-
duce constrained variables

e introduce constrained variables, then split the in-
equalities.

Clearly, the second one should be preferred. We
would be entirely free to reduce the system, and the
next steps would be made easier.

11.5.3 Method “FAS3T+Dual”

The most delicate point of “FAS3T” method is the
adjunction of an auxiliary constraint in the case of
infinitude. Adding a constraint with a big arbitrary
bound has got disadvantages (see 7.4.1). However,
the obtainment of the minimum value of z;(X) is not
obligatory. Any point X of the polytope satisfying
2k(X) < 0 satisfies also S* and can be chosen as a
point X**1 in order to define a system S¥+1 (theorem
11.3.1).

Then, as soon as the infinitude of z{ is detected,
we should look at the value of 2} at the current point
X* of the primal algorithm. If z; < 0, X* can be
chosen immediately as a point X**1. If 2z} > 0, a
constraint could be built with a small value of M,
just enough to ensure a negative value of z. Ob-
viously, since such a constraint is not strictly valid,
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it would not be maintained in the following steps of
the method, which consequently would be more com-
plex. A simpler technique could be to search for a
finite solution (which necessarily exists in this case)
to the current system S* by applying a dual algo-
rithm. Such a solution should be obtained with a
single iteration (see: “A particular solution to the
dual problem” in 11.4.4). Then, the following strat-
egy could be applied:

Firstly, introduce (if needed) constrained variables
by reducing techniques, then repeat this sequence as
many times as necessary:

1. Apply the Rudimentary Primal All-Integer Al-
gorithm to P*.

2. e If a finite solution z} is obtained at a point

X,S:

(a) If z) > 0, the system S is infeasible.

(b) If the set I is a singleton (it includes a
single inequality index), the system S
(in this case identical to S*) is feasible.

(¢) Otherwise choose X*+1 = X7

e If an infinite solution occurs (necessarily af-

ter a finite point X*):

(a) If the set I¥ is a singleton, the system
S is feasible.

(b) If z; <0, choose X*+1 = X*.

(¢) Otherwise, search a finite solution
X*+1 to the current system S* by ap-
plying a single iteration of the dual all-
integer algorithm.

Example 1

Consider the system S with constrained variables:

r3: bxy —Txs < =3
rg: —3xp +2z2 < =5
s : 207  —xs < 6

Step 1

The method starts with the point X! (z; = 0, z2 =
0). Let us split the inequalities:

I = {5}
Il = {3,4)

Let us define the surrogate inequality (x5 + 4):
—5;132 S —8

rg . 2x1

the function:
Z1 = —ZTs
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and the problem P!:

minz, = 2y
—z1 +2x —bxry = =8
s : 2z, —zy < 6

The solution z? is infinite (z2 can be given any posi-

tive value). Consequently, consider the system St:

re: 21 —dry < =8

r5: 2% —xy < 6
Let us build a cut z7 from zg:

Te: 2x1 —dHxra < =8

r5: 2% —xy < 6

r7 —xy < =2

After a single pivoting operation (z7, z3), the system
St is primal feasible (all right-hand sides > 0):

rg: 2x¢1 —dxy < 2
r5: 221 —z7; < 8
Ty : —z; < 2

Removing the surrogate constraint z¢ and introduc-
ing the constraints z3 and z4 in their new form, we
obtain a new formulation of the system S :

3 : bxry —Txr, < 11
xqa: —3xp H2z; < =9
5 : 2x1 —z7; < 8
9 : —z7; < 2

Step 2

The method continues with the point X? (z; = 0,
z2 = 2). Let the sets of inequalities be:

I} = {3,5}

I3 = {4}
the function:

Z9 = — X4

and the problem P?:

0

minze = 2z
—z9 —3x1 H2z7; = -9
3 : Sxq —Ter, < 11
s : 2z —x7 < 8
9 : —x7 < 2

We obtain (we don’t give the computational details):
29 = =2 (with 21 = 5, 25 = 4).

Since the set I3 = {4} is a singleton, the system S is

feasible.



Example 2

Consider the system S with constrained variables:

zr3 : bxry —Txs < =3
rg: —3xp +2z5 < =5
s : 207  —xs < 6
rg . —4dxq +zs < 2
Step 1
We start as follows:
the point X! (z; =0, z3 = 0).
I = {5,6}
I = {3,4}
Surrogate inequality (23 + 4):
x7: 2y —bry < -8
the function:
Z1 = —X7
and the problem P1:
minz; = z?
—z1 +2x; —bry = -8
s : 2z —zq < 6
re: —4dxy +zs < 2

The first iteration (z6, z2) of P! gives (no cut is nec-
essary):

—Z] —18;131 —|—5l6 = 2
x5 —2x1 HJxg < 8
T : —4xq +zg < 2

A second iteration of P! would give an infinite value
of z¥ (z1 can be given any positive value). Since
zi = —2, we adopt the point

X2 = X*(l‘l = 0,1‘2 = 2)

Removing the surrogate constraint z7 and introduc-
ing the constraints 3 and z4 in their new form, we
obtain a new formulation of the system S :

x3: —23z; +Tzg < 11
T4 bxy —2x¢ < =9
rs: —2x1 Hxg < 8
Ty : —4xq +zg < 2

Step 2

The method continues with the point X? (z; = 0,
zg = 2). Let the sets of inequalities be:

I} ={3,5,6}

I3 = {4}
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the function:

Z9 = — X4
and the problem P?:
minze = zg
—Z2 +5I1 —2$6 = —9
xs: —23x; +Tzg < 11
x5 —2x +rs < 8
9 : —4xq +rs < 2

We obtain (we don’t give the computational details):
29 = =2 (with 21 = 5, 25 = 4).

Since the set I3 = {4} is a singleton, the system S is

feasible.

11.5.4 Method “NNS” (Non Negative Surro-
gate variable)

This method should be applied in the same conditions
as in 11.5.3 (inequalities with constrained variables).
Here, we don’t really search the minimum of a func-
tion z;(X). We simply look for any point z;(X) sat-
isfying: z;(X) < 0. In order to obtain such a point,
we could apply a minimization algorithm to z;(X)
and interrupt it as soon as the function becomes non
positive. Let us use the same notations as previously.
The strategy applied at each step k should be the
following one:

1. Apply the Rudimentary Primal All-Integer Algo-
rithm to P*. Interrupt it if a z} < 0 is observed.

2. (a) If z; <O

i. If the set I¥ is a singleton, the system
S is feasible.
ii. otherwise choose Xk +1 = X;

(b) If a finite solution z{ (> 0) is obtained: the
system S is infeasible.

(¢) If an infinite solution occurs (after a finite
point X*):

i. If the set I¥ is a singleton, the system
S is feasible.

ii. otherwise, search a finite solution X*+?
to the current system S* by applying a
single iteration of the dual algorithm.

11.5.5 Other surrogate methods

We can imagine various surrogate methods, with dif-
ferent choices of the surrogate constraint and the al-
gorithm leading from a system S* to a system S*+!



e Surrogate constraint:

In place of identical A; equal to 1, we could give
different values to the A; (weights) according to
the values of the right-hand sides for instance

(see 11.3.1).

o Algorithm:

In place of the Rudimentary Primal All-Integer
Algorithm or other minimization algorithm, we
could apply a feasibility algorithm such as a dual
one.

12 Which strategy?

Since an efficient reduction phase is desirable before
applying some exact programming method, clearly,
we should be concentrating on final methods whose
standard form allows the greatest system reduction,
that is composed of:

inequalities
constrained variables

The preprocessing phase does not present any diffi-
culty. The reduction sequence could be the following
one:

1. Eliminate all equalities (see 5.8).

2. Eliminate as many remaining variables as possi-
ble (selective Fourier-Motzkin)

3. Introduce constrained variables.

However, steps 2 and 3 could be mixed with profit
(see 7.5, 7.8.1).

The choice of the final method is less simple. It de-
pends on the size of the final system. As we noted, the
Fractional Cutting Plane Algorithms seem suitable
for “middle-size” problems. And the “All-Integer”
algorithms are very attractive in the case of “small”
problems. Then, a Dual-All-Integer algorithm (for in-
stance a surrogate one, 11.4.5), the “FAS3T+Dual”
method (11.5.3) or the method “NNS” (11.5.4) could
be applied to “small” problems, while the Fractional
Cuiting Plane Algorithm “decreasing congruences”
(11.2.2) could be applied to larger ones. But how
to decide whether or not a problem is “small” is no
simple matter. Some problems appear in an unpre-
dictable way much more difficult than other ones with
the same size.

However, in the case of data dependence analysis,
the All-Integer algorithms are quite sufficient. A se-
quence composed of a reduction phase and the sur-
rogate Dual All-Integer Test is implemented in the

49

INRIA PIAF parallelizer [GLL190]. The preliminary
measurements performed on PIAF were presented in
[ES92]. They show that the percentage of time spent
in the data dependence analyzer is insignificant, and
frequently, the preprocessing phase gives the solution!

13 Conclusion

In this paper we have reviewed some standard al-
gorithms and presented some new algorithms which
could apply to any integer linear programming satisfi-
ability problem. The current sequence of algorithms
implemented in PIAF parallelizer could handle non
standard data information resulting from sophisti-
cated data flow analysis methods. Moreover, it can
be applied to other phases in a compiler. For now,
it is used also for variable compatibility verifications,
but we plan to use this sequence (or a more complex
one) to solve also a scheduling problem for exploiting
fine grain parallellism.
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