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MADMACS : an environment for the layout of
regular arrays

Abstract: This paper presents a tool for the automatic layout assembly of regular arrays
which consist of cells interconnected with nearest neighbors. As there is a wide range of
regular arrays, a single generator is not feasible. The MADMACS system is a development
environment for designer specific generators of such structures. These generators are
developed using the Lisp language. The use of a programming language allows great
flexibility in the description of a generator for a specific kind of structure. A graphic editor
is tightly coupled with the LiSP interpreter giving a high degree of interactivity. With
its macro command mechanism, one can interactively develop new functions for repetitive
tasks such as routing and use them in generators. Moreover, technology independent
generators can be developed by using MADMACS object size independent functions.
Key-words: CAD, VLSI



MADMACS 1

1 Introduction

Many signal or image processing algorithms demand regular computations which can be
implemented on massively parallel architectures such as systolic arrays. With the increa-
sing density of integrated circuits, ASIC implementation of these algorithms becomes an
evermore attractive solution. Kung [9] shows that a regular processor array simplifies VLSI
integration: processors are identical, and interconnections are restricted to nearest neigh-
bors. In recent years, much work has been devoted to automatic techniques for designing
regular algorithms. For example, using the ALPHA DU CENTAURJ[5], which is based on
the recurrence equation formalism, a gate level description of a regular architecture can
be derived from a system of recurrence equations through formal transformations. In this
paper, we consider the problem of generating layouts from such descriptions.

Many circuit compilers have been presented in the recent literature, some of which are
available as commercial products.

e Standard cell compilers are the most common systems available today and can pro-
duce compact layouts for random logic. In [4], an experience with the standard cell
generation of a systolic circuit is described. The layouts produced by these compilers
have been shown to be very much larger compared to designs made by hand. These
tools break the natural topology to fit the floorplan of cell rows, and in so doing
loose the regularity in placement and routing.

e Datapath compilers produce very dense layouts because they make use of the regula-
rity inherent in datapath circuits [6, 12, 15, 18]. Generally speaking, such compilers
lay out the different elements of the datapath in one dimension. Thus, these tools
can efficiently produce linear arrays. As regular arrays can be composed of many
processors, datapath compilation results in large aspect ratios. We do not know of a
compiler which is able to improve the aspect ratio; this ratio improvement remains
a manual task. Moreover, the linear floorplan used by the datapath compilers is not
well-suited for bidimensional or triangular topologies.

e Array makers generate customized regular structures such as Ram, PLA[l], etc.
These tools are based on cell tiling according to a user-defined template. This ap-
proach was used to generate a systolic spelling checker chip[7]. Many parts of this
layout can be generated by a simple tiling but it includes some routing as well. To
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be compatible with a tiling strategy, this routing must be embedded in the cells
themselves or in dedicated routing cells. As simple routing must be generally broken
into several cells to meet parameterization purpose, this results in a complicated
template involving a large number of cells.

In fact, all of these compilers usually employ a unique placement and wiring strategy.
They produce dense layouts only if this strategy fits the circuit topology[8]. We are interes-
ted in a wide class of regular array topologies which consist of active elements (processors,
memories, latches, etc.) interconnected with neighbors. Past experiences in the design
of regular arrays with available compilers have shown poor results. To produce compact
layouts of regular arrays, the generation must be done in two steps:

Active element generation : the layout of active elements is generated by classical
compilers. However, this generation must be constrained in order to retain the rou-
ting regularity at the array level.

Array assembly : the array is then produced by active element tiling and regular routing
to interconnect them.

There is a need to develop a circuit generator for the assembly of these structures.
However, since there is a wide range of possible array structures (linear, bidimensional,
triangular, etc.), it is not practical to define a single compiler for all conceivable array
structures. The alternative we have chosen is to develop array specific generators. As a
result, procedural layout systems [3, 10, 11, 14] are the best approach. A generator is
then a program in which a designer can apply any place and route strategy. However,
these systems have a poor human interface. It can be very difficult to give a textual
representation of some simple graphical structures and there is poor interaction between
a text editing session and the visualization of the resulting design. Some investigations
[2, 13, 17] have been made regarding the use of a programming language tightly coupled
with an interactive graphics editor. MADMACS is such a tool.

This paper gives an overview of the MADMACS system. The basic concepts are presen-
ted in the next section. A linear systolic array generator is developed in section 3.

2 MADMACS

The MADMACS system is a development environment to create designer specific generators
for the assembly of regular arrays. MADMACS has four major components:
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Figure 1: Different types of objects

o LISP interpreter: A programming language is indispensable as a base upon which to
develop specific generators. This approach gives much flexibility. The LiSP language
allows the use of parameters and conditional operations so that a generator can
produce an entire class of regular arrays.

o Friendly graphical front end: Programming languages are known for their lack of in-
teractivity. A graphics editor is tightly coupled with the LiSP interpreter. Graphics
system commands are transcribed into LISP functions. In our approach, a designer
uses the editor to update the design data base or to interactively develop new func-
tions which can be used in a generator.

o Technology independence: To be efficient, a generator must be technology indepen-
dent. MADMACS features coordinate free commands or design functions. Using these
object size independent operations rather than absolute coordinate operations, a de-
signer can produce symbolic layouts and define technology independent generators.

e Data base manager: Three types of objects are used in the MADMACS system.

A figure is the bounding box of a named cell. It contains a collection of rectangles
and/or instances of figures. These objects are used to manage the hierarchy.

A connector is associated with a figure and represents one input/output of the
figure. A connector is always on the figure edges and has a color, a name and a size.

A rectangle is a piece of material on a layer. A rectangle has a color, a size and
can be named.

Figure 1 illustrates the different object types. Creation, deletion and modification
operations on these objects are processed by the database manager written in C*+,
Object oriented languages[19] are well suited for object manipulation such as MAD-
MACS operations, and for developing new commands and reusable code
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In the next subsections, the three first points are developed.

2.1 Lisp interpreter

MADMACS is a design tool based on LiSP language extended with some specific functions
for layout design, such as (create-rect) or (make-instance). As the interpreter evaluates a
design function, it calls the MADMACS database manager which executes the associated
operation and returns an execution status. For instance, (make-instance F) returns tif the
figure F exists, nil otherwise.

For consistency with the graphical front-end, many design functions use some data
base manager variables such as cursor: the current position in the design, current-mark:
a stored position, or current-object: the object pointed to by cursor. For example, the
(make-instance) design function uses the cursor variable to set the position of the top left
corner of the figure.

Like other programming languages, a designer can define powerful design functions
using parameters and conditional generation instructions. For example, the following func-
tion generates a column of cells by abutment. In this (abut) function, the column is gene-
rated recursively. The (cursor) function modifies the current position in the design.

(defun abut (name nb xpos ysize)

(COND ( (< nb 0) nil) ; test if finish
t (cursor xpos (* ysize nb : update the current position
(t( pos (*y ; up p
(make-instance name) ; insert a figure

(abut name (- nb 1) xpos ysize)))) ; recursive call

In the above function, the execution status of the (make-instance) design function is
not used. This function returns ¢ only if the figure exists. In the following version of (abut),
the column generation is stopped if the figure does not exist:

(defun abut2 (name nb xpos ysize)
(COND ( (< nb 0) nil)
(t (cursor xpos (* ysize nb))
( COND ((make-instance name) (abut2 name (- nb 1) xpos ysize))

(t nil)))))

The above functions can be reused in different array assembly generators. The MAD-
MACS system comes with a library of such design functions.
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2.2 Graphical front-end

The MADMACS system provides the designer with a graphic editor tightly coupled with
the LisP interpreter. Every editor command has its functional form in LISP: cursor move-
ments, object manipulations, zoom facilities, etc. When an editor command is issued, the
associated design function is evaluated by the LISP interpreter which activates the data-
base manager. The database manager is also responsible for updating the current drawing
after processing commands issued to the LISP interpreter or to the editor. Mixing editor
commands and design functions, a designer can easily lay out structures difficult to simply
describe by a textual representation alone.

MADMACS features a graphics variable (or mark) mechanism. A designer will frequently
return the cursor to a previous location. The coordinates of this position are identified by
a named graphic variable. MADMACS provides commands for direct cursor movement such
as (goto-mark “A”), or cursor alignment commands to a graphic variable such as (mark-
horizontal-alignment “A”). These commands are particularly useful for laying out a wire
with manhattan angles.

Like many systems, MADMACS can memorize a sequence of commands called a macro-
command (macro for short). To build a macro, the user enters the Macro Learning mode.
The system executes and stores each editor command or LisP function issued. The macro
construction is finished when the user leaves the Macro Learning mode. A macro is saved as
a L1sP function with a user specified name and is callable by that name. With the addition
of parameters and conditional instructions, this macro/function can be generalized, and
used as part of a generator.

Macros are mainly used for repetitive tasks where the same sequence has to be executed
several times. For instance, two sets of connectors must be connected by a bus as shown in
figure 2.1. In this example, the connectors have the same size and are evenly spaced. The
first connectors are pointed to by the two graphic variables A and B. First, a rectangle is
created between the connector pointed to by A and the horizontal alignment with B (see
figure 2.2):

(goto-mark “A”) ; snap current position to “A”
current-mark) ; store the current position
cursor-down 2) ; update current position to take connector size

(
(
(mark-horizontal-alignment “B”) ; alignment with “B”

(create-rect) ; create the horizontal rectangle

Secondly, a rectangle is created between the new current position and the connector pointed
to by B (see figure 2.3):
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Figure 2: Macro execution

(current-mark) ; store the current position

(goto-mark “B”) ; snap current position to “B”

(cursor-left 2) ; update current position to take connector size
(create-rect) ; create the vertical rectangle

Finally, the graphic variables are moved to the next connectors to be wired (see figure
2.3):

oto-mark ; snap current position to “

g t k [14 A?? ; p t p t t [14 A”

(cursor-down 4) ; update current position to below connector
(put-mark “A”) ; store current position in “A”

(goto-mark “B”) ; snap current position to “B”

(cursor-left 4) ; update current position to left connector

(put-mark “B”) store current position in “B”

The new context is similar to the original one, so the macro can be executed again. Figure
2.4 illustrates a multiple execution. This macro can be applied in other parts of the design
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as long as the context remains similar to the context of the definition. However this macro
depends strongly on the exact sizes and spacings of the connectors, by using coordinate
free functions, the macro could be even more general.

2.3 Coordinate free functions

Coordinate free functions allow procedures to adapt to context and to define technology
independent generators. MADMACS offers facilities for graphic cursor movement and cursor
variable updating: displacement of n microns in any direction; snap to absolute coordinates.
In addition, the system provides logical and coordinate free cursor movements functions
such as:

e move to a edge of the current object, such as (cursor-left-in-cell),

e move to a neighboring cell, such as (cursor-to-upper-cell),

e move to a connector of a figure, such as (connector-up).

These functions are size-independent and rely on the local context of the layout around
the cursor location. Therefore, they allow the designer to ignore the absolute coordinates
of layout geometries and to define size-free command sequences. For instance, by using
coordinate free functions rather than absolute cursor movements, the macro (busconnect)
defined previously is rewritten:

(defun busconnect () (defun busconnect2 ()
(goto-mark “A”) (goto-mark “A”)
current-mark) (current-mark)
cursor-down 2) = (connector-nextside)
mark-horizontal-alignment “B”) (mark-horizontal-alignment “B”)
create-rect) (create-rect)
current-mark) (current-mark)
goto-mark “B”) (goto-mark “B”)
cursor-left 2) = (connector-neatside)
create-rect) (create-rect)
goto-mark “A”) (goto-mark “A”)
cursor-down 4) = (connector-down)
put-mark “A”) (put-mark “A”)
goto-mark “B”) (goto-mark “B”)
cursor-left 4) = (connector-left)
put-mark “B”)) (put-mark “B”))

(
(
(
(
(
(
(
(
(
(
(
(
(
(
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Figure 3: Bus between connectors of different sizes and spacings.
Left: execution of (busconnect). Right: execution of (busconnect2)

As shown in figure 3, the (busconnect2) macro can be applied in more contexts than (bus-
connect) itself. By using coordinate free functions, the function (abut2) can be simplified.
Now, the exact figure size is not a parameter and the cursor variable is used implicitly.

(defun abut3 (name nb)
(COND ( (< nb 0) nil)
(t (cursor-down-in-cell)
( COND ((make-instance name) (abut3 name (- nb 1)))

(t nil)))))

These two examples show the importance of the coordinate free functions. They allow
the user to design a fully technology independent generator. Generally, a technology file
is read by the generator. This file contains the definition of a few variables describing the
minimal width and spacing of routing layers.

3 A linear array generator

In this section, a linear array generator is described. In order to achieve a better aspect
ratio for the layout, the array is broken into several columns of processors.

3.1 Linear Array Topology

Before designing the generator itself, the first task is to define the topology of the structure
to be laid out. Every placement and routing problem must be planned in order to determine
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VDD

Figure 4: Linear array topology

a place and route strategy for the generator (layer selection, control versus data, power
routing, etc.).

In our example, the processor cell is generated automatically by a classical circuit
compiler under the following constraints: control signals run horizontally through cells in
metal 1 layer, such that a direct interconenction to the next column would be possible;
data signals run vertically across cells in metal 2 layer for vertical abutment. The generator
then considers a processor cell as a figure with connectors on each side: control connectors
on the sides and data connectors on the top and bottom.

The general topology is presented in figure 4. Processor cells are arrayed in columns,
but the last one can have fewer cells. The interconnections are laid out using two layers:
metal 2 layer is preferred for data signals whereas metal 1 for control signals. The routing
remains regular and does not require vias except for the global control distribution on the
left of the array.
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3.2 The generator

The generator skeleton consists of four main functions corresponding to the place and
route strategy:

(defun genarray (nbcell nbrow)

(celltiling nbcell nbrow) ; 1- processor cell tiling

(controldistribution) ; 2- control distribution through columns
(globalcontrol) ; 3- global control distribution to first and last columns
(datarouting)) ; 4- data signal routing between columns

The linear array generator uses only two parameters defining the aspect ratio of the
array: nbcell is the total number of processors, nbrow is the number of rows. In the next
paragraphs, these functions are detailed.

Processor cell tiling The (celltiling) function uses the (abut3) function presented in
section 2.3, to generate the different columns.

(defun celltiling (nbcell nbrow)
(COND ( (<0 (- nbeell nbrow)) ; test if last column
(abut3 “processor” nbcell))

(t (abut3 “processor” nbrow)

; last column generation

; column generation
go-up-column) ; cursor snaps to the column top
spacing-column 0 0) ; compute the column spacing
celltiling (- nbcell nbrow) nbrow)))); recursive call

TN TN TN N

The (go-up-column) function just snaps the current position to the top of the column.
It uses some coordinate free functions to ignore the exact size of the processor cell. The
(spacing-column) function computes recursively the number of data connectors and the
sum of their sizes, then snaps the current position to the top of the next new column.
The (connector-right) design function returns ¢ if there is a connector on the right, nil
otherwise.

; current position at the top left of a column
(defun spacing-column (nb size)
(COND ( (connector-right)
(spacing-column (+ nb 1) (4 size (connector-size))))
(t (cursor-right-in-cell)
(cursor-right (4 size (* nb spacing-cme2))))))
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These functions are independent of the processor cell size and connectors. They can be
applied with any processor cell meeting the original specifications.

Control distribution Processor cell constraint and tiling guarantee that a control
connector and its opposite on next column are on the same line and have the same size.
Control distribution is achieved by two functions: one to successively snap the cursor on
the each columns and a second to generate the horizontal wires.

; current position at the top of first column
(defun controldistribution ()
(COND ((cursor-to-right-cell) ; test if last column
(horizontal-wire) ; current column wiring
(controldistribution)) ; recursive call

(t nil)))

(defun horizontal-wire ()

(COND ((connector-down)

; test if last connector of the column

(current-mark) ; store the current position
(connector-nextside) ; take the connector size
(cursor-to-left-cell) ; current position to left column
(create-rect) ; create connection
(cursor-to-right-cell)  ; current position to right column
(horizontal-wire)) ; recursive call

(t (go-up-column)))) ; snap to the column top and return

Some control signals can be wider than others, for instance GND, VDD, etc. The
(connector-neatside) function takes the connector size into consideration allowing the crea-
tion of a wire with same width.

Global control connection: First, the generator creates a vertical line for each control
signal. GND and VDD lines are laid out by default. For the others, the connector names
are used. For each different signal, a single vertical line is produced and a graphic variable
is associated. This graphic variable has the same name as the connector. To avoid multiple
creations for the same signal name, the (vertical-wire) function tests a graphic variable to
see if a vertical line has already been created for that signal name.
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; current position at the top of first column
(defun vertical-wire ()
(COND ((connector-down)
(COND ((= “VDD” (connector-name)) (vertical-wire))
((= “GND” (connector-name)) (vertical-wire))
((exist-mark (connector-name)) (vertical-wire))
(t (create-vertical-wire (connector-name))
(vertical-wire))))

(t nil)))

Finally, the connections to vertical lines are created. Three different cases can happen:
a connection to the GND line is direct, a connection to the VDD line is direct but on
the right side, a connection to any other control signal needs vias to bypass. For sake of
simplicity, the (global-connection) function is not fully detailed:

; current position at the top of first column
(defun global-connection ()
(COND ((connector-down)
(COND ((= “VDD” (connector-name))
(right-direct-connection)
(global-connection))
((= “GND” (connector-name))
(left-direct-connection)
(global-connection))
(t (left-connection-with-via)
(global-connection))))
(t nil)

Data signal routing There are three different cases for data signal routing (see figure
4): from the design top left to the first column, between the columns, and from the last
column to the design bottom right. One specific function for each case is written. They are
all extensions of the (busconnect2) macro presented in section 2.3. This routing is done in
metal 2 layer, respecting minimal metal 2 spacing and the connector size.

Conclusion: By using coordinate free functions, a fully technology independent gene-
rator has been written. As long as the processor cell respects the connector placement
constraints, this generator can be applied with any processor cell. The first version of this
generator was written in a few hours. It takes less than 10 seconds for the generator to
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Figure 5: MADMACS interface

produce a design with 32 cells. So, the designer can try different nbrow values to find the
best aspect ratio.

Figure 5 shows the MADMACS interface. The graphics window displays a part of a
design produced by this linear array generator. Through the textual window the designer
can interact with the LISP interpreter.

4 Conclusion

In this paper, we have described a development environment in which to create designer
specific generators for the assembly of regular arrays. The system combines programming
and graphics facilities. On the one hand, the LiSP language gives the flexibility needed to
develop a designer specific generator with a particular place and route strategy. On the
other hand, the graphical front-end gives a high degree of interactivity. The macro com-
mand mechanism memorizes sequences of graphic editor commands and /or LisP functions.
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Saved in their LiSP form, macros are available as new design functions. Generalized by
addition of parameters and conditional generation instructions, these macros can be made
coordinate free and used in a generator. Indeed, it is a good method for capturing the de-
signer’s floor plan methodology. An important MADMACS feature is the size-independent
design functions. The designer can work in a logical way, produce symbolic layouts and
define fully technology independent generators.

This approach has several advantages. The ability to define size-independent functions
is particularly important: the designer can define libraries of design functions, and use
them to create new generators with less effort. A generator can be executed in a few
seconds, so the designer can try different parameter values to produce the best design
aspect ratio.
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