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Abstract: A polyhedron is any set that can be obtained from the open halfspaces
by a finite number of set complement and set intersection operations. We give an
efficient and complete algorithm for intersecting two three—dimensional polyhedra,
one of which is convex. The algorithm is efficient in the sense that its running time
is bounded by the size of the inputs plus the size of the output times a logarithmic
factor. The algorithm is complete in the sense that it can handle all inputs and
requires no general position assumption. We also describe a novel data structure that
can represent all three-dimensional polyhedra (the set of polyhedra representable
by all previous data structures is not closed under the basic boolean operations).
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Un algorithme complet et efficace pour l'intersection
d’un polyeédre général avec un polyedre convexe

Résumé : Un polyedre est tout ensemble qui peut étre obtenu a partir de demi-
espaces par un nombre fini d’opérations de complément et d’intersection. Nous pro-
posons ici un algorithme complet et efficace pour construire ’intersection de deux
polyedres dans ’espace tridimensionel dont 'un est convexe. L’algorithme est effi-
cace car son temps de calcul est, a un facteur logarithmique pres, borné par la taille
des entrées plus la taille de la sortie. L’algorithme est complet dans le sens qu’il peut
traiter toutes les entrées sans aucune hypothese de position générale. De plus, nous
décrivons une nouvelle structure de données susceptible de représenter tout polyedre
dans l'espace ( toutes les structures utilisées précédemment représentent seulement
des ensembles de polyedres qui ne sont pas stables pour les opérations booléennes

de base ).

Mots-clé : Geométrie algorithmique, modélisation de solides, structures de don-
nées, intersection de polyedres.
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Figure 1: Examples of general polyhedra; the second polyhedron from the right is a
cube with a hole whose frontside is closed by a plane.

1 Introduction

A polyhedron is any subset of three—dimensional Euclidean space that can be obtai-
ned from the open halfspaces by a finite number of set complement and set intersec-
tion operations. Figure 1 shows some polyhedra. We give an algorithm to compute
the intersection of a polyhedron P with a convex polyhedron C'. The algorithm runs
in time O((|P|+ |C|+ | PN C|)log(|P|+ |C|+ |PNC])) where | | denotes the size of
a polyhedron. The algorithm works for all inputs and not only for inputs in general
position. The only previous algorithm with similar efficiency of Mehlhorn and Simon
[MS85] applied only to regular! polyhedra in general position, i.e., a face of P and a
face of C' may intersect only if the sum of their affine hulls is the entire space. The
intersection of two regular polyhedra in general position is again regular.

The standard data structures for three-dimensional polyhedra, e.g. the quad—
edge—structure of [GS85, EM85], the doubly—connected—edge-list of [MP78, PS85],
and the half-edge—structure of [Man88], cannot represent all polyhedra. This implies
that the class of representable (in any one of these data structures) polyhedra is not
closed under the basic boolean operations intersection, union, and complement. For
instance, Figure 2 shows that the intersection of two regular polyhedra can actually
be non-regular. Given these facts we are facing a crucial decision. We can either stick
to the standard representations and redefine the basic boolean operations (by adding
a regularization step which is the traditional remedy, cf. [Req80, Man88, Hof89]), or
stick to the standard definitions of the basic operations and give up the standard
representation. We believe that the second alternative is cleaner. Besides, the so-
lids shown in Figure 1 look perfectly reasonable. We introduce a new data structure
(called the local-graphs—data-structure) that can represent all three-dimensional po-
lyhedra. Our data structure is based on the fundamental work of Nef [Nef78] (see also
[BN88]) who studied the mathematical properties of polyhedra. The data structure
stores a polyhedron as a collection of faces (vertices, edges, and facets); each face
is described as the set of points comprising the face and its local graph. The local
graph is a planar graph embedded into a sphere that captures the local properties

L All mathematical terms and notations are summarized in the appendix A.
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Figure 2: The intersection of two regular polyhedra is not regular

of the polyhedron in the neighborhood of the face. The details are given in section
2.

Apart from the algorithm given by Mehlhorn Simon [MS85] mentioned above,
all efficient algorithm for intersecting two polyhedra in space apply only to convex
polyhedra. The first efficient algorithm for solving this problem was given by Muller
and Preparata [MP78]. This algorithm takes, for two convex polyhedra C; and Cj,
time O((|C1|+|C2]) log(|C1]|+|C2|)). Alternative algorithms were proposed by Hertel
et al. [HMMN84] and by Dobkin and Kirkpatrick [DK83]. The former is based on the
space sweep technique and the latter uses the hierarchical representation of convex
polyhedra. Recently, Chazelle [Cha92] presented an algorithm for constructing the
intersection of two convex polyhedra in linear time O(|C1| 4+ |C3|). In section 3, we
describe a complete algorithm for intersecting a general polyhedron P with a convex
polyhedron C' with running time O((|P|+ |C|+ |P N C|)log(|P| + |C| + |P N C|)).
This algorithm first computes the intersections of all faces of P and all faces of C'
and then builds the local-graphs—data—structure for P N C'. We employ different
strategies for intersecting faces depending on the dimension of the faces involved
and use for the convex polyhedron also its hierarchical representation.

In [DMY93] we outlined an intersection algorithm based on the symbolic pertur-
bation technique introduced by Edelsbrunner and Miicke [EM90]. We believe that
the algorithm presented here is simpler. In the other algorithm, we first perturb the
convex polyhedron C' by moving its facets outwards by infinitesimal amounts. This
brings the two polyhedra into general position. We then apply an extension of the in-
tersection algorithm of Mehlhorn and Simon [MS85] to P and the perturbation C'(¢)
of C. Finally, we let ¢ go to zero and obtain PN C from PN C(e). The limit process
is mathematically and algorithmically quite involved and so the overall algorithm
is more complex than the algorithm presented here. However, if the exact output is
not needed and P N C(e) suffices then the other algorithm is to be preferred.

The paper is organized as follows. In Section 2 we introduce a data structure for
representing polyhedra. The intersection algorithm is described in Section 3.



An Efficient Algorithm for Intersecting a General and a Convex Polyhedron 3

2 The Local-Graphs—Data—Structure
We start with a brief review of Nef’s theory of polyhedra [Nef78, BN&S|.

Definition 2.1 [Nef78] A polyhedron in IR? is a set P C IR? generated from a finite
number of open halfspaces by set complement and set intersection operations.

Figure 1 shows some polyhedra. A face of a polyhedron is a maximal set of points
which have the same local view of the polyhedron. The exact definition requires the
concept of the local pyramid of a point.

Definition 2.2 A set K C IR? is called a cone with apex 0, if K = RTK and a
cone with apex z, * € R®, if K = 2 + RY(K — z). Thus, for a cone K with apex
z, (K — z) is a cone with apex 0. A cone is polyhedral if it is a polyhedron. A set
Q C IR? is called a pyramid with apex z, if it is a a polyhedral cone with apex z.

Note that IRt does not include zero and thus a cone K with apex z may or may
not include z. Furthermore, a cone can have more than one apex and the set of all
apices of a cone is a flat.

Definition 2.3 [Nef78] Let P C IR® be a polyhedron and z € IR®. There is a
neighborhood Up(z) of z such that the cone @ := = + RT((P N U(z)) — z) is the
same for all neighborhoods U(z) C Up(z). The cone @ is called the local pyramid of
the polyhedron P in the point z and is denoted Pyrp(z).

Indeed, the cone @ is a polyhedron and thus a pyramid with apex z. It describes
the local characteristics of the polyhedron in the neighborhood of the point z.

Definition 2.4 [Nef78] Let P C IR® be a polyhedron. A face s of P is a maximal
(with respect to set inclusion) non-empty subset of IR? such that all of its points
have the same local pyramid @, i.e., s = {z € R?|Pyrp(z) = Q}. Q is called the
pyramid associated with the face and is denoted Pyrp(s) or simply Pyr(s). The
dimension of s is the dimension of the linear subspace of all apices of Q.

A face sq is incident to a face sy if s1 C clos(sz). As usual we call a 0-dimensional
face a vertex, a 1-dimensional face an edge, and a 2-dimensional face a facet. A face
of dimension two or less is called low-dimensional. In Figure 3 an example in IR? is
given: the polyhedron has one vertex v, two edges e; and e3, and two 2-dimensional
faces f and int(cpl(f)). We now list some basic properties of faces.

Fact 2.1 [Nef78]
a) All faces of a polyhedron are polyhedra.

b) The linear subspace of all apices of the pyramid associated with a face is the

afline hull of the face.

c¢) Faces are relatively open sets.
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Figure 3: Example in IR%: the edge e; belongs to the polyhedron and e; does not.

d) z € Pyrp(z) iff z € P.

e) A polyhedron P has at most two 3-dimensional faces, namely int(P) = {z €
IR?|Pyrp(z) = IR} and ext(P) = {z € R*|Pyrp(z) = 0}. The boundary hd P =
{z; 0 # PN U # U for every neighborhood U of z} is equal to the union of the
low—dimensional faces.

f) Let s be a face of the polyhedron P and let t be a face of s. Then t is the union
of some faces of P (cf. Figure 3 for an illustration: the face f has one edge e that
is the union of faces ey, v, and e3.)

g) A face of P is either a subset of P or disjoint from P.

A polyhedron may have an arbitrary number of edges with the same affine hull
but can have at most six facets with the same affine hull (since the local pyramid
of a facet is either an open or a closed halfspace or a plane or the complement of a
plane). A face is not necessarily connected nor bounded and a polyhedron does not
necessarily have faces of all dimensions. We are now ready to define the (abstract)
representation of a polyhedron. We will later develop a concrete data structure for
it.

Definition 2.5 For a polyhedron P let rep(P) be the set {(s, Pyrp(s)); s is a
low—dimensional face of P}.

Every polyhedron different from the full space and the empty set has a low—dimensional
face.

Lemma 2.2 Let P and R be distinct polyhedra. Then rep(P) # rep(R) or{P, R} =
{0, R?}.

Proof: Let P and R be distinct polyhedra. We may assume w.l.o.g. that P\ R # 0.
If P = IR® then there is nothing to show. Otherwise, let  and y be points with
z € P\ R and y ¢ P. Let z be the first point on the ray from z to y that belongs
to the boundary of either P or R. We claim that Pyrp(z) # Pyrg(z). If « # z this
follows from the observation that the open line segment with endpoints z and z is

contained in P and is disjoint from R, and if # = z this follows from = € P\ R.
Also, z belongs to a low—dimensional face of either P or R. Thus rep(P) # rep(R).
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We propose to store a polyhedron as the collection of its low—dimensional faces
together with their local pyramids. So we need data structures for local pyramids
and faces.

Let Pyrp(z) be the local pyramid of point & and let S(z) be a sphere with
center z. The intersection of S(z) with Pyrp(z) is a planar graph embedded into
S(z) that we denote Gp(z). The nodes, arcs, and regions of this graph? correspond
to the edges, facets, and three-dimensional faces of Pyrp(z) respectively. The graph
G'p(z) may consist of a single arc and no node. In this case we call this unique arc
a selfloop. For each feature (=node, arc, or region) f of the graph we have a label
inP(f) indicating whether the feature is contained in Pyrp(z). We also have such
a label for the point . We call Gp(z) together with these labels the local graph of
z and also use Gp(z) to denote it. The following lemmata characterize local graphs
and give a criterion to determine the dimension of the face containing its center.
We use the phrase to classify  to mean to determine the dimension of the face
containing x.

Lemma 2.3 The following properties hold for every local graph.

a) Every arc of G is part of a great circle.
b) For every arc a of G there is a region r incident to a with inP(a) # inP(r).

¢) For every node v of G there is an arc or region f incident to v with inP(v) #

inP(f).

d) For every node v of G of degree 2 with two cocircular arcs a; and ay incident to
it the three labels inP(ay), inP(v), and inP(az) are not identical.

Moreover, any graph G' (embedded into a sphere) satisfying properties a) to d) above
is the local graph G p(z) for some polyhedron P and some point x.

Proof: a) Each arc correspond to a facet of Pyrp(z). The affine hull of this facet
is a hyperplane passing through z. The intersection of this hyperplane with S(z)
is a great circle.

b) If for all regions r incident to an arc a the label inP(a) equals inP(r), then the
pyramid of the points on a with respect to Pyrp(z) is either ¢ or IR®. This is a
contradiction since these points belong to a facet.

¢) Asin b).

d) If the label inP(aq), inP(v), and inP(ay) are identical then v and all points on al
and a2 have the same pyramid although they belong to different faces. This is a
contradiction that faces are maximal subsets of points having the same pyramid.

Let z be the center of the sphere and P the cone with apex x intersecting the sphere
along G. According to properties a) to d) P is a polyhedron, and the local graph for
P and z is G.

?We reserve the words vertex, edge, and facet for polyhedra.
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Lemma 2.4 Let G be the local graph of some point x with respect to some poly-
hedron P.

a) The point z belongs to a 3-dimensional face of P iff G has no nodes and no arcs
and the unique region of G has the same label as x.

b) It belongs to a facet of P iff G consists of a single selfloop that, in addition, has
the same label as z.

¢) It belongs to an edge of P iff G has exactly two nodes and these nodes are
antipodal and have the same label as x (there can also be an arbitrary number
of arcs connecting the two nodes).

d) In all other cases, x is a vertex of P.

Proof: a) According to the definition the point z belongs to a 3-dimensional face
of P iff Pyrp(z) = @ or Pyrp(z) = R®. Thus G has no nodes and no arcs and
the unique region of G has the same label as x.

b) The point z belongs to a facet of P iff the set of apices of Pyrp(z)is a hyperplane
passing through z. Thus G is selfloop that has the same label as z.

¢) The point z belongs to an edge of P iff the set of apices of Pyrp(z) is a line
passing through z. Thus G has exactly two nodes and these nodes are antipodal.

d) Since the local graph is the intersection of a sphere with center « with Pyrp(z),

the only possibility left is that z is a vertex of P.

We now complete the description of the local-graphs—data—structure. A vertex
is represented by its coordinates and its local graph. An edge is represented by the
equation of its affine hull, an ordered sequence of open line segments comprising
the points belonging to the edge®, and the local graph of the edge. The endpoints
of these line segments are the O—dimensional faces of the edge. They correspond to
vertices of P.

A facet is represented by the equation of its affine hull, the set of points belonging
to the facet, its local graph, and its set of vertices and edges*. The set of points of
the facet is stored as a straight-line planar graph. For each region of this planar
graph there is a label indicating whether the region belongs to the facet or not. The
vertices (0—dimensional faces) of a facet are precisely the nodes of this planar graph.
The edges (1-dimensional faces) of a facet partition the arcs of the planar graph.
If two arcs belong to the same edge of the facet then the arcs are collinear (the
converse is not true). We associate with each arc the edge containing it and with
each edge (of the facet) the ordered sequence of arcs contained in the edge.

*Remember that faces are not necessarily connected.
*Keep in mind that according to Fact 2.1.d) an edge of a facet is the union of some edges and
vertices of P.
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We also store cross links between the different occurrences of the same object.
For example, with every edge e of a facet f we associate the set of edges and vertices
of P comprising e. If € is an edge or vertex of P contributing to e then there is
a cross pointer between the item representing € in the set associated to e and the
at most two arcs corresponding to f in the local graph G p(€). Similarly, there is a
cross pointer between every node z of a local graph Gp(v) for a vertex v of P and
the edge segment corresponding to that node, ....

The size of a polyhedron P is defined as the size of its local-graphs—data—
structure and is denoted | P|. It is proportional to the number of incidences between
the faces of P.

Definition 2.6 A convez polyhedron in IR® is a non-empty intersection of a finite
number of open or closed halfspaces.

It follows that a convex polyhedron is not necessarily closed. For convex polyhe-
dra we also use the hierarchical representationintroduced by Dobkin and Kirkpatrick
[DKS&3]. An hierarchical representation of a convex polyhedron C'is a nested sequence
Co CCy C...C Cy of convex polyhedra, with (i) Cy is a tetrahedron and C is the
polyhedron C and (ii) the set of vertices V; of C; is obtained from V;y; by removing
a subset I; ;1 of pairwise non adjacent vertices of C;;1. We can find a set |I;11] of at
least |V;41|/7 pairwise non adjacent vertices of degree at most 12, by considering the
vertices of V41 in order of non-decreasing degree as shown in [Ede87]. The element
C'; of the sequence is formed from C;y; by removing the subset I;1; and forming
the convex hull of the remaining vertices. This computation requires linear time and
gives a representation of C' of linear space. The hierarchical representation supports
intersection queries with lines and planes in logarithmic time. An intersection query
with a line returns the intersection (a line segment) and an intersection query with
a plane returns an arbitrary point of the boundary of the intersection (if any). If
the plane intersects the polyhedron in a vertex, edge, or facet then this fact is also
reported.

3 The Intersection Algorithm

We show how to compute P N C', where P is an arbitrary polyhedron and C is a
convex polyhedron, in time O((|P| + |C| + |P 0 C|)log(|P| + |C|+ |P N C])). We
refer to this bound as our target time and use N to denote |P|+ |C|+ [P N C], i.e.,
the combined input and output size. Our algorithm is based on the following fact.

Fact 3.1 [Nef78] Let P and C' be polyhedra. Then every face of PN C' is the union
of intersections of faces of P and C'.

If one of the polyhedra is convex then a slightly stronger property holds (cf. Figure 4).

Lemma 3.2 Let P be a polyhedron and let C' be a convex polyhedron. Then every
face of P N C' is the intersection of one face of C' with the union of some faces of P.
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Figure 4: llustration of Lemma 3.2: the facet f of P N C is the union of the inter-
section of a facet of C' with int(P), an edge of P and two vertices of P

We use different strategies for intersecting faces depending on the dimension of
the faces. In sections 3.2 to 3.4 we discuss how to intersect the vertices, edges, and
facets of P with the faces (of all dimensions) of C'. All three sections rely on a
subroutine to intersect two local graphs that we introduce in section 3.1. In section
3.5 we show how to intersect the full-dimensional faces of P with the faces (of all
dimensions) of C' and finally in section 3.6 the information gained previously is put
together to construct the local-graphs—data—structure for PN C'.

3.1 Intersecting Two Local Pyramids

We show how to compute Gpnc(z) from Gp(z) and Ge(z) for a point z and how to
classify z with respect to PNC in time O((|Gp(z)|+|Gc(z)|)log(|Gp(z)|+|Ge(2)])).
First sweep a plane through the sphere centered at z and intersect the two graphs
Gp(z) and Go(z). Let G(z) be the resulting graph. We also compute the label
inP for each feature of G(z) and for z. Since G¢(z) is either trivial (if z is not
a vertex of (') or corresponds to a convex cone, any arc of Gp(z) can intersect
at most two arcs of Gg(z). Thus |G(z)| = O(|Gp(z)| + |Ge(z)|) and hence G(z)
can be computed within the time bound stated above. An alternative strategy for
computing G(z) is to intersect any pair of features of the two local graphs. This
takes time O(|Gp(z)|-|Gc(x)]) and is to be preferred if one of the two local graphs
has constant size.

The graph G(z) determines the local pyramid of = with respect to P N C but
it may contain spurious features, i.e., features violating one of the conditions (b) to
(d) of Lemma 2.3. Simply remove all these features (ensure condition (b) first, then
(c) and finally (d)) and obtain Gpnc(z). Lemma 2.4 can then be used to classify
the point z. Simplification and classification take time O(|G(z)]).

3.2 Vertices

Let v be a vertex of P. Locate v with respect to C in time O(log|C|). This de-
cides whether v belongs to C' and determines the local graph G¢(v). Next compute
Gpnc(v) as described in section 3.1 and classify v.
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All of this takes time O(|Gp(v)| + log|C|) except if v is also a vertex of C' in
which case it takes time O((|Gp(v)| + |Gc(v)]) - log N). Since a vertex of C' can
coincide with at most one vertex of P, summation over all vertices of P shows that
this step stays within the target time.

3.3 Edges

Let e be an edge of P. First intersect aff(e) with C' in time O(log|C|) and obtain
either an empty intersection or a line segment o (v = v is possible) contained in
aff (e). Intersect wv with e and obtain a number of subsegments of wo. All endpoints
of these subsegments except maybe « and v are vertices of P and hence were already
treated in section 3.2. Next determine the local graphs Geo(u), Go(v), and Ge(z)
where z is an arbitrary point between u and v°, and from this and the local graph
of e compute Gpnc(u), Gpac(v), and Gpac(z).

The computation of the local graphs takes time O(|Gp(e)|) except if either u or
v is a vertex of either P or C'. The vertices of P were already accounted for in section
3.2. For vertices u (or v) of C' that are not also vertices of P the time required is
O((|Gp(e)| + |Ge(u)|) -log(|Gp(e)| + |Ge(u)])). Since any vertex of C' can lie on at
most one edge of P (recall that edges are relatively open sets) we conclude that the
total cost of treating the edges of P is within our target.

3.4 Facets

Let f be a facet of P. It is given as a polygonal subset of aff(f) and by its local
graph G'p(f). Our goal is to intersect f with all faces of C.

There is a simple but inefficient way to do so. Aff(f) intersects C' in a convex
polygonal region whose relative interior we call R. We could explicitly compute R,
then use plane sweep to intersect f and R, and finally compute the local graphs
of all features of the intersection by the method of section 3.1. Unfortunately, this
approach exceeds our target time (see Figure 5 for an example).

We now describe an alternative approach that only looks at those parts of R
that actually contribute to the output. First test first aff (f) and C for intersection
and determine an arbitrary point z of R (if any). This has cost O(log |C|) per facet
of P and hence total cost O(|P|-log N). If R is empty then we are done. Assume
from now on that R is non-empty. Depending on the dimension of R we proceed
differently.

Case 1: R is a vertex of C', say v. In this case, determine whether v belongs to
[ in time O(|f|). If v € f then compute G'prc(v) and classify v in time O(G¢(v)):
either v € ext(P NC) or vis a vertex of P N C. Since any vertex of C' can lie in at
most one facet of P the total cost of this case is O(|C|).

Case 2: R is an edge of C', say e. We can compute eN f as follows. Sort intersection
points of e with bd f. This divides the edge into subsegments. The endpoints of these
subsegments except maybe e’s endpoints are vertices of P or the intersection with
edges of P. The number of subsegments is O(]|f]). The total cost of computing all

5Gc(z) does not depend on the choice of z.
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Figure 5: C' is a polygonal cylinder with n facets and P consists of m disjoint
rectangles contained in parallel planes orthogonal to the axis of C'. Then the naive
approach takes time Q(m - n) although P and C are disjoint.

the eN f’s is therefore O(| P|log N'). We next compute the local graphs of all points
in the point set eN f and on its boundary. Consider first a point 2 € en f. The local
graph Gpnc(z) does not depend on z and can be computed from Gp(f) and G(e)
in constant time (since Gp(f) and G¢(e) both have constant size). Thus, the local
graphs of all the e N f’s can be computed in time O(|P|). Consider next a point
in the boundary of en f. If x is either a vertex of P or belongs to an edge of P then
Gpnc(z) is already known. Otherwise, z is also a vertex of C' and G'pnc(z) can be
computed from G¢(z) in time O(|G¢(z)|). Since every vertex of C' is contained in
at most one facet of P, the total cost for computing the local graphs of boundary

points is O(|C|).

Case 3: R is a facet of C, say g. The boundary of f consists of one or more
polygons (not necessarily simple). The information gained in the previous sections
permits to classify these polygons into three classes: those that intersect bd g, those
that are contained in bd g, and those that either contain bd ¢ or are disjoint from
bd g and do not contain it. The last class can be split by locating an arbitrary point
of g, e.g., the point z determined above, with respect to each polygon in the class.
The classification process takes time O(log |C| + | f]) for the facet f and hence total
time O(|P|logN).

We are now in a position to compute s = f N g. Note that all intersections
between bd f and g are known at this point, and if bd g does not intersect bd f it
is also known whether bd g contributes to bd s at all. Sort for each edge of g (that
is intersected at least once) its intersection points with bd f (this divides the edge
into segments) in time O((|f|+|s|) -log(| f| + |s|)). Then explore bd s starting at the
intersection points between bd f and bd g in time linear to the size of s. Since the
facet g is contained in aff(f) for at most six facets f of P and |s| = O(|f] + |9])7,
the total cost of computing all the s’s is O((|P| + |C]) - log N).

®Note that g C aff (f) N aff (s') implies aff (f) = aff(s').

since g¢ is convex
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At this point we have computed the point set s. We next compute the local
graphs of all points in this set and on its boundary. Consider first a point z € s. The
local graph Gpnc(z) does not depend on z and can be computed from Gp(f) and
Gc(g) (since Gp(f) and G (g) both have constant size). The computation of the
local graphs of all the s’s takes time O(|P|). Consider next a point z in the boundary
of s. If z is either a vertex of P or belongs to an edge of P then Gpnc(z) is already
known. Otherwise, 2 € fN bd g and Gpnc(z) can be computed from Ge(z) in time
O(|G¢(z)|). For the computation of the local graphs of the boundary points observe
first that 2 € f N bd g implies that x is either a vertex of C' or belongs to an edge of
C'. For the vertices we argue as in the previous paragraph. For a point z on an edge
of C the local graph Gpnc(z) can be computed in constant time and hence time
O(|s|) suffices for all edges of C' contributing to the boundary of s. The total cost
computing the local graphs of boundary points is therefore O(|P| 4 |C|).

Cuase 4: R is a cross section of C'. The classification of the polygons that contribute
to the boundary of f is the same as in Case 3. To compute s = f N R we use the
procedure described in Case 3. The exploration of bd s is, however, different since
we have no explicit representation of R. During the exploration we assume that bd C
is triangulated which can be done in time O(|C]). Now, explore bd s starting at the
intersection points between bd f and bd R as follows. Let x be such an intersection
point. We want to construct the at most two edges of f N bd R incident to z. We
use the information of the local pyramid Gpnc(z) (which is already known) to get
the directions of edges f N bd R incident to 2 in constant time and from this the
vertices adjacent to z. As we go we may encounter vertices that are not yet known,
i.e. O-dimensional intersections of f N bd R. Finding the incident edges for such a
vertex y takes in total at most O(|G¢(y)|) time. Note that only those parts of bd R
are inspected that actually contribute to bd s. Furthermore, since R is a convex
polygon, we visit a vertex of f N bd R at most twice.

The local pyramids of s and bd s are computed as in Case 3. We still need to
argue that we stay within our target time. If R is a cross section of C' then all edges
and vertices of bd s are also edges and vertices of PN C'. The total cost of computing
all the s’s and their local graphs is therefore O((|P| + |C| + [P N C|) -log N). For
the local graphs of the boundary points € f N bd R observe that Gpnc(z) can be
computed in constant time if z is not a vertex of C' and in time O(|G¢(z)])if z is a
vertex of (', and that any vertex of C' can be contained in at most one facet of P. The
total cost of computing local graphs of boundary points is thus O(|P|+|C|+|PNC]).

3.5 Full-dimensional Faces

We show how to compute the intersections between int( P) (the other three-dimensional
face of P is not important) and the faces of C'. We already know bd P N bd C (and
bd P Nint C') at this point and also the local graph for each point in bd P N bd C.
Superimpose bd PN bd C on bd C' and obtain a planar graph embedded into the
boundary of C'. A traversal of the graph yields all points in int PN bd C'. The local
graphs of the points in int P N bd C' are just their local graphs with respect to C'.
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3.6 Putting It All Together

At this point we have computed all intersection between faces of P and C involving
at least one low—dimensional face and hence know bd(PNC'). We also know the local
graphs of all points on the boundary. We now have to build the low—dimensional
faces of PNC'. According to Lemma 3.2 each face of PNC is the union of intersections
of faces of P and faces of C'. We still have to perform the unions.

Let us consider the vertices first. For some vertices of P it may be the case that
the new local graph indicates that the vertex now belongs to an edge or facet. If
the vertex now belongs to an edge we join the two edge segments incident to the
vertex®. If the vertex now belongs to a facet then we remove it from the description
of the facet.

Consider the edges next. Edges that become part of a facet are removed from the
description of the facet. We also have to determine whether several edges have to be
merged into one?. Describe each edge by its affine hull and by a suitable encoding
of its local graph (e.g., a list consisting of the arcs and the regions) and determine
all edges with the same description (e.g., by building a trie [Meh84, section IIL.1.1]
for the descriptions). The nodes of this trie are dictionaries and therefore it takes
time O(llog N) to insert a description of length [ into the trie). Then unite all edges
with the same description.

Finally, consider the facets. Determine all facets with the same affine hull and
the same local graph (use a dictionary) and unite these facets (e.g., by sweeping
them).

The local-graphs—data—structure of P N is now available. The assembly phase
stays within our target time since it essentially boils down to a constant number of
dictionary operations for each feature of P, C', and PN C.

8These segments may belong to the same edge or to different edges.
®These edges do not necessarily share an endpoint.
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A Appendix

Let M a subset of IRY. We will denote the complement of M by ¢pl(M).

Definition A.1 The affine hull af(M) of M is the intersection of all flats N C IR, which
contain M. The closure clos(M) of M is the intersection of all closed supersets of M. The
interior int(M) of M is the union of all open subsets of M. The ezterior ext(M) of M is
defined as int(cpl(M)). The relative interior rel int(M) of a point set M is the union of all
relatively open subsets of M, i.e., open with respect to the affine hull of M.

Definition A.2 M is regular, if M = clos(int(M)) and if for each element « € M, there is
a neighborhood U of  in IR such that int(U N M) and ext(U N M) are connected.

In other words, a set M in IR? is regular, if M is closed, does not contain dangling or
isolated parts of dimension < d, and the interior and the exterior of M are connected in a
neighborhood of each element of M.
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