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Abstract: We consider feedforward neural networks such as multi-layer perceptrons
as non-orthogonal bases in a function space. The basis functions of that base are the
functions computed by the neurons of the hidden layer. Projection Learning consists
in shifting the base in such a way that the distance between a function to be approx-
imated and its projection onto the manifold spanned by the base is minimized. That
projection is the approximation by the network. The basis functions to be used are
arbitrary, except that they must be differentiable in some sense with regards to their
parameters/weights.

We present the paradigm and learning rule using multi-layer perceptrons and bases of
multivariate Gaussians, discuss some other potential applications, and present alterna-
tives ways to compute the projection.

The resulting networks display graceful degradation, integrate gracefully further neu-
rons/basis functions for an improved approximation, and adapt dynamically to changes
in the environment.

Key-words: Tensor theory, projection operators, metric tensors, multi-variate gaus-
sians, multi-layer perceptrons
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Les réseaux neuromimétiques en tant que bases
dynamiques dans I’espace des fonctions

Résumé : Nous considérons des réseaux neuromimétiques a propagation directe tels
que les perceptrons multi-couches comme des bases non-orthogonales dans un espace
de fonctions. Les fonctions qui composent cette base sont celles calculées par les neu-
rones de la couche cachée. L’ Apprentissage par Projection consiste a ajuster la base
de telle facon que la distance entre la fonction a approximer et sa projection sur la
variété engendrée par la base est minimale. Cette projection est I'approximation par
le réseau. Les fonctions de base utilisables sont arbitraires, sauf qu’elles doivent étre
différentiables d’une maniére ou d’une autre par rapport a leurs parametres/poids.
Nous présentons ’application du paradigme et de la regle d’apprentissage a des percep-
trons multi-couches et des bases de gaussiennes multi-variantes, discutons de quelques
autres applications potentielles, et présentons différentes alternatives pour le calcul de
la projection.

Les réseaux se montrent robustes a la dégradation, integrent d’une maniere flexible
des neurones/fonctions de base supplémentaires, et s’adaptent dynamiquement a leur
environnement.

Mots-clé : théorie des tenseurs, opérateurs de projection, tenseurs métriques, gaus-
siennes multi-variantes, perceptrons multi-couches
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1 Introduction to Function Spaces

For our needs it is not necessary to delve too deep in the intricacies of function spaces,
since we are only considering finite-dimensional spaces. Consider the figure 1: We
have a neural network with one input neuron, two hidden neurons, and one output
neuron. Note that the functions computed by the hidden-layer neurons, called basis
functions, are arbitrary, as long as they are differentiable in some sense wrt their
parameters/weights: We can thus assume gaussians, sigmoids of weighted sums, etc.
as basis functions. The functions do not need to be inversible, as e.g. Least-Squares-
Backpropagation and other learning algorithms [5] [6] require them to be. We refer
also to [29], pg. 209 ff., for an alternative description of the general problem.

Let us assume, for the sake of illustration, that we have only three samples for our
approximation (cf. fig 2): We can thus represent these three values of the function, as
well as the basis function values for these three input values, as vectors in a three-
dimensional space (cf fig. 3), a function space. These basis functions will span a sub-
manifold in that space, and the function to be approximated can be projected unto
that submanifold. Qur aim in learning will thus be to approach that submanifold as
much as possible to the function/vector to be approximated, so that the projection A
of the function F'is as close to the function F' itself as possible. If the network has then
learned and generalized well, the approximated function will be close to the function
itself also in other dimensions/for other inputs not in the training set.

2 Function Approximation via Non-orthogonal Bases

In a formal way, let F thus be a function to be approximated, from R™ to R, a vector
in a function space H". We want to approximate that function by another function
A(7) which belongs to a submanifold of H", and which is the projection of F unto that
submanifold. Let B(y) be the base of elementary functions g, of H" spanning that
submanifold, and let B(y) be parametrized by a parameter vector v, v € R?,p < n,
R? thus a parameter space. A(y) will be the best approximation A(~:) to F if the
distance between them in H” is minimal:

D(F, A(vopt)) = min(D(F, A(7))) (1)
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where D can be a distance such as the classical L?, or another norm, as will be discussed
below.

Note that that is exactly the task which a neural network such as a Radial Basis
Function network [41] or Multi-layer perceptron [43] has to solve via learning: F
is given by examples only, and within the class of functions which a network can
represent, we look for the one closest to F. Such a multiple-layer neural network can
be seen as an implementation of the algorithm above: Each hidden-layer node of the
Multi-layer perceptron, is assigned an elementary function, with which to process the
input; these functions span a submanifold of function space, and every function of that
submanifold can be learned perfectly by the network, others only to a specific degree
of approximation. Learning in such a network is the minimization of D; it is done by
rotating and shifting the submanifold spanned by B(7) in such a way that it is as close
as possible to F through a suitable modification of the parameters v (Ref. fig. 3). It
is sufficient to consider the submanifold of function space spanned by the dimensions
of the input examples for the computation; the network will then generalize to the
dimensions in between, if the examples have been chosen in an appropriate manner.
Note that the problem, seen from the viewpoint of numerical mathematics !, can be
seen as a problem belonging to the class of separable nonlinear least-squares problems *
and it might be fruitful to compare our approch to solutions found there [22] [26] [17].
Furthermore, in contrast e.g. to Poggio et al. [41], we do not need to assume the
existence of stabilizers in our cost function to ensure generalization for our solution, if
the basis functions are smooth enough, as e.g. perceptrons with sigmoidal activation
functions are. Expressing D as an energy functional of v, and differentiating it w.r.t.
v, we obtain a set of differential equations for the modification of ~:

d oD
5 2)
dt oy

Here we implement gradient descent directly. Obviously, conjugate gradient, or other

methods, are equally suitable. By our experience, however, gradient descent imple-
mented with Runge-Kutta, or via Euler, seems to be the most robust method. If D,

'Konrad Weigl is very grateful to Warren S. Sarle, SAS Institute Inc. Cary, NC 27513, USA, for
pointing out the relationship to nonlinear least squares and providing us with the pointers to these
articles.

2Except for the extension to a non-linear output neuron, which we can have optionally, see section
“Other Metrics for Functional Spaces”
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expressed as an energy, is not convex, other suitable methods such as Graduated Non-
Convexity, Simulated resp. Mean-Field Annealing or other methods would have to be
used.

In order to compute % above, we need to compute A(y) as a function of . We

have:
Aly) =32 Algu(,7) (3)
L =z
where the A*, scalars, are the expansion coefficients of F in the base B(~y). We will
insert the index + from now on in the notation only where needed for comprehension.
Since we already know the dependence of ¢, on «, we need to compute only the A* and
their dependence on «y. In order to do this, we can use for example the metric tensor
of the base; further below we shall show other possibilities:

The so-called metric tensor of a base B(v) of functions g, (cf. fig. 4) is a square matrix
defined by the computation of its components g, :

G =< Gu, v >= Zz‘ gu(x)gV(I) (4)

where the <, > operator denotes the scalar product, computed over the input examples
x, and obviously all of these variables depend on the parameter vector v. Commutativity
of <,> implies symmetry of g,,. Inversion results in the contravariant metric tensor
g*, allowing us to compute the normalprojection A(y) of any function F unto the
subspace spanned by B(7):

Aly) = ., A (5)

with A, =< ¢,, F' > the so-called covariant components and A* = g"” A, the contrava-
riant components. The base g = 3~ , g*"g, is called the contravariant or biorthogonal
basis (See fig. 5), They are also known as dual [16], adjoint or reciprocal bases in li-
terature [13]. Such bases are well-known, e.g. in the domain of Wavelet research, see
e.g. Daubechies [9]. Daubechies uses the concept of frames to express the idea of an
overcomplete, but still inversible base for a given space, i.e. too many basis vectors for
the dimension of the space given. Researchers have also used these wavelet-frames to
construct Neural Networks by other approaches than ours [35].

Note that, as we can see in fig. 4, these contravariant components A* are the weights
on the connection between the hidden layer nodes and the outputlayer, respectively
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the radial-basis-functions and the output layer. We thus do not have to compute these
weights separately; rather, they are a direct result of the computation of the projection.

Figure 6 shows one iteration of the process (Refer below to subsection: The Al-
gorithm Step by Step): Computation of covariant components and covariant metric
tensor, inversion of the latter to obtain the contravariant metric tensor, matrix-vector
multiplication of the contravariant metric tensor with the covariant components to
obtain the contravariant components, and construction of the projection A.

Inverting a matrix generated via a scalar product is similar to an approach used in
the class of so-called Least-Squares Problems in the field of model estimation [28], for
the approximation of given data samples, where similar relationships are derived by
analytical, non-geometrical means. The equations above are termed normal equations
there and elsewhere [18], [34]. We can solve them by direct inversion, computing the
contravariant metric tensor needed even using a neural-network approach such as the
oscillatory approach proposed by Pellionisz as a cerebellar model [38], or by a Hopfield
type network, minimizing a suitable error function: For example, let M be the matrix
to be inverted; then we can write:

MM™ =1 (6)

where M1 is simply the inverse of M, and I is the identity matrix; we can thus solve
problem above via minimization of the following

E=(MM™ -1 (7)

where M is given, and the components mi_jl of M~1 are to be computed. The equation
expresses the fact that for all components of the resulting matrix, the energy must be
minimal: Veki{1, N}, where N is the dimension of the matrix:

(Z m”m]_kl — (Szk)Q = LMI,TL (8)
J

Where Min is the energy to be minimized for each equation, and 6;;, is the Kronecker
delta; it equals one if the indices are identical, and zero otherwise.

Differentiation of E w.r.t. m;} via summation over all the equation yields:
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W = YRS il — dm] (9

_1 -
dm i

from which results the classical gradient descent equation to compute the optimal
values for the components of the inverse M~!:
dm =~}

i _dib:l = =253, mymy — bi)mia (10)

ak

Since this energy is convex for a symmetric and real-valued matrix such as the
metric tensor, it converges always to a single minimum; if the matrix is ill-conditioned
or singular, convergence has been observed to go to the pseudo-inverse. Using such a
gradient approach can offer substantial increase in computation velocity: We need the
inverse of a matrix at every iteration, knowing that the new inverted matrix will be
close to the inversion computed the step before. At each step, we would thus initialize
the Hopfield network with the value computed the step before, so that convergence
should be extremely fast. Only at the first step do we have to initialize the network
with the identity matrix, the null matrix or another suitable initialization. We could
even use a dedicated Hopfield neural network, running continously, for the task.

However, instead of solving them via direct inversion as above, we can also use
other neural-network approaches, as described further below.

Let now D be e.g.the distance using the L?-norm; for the minimization, we use the
distance squared, as an energy (Ref. fig. 1):

D(F,A(Y) = So(F(z) = Alv,2)) = Eo(F(x) - %, A%g,(2))* (11)

We then minimize D via gradient descent: Initially starting with a vector ~q, we com-

pute:
dD(F, A
Ynd41 = Yn — —( d o) € (12)
v

Tn

where € is a suitably chosen stepsize, via Runge-Kutta in the present case. Inserting
for dD(l*;A(w)):
Y
AD(FAR) _ A (F() = ¥, A, (x)) )
d~ d~
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dD(F, A(y))
dry

=EPMMme¢2§%ﬁ% (14)

T

where:

dy, Ag.(x) W dA, dg"" dg,(x)
— = g (x)g" —— + g(e)A,— + Y AV—— 15
dy Z%: =™ Z%: Ay Z dy (15)

The complexity of the algorithm above seems to increase with N4, due to the term
%, which includes a term %, i.e. the differentiation of each element of a N by N
matrix w.r.t. each of the N x N terms of its inverse, where N is the number of basis
functions; however, we can show that this term cancels out with the first term. Indeed,

we have, Vi, Vz, since 3, g”'A; = A”:

A, dg" dA”
v\ v v Az = v 1
Zy:g (z)g = +2U:g (z) R Xy:g (z) = (16)

(F@) - ¥ A% (@)aie) g = Plelata) g - A @ale)p (17

(e

which implies:

(Fle) = ¥ A 000 = (F@glo) - A (@) g (19

Yo F(x)gi(z) = A; and Y-, go(2)gi(2) = ¢oi by definition; this second equation implies,
with the second term of the r.h.s. of equation above:

Yoo A%gs(2)gi(x) = X3, A%si(x) = A (19)
We thus obtain:
S (F(x) = £, A%go(2))gi(2) 4 = (4, —A) = 0 (20)

The algorithm reduces thus to the form:

dD(I*:l,A(w)) _ d(ZI(F(z)—dZ:V A?g,(x))?) ( )
g g 21
LEADD = 25 (F - %, Ag,(2)) T, Av42L))
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The complexity of which increases with the complexity of the matrix inversion, i.e.
at least V%, where N is the number of hidden layer units resp. basis functions, resp.
with another coefficient, if the inversion can be avoided.

Once the algorithm has converged, we have found the best approximation A(7spt)
to F possible, for given distance metric, number and kind of elementary functions,
assuming D is convex.

Fig. 3 and Fig. 6 show an example in three dimensions: Modifying v moves ¢y and
g1, which moves the plane spanned by them, diminishing the distance between F and
A, until it is minimal, giving us A(yopt)-

At convergence, we store the set of coefficients A* and the parameter vector v; given
as input, for example for a two-dimensional input space, the values (x,y), the output

will be A(z,y) =3, A%¢.(z,y) or A(z,y) =3, A,g”(z,y).

3 Alternative Approaches to Direct Matrix Inver-
sion

As we have seen above, one of the computations which we require, which we solved
by an algorithm which is not very neural-network-like, is the computation of the A’ =
> A;g%, which corresponds to the solution of the normal equations of a least squares
problem. There are a number of publications describing the solution of normal equations
in applications related to Neural networks [12], [37], [36], [4], [16], even if the authors
use other expressions for them. We can apply these directly to our problem as well. We
will reformulate the approaches taken in our terminology. Note well that all of these
authors operate in input space respectively image space, whereas we operate in function
space. For a similar procedure, see [41]. The mathematical treatment is equivalent in
all cases, however.

3.1 Computation of the Biorthogonal Base

The approach taken by Gaal [16] to reconstruct an image is to compute the dual/contravariant
base to a base of Gabor filters [10] [11] which is an approach she postulates happens
in the visual cortex; Computing the contravariant base would allow us to compute
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the contravariant metric tensor ¢*¥ =< g*(z),¢"(z) >, and thus the set of contrava-
riant components A” = ¢g"”A,. She simply inverts the base of Gabor functions by the
minimization of an energy function, similar to the following approach:

9u(x) = 3 9w " (¥) (22)
n
giving us the following formulation for the energy:
B=22 (9.(2) %:gpug“(t7 7))*) (23)
and thus the following expression for gradient descent:

W) AP 5 Y g, (0) — S g (b 2))g]  (24)

These equations are to be solved simultaneously for all o.

Once we have the contravariant base, we can easily compute the contravariant
metric tensor g* =< g*, g¥ >, and thus the contravariant components A* = 3", ¢"" A,.

3.2 Computation of the Contravariant Components by Gra-
dient Descent

However, a more efficient approach for our purposes is the one used by Daugman, Pat-
tison and Pece [12], [37], [36]: They compute the contravariant components using
the minimization of an energy expression which contains the contravariant components
themselves, and implement the minimization via Neural Networks of different topolo-
gies:

The energy expression they use is in fact the normal equations themselves, which

express the fact that covariant components of a function on a subspace must be identical
to the contravariant components of the projection of that function unto the subspace:

Vi
< Fgu>=3 " gu(2) Y Ag.(t,7) (25)

implying the requirement:

< Fogy>=) guA"(l) (26)



10 K. Weigl & M. Berthod

which gives the energy:

E = Z < F,g, > ZgWA” (27)
o

and thus the following expression for gradient descent:

d;léltc = _dcffff = QZM(< Fvgu>_zug;wAy(t))gau (28)

The algorithm can be implemented as above, i.e. via gradient descent; since the
energy is convex, a deterministic approach is sufficient.

3.3 Computation of the Contravariant Components by Re-
cursive Least Squares

The third approach which we will present here as illustration is one which might be
very suitable for large sets of examples, or even online learning of incoming data: We
refer to Recursive Least Squares computation, such as is used in the Kalman filter or
generally in System Identification [44]: We can compute the contravariant components
iteratively, which avoids the need to invert the covariant metric tensor, except once at
the start, to initialize the system: The approach is as follows (From [44]), using our

terminology:
=2 9" A, (29)
o

Furthermore, we can write anytime the covariant metric tensor as a function of a
variable t:

G (t) = 291}(5)9#(5) (30)

Once t is equal to the total number of dimensions of our system, thus in our case the
number of examples we have, we obtain: ¢,,(t) = ¢,..
We can also write:

9ur(t) = g (t — 1) + 9u(t)g.(1) (31)
We define ¢#“(t) as the components of the matrix inverse of g,,(t), identical to our
definition ¢*” as the components of the matrix inverse of g,,, and generally:
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A(t) = X g A#(1) (32)
and: !
A1) = X () AL (33)
where !
Ault) = Y () F(5) (34)
Thus we can write: -
A0 = 50 1)+ Ftl 0] (35)
Inserting from above:
A0 = g Wlaut = DA = 1)+ FO).0) (36)
since we have:
9t = 1) = g (l) — gu(1)g.(t) (37)
we can write:
A0 = E o Ol AT = 1) = (Dm0 - ) + Figu(] (39
Contracting ¢" with g,; to 8%
g =t (39)
we obtain:
A0 = A0 -1) = T T W4T - )+ FO T (an(0] (10
From which we obtain:
A0 = 2(0 1)+ 4 OIF(0) - T 0 - 1) (a1)
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which allows us to compute A” recursively, by letting t run through all the examples.
In other words, we correct the old value (A*(t — 1) to the new value A{t) by taking the
difference between the function F to be approximated and its projection unto the sub-
manifold F'(t)—3; g;:(t)A'(t — 1), and projecting that difference unto the corresponding
contravariant vector g”(¢). That way, the projection of F unto the submanifold will be
corrected until the error (Difference between F and projection) is orthogonal to all the
contravariant base vectors.

Of course, we can thus, by including a suitable forgetting factor, also shift the
base continuously while we compute the current A”(¢); however, care must be taken
not to move it too quickly, so that the influence of all the examples is felt. A random
selection of the examples should help there. For the computation of the current ¢g”(¢) the
contravariant metric tensor would have to be computed via inversion of the covariant
metric tensor at every step, which puts an unnecessary computational burden on the
system; in the appendix of [44] a lemma is proven which allows a recursive computation
of the inverse of a matrix; we give the result here without proof:

LMt — D) (t)g (t— 1)

g () = g"(t—1 12
0= S S g~ D) .
From that equation we obtain an equation for ¢*(t), also in [44]:
2, 9" (1 — g (¢ :
9" (1) = Dol (13)

T+ gu(Dg (= D (1)

Note that we contract the tensor to a scalar in the denominator, so that we divide here
by a scalar instead of a matrix; that contraction, however, is again an operation in N?;
the multiple summation in the numerator of the iterative inversion goes obviously with
N* per time step.

3.4 Comparison of Methods used to Compute Projection

What method we choose to compute depends obviously on the circumstances: the
direct inversion is definitely the fastest if the number of nodes is not too big, since
the complexity of the method increases with the complexity of the matrix inversion;
that complexity should at least be N?, where N is the number of nodes, and thus the



Neural Networks as Dynamical Bases in Function Space 13

size of the matrix would be N x N; the Neural-network approach via the contravariant
base is suitable if the nodes are linearly independent; the Neural-network approach
via the computation of the contravariant components is suitable if we already have
a neural-network architecture, furthermore it might be more suitable if we want the
network to be fault-tolerant; the approch via Recursive least squares is interesting if
we have little storage space w.r.t. the number of samples we want to train or if we
simply want to train online, i.e. we process the data as it comes in, and delete it
after having used it once; this approach of simply using real-world incoming data has
already been used by Riemschneider [42] for the backprop-training on acoustic data.
We ourselves have implemented three of the possible approaches: The direct inversion,
computation of the contravariant components via gradient descent and Recursive Least
Squares; the direct inversion was in our case the fastest implementation by far. A
gradual computation of the contravariant components, via RLS or gradient descent, has
obviously the advantage that we can have two concurrent operations: the computation
of the components, on a fast timescale, and the minimization of the distance, on a
slower timescale: Since the basis moves slowly, the contravariant components will only
change slowly, so that a concurrent operation should pose no problems.

Note that obviously, any other classical algorithm for matrix inversion can be used, to
invert the metric tensor, or directly the matrix of the function components of the base,
for example Singular Value Decomposition, Gauss-Seidel, LU, et al.

3.5 The Algorithm Step by Step

In this section we will explain the simplest version of the algorithm step by step. Refer
to figure 5.

Let zx, k € {l1,..,M} be the set of input examples, where M is the number of
examples. if we have only one input line, x; is a scalar, otherwise, it is a vector of
values, one per input line. Let F(z;) be the wanted output to be associated with zy,
i.e. the output we would want the network to produce for the input given being x.
We also have thus M such wanted output samples, k € {1,.., M}. In the case shown in
figure 5, the number of examples is 3; we have thus 3 dimensions, tagged by xq,z1,25.

The first step is initialization: Like any other network, we initialize weights and
parameters; the speed of convergence depends critically on the initial weights, with
differences up to factor five and even more observed. A random initialization is helpful.
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Something which might be critical for small number of examples, but not for real-world
problems, is the required linear independence of the basis functions in sample space;
if they are not linearly independent in sample space, the metric tensor is singular and
then only invertible by Singular Value Decomposition, Miller-Penrose Pseudo-inverse,
or gradient descent as above. Random initial weights should take care of the problem.

The steps in the learning loop, thus per iteration, are then the following:

1) Compute the output values g;(x) of all the filters/nodes/hidden-layer-neurons i
for all the input samples x4, k € {1,.., M };

2) Multiply pairwise ¢;(x) with ¢;(xx), and sum over all these products ¢;(zx)g;(xx),
k € {1,.., M}, this gives us the scalar g;;. Do this for all filters i, j; These scalars g;; are
the components of the covariant metric tensor, which is a symmetric and real matrix.
Invert the matrix by any of the methods mentioned above, or another one of your
choice. This gives us the contravariant metric tensor.

3) Multiply all the output samples given F(xy), k € {1,.., M} with the correspon-
ding filter outputs g;(zx), k € {1,.., M} computed above. Sum over all these products
F(zr)gi(zk), k € {1,.., M} ; this gives us the covariant component A;. Repeat for all
the filters.

4) Multiply the contravariant metric tensor obtained above, which is a matrix, with
the vector formed by all the covariant components A;; this gives us the vector of contra-
variant components A°’. Multiplying now all the filters g;(x;) with the corresponding
A, and summing up over all the indices i, gives us the function approximation for the
network and input sample xy, called A(xy):

A(l‘k) = ZAzgz(.fEk) (44)

Thus we can now compute the distance D:
M
D=3 (F(ax) — Alzr))” (45)
k=1

5) We have to differentiate D with regards to the parameters/weights of the nodes/basisfunctions;
thus we need, by the chain rule, for example, to differentiate w.r.t. the parameters of
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the filter j, called params;:

e = (o) — Ay AL A (16)
implies:

T = S 2P = ¥ A (4 (17)
dpamms depends on the type of basis function used, obviously; for a sigmoid, it is for
example: [43] % = ¢;j(zk)(1 — gj(ar))zy for the computation of a non-bias input,

and —22lon) gi(zr)(1 — g; to cmpute the bias weight. 6)Once we have computed

dparams;
dD

dparams;

for all parameters, we can compute:

dparams; dD (48)
dt B dparams;

and compute one step via gradient descent or other; then we reiterate the loop with
steps 1) - 6), until the minimal distance has been found.
Of course, if the distance, seen as an energy, is not convex, other methods, such as
Simulated Annealing, must be used.
Our algorithm has intrinsically no learning parameters or learning rates to set; the only
decision which might be critical is the initial set of parameter values. Depending on the
method chosen for minimization, the learning step would have to be set accordingly;
however, we have had very good results with variable stepsizes computed online, similar
to the approach taken in [34] for the computation of the next stepsize for the numerical
implementation of differential equations via Runge-Kutta. We have implemented an
adaptive stepsize depending on the rate of descent. But such details do obviously not
influence the stability of the algorithm in any way.

4 Other Metrics for Functional Spaces

Obviously, we are not restricted in our discussion to linear distance metrics in our
system, nor to linear domain spaces; as an example for another metric, we could take
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the symmetrical version of the Kullback-information, or cross-entropy, as a metric for
a space of probability functions [8], which would transform our system to a parameter
estimator for given histogram distributions, for example:

F(

> Arg d —I—/EA“gH Jog( E Agu(z ))d"c (49)

D= / F(z)lo

[ F(@)iog( o
where D is the distance to be minimized, x is the domain of the function, F(x) again
the function to be approximated, and A*g,(x) the approximated function. However, we
do not know if the classical scalar product <, >, which is the basis for our algorithm,
can actually be applied unmodified in a space with such a metric, or whether other
concepts from Riemannian spaces [30] would have to take its place. The fact that we
would not be limited to exponential families thus would allow us to disregard partition
function problems, which e.g. Kulhavy [27] has to deal with explicitly, consider non-
parametric estimation models, consider probabilities p(x) such that p(z) = 0 for some
X, linear combinations of any functions, etc.

We can integrate non-linear output neurons, by changing the distance to
D= f(F—h(3_A%,)) (50)

where h is the activation function of the output neuron, for example the well-known sig-
moidal function, and f is one of the metrics discussed above, for example the L?-norm.
However, then, while the requirements concerning the hidden-layer functions remain
unchanged, the output neuron, if it is to be nonlinear, is required to compute a function
which is invertible, similar to the requirement of Biegler-Koenig and Baermann for all
their neurons [6]: The covariant components A, will then not be the scalar products
< F,g, > of the target function F with all the functions g,,Vr computed by the hid-
den layer, but the scalar products < A™'(F'), g, >. The hidden layer will then learn to
approximate that function A~*(F') optimally, so that, once the output neuron has com-
puted the function h(h~(F')), the network has again optimally learned the function F
which, obviously, must be in the range of h. We did not note any significant advantage
or disadvantage of using a non-linear output neuron in our studies, but haven’t studied
the question further.

To what extent we can integrate concepts such as non-linear submanifolds to the pa-
radigm remains a study to be executed in the future.



Neural Networks as Dynamical Bases in Function Space 17

A further characteristic of our system is that if the function F changes in time, e.g.
is a histogram of samples from the evolution of a non-stationary random process, the
system should be able to follow, assuming a change which is slow w.r.t. the intrinsic
dynamics of the network.

5 Some Results and Further Features of Dynami-
cal Non-orthogonal Bases

For the results in fig. 7 through 15, we generated random initial parameter values,
from the pseudo-random number generator integrated in our system. The distribution
of values output by the generator is flat from zero to one; we multiplied this output
by a multiplication constant of our choice, indicated in the figure captions. Then we
set the average to zero by substracting 0.5 for the parameter values for the sigmoid
functions, as well as for the means of the gaussians; for the standard deviation of
the latter, we used the multiplication constant without subsequent averaging, to avoid
negative values for the standard deviation, and added 1.0, in order to avoid too small
values for the standard deviations which might have caused very small function values
at the sites of the samples. The values of the multiplication constant are indicated in
the figure captions.

In the figures 7 through 12 we show the behaviour of the algorithm for different
base functions and number of neurons; We have used the classical XOR-problem for
illustration throughout this series. Obviously, as we can shall see in fig. 15, using a
set of four samples for the XOR will provide for instantaneous learning with four and
more basis functions, since any four linearly independent vectors will form a basis for a
four-dimensional vector space. Where appropriate, we have therefore added four more
samples to the input to generate more input samples, and thus a higher-dimensional
vector space.

We show in fig. 13 and 14 that our system breaks down gracefully when neu-
rons/elementary functions are taken away; The top left figure shows the converged
network; the figure next to it shows what happens when a neuron dies: Immediately,
the metric tensor gets recomputed; if there is enough overlap between the neuron that
died away and the remaining ones, the latter can correct the error to a large extent
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after only one iteration, needed to recompute the metric tensor. If such an overlap
does not exist, as seen in fig. 13, the recovery takes longer. On a longer timescale, the
submanifold gets adjusted optimally again, in such a way that it is again as close as
possible to the function to be approximated.

Figure 15 shows in the first two rows that such systems will as well integrate further
neurons/elementary functions immediately without decreasing the quality of the ap-
proximation. It needs just one iteration, in order to be able to compute the new metric
tensor. If we then insist on a smaller error, it will converge to the new optimal sub-
space, with the new optimal approximation. This allows for an efficient approximation
to a function, adding elementary functions until the desired quality of approximation
is reached, or until the distance converges to a new minimum.

The third row of figure 15 shows what we have mentioned above: The predicted beha-
viour for four samples, if we have four basis functions: The network converges imme-
diately, i.e. after only one iteration.

Figures 16 and 17 show some comparisons in convergence speed for backpropagation
versus the dynamic base paradigm.

The testing was done under the following conditions:

-we averaged over 20 runs each, having implemented both algorithms using the same
software, i.e. standard gradient descent without any refinings;

-before each run, the weights were reinitialized to identical values for both algorithms;
-the examples were created by adding noise of uniform distribution, mean 0.0 and 0.01
max. deviation to the XOR-examples;

-Stopping criterion for convergence was a maximum tolerated error threshold of less
than 0.05 for every example.

Note that, as already mentioned, when the number of examples is in the order of ma-
gnitude of the number of neurons, and the parameter values are initialized randomly
and narrowly around a common mean, the functions computed by hidden-layer neurons
are barely independent, so that the matrix defining the base is ill-conditioned. For the
results shown in figure 16, we have therefore initialized the parameters with a mean of
zero for every one out of two parameters, and a mean of 0.3 for the others, to ensure
sufficient stability. Maximum deviation from these mean values was 0.005 either way
for the random initialization.

For the results shown in figure 17, we have initialized all the parameters with a mean
of 0.0, but with a maximum deviation of +/- 1.0. The result was that the systems
converged much faster on the average to the best solution, with however the risk of
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falling unto a local saddle in the energy landscape, from which exit can be tedious: As
can be seen from the figure 17, one run with 3 neurons learning 12 samples pushed
up the average, actually taking a whole 9.96 seconds to learn, more than one order of
magnitude higher than the other runs, and four times as high as the backpropagation
run with the same initial weight values.

In real world problems, of course, the number of examples is high enough to ensure
stability: We never had any problem there, initializing with parameters with mean 0.0
and an even distribution with maximal values 4/-0.05 to +/- 0.1.

Note that with projection learning, and so few examples, time to convergence does not
increase with the number of examples; this is presumably due to the fact that, with
so few examples, the major part of the computing time is spent for the inversion of
the metric tensor, which is not a function of the number of examples. The time for
the inversion rises steeply with the number of hidden-layer neurons in the system; this,
however, does not show up in the total computation time because the submanifold
spanned by more hidden-layer neurons is wider in dimensionality and thus more likely
to be close to the function to be approximated. Thus we need far fewer iterations to
converge if the number of hidden-layer neurons is higher. This also applies if the num-
ber of examples is much higher.

A potential drawback not to be forgotten is the question of the lacking ability to
generalize of a converged network, disadvantage which might occur with too many
hidden-layer neurons.

6 Discussion, Conclusion and Outlook

Crucial, again, for rapid convergence seems to be the initial choice of parameter va-
lues: Note that in figure 8, we show the behaviour of our system if we initialize with
large weights; the system with only two hidden-layer neurons with sigmoidal activation
function had convergence problems if the initial weights were too small, respectively
it took it too long to get away from the initial set of parameter values, as we can see
similarly in figure 10: The majority of the time, the parameter values were small, which
can be seen in the linearity of the function approximated; only towards the end do the
weights increase. Note that weights which are too small can also cause a problem in
implementations, because then the weights from hidden layer to output layer have to
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compensate for them, resulting in large coefficients which might require high precision
for correct implementation.

Note that in general, generalization is good. We have not added any noise to the
samples of figures 7 through 15, to check speed of convergence, as we have done in
our past papers [48], [47], [46]. Thus the behaviour between the sample points is
uncontrolled, except obviously by the intrinsic smoothness of the basis functions. Here
further work is needed; some initial research has been done by Kattentidt [21], who
looked at the sampling intervals needed in terms of resolution, to be expressed by a
tensor field, and Pati et al. [35], who studied the properties of wavelets for optimal
approximation.

We believe that the view of neural networks as bases in function space, besides
the algorithm we present in the present paper, will shed new light on current problems
with Neural Networks, such as convergence, number of hidden layers and nodes needed,
choice of examples, etc., beyond already existing work done e.g. by Mitchell [31]. It
should also provide a new viewpoint from which to analyze existing and classical lear-
ning algorithms such as Backpropagation (A.k.a. Generalized Delta Rule in [43]). It
might also be a paradigm that unifies the concept of Artificial Neural Networks, seeing
Radial Basis functions, Gabor functions, sigmoidal functions and others as exponents
of a general model of networks.

Also, searching further among the numerous other algorithms existing in the field of
numerical mathematics [22] [26] [17] would certainly furnish yet further viewpoints
and further approaches to the solution of the problem.

We are currently applying our network to a classification task, namely texture clas-
sification from aerial images, and the results look promising. On the theoretical side,
we will look at the implementation of networks with more than one hidden layer, and
more than one node in the output layer. The latter generalization should only require
an extension of the distance function, while the former is less trivial. Futhermore we
shall consider the synthesis of basis functions custom-made for specific applications.
On another tack, we will see how far we can integrate Neural Models such as Kohonen
topological maps [25] and Weightless Systems by Aleksander [32] into the paradigm.
Also, while the integration of the learning of the metric tensor describing the non-
orthogonality of the input space of a classical Radial Basis Function network, as Poggio
has done for radial hyperbasis functions of fixed size and shape [41], should pose no
problem, we have not yet implemented it.
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Generally, we believe that the use of tools from differential geometry, along with other
non-euclidian geometries, such as fractal geometries, [39], still has a lot to bring to field
of neural networks and the study of the brain [38], [39], along with approaches from
statistics by Amari [1], from Physics by Haken [19], and works built upon those, such
as [20],]27], [15] et al. It should also be fruitful to interpret work already done in the
field, e.g. interpretation of Multi-layer perceptrons by Kattentidt [21], the paper by
Anderson et al. on motion detectors in the primate visual cortex, [4] and others. Last
but not least, it is a very suitable tool for more speculative approaches to perception
and cognitive processes, such as [23] [24] [49].
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