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Abstract: We present a formal derivation and proof of correctness of a systolic array
for the knapsack problem, a well known, NP-complete problem. The dependency graph
of the algorithm is not completely known statically, so the derivation also serves as a case
study for systolic synthesis for this class of programs. The array is itself important since
it achieves optimal performance on a model much weaker than a PRAM (ring of PE’s
with a fixed size memory and only nearest neighbor interconnections).

We show how the memory size of each PE can be chosen so that the running time is
minimized by formulating and solving a non linear optimization problem. For this, we
use the expected running time as the cost function and a register level model of VLSI.

The original array has an intricate tag-based control mechanism which is difficult to
implement. We show how this can be reduced to two simple counters and a few flip-flops.
Coefficient loading is done with a multi-rate clock which avoids the need for shadow
registers.

These results show how it is important to use appropriate tools at different levels, and
from different areas for designing application specific array processors.
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Un Algo-Tech-Cuit optimal pour le probleme du sac
a dos

Résumé :

e Nous présentons la dérivation formelle et la preuve d’une solution systolique pour le
probleme du sac-a-dos, un probleme NP complet bien connu. Le graphe des dépen-
dances de cet algorithme n’étant pas statique, la construction d’un réseau systolique
pour le sac-a-dos constitue une d’étude de cas pour la synthese d’architecture. Le
réseau proposé atteint des performances optimales tout en restant tres simple (un
anneau de processeurs élémentaires (PE) possédant une taille mémoire fixe et des
connexions locales).

e Nous montrons comment la taille de chaque PE peut étre choisie de maniere a mi-
nimiser le temps d’exécution, en résolvant un probleme d’optimisation combinatoire
non linéaire. Nous considérons a cet effet le temps moyen d’exécution comme une
fonction de cotit et un modele de composant VLSI au niveau registre.

o Le réseau original avait un mécanisme de controle difficile a mettre en ceuvre. Nous
montrons comment il peut étre simplifié et remplacé par deux compteurs et des
registres. Le chargement des coefficients est réalisé avec une horloge plus rapide qui
évite l'utilisation de registres fantomes.

Ces résultats montrent que pour la conception de réseaux spécifiques 'importance, il
est important d’utiliser les outils appropriés a chaque niveau de spécifications, ces outils
faisant appel a des techniques variés.
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1 Introduction

The general knapsack problem is a classic NP-complete, combinatorial optimization prob-
lem with a wide range of applications [Hu82, MT90]. It can be solved sequentially in
O(mc) time, where m is the number of objects and ¢ is the capacity. This is called pseudo
polynomial complexity [GJ79] since it is polynomial w.r.t. a parameter (which itself, grows
exponentially with input size). Many time consuming instances of these problems exist
[CHR88, Chv80], and it is therefore important to investigate efficient parallel implemen-
tations. One of the standard approaches to solving this problem is dynamic programming
[Bel57, GN72, Hu82]. In this paper, we address the problem of deriving a systolic VLSI
array for the dynamic programming algorithm for the knapsack problem.

Dynamic programming can usually be specified by a recurrence equation, and there is
now a large body of work on synthesizing systolic arrays from such equations. However,
we shall see that our recurrence has the form:

for all index points, z X(z) =g¢(...Y(Az+a+ W(z))...) (1)

In order to compute X at a point z in the index space, we need the value of Y from the
point Az + a + W(z), and this is called a data dependency of the equation. The Az + a
is a classical affine dependency [RF90], but the presence of a data variable W(z) means
that the dependency itself is not known statically (see Fig. 1). Such recurrences
are said to have “dynamic” (or “run-time”) dependencies [Meg93], and the well known
dependence projection techniques for systolic array synthesis [QR89] are not applicable.
A complete synthesis method for such recurrences is not available at present.

Thus, there are two motivations for studying the systolic implementation of the dy-
namic programming algorithm for the knapsack problem: the problem is important in
its own right, and a careful study may lead to a synthesis method for recurrences with
dynamic dependencies. In this paper we present the following results.

e We give a formal derivation (and proof of correctness) of a linear systolic knapsack
array. The array is known in the literature [AQ92] and is based on a fixed size ring
topology and has optimal speedup. It uses an intricate partitioning scheme, with
dynamically computed tags, and our derivation here provides a rigorous proof of
correctness.

mc | Wmax+Wmin
q [e3

the number of PE’Ss,  wmax(twWmin) is the largest(smallest) weight among all problem

o We prove the average time complexity of the array is © ( D, where ¢ is

instances, and « is the size of the memory in each PE, a design parameter. We also

formulate and solve a non linear optimization problem which enables us to fix this
parameter in an optimal manner.

RR n"° 2169



4 Rumen Andonov, Sanjay Rajopadhye

e The complicated control of the array makes it unrealistic to implement in VLSI. We
show how the control can be reduced to two simple counters and a few flip-flops.
We also show how the coefficients can be loaded efficiently by means of a multi-rate
clocking scheme, which obviates the need of shadow registers. For this final design,
we show how the optimal memory size reduces the running time by 26% without
any increase in areq.

This paper is organized as follows. In the next section, we define the problem and the
notation, and discuss the state of the art. Then, in Sec. 3, we present a formal derivation
of the Andonov-Quinton array [AQ92]. In Sec. 4 we show how the PE memory size which
minimizes the running time can be determined by solving a non linear optimization prob-
lem. We then address (in Sec. 5) the main drawback of the array, namely the complicated
control mechanism. We show how it can can be reduced to two counters and three latches.
Finally, we present our conclusions (Sec. 6) and a discussion of future work.

2 Background and Previous Work

The Knapsack Problem: Suppose that m types of objects are being considered for
inclusion in a knapsack of capacity ¢. For i = 1,2,...,m, let p; be the value and w;
the weight of the i-th type of object, where w;, p;, and ¢ are all positive integers. The
knapsack problem is to choose a collection of objects so as to maximize the total profit
without exceeding the capacity constraint, i.e.,

max {ZPZZZ : ZwZZZ <e¢, z > 0integer, 1 =1,2,... ,m} (2)
=1

=1

where z; is the number of i-th type objects included in the knapsack. There are many
variations of this problem, and since this is an important combinatorial optimization prob-
lem, a number of researchers have developed parallel algorithms. Dynamic programming
[LSS88, CCJ90, LSI1, Ten90], branch-and-bound [L.S84, JF88] and approximate algo-
rithms [GRK91, Ger91] are the most popular techniques used. As noted by Teng [Ten90],
the performance of parallel algorithms depends on ¢, m and also wpax, the largest object

weight, wmax = max w; (unlike the sequential case when only m and ¢ are relevant). The
’ 1<i<m

number of processors required by most of the parallel algorithms is exponential in the
size of the input and these algorithms have a very low processor efficiency. For exam-
ple the best time complexity algorithm for (2) proposed by Teng [Ten90] requires M (c)
processors* to solve the problem in O(log®(mec)) time. The function M(n) above denotes

*We use the word processors when we discuss software implementations, and PE’s when refering to
hardware implementations.

Inria
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Figure 1: Two knapsack problem instances: note how the graphs vary with the w;’s

the number of processors needed for multiplying two n by n matrices in O(log n) parallel
time (which is known to be between n? and n®). Hence, at least O(c?) processors are
needed, and % is a factor in the efficiency, which approaches zero as ¢ increases.

Dynamic Programming for Knapsack Problems: One of the most well known
approaches for solving knapsack problems is dynamic programming. It is based on the
principle of optimality [Bel57] and usually contains two phases. In the first (forward)
phase the maximum value of the objective function is computed, and this is used in the
second (backtracking) phase to determine the actual solution. It is known that the
backtracking phase is inherently sequential [AQ92], and can be performed in ¢+ m steps
if certain bookkeeping information is maintained during the forward phase. In our array,
this bookkeeping will require one comparator-adder and two registers in each PE. It is
thus a constant overhead, and affects only the final PE size, but not the nature of the
analysis. We therefore focus on the forward phase, which is specified by the following
recurrence:

forall j,k: 0<j <e¢,0<k<m,find f(c,m), where

f(.]7k):®{f(]7k_1)’f(J_wk7k_:3)‘|‘pk} (3)

with boundary conditions f(j,0) = f(0,k) =0 and f(j,k) = —oc when j < 0.

RR n"° 2169



6 Rumen Andonov, Sanjay Rajopadhye

It is well known [MT90] that different variations of the knapsack problem merely
correspond to different choices of & and the constant 3 in (3):

e The general knapsack problem (& is max, and 5 = 0).
e The 0/1 knapsack problem (& is max and 5 =1).
e The subset-sum problem (a 0/1 knapsack problem with p; = w;).

e The change making problem (& is min and 5 = 0).

Henceforth, we consider, w.l.o.g., the general knapsack problem—all our results can be
extended to the other variants.

Recently, a dynamic programming algorithm for the 0/1 knapsack problem, was pre-
sented by Lin and Storer [LS91]. It improves on Lee et al. [LSS88] and its running time
is ©(me/q) on an EREW PRAM of ¢ processors and this algorithm has optimal speedup
and processor efficiency. The authors report that on a Connection Machine, the time com-
plexity increases to @(@) because of communication costs. Chen et al. [CCJ90, CJ92]
present a linear array of ¢ general purpose processors (each with a sufficiently large RAM).
It has a time complexity ©(mc/q), which is asymptotically optimal.

Our model of computation is weaker—a systolic ring, where each processor is required
to have only a constant size memory; we have optimal performance on this model. Fur-
thermore, a software version of our algorithm has very good performance, as reported
in a companion paper [ARQ93] (see references therein for a detailed survey of software
implementations).

Systolic Arrays for Dynamic Programming Algorithms: Independent of the
knapsack problem, many researchers have proposed systolic arrays for dynamic program-
ming. This includes arrays for specific instances, such as optimal string parenthesization
[GKTT79], path planning [BK88], etc., some general arrays [RV84, Myo91] as well as arrays
that can solve any instance of dynamic programming, [LW85, LL86]. Usually, the arrays
for specific instances have better performance than the general purpose arrays because
they can exploit properties of the particular problem at hand. This is the case for the
knapsack problem too—if we use Li and Wah'’s array [LW85] for our problem, we will need
¢ processors and take mc time steps, which is clearly unacceptable (since we can achieve
the same time on a uniprocessor). Even the delta transformation proposed by Lipton and
Lopresti [LL86] yields only logarithmic improvement in space and time.

Background of this paper: This paper represents a step in an evolutionary develop-
ment of our results. The main difficulty in obtaining a systolic knapsack array arises from
the run-time dependency, which would seem to require unbounded memory in each PE.

Inria
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The first solution with constant memory was proposed by Andonov, Aleksandrov, and Be-
naini [AB90, AAB91] (each processor has exactly o words of memory). The crucial idea
is a tagging scheme which ensures proper data synchronization. The array is extensible
w.r.t. m, ¢ and Wpay, but has a running time of ©(mc*/qa) on a ring of ¢ PE’s, which is
unacceptable (the sequential implementation takes me steps). A two dimensional version
was proposed by Andonov and Gruau [AG91] but it also has poor performance. Andonov
and Quinton later presented a linear array [AQ92], where the running time was brought
down to ©(me/q). They use a complicated control mechanism to implement the tagging
scheme which requires each processor to perform a division modulo an arbitrary integer
(no larger than wmay). This renders it impractical and also sacrifices extensibility w.r.t.
Wmax- Most of the previous results have appeared in conferences or as technical reports.
This paper is the first, complete version submitted to an archival journal.

3 Systolic Scheduling of the Knapsack Recurrence

Based on the above considerations, we shall design our array by studying the specific
structure of our problem formulation (3). Our final design improves the Andonov-Quinton
[AQ92], which was presented in an intuitive manner. Our derivation in this Section is a
rigorous proof of correctness, and also serves as a case study for systolic array synthesis
for recurrences with run-time dependencies.

There are two crucial observations about the dependencies of (3) that allow us to
synthesize an array, even though we do not completely know the dependency graph
statically—the dynamic component of the dependencies is vertical and downward (see
Fig 1). The first observation implies that if we choose the allocation function to be
a(y, k) = k, all the “irregularity” is projected into the processor space. The PE must
manage a certain amount of memory (not just a few registers), but the interconnections
are purely systolic. The second observation implies that ¢(j,k) = j 4+ k is a valid linear

schedule.

This yields an array with m PE’s, with wpy.x words of memory. The PE’s are initialized
with wg, and at each cycle they compute & (i.e., max) using one value that arrives from
the left neighbor and one value from the memory; the result is sent to the right neighbor
and also stored in the memory (only the first w; memory locations are used). The program
executed by the k-th PE is as follows:

fort =k tok+cdo

[fouta mem(tmodwk )]

Jin ift < k+wy
&( fin, mem(tmodw, ) + ) otherwise

The problem with this array, is that the memory size of each PE is wyay, which is a
problem parameter. Therefore the solution is not truly systolic. VLSI implementations of

RR n"° 2169



8 Rumen Andonov, Sanjay Rajopadhye

this array have, nevertheless, been studied and the limitations exposed [MA93]. To solve
this, we use a space time map given by the following allocation and timing functions (e,
the memory size of each PE, is a constant—a design parameter).

aG k) = [G modwk+1>/a1+§rwi/aw (4)
1 k) = j+ [( mod wy +1)/a] + 3" [wi/a] (5)

=1

We will also need an auxiliary function for our proof of correctness:
A(j, k) = [(7 mod wryy + 1)/a] = [(j mod wy, +1)/a] + [wi/a] (6)

This space-time map is not a simple linear transformation, as used in the literature
[QR89]. Indeed, with such a mapping, there is even no guarantee that the transformed
algorithm is systolic, and this needs to be proved formally.

Lemma 1 The space-time map given by (4-5) is free of conflict.

Proof: We show that for any two points, [, k] and [j’, ], in the index space, if

then 7 = 3/ and k = k’. The details are in the Appendix. 1

However, merely proving that the mapping is conflict-free, is not enough. We can
readily see from the above definitions, that

CL(_],k—I—l)—a(J,k):A(J,k) (7)

Thus, the dependency [, k] — [j,k 4 1] is mapped to processors that are separated by
A(y, k). Since this is not a constant vector, but a function of the index point and (more
importantly), of wy which is not known statically, our array does not even have local
interconnections! Fortunately, we also see that A(j,k) = t(j,k+ 1) — t(y, k). Hence, a
value produced by any processor, x, at time, t, is required by processor x + A at time
t + A. As a result, we may design a systolic array that operates as follows. Each value
of f computed in the array is tagged with a A value. Every PE merely transmits it,
while decrementing the tag. By the time the value arrives at the destination, the tag has
reduced to 1, and the PE “knows” that the value is for it. The code executed by each PE

Inria
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repeat forever
case
tag;, =1 — [ {address calculation}
addr := j;, mod w + 1;
addr’ := addr mod o;
COMPUTE {compute fi(j) and store in F'}
if jip, < w then F(addr’):= f;,
else F(addr’) := max{fin, F(addr’) + p}

fi;

BACKTRK {compute ug(s) }

if F(addr') < fin then uous 1= uin

else uoyut 1= obj

fi;

{number of PE’s to be skipped by f(j)}
tag,,; = [w/a] — [addr/a] + [(jin mod wnezt + 1)/a];
Jout = Jin;
four = F(addr’)
]
tag;, >1 — [ tag,,, := tag;, —1;
TRANSMIT | | jour = jin;
fou.t = fin;

Uout ‘= Uzn;

end_case
end_repeat

Figure 2: The code executed by each PE of the Andonov-Quinton array

is shown in Fig 2 (it includes the book-keeping required for the backtracking part of the
algorithm).

In order to prove that this strategy works correctly we must show that when a data
value is being propagated in this manner, the PE’s that it passes through are not busy
with their own computation (otherwise there will be a conflict for the interconnection
wires, and also for the ALU to decrement the tag).

Theorem 1 The tagging strateqy is conflict free.

Proof: (see Appendix) The main idea is that for two distinct points, [j, k] and [j', ¥'],
and for any z: 0 <z < A(j, k)

ehn] =]

leads to a contradiction. ]

An intuitive explanation of the operation of the array is as follows. To perform the
computation associated with the k-th column of the dependency graph, we must store wy

RR n° 2169



10 Rumen Andonov, Sanjay Rajopadhye

data values, but we have only o words of memory on each PE. Hence, we allocate [“%]
PEs for the job, so that between them, they have sufficient memory. However, this causes
two complications: it causes the [0, 1] dependency (which is uniform) to be allocated to
processors that are no longer adjacent; moreover, the number of PEs required for a column
(which is also the distance that a data value has to travel in order to reach the PE that
needs it) is not known statically, but depends on the problem instance. The solution is
to choose the timing function in such a manner that a tagging scheme can be developed
to control the data propagation. For further details, the reader is referred to [AQ92].

4 A VLSI Model and Optimal Memory Size

In our development so far, we have not specified the value of the PE memory, «, other
than saying that it is constant, independent of the problem parameters. Hence we can
treat it as a design parameter. We now show how it can be chosen optimally. Since
[c,m] is the last point to be computed, the running time of architecture is obtained by
substituting this in (5) as follows:

€ [w;
tlec,m) = — [—Z-‘—I—c—l—q—l—l 8
(¢c,m) 2= (8)
We let F(q,a) = ¢ > [w;/a], which is the dominant term in (8). The problem that we
q =1

must solve, can be formulated as follows.

For a given resource, R (silicon area), which may be used either as memory or as
PE’s, what values of o and q minimize the objective function, F(q,a)?

Lemma 2 [f the coefficients w; are uniformly distributed in the interval [Win, Wmax], the
expected time of F(q, ) is given by

cm [ Wmax + Wmin — 1
E(F = — 1 9
(Flao) = G (Mt ) ©)
Proof: See Appendix |

Now, ¢ depends on «, since the number of PE’s that we can implement on a chip
depends crucially on how much memory they have. Let a; be the (area) cost of the CPU
+ control + 10, and let ay be the (area) cost of the memory per unit (word). Hence
the cost of a PE with a words of memory is a; + ayc. Then the ressource restriction is
expressed as the non-linear constraint

Inria



An Optimal Algo-Tech-Cuit for the Knapsack Problem 11

g(ar + aza) < R
which is equivalent to
ga < R — qa,

where R = R/ay and @ = ay/ay. Our problem is reduced to finding the values of « and ¢
which minimize E(F(¢, «)) and satisfy the resource constraint, i.e.

I 3 Wmax +Wmin—1 1
minimize = + .
subject to go < R—gqa (10)
1 < a < whpax, integer
1 <gq, integer

Instead of problem (10) we will find the exact solution of its approximation, i.e. of the
problem given below. Also note that the problems (10) and (11) are equivalent when the
requirement for integral ¢ and « is relaxed, since in this case the solution always satisfies
the equality ga = R — qa.

M M Wmax +Wmin—1 1
minimize Rqa + .
subject to gqo < R—gqa (11)
1 < a < wpax, integer
1 <gq, integer

Theorem 2 Let (¢*, ) be the solution of the relazed version (i.e., when the requirement
of integral solution is relaxed) of (11). It is given by

* \/al(u’max + Wmin — 1)

= 12
o . (12)
and
. R
g = (13)
\/GICLQ(‘wmaX + Wmin — 1) + ay
. a1 w .
provided that — < — . Otherwise,
as Wmax + Wmin — 1
R

Q" = Wpax and ¢ =—7692Z——
U2Wmax —I' ay

RR n° 2169



12 Rumen Andonov, Sanjay Rajopadhye

Now, the solution (q;y,4, ;) of (11) is one of (|q*], [o*]), ([q*}, l(% — al) /agJ),
or (|t - 1)

Proof: See Appendix |

Corollary 1 The optimal average time is approzimately E(F(q*, o)) given by

cm ? 3 n
ﬁ |:1/a1 —I_ \/GQ(‘LUmaX —I_ lwmin - ]‘):| lf Z_; S #u?;in_l

E(F(q¢",a")) = 14
( (q , )) cm(Z'wmaX + Wmin — 1) < n ai ) h ] ( )
5B as — otherwise
Proof: By substituting o* and ¢* in (9) and simplifying. 1

5 An Improved Control Mechanism

We now address the problem of physical implementation. Observe from (14) that one
of the most important factors affecting the expected running time of the array is a; the
“fixed cost” of the PE (all the other terms involve parameters of the problem and/or
the hardware technology), and we have much to gain by simplifying the PE design. We
see from Fig 2 that the main part of the computation (the lines within the boxes) is
fairly simple. It can be implemented with a couple of comparators and an adder, plus
a few multiplxers. However, the tag based control is significantly more expensive, since
it requires two divisions modulo «, one modulo w; and one modulo wyyq. This is the
principal drawback of the array, which renders it unacceptable for VLSI implementation.
We will show how the control can be achieved with two simple counters and a few flip-flops.

As we have seen, the function A(j, k) is crucial for the tagging scheme. Consider the
PE, a(j, k) which has to compute f(j, k), and let p = >¥=! [w;/a], and z = [{medwetl]

Note that 0 < & < [wy/a]. Intuitively, the PE’s may be viewed as being partitiongd into
virtual processors, one for each column. The first p PE’s constitute VP(1) ... VP(k — 1);
and VP (k) consists of the PE’s p 4+ 1...p + [wi/«]. Hence the points that are mapped

to our PE, p + z are all from the k-th column. The smallest 7 among these points is
(v — Da = jo (say).

For simplicity, we only consider the case when the w;’s are multiples of a. It is easy
(but tedious) to formally prove that the strategy works in the general case. Observe from
the following list, that the j values of the set of points allocated to the PE, p + z, have
the form, jo + pwy + v:

Inria



An Optimal Algo-Tech-Cuit for the Knapsack Problem 13

jo J0+1 j0+1/ j0—|—01—1

Jotwy Jotwrt+l ... Jjotwrtrv ... Jotuwpta-—1
Jo+ 2wk jJo+2wr+1 ... Jo+2wr+v ... jo+2wr+a-—1
Jo+pwr Jot+pwr+1l ... Jot+pwrt+v ... Jotpwr+a—1

In general, the set of index points computed by the (p + z)-th PE is

a N p+a)={[j,k:p= Z_:fwi/cﬂ, j=(z—Da+pw,+v, for 0 <v <a}

=1

Here, p is bounded from above by ¢/wg. The time instants at which this PE is active can
be obtained, simply by substituting this in (5) and some simplification, as

Tp+z)={p+az+(z—1Na+pwr+rv:0<a, 0<v<a}l (15)

Thus we see that each PE starts its activity at o = p+ 2 + ( — 1)a + pwy + v, and
after that it stays active for the next « steps, and this pattern repeats with a period of
wy. Based on this, we have the following.

Proposition 1 The control of each PE may be implemented with two counters, one that
counts modulo oo and one that counts modulo wy,.

Fig 3 gives the code executed by each PE with the improved control. TRANSMIT
corresponds to the propagation of data, COMPUTE, performs the main computation
(forward phase and also backtracking) and LOAD-MEMORY is done when j < wy,
when the data in the memory is assumed to be —oo. This part is the same as in the
Andonov-Quinton array (except for some reorganization; note that C, corresponds to
addr’, and C,, corresponds to addr), and can be laid out in a fairly standard manner. The
control part uses three flip-flops (ACT, MEM, and FIRST) and the two counters, C,, and
C,. The former is a programmable counter and its upper limit is controlled by wy, but
the latter counts modulo ayp, a fixed constant.

5.1 Coefficient loading

For correct operation, each PE must know wyg, pi, obj, and FIRST). We now discuss
how these values can be efficiently loaded into the array. Since the host knows the w;’s for
the particular problem instance, there is a simple preprocessing step to determine these
values (how many successive PE’s have the same coefficients, etc.) and the appropriate
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repeat forever

{computation}

if (ACT =1 and MEM = 0) then LOAD-MEMORY
else if (ACT =1and MEM = 1) then COMPUTE

else TRANSMIT

ﬁ.

{control part}
if ACT=1and C, =a—1and Cy, # w—1) then
ACT — 0;Cy — 0; MEM — 1; startyy; — 1
else if (ACT =1 and C,, = w — 1) then
ACT —0;Co — 0, MEM — 1
else if ((start;, =1) or (FIRST =1 and C,, = w— 1)) then
ACT — 1;Co — 0, MEM — 1

else Coy — (Cy+ 1) mod a
fi;
Cy — (Cy + 1) mod w;

end _repeat

Figure 3: The code executed by the PE in the improved VLSI array

sequence of coefficients can be generated off-line. A standard loading method is to simply
pipeline these values into the array from the left (the coefficients of the last PE are entered
first), and to issue a broadcast at the ¢-th step (there are ¢ PE’s in the array). However,
for good throughput one would like to do this while another problem (or a previous pass)
is being solved in the array. So, until the broadcast is issued (i.e., until it is time to
commence the next problem/pass), the PE must save the new values, but continue to
use the older values. This necessitates a set of “shadow registers” and a control signal to
indicate the start of a new pass.

Consider another alternative. We load the coefficients in the reverse order (the co-
efficients of the first PE are the first in the sequence). We have a control signal that is
propagated with twice the delay as the coefficients (one extra latch in the control path),
which is aligned with the first data value. Hence, this control bit meets the ¢-th data value
at the ¢-th PE, and can be interpreted as a “LOAD” command. The only problem is that
this happens at ¢ = 2:. The solution is simple. We run this loading circuitry at twice
the clock rate as the main circuitry. This is feasible in terms of speed, because the adder
and the comparator in the main data path determine the critical delay. Furthermore,
there is no need for shadow registers, and the LOAD signal can also be used to start the
computation of the next pass. Figs 4 and 5 show the data path and the control for the
final design
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Figure 4: Data path of the final architecture

5.2 Performance Estimation

We now apply the results of Sec. 4 to the VLSI design above, to estimate the improve-
ment that we can obtain. We will compare the expected running time of our optimized
architecture to an array that does not utilize the results of Sec. 4. To be fair, we allow
the nonoptimized array to use all the hardware improvements presented so far, namely
the improved control mechanism and coefficient loading method. Thus we measure only
the improvement due to our optimization result.

We assume 1y CMOS technology, and that 2 x 2! static registers (16-bit) can be laid
out on a lem? VLSI chip (the actual value is not important since it cancels out later).
We also assume that wpay is 1000 (a typical value used in standard texts [MT90]) and
Wmin = 1.

In our design, the main data path for the computation of f is fairly standard, and
takes up an area comparable to 15 registers. The control part takes up about 12 registers,
and thus, the entire PE can be laid out in 27 registers. We choose to use a DRAM because
we know that every memory location (of interest) will be accessed periodically, with a
period of exactly wy, and hence refresh circuitry is not needed (in fact, the minimum
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Figure 5: Controller for the final architecture

speed required to avoid the refresh is only 0.25 MHz). For the 1u CMOS technology, we
assume that each memory cell takes up about half the area of a static register. Hence
ay = %, and a; = 27.

Using this data, we first see that o < #ﬁ‘m_l is true, so the optimal solution
is given by (12) and (13), and the nearest integer values which minimize the running
time are with 15 PE’s, each with 219 words of memory. Substituting these into (9) the

expected running time of the optimal array is 0.1855mec.

On the other hand, the unoptimised array requires 1000 words of memory which take
up an area comparable to 500 static registers. This array does not need to use any tagging
scheme, so its CPU + control + 10 is only 24 registers, enabling 4 PE’s to be squeezed
on a chip. However, the naive design always allocates one processor per column, and
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the dominant term in the running time is e 0.25me (obtained from (8) by letting

Q' = Way); We then have we have the following.

Result 1 The memory optimization reduces expected running time by 25.8% without any
area penalty.

Observe that the choice of wya.e = 1000 is an arbitrary one, favorable to the naive
design. Indeed if wpay > 4000, the naive design cannot even fit on a single chip. On
the other hand, our modular design can easily adapt to larger values of weights, at the
expense of increased running time. This illustrates the importance of designing modular
and extensible (i.e., purely systolic) architectures.

6 Conclusions and Future Work

We have presented a complete derivation of an optimal VLSI design for the general knap-
sack problem. Since it belongs to the class of NP-complete problems its fast parallel
implementation is interesting in its own right. Because the algorithm for the dynamic
programming solution of this problem has run-time dependencies, it is also interesting
from the view of design methodology.

In deriving the systolic array, we used the established synthesis strategy as far as
possible—determine a timing function and an allocation function, show that they do
not cause a scheduling conflict, and use them to determine the interconnections of the
array. However, because of the presence of the run-time dependency, we could not use
the conventional linear (or even quasi-linear) functions for which the methodology is well
established, and we had to prove non conflict by hand. We also saw that we were able to
choose an allocation function that localized the dynamic part of the dependency, but in
order to derive an array with only finite memory, the uniform dependency was mapped to
non adjacent processors. Finally, we saw that by a proper choice of the timing function,
this could be controlled with a tagging scheme. We conjecture that such control functions
will be an essential feature of systolic arrays for problems with run-time dependencies. A
synthesis method could be based on choosing allocation and timing functions to obtain a
space-time map of the problem domain, and then using properties of the space-time image
of the dependencies to generate control functions (as we did with A(j, k) in this paper).
Developing a general methodology for this process is an interesting open problem.

We formulated the problem of choosing the memory size as a non linear optimization
problem, which we solved analytically. This approach can be used for many related
problems. We have recently used it to determine the optimal size for iteration space tiling
(equivalently, the problem of choosing the parameters for an LSGP partitioning when a
systolic algorithm is implemented on a fixed sized array). It could be used for selecting
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the digit size when deriving digit-based arithmetic circuits from bit-serial dependency
graphs, and related problems.

Finally, we have developed circuit level optimizations to make the final implementation
practical for VLSI. The improved control function can be viewed as a systolic implementa-
tion that computes the function A(y, k) (actually, an equivalent function which computes
the predicate A(j, k) = 1). It would be interesting to derive this formally by first localizing
the function A(j, k), and then determining an appropriate space-time mapping.

We have followed the design trajectory all the way from the level of algorithm through
architecture and finally to circuit. At each time we have used appropriate theoretical
tools for analysis of the performance. At the final circuit level, there is still scope for
improvement. Different memory technologies may be tried out, different clocking schemes
may be explored, and so on. Our results show how it is important to combine many diverse
areas—optimal parallel algorithms, VLSI design, operations research and dependence
analysis to achieve high performance ALGO-TECH-CUIT engineering for application specific
array processing*.

One drawback of our final array is that theoretically, the PE design is not purely
systolic, since we need a counter modulo wy,.x, which is a problem parameter. However,
this is not a practical limitation, since this is only related to the size of a single register.
Indeed, by the same token, the array is not extensible w.r.t. ¢ because of the possibility
of arithmetic overflow. Nevertheless, we have recently developed another implementation
based on programmable shift registers which is truly systolic [AQRW93].
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Appendix

Proof of Lemma 1: First, note (from 4-5) that ¢(j,k) = j + a(y, k). Let a(j, k) =
a(y' k') and t(j5, k) = t(y', k). Thus j 4+ a(y, k) = j' + a(y', k'), and hence, 7 = j'.
Since a(y, k) = a(y, k') (we assume, w.l.o.g., that k > k),

or

SO

[ mod we +1)/a] + 3 [wi/a] = [(j mod wyr + )fa] + 3 [wi/a]
S [wifa] = [(j mod wy +1)/a] = [(j mod w, +1)/a]
fwwfal + 3 [uwi/a] = [(j mod wy + 1)/a] = [( mod w, +1)/a]

Since the first term on the RHS no larger than the first term on the LHS,

k-1

> [wifa] < —[(j mod wi +1)/a

i=k'41

But each term in the summation on the left is a ceiling, and all the w;’s are strictly

positive.
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Hence, this leads to a contradiction. |
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Proof of Theorem 1: From (6), repeated below for convenience, we see that A(j, k)
is strictly positive (the three terms are all ceilings, and the last term is an upper
bound on the second term).

A(j, k) = [(j mod wigs + 1)/a] — [(j mod w + 1)/a] + [wy/a]

This means that there will never be any need to propagate values to the left. From
this fact, and (7), it follows that the allocation function is monotonically increasing
with k. From (4-5) we have, t(j, k) = 7 + a(j,k), so t(j, k) + © = j + a(j, k) + .
. Py

Let, if possible, for some z : 0 < = < A(y, k) l C;Ej: z;ii ] = l 6;8,: z,; ] So,
g, k)+x =1ty kK)=j3"4+a(y k) =73 +a(j,k) + « Thus, j = j'. Since by our
hypothesis, a(j, k) + 2z = a(y', k'), and & > 0, we must have by monotonicity, k' > k.
Since # < A, we substitute from (4) and (6), and simplify to obtain

k'—1

[(j mod wy +1)/a] — 3} [wi/a] < [(j mod wisr +1)/a]
i=k+1

Now we have two cases. If &' = k& + 1 the summation on the LHS is 0, and the first
term on the LHS is identical to the RHS, so we have a contradiction. On the other
hand, if & > k + 1, then the first term in the summation is the bound on the LHS,
and we again have a contradiction. |

Proof of Lemma 2: Since, the coefficients w; are uniformly distributed in the interval
[Wmin, Wmax), We have [w;/a] = w;/a + €, where ¢; are uniformly distributed in the
interval [0, Q;I]. Using elementary statistical analysis,

m

B(F(G.) = B (eri/o&) - £3°B(fwifal)

=1 =
c & € & Wmax T Wmin a—1
= 53 (B(wifa) + E(e)) = ©
O (B(wifo) +B(e)) = o3 (T g S
— @ (twmax + Wrin — 1 + 1)
2q «

We note that a similar result has been obtained by Alexandrov and Fidanova [AS93|
using a completely different approach. |

Proof of Theorem 2: The objective function in (11) is

— Wmax T Wmin — 1 1
= - - 16
flg,a) g (16)

Its first and second derivatives wrt ¢ are respectively
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87 . ('wmax + Wmin — 1)5 1
9 (R—qa)? ¢

and

O?F  2(Wmax + Wiin — 1)@ N 2
g (R — qa)?® ¢

(17)

(18)

Since R — ga > 1 then g > 0. On the other hand f(g,a) does not depend on

a and therefore f(g, ) is a convex function in the domain of feasible solutions for
(11). Hence, to find the integer solution of (11) it is sufficient to solve its relaxed

version and to investigate then the nearest integer points to this solution.

Setting the first derivative (17) to zero we get

R
\/a1a2('wmax + Wmin — 1) + ay

*

q:

From ¢a= R —qa we obtain

o = \/al('wmax + Wmin — 1)

ay
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