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Vérification d’architectures régulieres avec ALPHA :
une étude de cas

Résumé : Nous présentons une méthode formelle pour la vérification d’archi-
tectures VLSI régulieres. Dans notre méthode, les spécifications comportementales
du circuit et son implémentation sont d’abord exprimées en ALPHA, un langage
fonctionnel pour la conception d’architectures synchrones régulieres. Ces spécifica-
tions sont ensuite raffinées jusqu’a 'obtention de la description d’une architecture
abstraite. L'implémentation est simplifiée par des techniques d’induction pour at-
teindre le méme niveau d’abstraction. La vérification est alors obtenue en comparant
les deux descriptions obtenues. Cette méthode a été appliquée avec succes pour vé-
rifier la correction d’un circuit VLSI de 300.000 transistors appelé Api69. Ce circuit
a été congu pour réaliser un algorithme de comparaison de chaines de caracteéres
avec des applications a la correction d’orthographe et la comparaison de séquences
d’ADN. Nous décrivons le langage ALPHA, les transformations formelles utilisées
pour la vérification, et leur application a la vérification du circuit Ar169.

Mots-clé : VLSI, architectures régulieres, vérification de matériel
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1 Introduction

Technological advance in areas of design and fabrication has increased the complexity
of hardware systems. Checking the correctness of such systems is an important and
difficult task, as errors may lead to costly loss of production. Many errors are due
to manual design. Although automatic methods play an increasing role in VLSI
design, the majority of the high level design process is still manual. Moreover, even
the result of an automatic design tool might need to be checked, in order to uncover
possible errors in the software tools.

Traditionally, hardware systems have been validated by means of simulation.
This method is limited, as it is difficult to achieve 100% fault coverage. This is the
reason why formal verification is being considered more and more often.

Formal verification is like a mathematical proof. The correctness of a hardware
system is determined regardless of its input values, by considering its function rather
than its behaviour, and by verifying logical properties. Formal hardware verification
consists of establishing that an implementation satisfies a specification. Implemen-
tation and specification are representations of the circuit at different levels of abs-
traction.

Different approaches can be used for formal verification (see [Gup91] for a sur-
vey): theorem-proving — the relationship between a specification and implementation
is treated as a theorem in logic, model-checking — the implementation provides a se-
mantic model for the formula which represents the specification, equivalence testing
— equivalence of a specification and an implementation, equivalence of finite state au-
tomata, language containment— the implementation is shown to be contained in the
specification in the sense of the representation language. These methods depend on
the specification and implementation models used: logic [Gord87] — propositional lo-
gic, first-order predicate logic, high-order logic, temporal logic, or automata/language
theory [Mil91, NAP87, Ber92] — finite state automata, trace structure, process alge-
bra.

The main limitation of verification techniques is their complexity. Although pro-
gress has been made in this area, complex examples are still beyond the capabilities
of automatic verification systems. However, as pointed out by several authors, few
verification techniques exploit the inherent regular nature of hardware. For para-
metrized descriptions, modular proofs ([HLR92]) or inductive proofs (Boyer-Moore)
seem to be the most promising solutions. Among attemps to handle the verifica-
tion of regular hardware, the correctness of systolic circuits has been considered by
several authors (see [Hen86, ZB93] among others).
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4 C. Dezan, P. Quinton

In the present paper, we present a proof methodology to check the correctness
of systolic or more generally regular circuits.

The proof process is a combination of top-down synhesis and bottom-up abs-
traction until a common middle-point is reached. The principle of this methodology
was already proposed in [Eve87] and applied to a few examples [DM90, Ueh87]. Our
method takes advantage of available powerful architectural synthesis methods for
systolic arrays[Qui84].

The formal representation of both the specification and the implementation of
a circuit is given in ALPHA, a functional language used for the synthesis of regular
architectures]l VMQ91]. The ALPHA language can represent a circuit at different levels
of abstraction: structural description as well as functional or temporal. The verifica-
tion proceeds by doing program transformations based on the semantics of ALPHA
[Mau89] thus taking advantage of the ALPHA DU CENTAUR system[DGL*91][Dez93]
already used for architectural synthesis. This provides a semi-automatic proof pro-
cess, in the sense that the designer has to select transformations whose application
is automatic. The proof methodology deals directly with parametrized circuits.

The content of this paper is based on a case study. The methodology is applied to
an existing 300.000 transistor systolic circuit named AP169[Lav93]. The specification
of the chip consists of the recurrence equations describing its operations. The im-
plementation is the actual model of the chip at register-transfer level. By synthesis,
the recurrence equations are transformed in an explicit architecture. By abstraction,
the implementation is simplified by eliminating all initialization mechanisms, and
some optimizations which were applied when designing the chip. The verification is
completed by matching both descriptions.

The present paper is organised as follows: in section 2, we give an overview of
the ALPHA language and of the basic transformations. Section 3 deals with the main
transformations for architectural synthesis. Section 4 describes the transformations
for abstraction. Finally, section 5 shows the application of the proof methodology to
the AP169 chip.

2 An introduction to the ALPHA language

ALPHA is a language invented for the synthesis of regular architecture by step-
wise refinement. It is based on the model of recurrence equations, initially intro-
duced by Karp, Miller and Winograd[KMW67], and extensively used later on for
the synthesis of systolic arrays (see [Mol82, Qui83, Che85, DI85] among others).
The ALPHA language can also be used to describe synchronous systems, and the-

INRIA



Verification of regular architectures using ALPHA : a case study 5

refore, provides a natural framework for the transformation of algorithmic specifi-
cations into architectures. The principles of ALPHA have been presented in detail
elsewhere[DVQS91, DGLT91, VMQ91]. The purpose of this section is to introduce
the reader to the notations and principles of the language.

2.1 The basics

In the following, Z denotes the set of integers. In order not to introduce confusion,
we denote by integer the usual integer type.

To help explain the language, we consider the classical example of the convolution
algorithm. Given an infinite sequence z;,7 > 0, and a finite sequence of weights
w,0 < k < K, the convolution consists of computing a sequence y;,¢ > K defined
by the following equation:

K
Vi > K, y = E W X Ti—f . (1)
k=0

Let K = 4. This equation can be rewritten as recurrence equations as follows :

i>4 — y(i)=Y(i,4)
i>4k=-1 — Y(i,k)=0 (2)
i>4,0<k<4 — Y(i,k)=Y(i,k—1)+wk)*z(i— k)

The ALPHA program presented in figure 1, describes the system of equations (2).
An ALPHA program is a collection of single assignment equations. ALPHA follows
the classical principles of a structured, strongly typed functional language.

This program has two input variables x and w, and returns a variable y. Variable
x is indexed on the set {i|i > 0}, and can be seen as a function that maps the integral
points of this domain to integer. Observe that this domain is a polyhedron of Z".
Variable w is defined on the polyhedron {i|0 < i < 4}. It therefore represents a
linear array of type integer. Finally, y is defined on {i|¢ > 4}. The program uses
also a local variable Y, defined on the set {i,k|i > 4; —1 < k < 4}.

The equations defining the local variable Y and the output variable y are enclosed
between the keywords let and tel.

In ALPHA, variables and expressions are functions from a set of integral points
of Z™ called the spatial domain of the variable or the expression, to a set of values of
a given type (boolean, integer, or real). ALPHA expressions are obtained by com-
bining variables (or recursively, expressions) together with two sorts of operators :
pointwise operators and spatial operators.

RR n"2284



6 C. Dezan, P. Quinton

system convolution( w : {i|0 < i < 4} of integer;
x :4{i|i> 0} of integer)
returns ( y :{i¢|7> 4} of integer);

var
Y {i,k|i>4; —1 <k <4} of integer;
let
yv= {ii>4}:Y.(i — i,4);
Y = case
{i,k|k=—1}:0.(¢,k —);
{t,k|0<k <4} :Y.(41,k =i, k= 1)+ w.(i,k— k) *xx.(i,k — i — k);
esac;
tel

Figure 1: ALPHA program for the convolution

Pointwise operators. These operators are pointwise generalizations of classical
arithmetic operators to ALPHA expressions. For example, given one-dimensional va-
riables (or expressions) X and Y, the expression X + Y represents a function defined
on the intersection of the domains of X and Y whose value at index ¢ is X; + Y;.
Observe that pointwise operations carry out an implicit domain operation, as the
resulting expression X; 4+ Y, is defined on the intersection of the domains of its
operands. This is one of the key features of the language.

Spatial operators. These operators explicitly manipulate spatial domains. They
are the dependence, restriction and case operators.

We call a dependence function an affine mapping from Z" to Z™, m,n > 0. We
denote such a function by (¢,7,...— f(¢,7,...)) where f is an affine expression. For
example, (i,k — 2i — 3k + 4) represents the mapping 2i — 3k + 4 from Z? to Z. By
convention, Z° denotes the singleton set. A constant is a mapping from Z° to its
type.

The dependence operator combines dependence functions and expressions. Given
an expression E and a dependence function d, E.d denotes the composition of func-
tions E and d. For example, the expression x.(i — 7 — 1) represents a “left-shift” by
one of the variable x, as shown in figure 2. Let Z be this expression. The -th element
of 7 is the 1 — 1-th element of x. As pointwise operators, the dependence implies an
operation on domains. Here, the domain of 7 is the domain of x shifted to the right,

INRIA
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Z=x(t—1i-1)

dom(x)

dom(Z)

Figure 2: Illustration of dependence functions

and more generally, given an expression E and a dependency d, the domain of E.d
is d7!(dom(E)), the reciprocal image of the domain of E by d.

Observe that the notation 0.(¢,k —) extends the constant 0 to Z?. Similarly,
(— k), where k is an integral constant, denotes a mapping from Z° to Z.

The restriction operator restricts the domain of an expression by means of linear
constraints. Thus, {¢,k|¢ > 3} :Y denotes the restriction of the function Y to the
subdomain 7 > 3.

The case operator allows expressions to be conditionally defined by subdomains.
It combines expressions defined on disjoint domains into a new expression, as shown
by the definition of Y in program of figure 1 : depending on whether £ = —1 or not,
Y takes the value 0 or is defined recursively. To be valid, the branches of the case
must have disjoint domains.

Observe that index names are local to the definitions of dependence functions
and domain definitions. Thus, (¢,7 — ¢ + j) is strictly equivalent to (k,I — k +1),
and denotes the A-expression Aij.(¢ 4 j).

2.2 Transformations

The definition of ALPHA leads to a very powerful transformation mechanism, initially
aimed at providing the basic tools for the synthesis of regular arrays. In this sub-
section, we survey some of these transformations. They are based on the semantics

of the language, which is defined in detail in [Mau89].
ALPHA follows the substitution principle: any variable can be substituted by its
definition, without changing the meaning of the program. For example, substituting
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8 C. Dezan, P. Quinton

Y in the definition of y in program of figure 1, gives the new definition :
y= {i|]i >4}: (case
{i,k|k=—1}:0.(2, k —);
(i, k[0<k<4}:Yi(ik—ik—1)+w.(i,k— k) * .6,k — i — k);
esac;).(1 — 1,4)

This expression can be simplified, by distributing the outside-most restriction {i|¢ >
4} inside each branch of the case. By simplification, the first branch disappears, its
domain being empty. This leaves us with :

y= ({i,klk=4}:Y.(i,k— i k— 1)+ w.(i,k—k)xz.(i,k—i—k)).(i —i,4)

Similarly, the right-most dependency can be distributed inside the expression, and
after combination with the internal dependencies, we obtain :

y= Y.(i,k—143)+w.(i,k—4)xz.(i,k—1i-3)

In fact, such a simplification can always be done. One can prove that any ALPHA ex-
pression can be rewritten as an equivalent expression, called its normal form, whose
structure consists of one single case expression (see [Mau89]). The normalization
process serves to simplify expressions obtained by complex transformations. It can
be used, together with the substitution, to do a symbolic evaluation of an ALPHA
program. It is the basis of all formal manipulation of ALPHA programs, and will be
used extensively throughout the rest of this paper.

2.3 Change of basis

A change of basts can be applied to the index space of any local variable, using a
straightforward syntactic transformation of the equations [VMQ91]. The change of
basis transformation is used for space-time reindexing, which is the most fundamental
transformation of the synthesis of regular array. The idea behind this transformation
is to reindex the variables of a program in such a way that one dimension of the new
index space can be interpreted as the time, while the remaining indexes represent a
processor number (see figure 3).

This transformation is valid if the change of basis is done with an integral
unimodular’ matrix [Mau89]. A change of basis by a unimodular function P (ex-
pressed in dependence form), whose inverse is @, on the variable 7 defined on a
domain Dom is achieved as follows:

!One nonsingular matrix M is said to be unimodular if det(M) =1 1

INRIA
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Figure 3: Example of change of basis

e the definition of Z = exp is replaced by Z = P(Dom) : exp.Q, where P(Dom)
represents the image by P of the domain Dom,

e each occurence of 7 in the right-hand side of equation is replaced by Z.P.

Actually, the change of basis can be extended to the case when P has a left
inverse (), i.e. QP = I. It suffices to replace in the above transformation the matrix

P~! by @ (see [HL94]).

2.4 ALPHA array notation

The notation used so far for ALPHA program is functional, and suited to the un-
derstanding of the semantics of ALPHA. However, for practical purposes, it is ea-
sier to understand a definition X = exp as a quantified statement of the form
X[i] = exp[f(7)]. We call such a notation the array notation of ALpHA. The trans-
lation of a normalized ALPHA equation to its array notation is straightforward. For
example, the array notation for the convolution is :

Y[i, k] = case
k=-1:0;
0<Fk<4:Y[i,k—1] + w[k] * x[i — k];

RR n"2284



10 C. Dezan, P. Quinton

Suppose now that we substitute Y in the definition of y. The array notation for this
new program is:

yli{]=(lambda ik.
Y[i, k] = case
k=-1:0;
0<k<4:Y[i,k—1] + wlk] * x[i — k];

esac;)[i,n];

3 Synthesis transformations

As explained in the introduction, the top-down part of our verification methodology
consists of transforming the functional specification of the chip into an architecture,
by means of synthesis transformations. In this section, we present these transfor-
mations. Subsection 3.1 summarize the well known space-time transformation tech-
nique. In subsections 3.2 and 3.3, we describe two additional transformations needed
to synthesize hardware.

3.1 Time-space mapping

The synthesis procedure is based on the following remarks. First, the behaviour of a
synchronous architecture can be represented by a set of recurrence equations, (and
therefore, as an ALPHA program,) where one index, say ¢, is the time, and other
indices are a multidimensional processor number. For example, the well known uni-
directional systolic array for convolution can be described by means of the program
of figure 4. The architecture can be deduced from this program by an interpretation
of the indexes : t means the time, and p means the processor number. With such
an interpretation, a dependence function (¢,p — ¢ — 1,p) can be translated into a
register, and a dependence function ({,p — t,p— 1) represents a connection between
processor p and processor p — 1.

The goal of the synthesis is to transform the initial description of 1 into that of
figure 4. To do so, the following steps are (see [VMQ91] for details):

e apply to Y a change of basis which maps (¢,k) to (t = ¢ + k,p = k). The
determination of this transformation is done by solving a linear programming
problem,

e pipeline variable X in such a way that it circulates in the same direction as Y.

INRIA
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system convolution( w : {i]0 <1 <4} of integer;
x :{i|¢> 0} of integer)
returns ( y :{i|¢> 4} of integer);

var
X,Y :{t,p|t >0,0<p<4} of integer ;
let
ylil= {ii> 4} Y[i+ 4,4
Y[t,p] = case
p=—-1:0
0<p<4:Y[t—1,p— 1]+ wlp] * X[t,p];
esac;
X[t,p] = case
p=—1:0;
OSPS4:X[t_27p_1];
esac;
tel

Figure 4: ALPHA program for the convolution

3.2 Clock refinement

It is often the case that the implementation of a systolic array uses a two-level clock :
the systolic cycle is itself subdivided into smaller cycles, during which elementary
instructions are performed. In order to model such an operation, one can refine the
interpretation of the ALPHA program by allowing two different indexes to represent
the time : ¢ for the systolic clock, and k, say, to represent the instruction number
within a systolic cycle. With such an interpretation, the actual clock number of an
instruction is given by clock = l{+k where [ is the number of instructions by systolic
cycle.

Formally, the clock refinement transformation can be achieved by means of a
change of basis. Consider the following program fragment

X, Y: {t|t > 0} of boolean;
X[1] = Xq[t] + Xat];
Y[ = X[+ X5t];

whose hardware intepretation is shown in figure 5a. In order to map X to the first
cycle £ =0 and Y to the second cycle k = 1 of a refined clocking scheme, we apply

RR n"2284



12 C. Dezan, P. Quinton

a) b)

Figure 5: lllustration of clock refinement

control signal

X(k=0 X
VA
Y(E = 1 > v
Z[t, k] = case
kIOZXt,k’;
k’IllYt,k’;
esac;

Figure 6: Merging to variables for hardware sharing

the change of basis P; = (t — ¢,0) to X, and P, = ({ — {,1) to Y. The common left
inverse of Py and Py is Q = (¢,k — t). Applying these transformations leads to the
new program
X: {t, k|t > 0;k =0} of boolean;
Y: {t.k|t > 0;k =1} of boolean;
X[t k] = X, 1] 4 Xa[f]
Y[t, k] = X[¢t,0] + X3[t];

shown in figure 5b. Notice the register introduced between X and Y. This is because
clocky = clockx + 1.

3.3 Hardware sharing

Hardware sharing is also a very useful hardware synthesis transformation. It can be
formally represented in ALPHA as follows. Let X and Y be two variables defined
on disjoint domains dx and dy respectively. Assume that dx N'dy = @. Then 7 =
case X ;Y esac is a valid definition. By adding this definition to a program, and

INRIA
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by replacing each occurrence of X by dx : Z, and each occurrence of Y by dy : 7,
one obtains a new equivalent program. This transformation, when applied to an
ALPHA program being interpreted in terms of hardware, models hardware sharing,
as illustrated in figure 6. Here, the case expression is interpreted as a multiplexer.

4 Abstraction transformations

The second part of our verification methodology consists of simplifying the descrip-
tion of the actual chip, in order to obtain a representation at the same level as the
synthesized one. As we shall see in section 5, the main difficulty encountered in our
case study was to simplify the equations describing the initialization process of the
chip. During this phase, registers are loaded with values, which are used as constants
during the subsequent calculations. A natural way to simplify the chip was to prove
that these values are constant, and replace them in the program — an technique
similar to constant propagation in optimizing compilers. As shown here, this can
be done by applying a simple induction scheme, which, thanks to the properties of
ALPHA, leads in our particular case to a very simple verification process.

In this section, we consider the proof of a predicate P which involves only uni-
dimensional variables. Let N denote the set of natural numbers. To prove P, one
proceeds as follows :

1. prove P(0) (base case),
2. prove that P(n) = P(n+ 1), Vn € N (inductive step).

To express this in ALPHA, let us define boolean variables Py age, and Ppext respectively
representing P(0), P(n 4+ 1). These variables are defined on the domain {n|n > 0},
and their ALPHA definition is

Pbase [’IZ]
Pnext [TL]

=n>0: P[0]

=n>0:P[n+1]

To prove P, one has to prove that Pyaee and P = Ppeyt are true for all n.
Consider now the following example. Let X be a variable defined by

X[t] = case
t =0 : x0;
t>1:X[t—1];
esac;

RR n"2284



14 C. Dezan, P. Quinton

and suppose that we want to prove that for ¢ > 0, X(¢) = x0. The property to prove
can be written in ALPHA :

Plt] =t > 0 : (X[t] = x0).
We build Ppace and Prpext :
Prase[t] = t>0: P[O]
Ppext[t] = t>0: P[t+1]
By substituting P by its definition in Ppage and in Py, we obtain :
Phase[t] = ¢t >0: (X[0] = x0),
Ppext[t] = ¢t >0: (X[t + 1]= x0).
To prove Ppage, let us substitute X by its definition. The result is

Poase[t] = t>0: ((lambda ¢.

case
t =0 : x0;
t>1:X[t—1];

esac; )[0] = x0);
After normalization, we get
Pbase[t] = {2>0: (XO IXO)7

which proves the base case.
To prove Ppext, let us substitute again X by its definition in the definition of
Poexi. This leads to :

Prext[t] = t>0: ((lambda .

case
t =0 : x0;
t>1:X[t—1];

esac; )[t + 1] = x0);

It turns out that, again, normalization provides the desired result. Indeed, distribu-
ting the dependence [t 4 1] gives :

INRIA
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Ppext[t] = t>0:  (( case
t=—1:x0;
t>0:X][t];
esac; ) = x0);

By distributing the pointwise = operator, we obtain

Poext[t] = t>0: ( case
t=—1:(x0=x0);
t>0:(X[t]=x0);
esac; );

Finally, as t > 0A L = —1 = 0, we get
Pnext[t] = t>0: (X[t]IXO),

This is exactly the definition of P, which proves the induction step.

5 Application to APi69

In this section, we describe the application of our methodology to the verification
of a special purpose chip. In subsection 5.1, the chip is presented, and the overall
structure of the verification is described. Subsections 5.2 and 5.3 show respectively
the synthesis and abstraction part.

5.1 Presentation of the case study

The chip, named AP169 [Lav93], is a VLSI chip dedicated to string comparison
by means of dynamic programming techniques. Given two character strings X =
(z1,...,2m) and Y = (y1,...,Yn), the chip computes the distance between X and
Y given by the minimum number of substitutions, deletions, insertions, and trans-
positions which are necessary to transform X into Y. Let A represent the empty
character. It has been shown in [LOWT5] that D(¢,7), the distance between the ¢
first characters of X and the 5 first characters of Y, is obtained using the following
recurrence (the transposition case is not represented here, for the sake of simplicity:)

D(i—=1,5 = 1) +d(zi,y;)
D)= Min ] D(i~ 1.j)+d(A,3;) 3)
D(imj_ 1)+d(xi7/\) >

RR n"2284



16 C. Dezan, P. Quinton

— results

Figure 7: Array structure

where d(z;, \) represents the cost of deleting z;, d(A,y;) the cost of inserting y;,
and d(z;,y;) the cost of substituting z; by y;.

This algorithm can be mapped onto a rectangular systolic array of dimension
n X m where each processor is capable of performing one elementary computation
D(%,7). In [LAV89] and [SCHA90], it has been shown that in practice three diagonals
of processors are sufficient to provide good results. The array is thus organized as
shown in figure 7.

The APi69 chip is based on this structure. However, it contains several optimi-
zations which make its actual implementation far from trivial. These optimizations
concern :

e the internal structure of processors,
e the configuration process during which each processor is made particular,

e the mapping of interconnections between processors, in order to minimize
transmitted data.

The overall verification process of AP169 is conducted as follows. First, the equa-
tions describing the systolic array in figure 7 at a functional level are translated into

INRIA
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system initial_spec (ki,ko: integer;
ts: {t,i|t>0;6 > ;1> 1} of integer)
returns (s : {t,7,j |t > 0;6 = j;6 = i} of integer);

var
D {5 |£>0;8> 0,5 >0;6>4;5+2>4i+2> j;6 > j} of integer;
let
D[t,1,7] = case
t>0;:=0;37=0:0;
t>0;1=13=0: ki
t>0;2=1;7=0:ki + ki
t>0;1=0;1=7: ko;
t>0;1=0;2=7:ko + ko;
t>0;6>11> 30 =7+ 2 : infty;
t>0;4>1;1>1;1+2 =7 :infty;
t>0,54+1>573>11>104+12>95;,6>0,6>75:
min ( D[t —1,4,5 — 1] + ko ,
min ( D[t —2,s—1,5 — 1] + ts[t — 1,1] ,
D[t—l,l—l,]]+kl));
esac;
s[t,1,57] =  DIt,6,6];
tel;

Figure 8: Initial specification of AP169

ALPHA (we skipped the mapping of the recurrence equations to the systolic array,
since, in this case, it is an obvious transformation). Second, the actual chip is also
described using ALPHA.

From these specifications, we proceed in the following way :

e by synthesis, we refine the functional description in order to come closer to
the implementation by detailing the I/O activity of each processor. We also
reduce the number of processor interconnections in order to get closer to the
implementation which does not contain diagonal links.

e by abstraction, we eliminate the masking mechanism present in the processors
to support their initialization.

e We then show that the synthesized representation contains the implementa-
tion.

We now detail these steps.
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5.2 Synthesis of API69 specification

The initial specification shown in figure 8 is an almost direct and straightforward
translation of the systolic representation of algorithm 3. In the following ALPHA
program, ko, ki, and ts represent respectively the cost of deletion, of insertion,
and of substitution. Deletion and insertion are assumed to have a cost indepen-
dent of the character considered. This representation is given in term of “systolic
time”. The synthesis process consists essentially of two operations. First, variables
are “allocated” to a subcycles of the systolic cycle, as explained in 3.2. Second, the
connections between processors represented by the dependences between D[t 1, j]
and D[t—1,¢,j—1],D[t—2,i—1,j—1] or D[t—1,7—1, j] are mapped to a minimum
number of physical links. If we affect the diagonal dependence and the horizontal
one to different instructions of the clock, we can use a single physical link for both
communications. This is done through hardware sharing, as explained in 3.3.

5.3 Abstraction of the chip

The physical description of the chip is at the register transfer level. Notice that this
description also contains the specification of the I/O behavior of the chip, that is to
say, when data are fed into the chip, and results are output.

The implementation of the Ap169 chip uses identical processors, which are confi-
gured during an initialization phase. Control signals are set in each processor. They
activate where needed using a masking mechanism which enables a given processor
to replace on the fly a datum communicated by a neighbouring processor with the
contents of a register. This implementation techniques allows a very regular hard-
ware design to be obtained, in spite of the numerous special cases caused by the
boundary conditions of the recurrences.

The mask mechanism is implemented by a static register that can be modelled
as shown in fig. 9, and which corresponds to the ALPHA equation

Q[t] = (if control then D else Q)[t — 1] . (4)

Here, control is a boolean signal {rue only during the first tick of the clock. The
ALPHA expression of the control is :

control[t{] =  case
t =1 : true;
t > 2: false;
esac;
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control

D Q[t]= (if control then D else Q)[t — 1]

"

Figure 9: Model of a static register and its ALPHA Ttepresentation

Equation (4) can be reexpressed by substituting the variable control. In this way,
the output @ is now defined by a temporal recurrence :

Q] = case
t=1:D[t—1];
t>2:Q[t—1];
esac;

By substituting D by its definition once more, we obtain a value of one point, the
initial value of D which is a constant value cst. One can now prove by induction
that Q is equal to cst when {¢ > 1} using the method presented in section 4.

5.4 Meet-in-the-middle comparison

Synthesis and abstraction both result in ALPHA programs at a same level of expres-
sion, in which :

e processors are described as a function from input to output ;

e all processors are described by the same functional expression; the particular
behavior of border processors is handled by internal variables loaded during
initialization ;

e the whole systolic array is described in a structural way: interconnections bet-
ween processors are explicitly described.

The final description of the AP169 is shown in appendix A.

6 Conclusion

We have presented a verification methodology for regular circuits based on program
transformation of ALPHA programs. Correctness of the regular circuit is established
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by showing that the ALPHA description of the chip is equivalent to the ALPHA
description of its behavior in term of recurrence equations. To do so, the functional
description is transformed into an architecture, by means of top down synthesis, and
the implementation is abstracted up to the same representation level, by means of
induction. We have shown the application of this method to the verification of the
API169 chip, a 300.000 transistors IC for string comparison.

The effectiveness of our methodology relies upon the strong formal properties
of the ALPHA language on one hand, and upon its underlying model, systems of
recurrence equations, on the other hand. The properties of ALPHA, initially oriented
towards the synthesis of systolic array, allow parameterized regular descriptions to
be treated in a very concise way, thanks to the properties of polyhedral domains
and affine dependence functions it is based on. The systematic use of substitution
and normalization help simplifying expressions obtained throughout the verification
process. On the other hand, systems of recurrence equations is a powerful model
which is well suited to the representation of regular architectures.

The cooperation of top-down synthesis and bottom-up abstraction is also a key
point of the method. The synthesis part allows the gap between the functional
specification and the abstract architecture to be filled in a very efficient way. On the
other hand, abstraction by induction is the only way to deal with the peculiarities
of the physical implementation.

The proof by induction which has been described in this paper for one dimen-
sional variables, can certainly be generalized to more general cases. Moreover, the
structure of the proof is obviously related to the domains of the variables involved
in the predicate to be proven, and there is hope that this structure can be found in
an automatic way.
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A The final description of ArPi69

The following is the common ALPHA description reached by synthesis and abstrac-
tion. The INP equation describes links between processors. The dependences used
assume that horizontal and vertical transfer are useful. These links are configurable
in the sense that a single variable INP transmit alternatively data from horizontal
or vertical processor. The input variables DD, DV and DH represent the distances
computed by the diagonal, vertical or horizontal neighbour processor. Their values
are particular for border processors. For each processor, TS1 represents the access
to the substitution coefficient which is an input value expressed in TS. Computation
of each processor can be expressed in one single equation. This is represented by D
equation. The outputs of processor expressed by OutP are the result of computation
when they transfer D otherwise the diagonal data is transmited through INP.
system api69 (kiko : integer; ts: {¢,¢ |t > 0;6 > ¢;¢ > 1} of integer)
returns (s : {{,¢,7 |t > 0;6 = j;6 = ¢} of integer);
var
DD :{t,i,5,k |t > 0k=0;i+1> 57> 1;i>1;5+1> 46> 5:6 > i} of
integer;
DV : {t,i,j,k|t>0;2=Fk;j> 10> 10+1>5;74+1>46> 146> 5} of
integer;
DH: {t,i,5,k |t > 01 =k;i4+1> 45> 1> 1;5+1> 46> 5:6> i} of
integer;
TS1:{t,4,5,k|t>0;5+1>4k=0;7>1;¢>1;i4+1> 56 >46> 5} of
integer;
INP & {t,4,5,k [ > 058> 1;k> 055> 155+ 1> ;2> kii+2> ;6> j;6> i}
of integer;
D:{t,i,f,k|t>0;3=Fk;j>14>1;i+1>5:j4+1>i:6>146> ;) of
integer;
OutP : {t,i,j, k| > 056> 13k > 055 > 1;5+1> 652> k;i+2 > ;6 > j;6 > i)
of integer;
TS : {t,i,k[t > 0;i> 1;k > 0;2 > k;6 >= i}of integer; let
—processor interconnexion
INP[t, 4,7, k] = case
t>0;1=Fkj>2j7>4i41> 76> OutP[t, 4,5 — 1,k];
1>0;1=Fk4>4i>1;i4+2=7j:0utP[t,i,5 — 1,k];
1>0;2=Fk;i>3;6>4j+1=14:0utP[t,i — 1,7, kl;
1>0;2=Fk;i>2;i4+1>7;7>146>7:0utP[t,i—1,5,k];
1>0;6>41>2,k=0i=j+1:0utP[t,i— 1,7, k];
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1>0;1>2;6>4;k=0;j=1:0utP[t,i— 1,7,k

esac;

—inputs of processors

DDJt,1,j,k] = case
t>0;3=k;1=j5;1=1:0;
t>0;3=Fk;1=7;2=1:Kki
t>0;3=Fk;2=7;1=1: ko;
1>0;3=Fk;6>14i>2;i=j+1: INP[{,4,5,k—1];
1>0;3=Fk;6>4i>2;i=j: INP[t,4,5,k—1];
1>0;3=Fk;i>2;5>14;j=1i+1: INP[t,4,5,k—1];

esac;

DVJt, 4,7, k] = case
t>0;2=Fk;1=7;1=1:Kki
1>0;2=Fk;1=7;2=12%Kki;
t>0;2=Fk;2=yj;1=14INP[t,i,5,k—1];
1>0;2=Fk;i>2;6>1;7+ 1 =1 infty;
1>0;2=Fk;i>2;5>4;j=1i+1:INP[t,4,5,k—1];
1>0;2=Fk;i>2;6>1;j =1 INP[{,4,5,k—1];

esac;

DH[t,z,],k] case
t>0;1=Fk;1=7;1=1: ko;
t>0;1=Fk;1=y;2=14INP[t,i,5,k—1];
t>0;1=k;2=7j;1=1: 2% ko;
1>0;1=Fk;6>144>2;i=j+1: INP[{,4,5,k—1];
1>0;1=Fk;i>2;6>14;5=1:INP[t,i,5,k— 1];
t>0;1=Fk;5>122>2;1+ 1 = j: infty;

esac;

TS[t, 1, k] = ts[, k]

TS1[t, 4, j, k] = case
1>0;3=Fk;6>41i>1;j4+1=1:TS[t,i,k— 3];
1>0;3=Fk;6>41i>1;i=j: TS[t,i,k—2];
t>0;3=Fk;5>4i>1;i4+1=j: TS[t,e,k—1];

esac;

—computation of processors

Dit,%,7,k] = min ( DV[t,4,7,k— 1] 4+ ko ,
min ( DH[¢, 2,7,k — 2] + ki ,

DD[t, 4, §,k — 3] + TS1[t, 5,5,k — 3] ) );
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—outputs of processors

OutP[t,i,7, k] = case
t>1;5>=41>1;k=0;5>41+ 1> 5: D[t,4, 4, k];
1>0;2=Fk;2=yj;1=14INP[t,i,5,k—1];

1>0;2=Fk;i>2;5>14;j=1i+1: INP[{,4,5,k— 1];

1>0;2=Fk;i>2;5>1;j =14 INP[t, 4,5, k—1];

1>0;2=Fk;i>1;4>=14j=14 2: INP[t,4,5,k—1];
t>11=kj>1i4+1>5i>1;5+1>145> 5: D[t 4,4,1];

esac;

—output of the array

s[t, 1, j] = DI[t,6,6,0]

tel;
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