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Pour une nouvelle méthodologie temps-réel

Résumé : Cet article prone I'utilisation d’une méthodologie synchrone pour pro-
grammer, vérifier et implémenter les applications temps-réel. Les principaux traits
du langage synchrone SIGNAL sont présentés et quelques principes méthodologiques
sont proposés. La programmation en SIGNAL est illustrée & travers le développe-
ment d’une montre digitale complexe. Une vue générale de I’atelier de conception
de SIGNAL est ensuite présentée. Cet atelier comporte aussi bien des outils de véri-
fication formelle que des outils d’implémentation. Il permet l'inférence de mises en
ceuvre sures et efficaces sur diverses architectures, dont les architectures paralleles
a mémoire distribuée. Tous ces outils opeérent sur une unique bien que polymorphe
représentation abstraite des programmes, les graphes de dépendances de flots syn-
chronisés, ce qui procure une grande homogénéité a cet atelier de conception.

Mots-clé : systeémes réactifs & temps-réel, approche synchrone du temps, lan-
gage SIGNAL, méthodologie de spécification/programmation, atelier de conception,
graphes de dépendances de flots synchronisés, vérification formelle et implémenta-
tion assistées.
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1 Introduction

Real-time computing encompasses applications from missile control to ballistic de-
fense systems, from vehicle and train control to space shuttle and avionics, from
workshop automation to nuclear power plant. Whereas logistics, economics and hu-
man stakes are critical in these applications, the design of real-time systems are
mainly performed using craft methods or design environments which provide the
designer with limited help often reduced to the organization and the presentation
of his thoughts. In this paper, we advocate a new real-time methodology and pre-
sent the software design environment we developed. This methodology intends to
include all the development steps of a real-time system, from its early design up to
its implementation on a particular architecture, each step being supported by formal
verifications.

The presentation of this new methodology for the design of real-time systems is
divided in five parts. Firstly, we set up the context of this methodology by drawing
the characteristic features and the essential requirements of real-time applications.
Secondly, we explain the fundamental basis of our real-time methodology: the syn-
chronous approach of time. Thirdly, we present the specification language SIGNAL
on which our methodology is based. The specification methodology we advocate is
then illustrated by programming a complex real-time application: a digital watch
including a stopwatch and an alarm. Finally, we draw the main features of the Si-
GNAL software design environment and the tools it includes to verify and implement
the SIGNAL programs on various architectures.

1.1 Real-Time Features and Requirements
(i) Interactivity

A real-time system, as a timely reactive system [17, 29], monitors and tries to control
its environment by maintaining an on-going interaction with it. The environment of
a reactive system may include physical devices that require extremely frequent inter-
actions (the radar in missile defense systems). One the other hand, the environment
may embrace relative slow performance systems like high-level decision centers (hu-
man or expert systems) to supervise complex activities (the choice of air corridors in
air-traffic control systems) or exceptional ones (financial crashes). Consequently to
this heterogeneity of their environment, reactive systems have to cope with on-going
interactions taking place on various time-scales.
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4 Th. Gautier, P. Le Guernic, O. Maffeis

(ii) Parallelism & Portability

A real-time system is essentially a parallel system since it interacts with a hete-
rogeneous environment, each part of this environment having its own evolution.
Real-time systems go from small applications (embedded systems) which require
drastic resource consumption (time, memory) up to wide ones (air-traffic control,
telemetry control systems) in which geographical constraints may enforce an imple-
mentation through parallel processes —complex applications are often composed of
several cooperative smaller real-time systems, some of them being embedded.

Besides the intrinsic parallelism of real-time systems, they are generally designed
to ensure a long-lived service. For instance, the life of a nuclear power plant may be
10 or 20 years. Therefore, the specification of the real-time systems must be portable
and evolvable to be able to cope with the modifications of the functionality and the
evolution of the operational techniques along such periods.

Thus, durability, speed issues and interactions on various space-scales imply that
the specification of a real-time system should be architecture independent —see also
[35]— and enable parallel executions.

(iv) Temporal Constraints & Predictability

In the relationship with its environment, the real-time system is fully responsible for
the synchronization; if the synchronization with its environment does not correctly
occur, it would lead to distortion phenomena. To synchronize properly with an
environment in which time is an essential component of its behavior, a real-time
system has to handle time and timing constraints. We distinguish two quantitative
ways of expressing timing constraints:

e response-time constraints (latency), for which the durations, between an event
and the induced reaction of the system, must be considered. These constraints
highly depend on the application area (tens milliseconds for an aircraft, a few
seconds for a reservation system, . ..); response-time constraints are expressed
over a chronometrical representation of time;

e rate constraints, for which we have to consider the number of events that can
be processed by the system during one time unit; rate constraints are expressed
over a chronological representation of time.

A real-time system behaves in real-time if its implementation verifies these timing
constraints. Therefore, to verify the real-time feature, the temporal behavior of the
system and its implementation must be predictable in time.

INRIA
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(iii)) Dependability

The simple list of some application areas is sufficient to convince oneself of the ne-
cessity to give a special care to dependability: nuclear power plants, ballistic defense
systems, spacecraft systems, ...

To let dependability rely exclusively on the designer/programmer’s skills does
not provide enough safety guarantees. Moreover, this way of designing is intractable
and finally inefficient for large applications.

One should provide formal verification techniques dealing with properties of the
specification (deadlock freedom, mutual exclusion of states, responsiveness, ...). Mo-
reover, one should supply tools which enable the inference of highly-efficient, time-
predictable and even fault-tolerant implementations while preserving the equivalence
with the specification of the system.

1.2 Real-Time Systems
(i) Definition

A real-time system is a system which maintains an on-going interaction with an
environment in which time is an intrinsic and essential component of its behavior;
a real-time system is a timely reactive system. By means of this interaction, the
real-time system monitors its environment, synthesizes diagnostics and may emit
commands to direct it. For instance, a real-time system which controls a nuclear
power plant must prevent any overheating of the core. Consequently, it has to es-
timate as accurately as possible the current state of the core with respect to the
inputs provided from sensors. According to the predictable evolutions of the core
from its current state, the system may alarm the operators if some overheating is
foreseeable, and it may produce adjustment commands to actuators.

As time is an intrinsic and essential component of the behavior of the environ-
ment, the reaction of the system is subjected to some temporal limit' beyond which
the meaning of the information is changed for the environment. As an extreme
example, after its takeoff, the reservation of a place in the plane becomes useless.
Roughly, although the relative evolution of the real-time system and its environment
is fully asynchronous, the reaction of a real-time system must seem instantaneous

! This temporal limit may be very strict (i-e., the cost of a failure is very high) and the system
is called a hard real-time system. On the other hand, this limit may be less strict and the system
is a soft real-time system. Complex applications are often an intricate composition of both kinds of
systems.
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6 Th. Gautier, P. Le Guernic, O. Maffeis

according to the time granularity of the environment changing state. This point of
view should be of adjustable granularity according to the level of observation.

(ii) Structure of a Reactive System

Let us describe more precisely the generic structure of the systems we consider. We
call co-system a reactive system whose structure is depicted in the grey box of Fig. 1.

OBSERVATION ACTION
MODELING
CO-SYSTEM
ENVIRONMENT

Fig. 1: Generic Structure of a Real-Time System

The co-system receives data from its environment (represented by the left link in
Fig. 1) and sends data to it right link). Depending on the application, the data
communicated between the co-system and its environment are quantitative (for
example, the speed and the position of a lift) or qualitative (for instance, the state
opened/closed of its doors).

Regardless of the monolithic depiction of the environment, it may have a very
complex structure just like a concurrent co-system except that its own internal dy-
namic is visible only through its interface. In this representation, we neither give
greater importance to the co-system (transformational approach), nor to the envi-
ronment (pure reactive approach [17]); the relative influence of the co-system and
its environment is very symmetrical: the evolution of the environment influences the
co-system through some sensors and the co-system affects its environment through
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commands to actuators.

As considered in the control automation community, a co-system is generally com-
posed of the following functional components:

e an OBSERVATION module, which records the observed evolutions of the
environment; these evolutions may concern states of the monitored devices or
commands from the high-level decision centers;

e an ACTION module, which synthesizes diagnostics and produces commands
for different parts of the environment;

e a MODELING module, which is in charge of capturing the environment
behavior. According to the current observation and the previous modeling,
some distance between the predictable behavior and the current state of the
environment may be estimated. This estimation may induce an adjustment of
the modeling and influence the commands emitted to direct the environment.

According to the performed interaction, a taxonomy of co-systems, in increasing
order of generality, may be:

e functions: their behavior is, at each occurrence of data on their inputs, the
calculation of a function (in the mathematical sense) from its inputs to its
outputs. Examples of devices implementing functions are bells, ALU, FFT
chips, etc.

e deterministic automata: their behavior is, at each instant, the computation of
a function from its inputs and a current state to its outputs. With respect
to the active instants of these automata, we can distinguish purely reactive
automata, for which these instants are defined by the occurrences of inputs,
and generative (i.e., outpul-sensitive) automata, for which they are defined
by the occurrences of outputs. An example of generative automaton is the
quartz crystal in a digital watch. By enabling the specification of both reactive
and generative automata, mixed passive and active systems can be described,
thereby a complete symmetry between a co-system and its environment is
considered;

e relations (non-deterministic automata) which set, at each instant, some rela-
tion (in the mathematical sense) among their inputs, their current state and
their outputs. For instance, random functions, noisy transmission systems, or
partial specifications belong to this class of systems.

RR n"2364
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If one does not want to implement relations, at least, it may be necessary to des-
cribe them to simulate their behavior, and to obtain, by refinement, a deterministic
system. The purpose of our real-time design methodology is to describe all those
types of reactive systems although only the first two classes of reactive systems are
considered for a real-time implementation.

1.3 The problematics of Time

Basically, the specific characteristic of the design of a real-time system is the necessity
to consider time as an intrinsic element. Starting from a short description of the
physical time, we present two different approaches of time in parallel programming
languages: the asynchronous approach and the synchronous one.

1.3.1 Physical Time
(i) Measurability

Time may occur as a measurable physical entity in the behavior of the processes
that a real-time system has to control. For instance, time may be expressed through
equations of dynamics which allow a quantitative and continuous description of the
behavior of the object as a function of time. In this approach, time is considered
under its chronometric aspect: the duration has a significant role in actions (the
application of a non timed force for moving a lift would smash it on the top or on
the floor).

Another approach to temporal phenomena is to focus on qualitative properties.
For example, the lift should not go up or down when the doors are opened (inde-
pendently of its speed). Considering qualitative properties leads us to handle the
chronology and the simultaneity of events. More precisely, we have to abstract a
continuous phenomenon by a denumerable set of events (or states). These events
could be, for instance, “the doors become closed”, or “the button of the second
floor is pressed”. The interactions between the system and its environment will be
described over this set of events.

(ii) Non Isotropy

A particular property linked to the concept of time is the principle of uncertainty sta-
ted initially by W. Heisenberg: due to the non null duration of information transfers,
it is not possible to know the current state of a system. This uncertainty significantly
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disrupts the processes of knowledge acquisition (it is particularly manifest in astro-
nomy; concerning real-time systems, the problem is increased by the variations of
quartz frequencies).

Another particular property of time as a physical entity is its irreversibility,
which in chemistry is expressed by Carnot’s principle. The increase of entropy in a
system leads to consider only causal models in real-time systems specifications: it
is not possible to compute the current state of the system according to its future;
at best, it is only possible to estimate the future of a system with respect to its
estimated (uncertainty principle) current state.

Thus, time is a measurable and non isotropic physical entity; an extended pre-
sentation of the different aspects of time is given in [37].

1.3.2 The Asynchronous Approach

According to the requirements of real-time systems, their behavior must be specified
in a parallel and portable language. The most common time model for concurrent
programming is asynchrony. As R. Milner wrote in the introduction to CCS [32]:

“We aim to describe a concurrent system fully enough to determine
exactly what behavior will be seen or experienced by an external observer.

When we compose two agents it is the synchronization of their mutual
communications which determines the composite; we treat their indepen-
dent actions as occurring in an arbitrary order but not simultaneously”

Thus, an asynchronous language relies on the observed interleaving of perceptible
events which may happen during execution. We consider as asynchronous any sys-
tem of representation of events (some atomic abstraction such as rendez-vous) that
does not allow to perceive simultaneous events. Examples of asynchronous real-time
languages are CSP [18, 33], ADA [36, 2] and Real-Time Concurrent C [13].

As the asynchronous approach relies on the observed interleaving of perceptible
events during execution, this approach is implementation-oriented; it forces to consi-
der more or less abstractly the target architecture at early specification stage of the
applications. Therefore, the portability of the specifications expressed in an asyn-
chronous parallel language is, to some extent, limited.

The second drawback of the asynchronous approach concerns the safety which
may result from formal verification techniques. Since the asynchronous approach
requires to introduce implementation considerations at the specification stage, the
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semantics of the implementation interferes with the proper semantics of the appli-
cation, thereby some of its intrisinc properties may be masked. This possible loss of
information may affect the demonstration capability. Besides this loss of informa-
tion, the difficulty to prove properties over asynchronous specifications is even grea-
ter with the non-determinism: non-determinism increases the complexity of proof
by increasing the number of sequences of events that may occur at run-time.

1.3.3 The Synchronous Approach

A first approach to synchrony has been investigated by Milner in [31]. In this sub-
section, we present another approach which, in contrast with Milner’s one, can be
seen as a coarse-grain approach to synchrony. Introductory papers to this approach
are [9, 4].

(i) Principle

In the asynchronous approach, executing an operator consumes some time; time is
considered at a fine-grain physical level. In the synchronous approach, time is abs-
tracted from the computations and the communications (i.e., computing and commu-
nicating take no time): time is transfered on the data level and related to their state
changes; time is considered at a coarse-grain logical level. Hence, while the asynchro-
nous approach consists in focusing on the computational aspects in the description of
behaviors, the synchronous approach adds a level of abstraction by focusing initially
at a logical level. Therefore, the description of behaviors is less dependent from the
implementation issues; the synchronous approach induces application-oriented spe-
cifications, thereby it improves their architecture-independence and increases their
portability.

One possible way to characterize the notion of state change on the data level is
to associate this approach to synchrony with the dataflow approach and its single
assignment principle. Then, the time elapsing at the data level is simply denoted by
the precedence of successive values on the same signal (flow of data): two values on
a signal belong to two different instants of execution, the succession of the values
denoting a sequence of execution instants.

With this point of view, the events are observed chronologically taking into ac-
count their possible simultaneity. In this approach, time is a discrete domain; it
may be generated by purely temporal events (for instance, the seconds given by a
physical clock), or by events resulting from the evolution of an environment device
in non temporal measures (for instance, the passing of a lift to the floors).

INRIA
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(ii) Programming Style

As the synchronous approach leads to abstract execution and communication dura-
tions, some actions become assigned to the same logical instant of execution. The-
refore, whereas with an asynchronous approach behaviors are specified as a “conti-
nuous” succession of computation steps and waiting steps for synchronization, the
synchronous approach induces a discretization of this operational behavior, each
fragment of behavior resulting from this discretization being executed in “zero ti-
me”. Consequently, an application is specified as sequences of instantaneous ma-
croscopic reactions to stimuli: an application is specified with the synchronous ap-
proach as sequences of reflexes; the synchronous approach of time is the basis of the
reflex programming style.

According to this latter remark, the different existing synchronous languages can
be divided into two groups: the imperative ones (STATECHARTS [16], ARGOs [30] and
EsTEREL [10]) focusing on the sequencing, and the declarative ones (LUSTRE [15]
and SIGNAL [25]) focusing on the reflexes.

(iii) Synchronous Paradigm

A paradigm for the synchronous approach is the definition of a time counter. Let
us consider some external device that delivers a tick every second. In order to pro-
duce the ticks for the minutes, we build a counter modulo 60. In an asynchronous
approach, this behavior will be specified as an iteration over the sequence: wait for
the second tick then increment the counter or, if it reaches 60, reset it and emit a
minute tick. The property that a minute occurs every sixty seconds is trapped in the
implementation-oriented specification: no proof or validation system may consider
this property. By contrast, in the synchronous approach, the same behavior will be
specified as two exclusive reflexes: (a) increment the second counter or (b) reset the
counter and emit a minute tick. The event minute is defined as occurring in the same
reflex as the reset of the second counter: the event minute occurs simultaneously with
the sixtieth event second, and this can be used in proofs.

(iv) Resource Bounds

An implementation of a system is said real-time if the latency (response time to some
stimuli) is bounded by the latency of the state change of the environment. A system
will be able to accept a real-time implementation only if the resources it requires
can be bounded. Over the time resource, this property imposes that we must be able
to ensure that the number of operations in each different reflex is bounded. Over
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12 Th. Gautier, P. Le Guernic, O. Maffeis

the memory resource, we have to assert that only a bounded memory is requested.
These verifications are eased thanks to the discretization of the behavior occurring
at the specification level since they are verified by restricting the study to properties
of the reflexes and not of their composition.

Thus, with the synchronous approach, it is possible to specify, to prove, and to
simulate the functional behavior of real-time systems. When and only when the
specification has been certified at the functional level, we can consider its implemen-
tation on a particular architecture and verify if it runs in real-time.

(v) Handling Physical Constraints

With the synchronous approach, a real-time system is specified as sequences of
reflexes to stimuli. This approach comes down to initially remove the physical du-
rations from the specification; these physical durations are only inserted when they
are required, at the implementation stage. The abstraction into reflexes is still very
useful at this stage since it is over the reflexes to stimuli that the real-time feature
of an implementation is verified.

Over an implementation on a target architecture, this verification of the real-
time feature can be analytic by estimating at compile-time the worst response time
(a bound of the response time exists thanks to (iv)). If such an analytic verification
is not possible since some feature of the target architecture does not enable bounded
response time, some watchdog events must be added to the initial program to assert
the timing constraints.

In the sequel of this paper, we emphasize the specification of real-time systems using
SIGNAL: in section 2, we present the SIGNAL language, a synchronous and dataflow
language; in section 3, the methodology of specification is presented and illustrated
by programming a complex digital watch. Finally, in the later sections, we present
the software design environment which has been developed to deal with SiGNAL
specifications; the significant property of this environment is its homogeneity which
results from the unique abstract program representation on which all the verification
tools as well as the implementation techniques act.

2 SIGNAL: a Synchronous Dataflow Language

The synchronous approach is the base of the class of synchronous languages which in-
cludes in particular the STATECHARTS [16], ARGOS [30], ESTEREL [10], LUSTRE [15],

INRIA
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and SIGNAL —see [14] for an overview of the three latter ones. In this section, we
introduce the SIGNAL language, a synchronous and dataflow language. The reader
interested in introductory papers on the language may look at [6] and [25]; a more
detailed presentation is given in [7] —and for the historians, the first published pa-
per on SIGNAL is [24].

As S1GNAL is a dataflow language, it handles (possibly infinite) sequences of data
with an implicit dating: the signals. At a given instant, a signal may have the status
present (it holds a value) or the status absent (denoted by L). If X is a signal, we
denote by (x)¢>1 the sequence of its values when it is present. Signals that are always
present simultaneously are said to have the same clock or to be synchronous; clocks
can be considered as equivalence classes of synchronous signals. The operators of
SIGNAL are intended to relate clocks as well as values of the various signals involved
in a given system. We term a system of such relations process; processes may be
used as modules and further combined as indicated later.

2.1 Elementary Processes

e Y:=1f(X1,...,XN) denotes a function (or even a relation) on values extended
to act on signals (sequences of values). Let £ a symbol which denotes a n-ary
function acting on signals (arithmetic or boolean operations, user-defined func-
tions) and f the corresponding function acting on values, the above SIGNAL-
expression defines the elementary process which satisfies:

Vi>1 yi= f(xl,...,xn0y)

A byproduct of these operators is that all the referred signals must be syn-
chronous, i.e. they must have the same clock.

e Y:=X $1 denotes a delay operation; this expression represents an elemen-
tary process such that

Vi>1 yi=x-1, y1=190

where y0 is an initial and constant value associated with the declaration of the
signal Y. Just like the previous one, this operator forces the referred signals to
have the same clock.

e Y := X when B  denotes a sampling of a signal through a boolean condition.
The signal Y takes the value of X if both X and the boolean signal B are present,
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14 Th. Gautier, P. Le Guernic, O. Maffeis

and B is carrying the value true; otherwise, Y is absent. A possible sequence of
values over X, B and Y may be:

X:1 2 1L 3 4 1L 5 6 9
B: ( f t L t f L f
1 L 1 1 4 1L 1L 19 (Y := X when B)
o Y := U default V  denotes the deterministic merging of signals. The out-

put Y is equal to U when U is present, otherwise it is equal to V (and then
absent if both U and V are absent); this priority given to U makes this merge
deterministic. A possible sequence of values over X, B and Y may be:

v: 1 2 1L 3 4 1L 5 1L 9
v: L 1 3 4 10 8 9 2 1
Y: 1.2 3 3 4 8 5 2 9 (Y := U default V)

The above operators are the only ones acting on signals which belong to the kernel
of SIGNAL. In addition to these operators, we will use frequently the three following
expressions which are directly derived from the kernel of SIGNAL:

— C := event X  delivers an event-signal C (of type event) which is a signal
occurring only with the value true. C is synchronous to the signal X: it is the
clock of X. A possible sequence of values over X and C may be?:

X:1 2 1 3 1L 1 5 6 9
t ¢t L ¢t L L &t t t

C: (C := event X)
— C:= when B delivers an event-signal C when the signal B is equal to {rue;
C:= when B is the shortened form of C:= B when B.
— synchro { U, V } is a process without output that constrains its inputs

to be synchronous.

2¢:= event X is rewritten as C:= (X=X) in the kernel of SIGNAL.

INRIA
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2.2 Process Composition

The parallel composition (|P|Q|) of two processes P and Q is quite similar to the
union of sets of equations: an input signal X of P has the values defined in Q if X is
an output signal of Q and vice versa. A signal cannot be defined in more than one
process; the input signals of (|P|Q|) are those of P and Q which are not defined
in neither of them; the output signals of (|P|Q|) are those of either P or Q. This
composition operator is commutative and associative.

2.3 Data Types
The values held by signals may belong to the following types:

e the control types (event and logical) used in relations and functions;
e the numerical types (integer, real and complex) used in functions;

e multi-dimensional arrays of any type; the elements of an array have the same
type; moreover, they are synchronous.

The next version of the SIGNAL language, currently under development, will include
several other types like strings, records, tuples, etc.

2.4 A Simple Example

The following SIGNAL process emits a tick every minute —event-signal TM— and the
number of seconds —signal S— elapsed since the last minute tick. The only input of
this process, called SECOND, is an event-signal TS delivered by its environment (we
assume that TS is received every second):

(I synchro { S, TS }
| Zs := S $1
| S := ( 0 when TM )default( ZS+1 )
| TM := TS when( ZS=59 )
1)

e synchro { S, TS } ; the occurrences of the integer signal S and that of the
event-signal TS are synchronous: S counts the occurrences of TS;

e ZS := S $1 :theinteger signal ZS carries, at each one of its occurrences, the
previous value of S; both signals are implicitly synchronous;
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¢ S := ( 0 when TM )default( ZS+1 ) ; the signal S counts the number of
ticks of TS modulo 60: it is reset every minute (occurrences of the event-signal
TM); otherwise, it takes its previous value (carried by ZS) incremented by 1;

e TM := TS when( ZS=59 ) ; the event-signal TM and the occurrences of ZS
with 59 are synchronous: a tick for the minute is produced every 60 seconds.

A run of the SIGNAL process SECOND produces the following sequences of values on
its signals:

TS et 0ttt t ottt ot
™ .- 1L L 1L L ¢ L L+ 1 1 1L
ZS : -+« 55 56 57 58 59 0 1 2 3 4

S : -+« 56 57 58 59 0 1 2 3 4 5

2.5 Modularity

Any SIGNAL process may be “encapsulated” in a process frame which allows one to
abstract any process to an interface; the process can be used afterwards as a black
box through its interface. The interface of a process describes its input-output signals
and its parameters (dimensions of arrays, initializations, ...). The process frame
enables the definition of sub-processes; the sub-processes which are just specified by
an interface without an internal behavior are considered as external (they may be
separately compiled processes or physical components).

Example

Let us make the previous simple example a more generic one through the process
WHEEL depicted in Fig. 2; this figure is a screen-dump of the graphic interface which
is included in the SIGNAL software design environment.

This process specifies a modulo counter of the occurrences of the input signal TICK;
this process supports an additional external reset by means of the signal RESTART
(both TICK and RESTART are event type signals or, in short, event-signals). The
output signal V holds the number of occurrences of TICK until the last reset; the
output signal TOP occurs when the value of the modulo counter has reached its limit
specified by the (constant) parameter MOD.

The body of the process WHEEL (Fig. 2) is made up of two components:
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WHEEL integer MOD
RESTART |
TICK {1 RST := RESTART default TOP
E " 1 synchro £ V. RESTART default TICK *
1>
TOP TOP
(1 2V := V $1
ESTL 1 W := { 0 when RST )default{ ZV+1 ) it !
I TOP := when{ Z¥>=( HOD-1 }) 2
1> i

Fig. 2: The Process WHEEL

e the bottom box specifies the same behavior as in the previous example except
that (a) the limit is stated by the parameter MOD (a constant value) and (b)
the reset of the counter is not restricted to the occurrence of TOP as specified
in the top box.

e the top box specifies that the counter is reset —occurrences of RST— when an
external reset is requested —occurrences of RESTART— or when the counter
has reached its limit —occurrences of TOP. The second line of the top box
extends the synchronization in the previous example to cope with the external
resets.

The process WHEEL will be used in the next section to specify in SIGNAL the counting
heart of the stopwatch.

The overall language includes several other operators to ease programming, all
these operators are derived from the kernel of SIGNAL for which a mathematical
semantics has been defined [7]. The description of the overall language is out of the
scope of this paper —see [11] for a complete information.
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3 Describing a Digital Watch in SIGNAL

Through the description of this example, we would like to illustrate some methodolo-
gical principles to design complex real-time systems in SIGNAL; these principles have
been motivated by safety properties as well as software engineering requirements like
portability, maintainability, modularity and reusability —see [19] for a survey of the
design methodologies for real-time systems. Besides drawing up a methodology for
programming in SIGNAL, we would like to present the ability of the language to
handle internally or externally generated interruptions, exceptions, data-dependent
(down)sampling, mixed passive/active communications with the external world, etc.,
which are control structures commonly used in real-time programming. To specify
the digital watch, we introduce very high-level processes. These processes have been
designed to be as generic as possible; the modularity of SIGNAL enables their re-use
in completely different environments.

3.1 Brief Description of the Application

We chose to describe a digital watch as a typical real-time application. The digital
watch we specified is widely inspired from the programming benchmark used in [16]
and [8]. This digital watch (Fig. 3) has three modes:

e a watch mode, that shows the time, the date and the day of the week;
e a stopwalch mode with a 1/100 sec precision;

e an alarm mode, in which the alarm time can be set to the minute.

The watch and the alarm modes are themselves split in two sub-modes, the regular
and the setting modes. This digital watch supports several options: a time-display
in AM/PM or in 24h formats, beeps on the occurrence of the hours, etc.

The digital watch has five input event-signals:

e the system time (QTZ);
e the upper-left button (UL) used to switch from regular to setting modes;

e the lower-left button (LL) used to circularly switch the current mode from
watch to stopwatch and alarm;

e the upper-right button (UR) and the lower-right button (LR) have effects which
are specific to the current mode.
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Fig. 3: The digital watch

The design of the digital watch follows roughly a top-down methodology. It is com-

posed of two main steps of refinement. Firstly, we draw up three methodological
principles from which we decompose the design of the digital watch into simple
and homogeneous processes. Secondly, we define two principles related to style of
programming in SIGNAL. Finally, we simulate the specified digital watch by pro-
gramming in SIGNAL its simulation environment.

3.2 Getting Portability

As a real-time system, a digital watch is a time-critical application which maintains
an on-going relationship with its environment. One the one hand, as real-time sys-
tems are closely related to their environment, their behaviors are deeply affected
by the environment features, thereby getting portability in their design may be a
very intricate task. On the other hand, as these systems perform usually a long-lived
service, they will have to cope with several technological advances: their design must
be highly portable. Therefore, the first principle of our design methodology concerns
portability.

1st Design Principle: Isolate the technology-related components
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For the design of the digital watch, this principle induces the decomposition achieved

in Fig. 4. In this figure, one component has been associated with each kind of inter-
face device. Consequently, if the capabilities of any of these devices are upgraded,
the program rewriting can be restricted to the associated component. The ability of
the graphic interface to abstract text has been used to mask all the parameters of
the processes; these parameters which add generality to the design are abstracted
as a #. Note that the two inputs HF and LF of the process DIGITAL_WATCH stand for
the frequencies at which the events on the right and the left buttons are respecti-
vely considered: the left buttons, which produce the mode changes, are relatively
less frequently considered since they require more complex reactions. In return, the
events on the left buttons have priority to those on the right ones.

TBEEF

BELLEf # when # %
BEEP

REEP
TRUN
AP
i
H
N e B SCANNINGE . HF L
") LF IPH
DIGITAL_WATCHS &, p IVEAR DISPLAY{ #,. #%x#_ Hx#_ Hk#,
w, B, #. 8w #_ ¥ oy wER, W, W_ OB, B, H_ W_ B_ H)
TDAYOFW
R oAy
LR LUHOUR
u LUMIN
Lt TELARM
TICHTHE
ETH nZ4H
THMODE

Fig. 4: The DIGITAL WATCH embedded in its Environment

Besides its proper use to cope with the technological advance, this first principle
can be used to simulate SIGNAL programs: it is sufficient to replace the interface
components by processes which simulate an interface to these physical devices in
order to simulate the whole program. This use of the first principle is presented in
sub-section 3.7 where we describe a simulation environment for the digital watch.
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These first two uses of the first principle were occurring at the interface level;
this principle may be used as well in the specification of an application to denote
implementation requirements. For instance, this principle may be used to denote
processes which will be embedded. It can also be used to describe components which
will be implemented in hardware; the SIGNAL environment has achieved a first step
towards co-design by producing VHDL code to implement SIGNAL processes [3].

3.3 Getting Maintainability

While portability refers to the facility to cope with changes of the execution environ-
ment of an application, maintainability refers to the function that the application
is intended to perform. Trying to confine the consequences of an evolution of the
requirements leads us to introduce a second methodological principle.

2nd Design Principle: Decompose a process into functionally-coherent
components.

With respect to this principle, the design of the process DIGITAL_WATCH (Fig. 4)
is divided in five components (Fig. 5): WATCH, ALARM and STOPWATCH implement
the three modes the digital watch supports; these components are coordinated by
a fourth one called MAIN_CONTROL; the signals produced by these components are
multiplexed through MUXSIG to get one signal for each interface actuator. Note that
the two components ALARM and WATCH have been gathered together since they share
the same two sub-modes, the regular and the setting modes.

In this figure, we have emphasized (by putting a grey halo around them) the com-
munication links involved in the control of the current mode of the watch. One the
one hand, the main control unit —process MAIN_CONTROL— coordinates the activa-
tion of the modules STOPWATCH, WATCH and ALARM by providing them with a boolean
signal (respectively SMODE, WMODE and AMODE) indicating their state at the clock HF.
On the other hand, each module provides the main control unit with an event-signal
(respectively SOFF, WOFF and AOFF) when the mode they represent is quit. These
latter signals make visible at this level of description the chaining among the three
modes of the digital watch: switching off the stopwatch —signal SOFF output from
the process STOPWATCH— is interpreted as switching on the alarm —signal AON input
to the process ALARM_WATCH—, WOFF is interpreted as SON, AOFF is interpreted as WON.

Due to length reasons, the sequel of this section focuses only on the design of the

stopwatch, the presentation of the other modules is omitted. We end this section by
programming in SIGNAL the simulation environment of the digital watch.
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Fig. 5: The Process DIGITAL WATCH

3.4 Getting Modularity

To increase the modularity of the design, a partition resulting from the first two
principles may be refined using the third one.

3rd Design Principle: Split a process into computation and control
parts

According to the first three design principles, the process STOPWATCH is made up of
four components as depicted in Fig. 6.
These four components are:

e SCONTROL (described in the sub-section 3.5), a control component which inter-
prets respectively the buttons LR, UR and LL in:

— RUN: the stopwatch starts and stops counting;

— LAP: the display is frozen/unfrozen if the stopwatch was counting; other-
wise, the stopwatch is reset (signal RESET);
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Fig. 6: The Process STOPWATCH
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e GEARS (described in sub-section 3.6), a functional component which constitutes
the counting heart of the stopwatch. This counting process is relative to the

clock HF and is set to zero on RESET;

e SBELL (not described in this paper), an interface component which synthesizes
beep commands with respect to a low frequency clock LF. The bell is rung on
RUN, RESET and each minute;

e SDISPLAY (not described in this paper), which displays the current time (si-

gnals SDMN, SDS, SDB) of the stopwatch.

3.5 Specifying the Control

With respect to their relation with time, we can distinguish two types of actions:
the atomic actions (e.g, starting, ending or suspending an activity) for which we
don’t care about the time they last (they are supposed real-time) and the lasting
actions. For the control of these two types of actions, SIGNAL handles two kinds
of control structures: events and states (represented by boolean signals). These two
control structures are specified according to the fourth methodological principle to
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get high-level specifications on which verification and implementation tools are more
efficient.

4th Design Principle: events are issued from boolean functions,
predicates on numerical values, or states; states are descri-
bed by intervals of events or compositions of intervals.

The control of the stopwatch specified according to this principle is depicted in
Fig. 7.

RUN RESET
" LeP [ €1 RESET:= LAP when STOP
| DRUN:= { not COUNTED Ywhen RUN TRUN
I DLAP:= { not FREEZED Jwhen LAP when(
UR 1 not STOP ) . ILAP
1>
¢l RUM:= LR when
W SMODE
I LAP:;= UR when o 1]
| SOFFseODE FREEzEn] €| € COUNT. COUNTED 3:= SWITCHE DRUN 3
SOFF, oo cror] | £ FREEZE. FREEZED 3:= SWITCHE DLAP 3
N | STOP:= { not FREEZED )and{ not COUNTED J
SHODE COUNTS 1) FREEZE
Lap | €1 COUNTF:= { event SMODE )when COUNMT

RN | synchro £ COUNT,{ event SMODE )default COUNTF
RUN default LAP 3

SHODE 1)

Fig. 7: The Process SCONTROL

The front-end box in Fig. 7 interprets the inputs: RUN and LAP occur when the
buttons LR and UR are respectively pushed in the stopwatch mode (SMODE); the
stopwatch mode is switched off (signal SOFF) on the occurrence of LL.

The two upper right boxes specify respectively events and states of the stopwatch:

e the stopwatch begins/stops counting on a RUN. The signal DRUN is used to dis-
play the state change on the screen: it holds {rue on a RUN when the stopwatch
was not counting; it takes false when the stopwatch was counting. The state
signal COUNT is switched on the occurrence of a value on DRUN;

e a LAP freezes/unfreezes the display of the current time; the current state (signal
FREEZE) is switched on DLAP when the stopwatch is not stopped.

e the stopwatch is stopped (signal STOP) when it does not run and the final time
(i.e., not an intermediate time) is displayed. When the stopwatch is stopped,
a LAP resets (signal RESET) the current value of the stopwatch.
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The lowest right box defines the counting frequency (signal COUNTF) of the stop-
watch: it is the clock of SMODE when the stopwatch is counting. Note that, for the
specification of the states COUNT and FREEZE, we have used a special kind of interval
(process SWITCH) in which the beginning and the end are specified by the occur-
rences of the same signal. The generic interval process IN:= ] START, STOP 1]
is specified in the kernel of SIGNAL by:

(| OPEN:= START when( not IN)
| CLOSE:= STOP when IN
| IN:= AIN $1
| AIN:= ( not CLOSE )default OPEN default IN

Further examples relying on the specification of time intervals in SIGNAL may be
found in [34]. In particular, it is a good way to specify sequences of events inclu-
ding exceptional ones such as inlerruptions and limeouts, and their action on task
(suspending, resuming, stopping, ...) in the framework of a parallel declarative lan-
guage. The next version of the language will include high-level operators for defining
as well as composing intervals. For instance, in this new version, the signal STOP will
be directly defined as the intersection of the complementaries of COUNT and FREEZE.

3.6 Specifying Temporally-Related Computations

Programming temporally-related computations in the traditional asynchronous pro-
gramming methods needs to mix effective computations with temporal instructions
(e.g, synchronization instructions), the waiting periods are specified. In the SIGNAL
approach, only the effective computations are specified, the clocks of the signals
specifying implicitly the occurrences of the computations. This approach can be
abstracted as “to act or not to be”. Therefore, the specification of computational
parts can be decomposed into sub-processes which highlight relevant timings of the
computations when composed.

5th Design Principle: Specify computational parts into sub-processes
highlighting timing issues.

The overlap between this principle and the functional decomposition principle (2nd
principle) is obvious since the notion of “functionally-coherent” may be based on
timing issues, especially in real-time systems in which time is an essential feature.
Applied to the process GEARS, this principle induces the decomposition in Fig. 8-a.
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Fig. 8: (a): The Process GEARS (b): ustration of the Modularity

The basic frequency of the stopwatch is given by the event-signal HF. The speci-
fication of GEARS is made up of several instantiations of the model WHEEL (Fig. 2,
pp. 17), each of them counting the events at a local frequency TICK and producing
a sampling of it TOP. From left to right, these components respectively perform (M
and PS are parameters):

e every M ticks over the basic frequency HF, a TICK for the second component
occurs. This first module samples the system time QTZ to get a relevant time
unit (e.g, 1/100s);

e every PS (Per Second) occurrences of TICK, a second tick occurs. The parameter
PS defines the precision of the stopwatch (PS is set to 100 for a 1/100s precision
stopwatch). The signal B (basic time) carries the number modulo PS of events
elapsed since the last RESET;

e every 60 occurrences of a TICK, a minute tick occurs. The signal S (second)
counts the number of second ticks modulo 60;

e every 60 occurrences of a TICK, the counter of the minutes (signal MN) is reset.
The hour clock (signal TOP of this last component) is unused for the gear of
the stopwatch.
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As long as the stopwatch is counting, the three units (B, S, MN) of the current time
are incremented according to this description. They are reset to 0 when the event
RESET occurs. The different processes WHEEL are connected in cascade to define the
process GEARS: the output TOP (see Fig. 2) of a given process WHEEL defines the basic
clock of the next counter, which is thus slower; each internal reset of a process WHEEL
induces the incrementation of the following counter. For instance, the signal MN is
present only when S is reset.

The modularity of the language is further illustrated in Fig. 8-b, where one of
the processes WHEEL of GEARS has been removed and then the suppressed connections
have been replaced. This second process can implement the gears of the watch.

3.7 Simulating SIGNAL Programs

(i) Specifying the Simulation Environment

The digital watch as described above can be simulated with a logical time without
any change: it is sufficient to embed it in an environment, also described in SIGNAL,
that allows its simulation. Simulating the digital watch is achieved by programming
in SIGNAL the interface processes SCANNING, BELL and DISPLAY (Fig. 4, pp. 20).
These interface processes does not need to be fully specified, they can be specialized
to test particular aspects of the design. The simulation environment we designed
for the digital watch focuses on its control part. A run of the digital watch in this
simulation environment is depicted in Fig. 9.

i \
tick
, ; WATCH 11k _
24H n
lap
STOPHATCH
lap
reset.
ALUTO/MANL
: tick I
; ALARM
CI0SToR elick I
: alarm I
UR/TICK
- chine M

Fig. 9: Simulation of the Control Part of the Digital Watch
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For the design of this simulation environment, we have slightly modified the process
SCANNING by inserting a process PACE_MAKER. Like in the execution environment, the
process SCANNING scans boolean values, corresponding to the state of the buttons of
the application, set by the environment. The modification of the process SCANNING
occurs on the basic time of the program: the time of the digital watch is given by
a pace-maker controlled by three buttons AUTO/MANU, UP/TICK and DOWN /STOP.
The button AUTO/MANU switches the simulation between automatic and manual
modes. In the automatic mode, the time is a sampling of the system time QTZ. The
sampling of QTZ is controlled by up/TiCK and DOWN /sTOP which respectively speed
up and slow down the simulation. In the manual mode, a time instant is generated
by pushing the button vp/TicK (this allows a step by step simulation); pushing the
button DOWN/sTOP stops the simulation. The pace-maker makes clearly apparent
the multiform nature of logical time used in SIGNAL: it is the superposition of an
external time, and of events given by the user (with the button UP/TICK in manual
mode).

The pace-maker is indeed a universal tool. The scanning part is quite generic
too. Only the display part highly depends on both the application and the screen
manager but, even this part is made up of small building blocks (e.g, the design of
a clock as the physical signal) which are reusable.

As shown in Fig. 10, the pace-maker itself is embedded in its own simulation
context which includes a scanner, SCAN, to monitor the buttons of the pace-maker,
and a process WSTOP, which is an external process, not defined in SIGNAL, to stop
the simulation.

BF

ALTOBF
]
b I FREQUENCY_MODULATOR A0 |

AUTO i ) MF:= AUTOMF
T default p—| F

TICK
Ml L ¥ borane y LUt | CONTROLC )

TICk TICK

TOLN_STOP
ST STP | USTOPE STOP 3

Fig. 10: The Pace-Maker with its Environment

The pace-maker receives a basic clock BF which is the system time QTZ, and, accor-
ding to the mode of the pace-maker, delivers a modulated clock MF which either, in
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automatic mode, is a sampling of QTZ depending upon the previous pushings of the
buttons UP/TICK and DOWN/STOP (signal AUTOMF), or, in manual mode, is given by
the button up/TICK (signal TICK).

(ii) Introducing Implementation Issues

Further simulation of SIGNAL programs can be carried out by inserting implemen-
tation issues to the specification of an application. Thereby, it is possible to test
by simulation the behavior of a specification on a particular architecture. For ins-
tance, the simulation of a distributed implementation can be specified by inserting
FIFO buffers over communication links between processes; these insertions desyn-
chronize the communication of data as it occurs through asynchronous channels of
distributed architectures. This particular example emphasizes the ability to specify
asynchronous behaviors within the synchronous framework of SIGNAL.

3.8 Software Reuse
(i) Black Box Abstractions

Implementing a program may require to call specific routines of the execution sup-
port (e.g. a Fast Fourier Transform Chip) or of the interface device with the envi-
ronment. For instance, let us consider the specification of the process SCAN of the
pace-maker. The specification of this process is depicted in Fig. 11

ALTO_HeN
A Al -
(1 synchro € BF, AM, UT, DS 3 ¢l AUTO_MAN
| := when AM
BF I AM:= SCAM_AUTOMANE ¥ uT ur | UP_TICK:= when UT UP_TICK

| UT:= SCAN_UPTICK{ * o e
I DS:= SCAN_DOWNSTOPE 3 15 15 :)DD”N—STUP" when DS DOWN_STOP
13

Fig. 11: The Process SCAN of the Pace-Maker

This process calls three external generative processes SCAN_ UPTICK, SCAN DOWNSTOP,
SCAN_

AUTOMAN to inspect at the clock BF each one of the three buttons. For example,
SCAN _UPTICK is defined by the following C function:

long int scan_uptick() { long int up; up = vup; vup = FALSE; return(up); }

with the function inter uptick associated with the events on the corresponding
button:
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inter_uptick() { vup = TRUE; }

In SIGNAL, an external process is denoted by a process with no definition body.
Such processes are only seen as black boxes, through their interface.

Calling specific interface routines is the first use of the notion of external pro-
cesses. More generally, external processes is the medium to reuse previously developed
processes; these processes may have been written in another language but, they can
also be SIGNAL processes compiled and tested separately. Therefore, the concept
of external process is the essential medium for enabling bottom-up design metho-
dologies. The ability of SIGNAL to support top-down as well as bottom-up design
methodologies makes it suitable for programming large applications.

(ii)) From Black to Grey Box Abstractions

In the relation with the outside world, the ability to see and call external processes
as black boxes only addresses the operational issue. The other issue, a critical one for
real-time systems, is the formal verification of properties. For this purpose, we need
to go from black to grey box abstractions by specifying at a certain abstract level
the behavior of external processes. For the abstract specification of processes, we
can still use SIGNAL since it is not just a functional language, but rather a relational
one: a SIGNAL process expresses some relation, relating to clocks as well as values,
between signals. Therefore, a process may describe a relation between its inputs and
its outputs enforcing even some constraint on the values or on the clocks of its input
signals. In particular, the SIGNAL language is able to define processes which specify
temporal safety properties.

When an external process is used in a program, the context embedding this
process has necessarily to satisfy the constraints imposed by this external process.
As a typical use of this ability, a temporal safety property that should be verified by
a given program can be encoded in SIGNAL as an abstraction of the environment of
this program. Then, it is sufficient to compose the program with the abstraction of its
environment to make sure that the desired property will be satisfied [23]: the program
and the specification of the property, both written in SIGNAL, are transmitted and
checked by the formal verification tools that the SIGNAL environment encompasses.

In general, the ability of SIGNAL to specify the abstraction of a process as a
relation among its inputs and its outputs is a very important feature for software
reuse since (a) it enables the user to understand at a certain level the behavior of
processes which may have been developed some time ago by somebody else, and (b)
it enables the SIGNAL compiler to verify if the use of an external process within a
program is correct. Note that, if an external process is a SIGNAL program previously
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compiled, an abstract representation of this process has already been synthetized by
the compiler to enable the separate compilation of programs.

A final point that should be mentioned is the possibility provided by SIGNAL to
creale lime, by generating instants between the instants of a given clock. This is
the basic mechanism for data-dependent upsampling. It is a particular and powerful
feature of the SIGNAL language that programs with upsampling can be specified
—see [5] for an extensive discussion about this and the resulting expressive power.

Through the description of the digital watch, we have emphasized how the fea-
tures of SIGNAL associated with a design methodology are suitable for the develop-
ment of complex real-time applications satisfying software engineering requirements.
With respect to the requirements of real-time systems, the definition of new lan-
guages has to be combined with the development of software environments which
help the designer to devise dependable real-time implementations through auto-
matic or semi-automatic techniques. In the next section, we present the software
environment which has been designed for SIGNAL programs.

4 The SIGNAL Software Design Environment

Many software design environments include some features to cope with the timeli-
ness requirement of real-time systems. Among these “real-time” environments, some
of them focus on formal software verification and leave a huge gap between the
formally proved specifications and their implementation on a particular (specific,
heterogeneous, distributed, etc.) architecture. In contrast, other environments are
implementation-oriented: they allow one to finely specify executions in a timely fa-
shion, and let dependability rely exclusively on the programmer skills. Finally, a
very few real-time software design environments have been designed to help the pro-
grammer in the whole design process. Even less environments offer a coherent set of
tools, without gaps among the different formalisms these tools deal with.

The new real-time methodology we advocate is intended to cover all the stages
of the realization of real-time systems, from their early specification up to their
implementation on a particular architecture. The environment we propose offers a
coherent set of tools acting on a very small number of formalisms: SIGNAL is the
unique formalism used to specify the behavior and properties of the applications,
and Synchronous-Flow Dependence Graphs (SFD Graphs) are the unique but poly-
morphic internal formalism of the SIGNAL compiler.
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4.1 A Glance at the SIGNAL Design Environment

(i) Design Methodology in Three Steps
1. Specification.

This new real-time methodology is based on the SIGNAL language in which real-
time systems are specified. SIGNAL is intended to cover all the specification
stages by successive refinements of an early specification. In this design process,
top-down as well as bottom-up methodologies can be used.

Thanks to the synchronous approach, SIGNAL specifications tend to be free
from implementation-related features. This trend is reinforced by using the
methodological principles presented in the previous section; these principles
have been drawn to enhance the maintainability and the portability of the
specifications.

2. Verification.

Simulation is the first way to check properties. In comparison with the asyn-
chronous approach, checking properties by simulation is more accurate since
only deterministic behaviors are specified in SIGNAL. Despite this accuracy
improvement, checking properties by simulation provides only a relative sa-
fety and, for some applications, a relative safety is clearly not sufficient. For
this reason, SIGNAL’s environment provides tools to prove, over architecture-
independent SIGNAL specifications, properties like deadlock freedom [7], flow
consistency, state exclusions and liveness [22].

3. Implementation Inference.

From a specification which is correct with respect to the verifications perfor-
med, some help to infer implementations on various architectures is provided
to the designer. This help is provided in three directions: (a) ensuring that
the semantics of the specifications is preserved within the implementation in-
ference process, (b) interacting with the designer to optimize the use of the
target architecture features, and (c) analyzing the performance of the derived
implementation to verify whether it satisfies the temporal requirements.

(ii) Overview of the SIGNAL Software Design Environment

According to SIGNAL’s design methodology, the software design environment com-
prises three stages as depicted in Fig. 12:
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Syntactic Representation

process RT_SYSTEM=
?

!
(I (| OBSERVATION ()
| MODELING ()
| ACTION ()
D
| ENVIRONMENT ()
)
Where
process OBSERVATION={ ?# | #} #end
process MODELING={ ?#! #} #end
processACTION={ ?#! #} #end
process ENVIRONMENT={ ?#! #} #end
end

Evolution Properties Checking

- state exclusion, ...

- accessibility

Reflex Properties Checking

- liveness, starvation

Architecture Dependent Transformations

- clustering, mapping, scheduling
- register allocation

- performance evaluation

- flow consistency+control synthesis
strongly or weakly inconsistent,

functional, purely relational
- deadlock detection

Application Dep. Transformations

Synchronous-Flow Dependence Graph
Abstract Architecture Representation

(vHDL ) (occam) (Fortran)

- constant propagation
- common sub-expression elimination

- dead-code elimination, ...

Fig. 12: The SiGNAL Software Design Environment
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1. The specification stage is based on the syntactic form of SIGNAL programs

which constitutes the input of the SIGNAL compiler. For user friendliness, a
graphical interface is supplied. This interface provides the designer with a
helpful way to organize his thoughts and a convenient medium to present and
communicate with partners; this graphic interface has been widely used in the
previous section.

. The verification stage is the first layer of the compiler that SIGNAL specifica-

tions encounter.

The synchronous approach leads applications to be specified as a discretization
of their behavior in sequences of instantaneous reactions or reflexes. With
respect to this decomposition, the verification stage of the SIGNAL software
environment is split into two modules:

(a) a module which focuses on (static) properties within each reflex.

This module checks deadlock freedom and, while synthesizing the control
of the flows of data, it verifies the consistency of these flows within each
reflex. Four different diagnoses may result from this verification/synthesis
process: strongly inconsistent, weakly inconsistent, functional and purely
relational. This verification/synthesis process is sketched in section 4.2.(i)
while the detection of deadlock is presented in section 4.2.(iii);

(b) a module which checks dynamical properties.

For checking such properties, this module has to cope with the evolution
of the system over successive reflexes. This module allows one to prove
dynamical properties like state exclusions, state accessibility, starvation,
etc., by checking state trajectories in Polynomial Dynamical Systems [22].
The basic techniques used in this module are presented in section 4.2.(ii).

Both modules handle the same formalism called Synchronous-Flow Depen-
dence Graph (SFD Graph). Whereas the second module is optional, using
the first module is mandatory since only deadlock free specifications with a
functional control form are allowed to enter the implementation stage of the
SIGNAL software design environment; the second verification module is provi-
ded to prove further properties, in particular when the relative safety induced
from simulation is not sufficient.

. The implementalion stage is also divided into two modules to bring architec-

ture independence, and thereby reusability, to its maximum. The first module
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performs architecture independent transformations by rewriting SFD graphs;
any of these transformations can be decompiled into a new SIGNAL program.
The main techniques used in this module are presented in section 4.3.

The second module generates code for several architectures and provides tools
to analyze the performance of the derived implementation. This module is
only partially implemented in the SIGNAL compiler: the implementation of
SIGNAL programs on heterogeneous distributed architectures and the analysis
of their performance are enabled by means of the coupling with the SYNDEX
environment [21]. The SYNDEX system performs this inference by mapping
SFD graphs over a graph representation of the architecture?.

(iii) Synchronous-Flow Dependence Graphs

The verification tools as well as the implementation techniques integrated in the
SIGNAL software design environment handle a single abstract program representation
called SFD Graphs. This representation is made up of:

e a system of equations.

The equation system is an algebraic representation over a finite field of the
dynamical system [6] specified by a SIGNAL program, it constitutes an abs-
tract interpretation of this program. Depending on the information encoded
in the equation system, various verifications can be performed. Over an equa-
tion system encoding relations among clocks, properties of the control of the
flows of data within a reflex are checked, as presented in paragraph 4.2.(i).
Verifying dynamical properties is achieved over equation systems encoding
relations among clocks and boolean signals; such systems, called Polynomial
Dynamical Systems, are presented in paragraph 4.2.(ii);

e a labeled dependence graph.

A dependence graph, attached to the equation system over clocks, complements
the abstract representation of SIGNAL programs. Paragraph 4.2.(iii), which
presents the detection of deadlocks, and sub-section 4.3, which describes the
inference of implementations, are dealing with such graphs.

Although different aspects of SFD Graphs are handled by the different modules,
these graphs define the unique internal formalism for the compilation of the SIGNAL

*In fact, the graph representation of the architecture may be an hypergraph since the target
architecture may include buses.
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programs. This uniqueness provides the SIGNAL software design environment with
great homogeneity.

4.2 Verifying Specifications
(i) Flow Consistency & Control Synthesis with Clock Calculus

The synchronous approach leads applications to be specified as sequences of reflexes;
in this paragraph, we present how, while synthesizing the control of the flows of data,
the consistency of these flows within a reflex is checked. This presentation is divided
into three parts which respectively present the encoding of the synchronizations
achieved by the operators, the analysis of this encoding by clock calculi and the
different diagnoses that may result from this analysis.

& Encoding the Synchronizations

Within a reflex, a signal may carry data or not: its status may be present or absent.
These two possible status of signals are encoded as follows:

absent : 0 present : 1

For each signal X, a characteristic function Z encodes its possible status within a
reflex by 0 if X is absent and 1 if X is present; Z is called the clock of X. As data
may be filtered through boolean values using the when operator, expressing the
synchronization achieved by this operator needs two other data: a boolean signal is
present with the value true or it holds the value false. Consequently, we introduce
for any boolean signal B two other clocks denoted [b] and [-b] which are equal
to 1 iff B holds respectively true or false. Between these two clocks, the following
equivalences hold:

(1) [V = b (2)  [IA[8] = 0

These two equivalences intuitively mean: (1) the reflexes at which B is present with
true or with false are the reflexes at which B is present with a value; (2) a signal B
can never carry {rue and false in the same reflex?. The clock 0 appearing in equation
(2) denotes the clock which is never present, it is the bottom element of the algebra
over clocks.

With respect to this encoding, the synchronizations achieved by the operators
are translated into equations over clocks. For instance, the counter SECOND specified

*as SIGNAL is a dataflow language, it satisfies the single assignment principle.
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in section 2.4 (pp. 15) is encoded as:

synchro{ S, TS } S=1ts

ZS:= S $1 25 =35

S := ( 0 when TM )default( ZS+1 ) S={mV3s
MAX:= ZS>=59 mar = 35 = 059
TM:= TS when MAX tm = is A [maz]

According to the semantics of the operators, three kinds of clock encoding are

performed:

1.

monochronous operators: equivalence encoding. Monochronous operators (the
functions and the delay operator) impose the synchrony of the referred signals.
This synchrony is encoded by equivalences among the associated clocks as it
happens in lines (a), (b) and (d). In line (d), v59 denotes the clock of the

constant signal which carries 59.

. default operalor: V-encoding. Merging two signals with a default yields a si-

gnal occurring as soon as one of these signals occurs. This union of occurrences
is encoded over the V operator between clocks; such an encoding is performed
in line (c).

. when operator: A-encoding. As specified in line (e), TM occurs only if TS occurs

and MAX holds the value true. Therefore, the clock {m is present only if TS
occurs (fs = 1) and (A) MAX holds true ([maz] = 1).

& Analyzing Clock Equations

A system of clock equations encodes the synchronizations that may occur within

any reflex. In this equation system, we distinguish the clocks of types [b] and [-b].
These clocks are called free clocks since they are defined with respect to boolean

signals B which are supposed free to carry true or false. The purpose of analyzing
this equation system is two-fold:

1.

Verifying the consistency of the flows of data.

Over the equational modeling, the flows of data are consistent when, whatever
the value (zero or one) taken by a free clock, the equation system has a solution.
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Intuitively, the flows of data are consistent when, whatever the status of the
boolean signals B (absent, present with {rue or present with false) may be in
a reflex, the synchronizations occur.

2. Synthesizing the control of the flows of data.

This control is synthesized by defining a function computing the solutions of
the equation system or, more precisely, a function computing from the free
clocks the value of the other clocks of the equation system.

This verification/synthesis goes through the division of the system of clock equa-
tions by the clock equivalence. For this division, the SIGNAL compiler handles an
alternative form of the clock algebra, its lattice form, which is defined as:

<y <= ITAY=T (& TVy=17)

From the equations [b]V[-6]=b and [b]A[-b] =0 among the basic clocks,
we prove:

[b] A D = [b] and [<b] AD =[]

as well as their duals [B]vb=0b and [-b]Vb =10 . Thus, the orders [b] <b
and [-b] < b are implicitly verified among the basic clocks. These two orders
intuitively mean that a boolean signal carries a value more often than true or than
false respectively.

Let us illustrate how this lattice form of the clock algebra is used to divide by the
clock equivalence the encoding of the counter SECOND. From equations (a), (b) and
(d), we deduce that s = § = 75 = maz = v59. Then, equation (e) is rewritten as
tm = mazx A[maz] which simplifies to m = [maz] since [maz] < maz. Finally,
equation (c) is rewritten as maz = {m Vmazr which is equivalent to im < maz.
This latter constraint can be omitted since fm = [maz] implies that im < maz.
Finally, the division by the clock equivalence of the encoding of the counter SECOND
is:

im = [maxz]

o
(
)
(
N
V)
(
=)
=
(
<
(V)1
NeJ

& Resulting Diagnoses

We distinguish two levels of flow inconsistency:
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e Strong Inconsistency. This diagnosis occurs when the flows of data are only
consistent if a boolean signal B never carries data. Over the divided equation
system, it is denoted by the occurrence of equations such as [b] = [-b] which
have [b] = 0 and [-b] = 0 as unique solution.

o Weak Inconsistency. This diagnosis occurs when the flows of data are only
consistent if a boolean signal B carries a particular value (which contradicts
the hypothesis that B is free). Over the divided equation system, it is denoted
by the occurrence of equations such as b= [b] (which impose that B carries
true if B is present) or b = [-b];

The specifications having consistent flows of data are divided into two classes:

e Functional. This diagnosis occurs when a function computing from the free
clocks the status of the other clocks has been inferred. Over the divided equa-
tion system, this occurs when all the equivalent-clock classes except one are
defined in terms of conjunction-disjunction (A, V) of free clocks. The equiva-
lent class without a definition denotes the class of the most frequent clocks,
it constitutes the activity indicator for the whole program. For the counter
SECOND, this class is the one including #s: the counter reacts if and only if s
occurs, i.e. only if a second occurs.

On the one hand, this diagnosis induces safe implementations of the control
of the flows since it denotes that these flows are statically consistent. On the
other hand, it induces time-predictable implementations since a functional way
of controlling these flows has been inferred. Therefore, the functional diagnosis
is the first condition that specifications must satisfy before they enter the
implementation stage of the compilation process;

o Purely Relational. This diagnosis occurs when the function synthesis has failed.
Such a diagnosis would occur if line (d) of the counter is omitted: {m is no
more defined but only constrained as less frequent than maz. We consider
such processes as partially defined processes, further refinements are required
before enabling their implementation.

An extended discussion of the verification/synthesis process and the algorithm
implementing it is presented in [1].
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(i) Evolution Analysis over Polynomial Dynamical Systems

Proving dynamical properties —properties involving several successive reflexes—
requires the encoding of the status of memorized signals. This may be performed
by extending the abstract interpretation of SIGNAL specifications from clocks to
boolean signals. The status of clocks and boolean signals within a reflex are encoded

as follows:
boolean signals ‘ clocks
true 1
false ¢ —1 present : 1
absent : 0 absent : 0

Hence, a boolean signal B is encoded by a variable b which takes the value 0 when

B is absent, it holds the value 1 and —1 when B is carrying respectively the values
true and false. In this encoding, the clock bof a signal B is equivalent to b%. As
this encoding extends the clock encoding, the previous clock equations are enhanced
with equations among boolean values. For instance, the process

b? = a? = ¢?

B:= A and C is encoded by b=ab(ab—a—b—1)

Since and belongs to the instantaneous functions, it imposes the synchrony among
the referred signals as expressed in the first equation. The second equation translates
the semantics of the and operator at the value level. Hence, the clock encoding of
the SIGNAL operators acting on boolean signals is enhanced with an equation at
the value level. The dynamical feature of these equation systems, called Polynomial
Dynamical Systems, appears on the encoding a shift register operator acting on
boolean signals since it requires the memorization of values among reflexes:

b2 — a?
B:=A $1 (init b0) is encoded by En=a+(1—adb) &y, & =00
b= a2-£n—1

The first equation translates the synchrony imposed by the delay operator. The
second one expresses how the state £,, which memorizes the current value of A, is
defined. The last equation specifies that B takes the previous value of A when A is
occurring.

Hence, a SIGNAL program is encoded by a set of equations over polynomials;
this encoding constitutes an extension from the clocks to the boolean signals of
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the abstract interpretation of SIGNAL programs. Checking evolution properties is
performed by studying the trajectory &g, &1, ... of the boolean states according to
the possible sequences of reflexes. The reader interested in further information is
referred to [22].

(iii) Deadlock Detection with Synchronous-Flow Dependence Graphs

The complete abstract representation of SIGNAL programs is called Synchronous-
Flow Dependence Graph (SFD Graph); it is defined by connecting a dependence
graph to an equational control representation. To illustrate how this connection
is performed, let us consider the counter SECOND. From the verification/synthesis
process, we deduce:

e im = [maz] which implies that im < maz;

o (s =§=75=maz = v59 which, consequently to im < riaz, are the most
frequent clocks of the counter SECOND: they denote the activity of the whole
process.

With respect to the order relation, the possible states of {s and {m at which the
counter SECOND is active are: (a) s = 1,im = 1 and (b) is = 1,{m = 0. According
to these two states, the different data-dependence graphs are depicted in Fig. 13-a
and Fig. 13-b. All these data-dependence graphs are superimposed to define the
concept of SFD graph; superimposing graphs in Fig. 13-a and Fig. 13-b induces the
SFD graph drawn in Fig. 13-c. The existence conditions of the elements (nodes and

vertices) of the graph are specified by clock labeling: v0 M. s means that the
value of S is defined by zero (vO) when a minute occurs (im = 1); a similar meaning
is given to the node labeling.

Deadlocks correspond to cycles in dependence graphs. Over SFD graphs, deadlocks
exist iff, for any cycle of the graph, the conjunction of the clocks which label the arcs
is not equal to 0. In the counter SECOND, if S is reset to W with W:= F{S} instead of

being reset to 0, a dependence s —% w is added to the SFD graph in Fig. 13: a cycle

s . w ™. s occurs. The conjunction of the labeling clocks is is Afm = im : a

deadlock exists whenever a minute occurs.

In addition to a functional control form, deadlock freedom is the second condition
that a specification must verify before entering in the implementation stage of the
compilation process.
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— ~ —

(a)is =1,im =1 (b)ts=1,tm=0 (¢) labeled superposition

Fig. 13: Dependence Graphs of the Process SECOND

4.3 Inferring Implementations
(i) Ensuring Dependability

Owing to the economical, strategic and human stakes involved in real-time compu-
ting, a particular attention must be paid to dependability.

Usually, dependability is restricted to the notion of correctness. A very common
method to enhance correctness of implementations is debugging —checking beha-
vioral properties of an implementation by an on-line monitoring of the execution.
But, as monitoring affects execution performance and the behavior of real-time sys-
tems is time dependent, the debugging method is (in general) not relevant to check
implementation properties of real-time systems. For this reason, correctness of real-
time systems must be primarily based on the compile-time techniques which are
used to infer implementations from specifications. Thus, correctness is defined as
the requirement which ensures that the implementation Impl_S of the functional
behavior of a system S satisfies the specification Spec_S. If p denotes the set of pro-
perties on which the satisfaction condition is based, correctness can be shortened in
a mathematical-like definition as:

Vpep Spec._S verifies p =  Impl_S verifies p

The set p includes the logical properties checked over specifications like control
consistency, lack of deadlocks, state exclusions, ...

Unlike usual applications, a real-time system is a system which maintains a close
relationship with its environment. For this reason, the notion of dependability for a
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real-time system must not be restricted to the system in its own, it must consider
its environment and be robust to its possible degradations. In other words, depen-
dability for real-time systems must include robustness as well as correctness; this
can be shortly defined as:

Vpep VEE€ Env (| SpecS|E|) verifies p = (| Impl_S|E|) verifies p
(3)

In this second definition, ¢ may include the previous properties as well as pro-
perties which involve the environment like (a) the timing required by the specified
environment E; (b) the response of the system in presence of a degraded form E’ of
E (with E,E’ € Env) —for instance, input rate in E’ may be a slight deviation from
the rate in E— (c) the failure of some part of the system which imposes the use of
fault-tolerance techniques.

In equation (3), checking properties over the specification is performed by ap-
plying the verification tools that have been presented in sub-section 4.2 and which
act on SFD graphs. To check properties over implementations without developing
new verification tools, it is sufficient to extend the concept of SFD graphs to be able
to represent implementations. This problem is addressed in the next paragraph.

(ii) Inferring Fine-Grain Parallel Implementations

SFD graphs are made up of an equational control connected to a dependence graph.
In paragraph 4.2.(ii), dealing with evolution properties has been performed by exten-
ding the equational part of SFD graphs from clocks to polynomials. Symmetrically,
we extend the dependence graph representation from data to control to express how
the equational control modeling is translated into an operational one.

In practice, the way the control is implemented can be expressed at the SFD
graph level through a three-stage transformation:

1. Node labeling transformation. The clock labeling denotes the conditions on
which the nodes depend: s exists iff {s=1. The clock labeling is implemented

by adding dependencies from clocks to nodes such as: ts % s.

2. Arc labeling transformation.

The clock fm stands for the condition at which the signal S is reset: vO -7, s.

If we assume that the conditioning denoted by the arc labeling is implemented
in the target node, the implementation of the reset is expressed at the graph

level by adding tm . s.
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3. Orientation of the clock equations. The evaluation of each equivalence class
is implemented as a function on boolean condition. Thus, tm = [maz] is

implemented by max - tm.

By applying all these transformations to the SFD graph in Fig. 13-c, we infer the
SFD graph in Fig. 14 which specifies an implementation of the counter SECOND.

Fig. 14: An Implementation of the Process SECOND

A detailed presentation of the inference of fine-grain parallel implementations re-
quires technical considerations which are beyond the scope of this paper —see [28, 27]
for further information on this topic. From this kind of SFD graphs, the SIGNAL com-
piler generates sequential code (FORTRAN as well as C programs); the performance
of generated programs are very near from the programs written directly in FoRr-
TRAN and C: the ratio is around 1.5 (depending on the programs); this performance
can still be increased by implementing other optimizations but our present effort is
mainly towards the inference of efficient distributed implementation.

(iii) Introducing Modularity with SFD Graph’s Abstraction

In the previous section, we focus on equation (3) on the system S and its implemen-
tation. Another point of view on equation (3) may be to focus on the environment
and to consider the symmetry between the system and the environment. In other
words, if we assume that E is equal to (| S'|E'|), the following equation must be
verified:

(| sSpec_S|Spec.S'|E'|) verifies p = (| Impl-S|Impl-S’'|E'|) verifies p

By enabling the composition of implementations, a first step towards the definition
of the separate compilation of SIGNAL programs is performed. Completing this sepa-
rate compilation process requires an abstraction tool. An abstraction is intended to
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supply the sufficient information to compose processes correctly, leaving aside any
superfluous features: it is the key concept for modularity and software re-use [20]. In
programming languages, an abstracted process if often confined to an identifier and
a set of input/output nodes. In some high-level languages, process abstraction may
include (a) formal parameters to get more generic programs or (b) some high-order
inputs like the procedure entry level in ADA [36].

More generally, the concept of abstraction is designed to assert global properties
by verifying them on the composition of synthesized representations. If S and 8’ are
systems and Abst_S and Abst_S’ their respective abstractions, the following equation
must be satisfied:

S
Vpe€p s’ 5 verify p = (| S|S’|) verifies p
(| Abst_S | Abst S’ |)

With respect to the properties of deadlock freedom and flow consistency/control
synthesis, the abstraction of SFD graphs involves two synthesizing mechanisms:

e A transitive closure of the graph.

The synthesis, required to verify deadlock by composition, is achieved through
the transitive closure of the dependence graph and its projection (sub-graph)
upon the sets of input and output nodes. The transitive closure of SFD graphs
is simply computed with the two following rules.

o~ o~

rule of series x Sy Lz o x 0l g
x oy v

rule of parallel B o x _cVd, y
X —Yy

e A clock equation projection.

This control projection synthesizes the relations (equivalence, inclusion, exclu-
sion) among the clocks which label the elements of the projected graph.

The counter SECOND has one input, the clock-signal TS, and two outputs, the signal
S and the clock-signal TM; the abstraction of its SFD graph in Fig. 14 is presented
in Fig. 15.

The concept of abstraction over SFD graphs constitutes the key point for the se-
parate compilation of SIGNAL. Another use of this concept will be to infer efficient
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Fig. 15: Abstraction of the Implementation of the Process SECOND

distributed implementations. Although distributed implementations of SIGNAL pro-
grams are currently available through the coupling of the SIGNAL software environ-
ment with the SYNDEX system, the cooperation between these two systems needs
to be improved. Currently, this coupling is based on a decompilation of SFD graphs
specifying fine-grain parallel implementations. We intend to enhance this coopera-
tion by decompiling medium-grain SFD graphs thereby improving the mapping of
the application on the target architecture the grain being determined with respect
to application properties —see [26] for more information.

5 Conclusion

We have presented the SIGNAL language and its software design environment for de-
velopment of real-time systems. SIGNATL is a synchronous dataflow language, thereby
it enables the description of behaviors in a declarative and application-oriented way.
SIGNAL is not only a functional language but rather a relational one: SIGNAL pro-
grams describe behaviors as contraints between the involved signals. In this paper,
we have drawn methodological principles to satisfy essential software engineering
requirements for real-time programming. We have illustrated these methodological
principles and the SIGNAL approach to real-time programming by the development
of a complex digital watch example.

We have also given an overview of the software design environment which has
been developed for SIGNAL. This environment includes formal verification tools to
assert properties when the relative safety outcoming from the simulation is not suf-
ficient. This environment includes as well tools to implement SIGNAL programs onto
various architectures including distributed ones. All the tools, the verification and
the implementation ones, are acting on a unique abstract program representation,
namely Synchronous-Flow Dependence Graph. This uniqueness provides the SIGNAL
software design environment with a great homogeneity.
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SIGNAL is currently available under two different versions that were developed
with different objectives. The INRIA H2 SIGNAL system provides the graphical in-
terface used in this article. Sequential FORTRAN, C and VHDL code is currently
produced. Although distributed implementations of SIGNAL programs are currently
available by the coupling with the SYNDEX system, developments on this subject are
still in progress. Moreover, tools for proving evolution properties will be integrated
in a short time. The other version, the CNET-TNI V3 version called SILDEX, is com-
mercially available from TNI Inc., Brest, France. In SILDEX, a graphical environment
is provided for both program editing and on-line monitoring and supervision of the
execution. A particularly important feature of SILDEX is its ability to mix SIGNAL’s
declarative style which the imperative style of GRAFCET [12]. In SiLDEX, C, FOR-
TRAN, or ADA code is produced. Both INRIA and SILDEX environments of SIGNAL
have been experimented on significant applications in the area of signal processing
and control: a speech recognition system, a radar system, a rail road crossing, were
the major ones.
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