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Operations on structured numbers

Opérations sur les nombres structurés
Vincent Blondel

INRIA Rocquencourt, Domaine de Voluceau BP105, F-78153 Le Chesnay Cedex, France
vincent.blondel@inria.fr

Abstract. We propose the introduction of the concept of structured number as a possible
extension of the positive integer number system. Structured numbers carry not only a quan-
titative information but also a structured information. The usual operations of addition,
multiplication and exponentiation are defined for structured number and are presented as
the three first members of a countable infinite number of operations on structured numbers.
Structured numbers are isomorphic to binary trees; all results presented in the report equally
apply to binary trees.

Résumé: Nous proposons l'introduction du concept de nombre structuré comme une ex-
tension possible des nombres naturels. Les nombres structurés véhiculent une information
quantitative ainsi qu’une information de structure. Les opérations habituelles d’addition, de
multiplication et d’exponentiation sont définies pour les nombres structurés et sont présen-
tées comme les trois premiers membres d’une famille dénombrable d’opérations. Les nombres
structurés sont isomorphes aux arbres binaires; tous les résutats présentés dans le rapport
s’appliquent également a ces derniers.



1 Introduction

The product of two positive integers a and b is usually defined as the sum of b factors each
equal to a
ab=a+a+..+a
b
‘The b** exponent of a, which we denote by a 1 b, is similarly defined as the product of b
factors each equal to a
afb=gaaa....a
b
The process of getting new operations by repeating old ones ends with exponentiation because
this last operation is not associative. The definition

aTTb:gTaTﬂ...Ta; (1)

3

is ambiguous since for example
(414)14£41(414)

For the the right hand side of (1) to be well defined both the number of factors and the order
in which the operations T are performed have to be specified.

A way of doing this is to ask the second operand to carry not only a quantitative information

(the number of times a is repeated) but also a structured information (the order in which

the operations T are performed). Binary trees are naturally designated object to convey such

a structured information (binary trees are rooted trees whose nodes have either no sons or.
have one left and one right son, see [11]). The number of external nodes (leaves) of a binary

tree can be used to quantify the number of times the operation needs to be repeated, and

the structure of the tree is then used to specify the order in which the operations need to be

performed.

In this paper we think of binary trees as “structured numbers” (see [1]) and we define count-

ably many internal operations on binary trees. The first operation, which we denote by !, is

obtained by forming the binary tree whose left and right subtrees are equal to the operands of
!, This operation is not associative. The second operation ? is then defined as follows: From

the binary trees a and b we construct a new binary tree ¢ = a? b by repeating the operation

! on the tree a with the structure dictated by b. In the same way we define an operation 3
by repeating %, an operation ? by repeating 2, etc. Thus, we eventually obtain countably
many internal operations (* for k > 1) on binary trees; the operations being obtained by the
recursion

afb=a*ta*7la...*la
|

s

b
in which b dictates the order.in which the operations need to be performed.

The number of external nodes of the binary tree resulting from the operation !, ? and 3 can be
proved equal to the sum, product and exponentiation of the number of external nodes of the
operands. These three operations will therefore be thought of as binary trees counterparts



of the usual operations of addition, multiplication and exponentiation. The operations * for
k > 4 have no natural number counterparts since for these cases the structure of the trees
have to be taken into account to compute the number of external nodes of the resulting tree.

The object of this paper is to study some of the properties of the operations * described
above and formalized in the second section of the paper. In Section 3 the operations are
shown to satisfy a wide range of algebraic properties. In particular we show that they satisfy
distributive properties that generalize known properties for integers and that they can be
decomposed - in a unique way ~ as products of prime binary trees. In the third section we
analyse various integer valued functions associated to trees such as the weight (size), height
and Strahler number, and show how these functions behave with respect to * -products of
binary trees. In a final section we argue that the notions introduced in the paper for finite
binary trees can be generalized for infinite trees. This will be achieved by formalizing binary

trees by means of factorial languages.

Different authors have proposed the introduction of operations of “superexponentiation” on
integers. Knuth’s recursive definition [12] is

aTTb=gT(aT(aT(iz...Ta)...))/

b

afffb=all(all(all(a...170)..))
]
at..tb=atl..f(al..Ta..1..1a)..))
~—— —— N =
k k-1 k-1 k-1

[\ s
N~

Such a definition has the disadvantage of making an arbitrary choice on how the non-
associative operations are performed. As a result, these operations have only poor algebraic
properties. They are defined in [12] to illustrate properties of large numbers rather than for
algebraic analysis (we quote from (12]: “It seems to me that the magnitude of 10 1111 3 is
so large as to be beyond human comprehension”).

Operations on graphs, trees and binary trees constitute a classical object of study in the
theoretical computer science community (15, 11]. The number of operations defined on such
objects is usually limited to two. We have found no reference that uses the particular struc-
ture of binary trees as a mean for defining countably many operations. The same remark
applies to internal operations on languages [14].

The contribution that is probably closest to ours is the “arithmetic of shapes” developped
by I.-M. Etherington half a century ago [2, 3, 4]. Motivated by applications in genetics,
Etherington has introduced in (3] the operations on binary trees that we have denoted by
!,? and ? and has founded a tradition in genetic algebra {4]. Other references that introduce
the operations !, ? and 3 include [16]. The operations * for k > 4 were however never
defined in these contexts.
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Figure 1: Binary trees and their corresponding parenthesed expansions.

2 The operations

By a binary tree we mean an ordered rooted tree whose nodes have either no sons or have
one left and one right son [11]. The tree is ordered in that we make a distinction between
left and right subtrees. The nodes that have no sons are called external and those with two
sons are called internal. In a binary tree the number of internal nodes is always one unit less
than the number of external nodes. The height of a node is equal to the length of its-path to
the root. The height of a tree is equal to the maximal height of its nodes.

‘For notational convenience we represent binary trees by means of horizontal parenthesed ex-
pressions (see Figure 1). e is used to represent the trivial tree consisting of a single node.
If @ and b are binary trees, then (ab) denotes the binary tree whose left and right subtrees
are equal to a and b respectively. Every binary tree a is thus either equal to e or can be
decomposed as a = (apagr) where a; and ap are binary trees and are uniquely determined.
Our notation has the advantage to be one-dimensional.

Let BT denote the set of binary trees. The number of external nodes (leaves) of a € BT is
called the weight of a (this definition is slightly different from the one given in [11] where
internal — rather than external — nodes are counted). The function that maps binary trees
to their weight is called the weight function.



Definition 1 The weight function weight : BT — N is defined inductively by

1 tfa=-oe

weight(a) = { weight(ar) + weight(ar) if a = (arar)

Binary trees that are distinct but that have identical weight are said to differ by their shape.

We now define countably many operations on binary trees.

Definition 2 The operation ! : BT x BT — BT is defined by a' b = (ab). For k > 2, the
operations ¥ : BT x BT — BT are defined by

o, [ @ ifb=
a.b= (a’be)le(albe) ifb=(bLbR)

The integer k is called the indez of the operation * .

The operation **! has a simple expressioh in terms of ¥. Suppose a,b are binary trees and
let n be equal to the weight of b. The binary tree ¢ = a**!b is then equal to the tree resulting
from the * -product of n factors a in an order prescribed by the shape of b. For example

a*t((e0)e) = ((a* a)* a)

and
a*t1((o(s0))(00)) = ((a* (a* @) (a* 0))

Simple examples of binary trees resulting from the operations !, 2 and ? are given in Figure

2.

From the definition of the function weight and of the operation ! we deduce that weight(alb) =
weight(a) + weight(b). Since the operations of higher index are defined by successive repe-
tition of ! the next result is easely obtained.

Proposition 1 Let a,b be binary trees. Then
1. weight(a!b) = weight(a) + weight(b)
2. weight(a?b) = weight(a).weight(b)
3. weight(a®b) = weight(a)¥**s(®)

In the sequel the three first operations !,? and 2 on binary trees will be called addition,
multiplication and exponentiation. We shall sometimes use +,. and the superscript notation
to denote these three operations on binary trees. There exist no natural number counterpart
to * for k > 4 because in this case the weight of a* b depends not only on the weight of a
and b but also on their respective shape.
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Binary trees resulting from the operations of addition, multiplication and exponen-



3 Algebraic properties

Some of the algebraic properties of the operations * are studied in this section. The main
tool used is an adaptation of the induction principle.

Proposition 2 (Induction principle for binary trees) Let Q be a predicate defined on
binary trees. If the following two conditions are satisfied

1 Q(s)
2. if Q(az) and Q(ag) then Q(azax)
Then Q(a) is satisfied for all binary trees.

3.1 General properties

Neutral and absorbant. A first application of the induction principle allows us to give a
short proof of binary trees identities corresponding to the usual identities a.1 = l.q¢, a! = a
and a® = 1.

Theorem 1 Let a be a binary tree and k > 3. Then

2 ake=aandefa=0

Proof. The equalities a* e = a for k > 2 all follow from the definition of *.

We prove e2a = a by induction on a. The result is clearly true for a = e solet a = (arag) and
assume that e?a; = a; and e?ag = ag. Thena = arlar = (o?ar)!(e?ag) = ¢?(a.lag) = o%a
and the theorem is proved.

The equalities @ ¥ @ = a can similarly be proved by induction on a. O

Distributivity and associativity. The next two properties are valid for arbitrary k > 2.
Both properties will be used extensively in the rest of the paper.

Theorem 2 (Distributive properties) Let a,b,c be binary trees and k > 2. Then
1. ak(blc) = (a*b)*~}(akc)
2. a¥(b%c)=(a*b)tc
Proof. The first property is a rephrasement of the definition of *. We prove the second
property by induction on c. When ¢ = o we have a*(b%c) = a*(b%e) = a*b = (a*b)* e = (a*b)*c
so let ¢ = (crcg) and assume that a® (b%¢.) = (a*b)* ¢, and a* (6% cg) = (a* b)* cg. Then
by successive applications of the first distributive property we obtain
(a¥ (b%cr)) " (at (b2 cr)) ((a*b)* e )~ ((a* b)* cr)
a"((bch)l(bch)) (a'.‘b)'.‘(chcR)
a¥ (02 (crlcr)) = (a*b)*(crlcr)

1l



and thus
a¥(b2c)=(a*b)*c

for ¢ = (cLcr). Hence the result. a

When evaluated with k = 2 these distributive properties give
1. a(b+¢c)=a.b+a.c
2. a.(b.c) = (a.b).c

whereas an evaluation with k = 3 gives

1. a9 = gb g¢
2. ald9) = (ab)c

These four usual identities in N have thus counterparts for binary trees. Central in the sequel
will be the fact that multiplication is associative.’

Fixed point. The remarkable fact that 2+2 = 2.2 = 22 carries over for operations on binary

trees. Indeed, for any binary tree a and k > 1 we have a*a = a**!(ee). So that in particular

(e0)t1(ee) = (00)% (e).

Cancellation rule. The operation of addition satisfies a strong form of the cancellation
rule: If alb = ¢!d, then @ = ¢ and b = d. The operation of multiplication satisfies both the
right and left cancellation rule.

Theorem 3 (Left and right cancellation rule for multiplication) Let a,b,c,d be bi-
nary trees. :

1. Left cancellation: Ifa’b=a?c thenb=c.

2. Right cancellation: Ifa?b = c?b thena = c.

Proof. We prove the right cancellation rule only, the proof of the left cancellation rule is sim-
- ilar. We proceed by induction on b. The result is clearly true for b = e so let b = (b bg) and
assume that the result holds for b, and bg. If a’b = c?b, then (a?br)!(a%br) = (c?br)!(c?bgr).
By the cancellation rule for addition we obtain a? b; = ¢? b, and the induction hypothesis
then leads us to the conclusion. O

Counterexamples. : .
Commutativity. All the operations * are non commutative. For k¥ = 1 and k = 2 this can be
seen from the examples (ee)! o # ol (00) and (ee)? (e(ee)) 7 (o(ee))? (ee) whereas for the
operations of higher index it suffices to notice that a* e # e* a for any binary tree a different
from e.

Associativity. The operation ! is not associative as is easily seen from the example o1 (ele) #
(ele)le. The operations* for k > 3 are not associative either. For example, (a*e)¥a # a*(e%a).

Thus, by Theorem 2, the only associative operation is ?.



Commutativity | Associativity | neutral | cancellation rules

V1 no - no no alb=cld=>a=cb=4d

2 I'no yes ale=ala*b=c?b=>a=c
ela=ala?b=a?d=>>b=d

3 no no ale=a|a3b=c3b=z>a=c
e3a=19|ad3b=0a3d = weight(b) = weight(d)

4 I no no ate=alatb=clb=>a=c
eta=e|atb=a'd=>aQsb=0a04d

¥ | no no afe=ala*b=ctb="a=c
efa=elatb=atd=2>a0rb=a{,d

Table 1: Algebraic properties of the operations *.

Cancellation rule. The left cancellation rule does not hold for the operations * when k > 3.
Indeed, for any binary tree a and & > 3 we have ¥ a = o. Thus ¢*a = ¢* b for all binary
trees @ and b which clearly shows that the left cancellation rule does not hold.

The right cancellation rule for k > 3 is much harder to analyse. It is known to hold for k = 3
and k = 4 but the general case is yet unsettled. We conjecture here that it holds for all
k>1).

k

Some of the algebraic properties of the operations ¥ are summarized in Table 1

3.2 Prime decomposition

Prime binary trees are defined in a natural way.

Definition 3 The binary tree a is prime if it is different from o and a = b? ¢ implies that
b=eorc=o,.

The weight of a product of binary trees is equal to the product of the weights. It is therefore
clear that any binary tree whose weight is a prime number is automatically prime. The
converse of this assertion is not true. The binary tree (e(e(e))) for example has weight 4 but
is.a prime binary tree. It is easy to see that four of the five binary trees of weight tree are
prime and that, in general, a number n is prime if and only if all binary trees of weight n are
prime. A list of the number of prime binary trees of given weight is shown in Table 2. The
~ number of binary trees of weigth = is given by the nth Catalan number (2n — 2)!/(n!(n — 1)!)
but we do not know a general formula for the number of composite (or prime) binary trees
(for a proof that binary trees are counted by Catalan numbers see for example [9]; (8, 17]
contain comprehensive lists of references on Catalan numbers and Catalan counted objects.
See also [7]).

Binary trees different from e can bé decomposed into products of prime binary trees. The
decomposition is unique up to and including the sequence in which the factors appear. We
first need a lemma for proving this.

Lemma 1 Let ay,a3,b;,b, be binary trees such that a;? a; = by 2b,. If ) and b, (or a; and
b,) are prime, then a; = b, and a, = b,.



weight | number of binary trees | number of composites
1 1 ’ 1
2 1 0
3 2 0
4 5 1
5 14 0
6 42 4
7 132 0
8 429 9
9 1430 4
10 4862 28
11 16796 0
12 58786 98

Table 2: Number of binary trees and prime binary trees of given weight.

Proof. If a; = b;, then the left cancellation rule for multiplication gives the second identity.
We proceed by induction on a, to prove that a;, = b,.

If a, = o then a; = b, 2b,. Since a; is prime and b, is different from ¢ we must have b, = o
and thus a; = b,.

Assume now that a, 2a; = by 2b, and a; = (asrasr). If b, = e, then a, 2 a; = b, and the
theorem is proved so assume by = (byrbyg). We have (a;%ayr)? (ay2a2r) = (b1%621)! (b1%b2R).
By the cancellation rule for addition and the induction hypothesis we then conclude a; = b,
as requested. O

It is now easy to show:

Theorem 4 (Prime decomposition) Let a be a binary tree different from o. Then a =
ay2ay? -+ %a, for somen > 1 and a; prime binary trees. If a = b, 2b,2 .- %b,, is another
such decomposition. Thenn =m end a; = b; fori=1,...,n. '

Proof. Let a be a binary tree different from e. If a is prime, then n = 1 and @, = a is the
decomposition sought. If a is not prime, there exists @, and a, different from e and such
that @ = a; 2a,. The factors can then be further decomposed until prime factors are reached.
Since the weight of the factors are positive and strictly decreasing, the procedure must end
after a finite number of steps. Thus ¢ = a,?a,? --- 2 a,, for some n > 1 and a; prime binary
trees.

Assume now that a = b; 25,2 --
have a; = b, and ay%a3? ---a, = b,2b5% --
same argument we are lead to the conclusion.

- 2 b,,, is another such decomposition. By the lemma we must
-b,. But then by successive repetition of the
a

The decomposition given in the theorem is called a prime decomposition. The 7** factor in
the decomposition is uniquely determined and is called the i** factor of a. We can exactly
characterise those binary trees whose sum is prime.

Theorem 5 Let a,b be binary trees different from o. Then a'b is prime if and only if the
first factors of a and b are distinct. '

10



Proof. (Necessity) Let the first factors of @ and b be distinct and assume by contradiction
that alb is not prime. Then a = ¢, ?¢, for some ¢, and ¢, different from e. Since ¢, is different
from e we may write ¢, = 51! c;r. Hence a'b = (¢;2¢51)! (¢1?cz2r). By the cancellation rule
this leads to a = ¢; 2 ¢5; and b = ¢, Z cop. But since ¢, is different from e these last identies
show that the first factors of @ and b are identical and a contradiction is thus attained.

(Sufficiency) Let a,b be distinct from e and assume by contradiction that a = ¢? o' and
b= c?b' for some c different from o. Then a'b = (c2a')! (c?¥)=c?(a'!¥)=c?c withe
and ¢’ different from e. A contradiction is achieved and the theorem is proved. a

3.3 The operations * for k£ >3

Multiplication of binary trees is an associative operation. The result of a3 b will therefore
depend on a and on the weight of b but not on the shape of 5. We have thus:

Proposition 3 Let a,b,,b, be binary trees and assume that weight(b,) = weight(b,). Then
(l:.i bl =a 3 b2.

In view of this result we shall authorize ourselve to write a3 n for a3 b where b is any binary
tree of weight n.
The result contained in Proposition 3 can be generalized to higher order operations.

Theorem 6 Let a,b be binary trees and k > 3. Then a* b = a3 n for some n = n(a,b) > 1.

Proof. We proceed by induction on k. For £ = 3 the result is a consequence of Proposition
3. We assume that the result holds for * and show, by induction on b, that it then holds
for ¥*! If b = e, then a**'e = a = a3 1 5o let b = (b bg) and assume that a*t'b, = a3n,
and a**'bg = a® ng for some ny,ng > 1. Then a*+1b = a*t1(b bg) = (a*¥*1b.)* (a*t'bR) =
(a®np)*(a®ng). By induction hypothesis on k we have then a**16 = (a3n; )3n’ for some n’ > 1.
A final application of the second distributive property leads us to a**1b = a**+!(d.bg) = a®n
for n = ny.n’ and concludes the proof. O

When k£ = 3 one has an explicit value for the value of n appearing in Theorem 6, namely
n = weight(b). When k > 4 the value taken by n will depend not only on the weight of b but
also on the weight of a and on their respective shape. This dependency can be formalized by
the definition of operations defined over BT and taking positive values.

Definition 4 Let k > 3. The operations ¢ : BT x BT — N are defined inductively by
1. aQzb= weight(b)

=] -

2.
((1 Ok bL).((a’f bL) ok—l (a" bR)) ‘lfb = (bLbR)
With this purpose-built definition we have:

Theorem 7 Let a,b be binary trees and k > 3. Then a*b=a3(a 0 b).

11



Proof. We proceed by induction on k. For k& = 3 the result is contained in Proposition 6.
We assume that the result holds for ¥ and show, by induction on b, that it also holds for
k1. Ifb==",thena*e=a=0a3e=0a31=a3(are)solet b= (b br)and assume that

a*br=a%(aQrbr)and a*bg =a?(a (0 br). We have then

a¥b = at (bLbr)
= (a¥by)*TYa* bR)
(a¥b.)3((a*br) Or_y (a* bR))
= (a3(a0r b)) ((a¥br) Or_1(a® b))
= a?((a0ebr)?((a¥by) Oxy (a* br)))
= a®(a Qi) .
and the theorem is proved. ' O

Cancellation rules for ! and ? were analysed in Section 3.1. For k > 3 we have argued that
the left cancellation rule does not hold since, for example, ¢ * a = ¢ * b for any binary trees a
and b. With the help of Theorem 7 our argument can now be made more precise.

Theorem 8 Let a,b,d be binary trees different from o and k > 3. Then a* b= a*d if and
onlyifaQrb=aQrd.

Proof. (Necessity) By Theorem 7 we know that a*b = a3(a(xb) and a*d = a3(a (s d). Hence_
a3(a0ib) = a®(a 0, d). But then the prime decomposition theorem lead us to a Qxb = a Qi d

as requested.
(Sufficiency) This part is trivial. If a0, b = @ Q; d, then a*b = a3(a (01 b) = a®(a 01 d) = a* d.
a

Corollary 1 Let a,b,d be binary trees different from o. Then a3b = a3 d if and only if
wetght(b) = weight(d). -

4 Valuations

A valuation p is any function defined on binary trees and taking values in Z. Qperations on
integers can be used in a natural way to define valuations.

Definition 5 Associated to A : Z x Z — Z and e € Z is a valuation p : BT — Z defined
inductively by

(a) = € ifa=oe

K p(ag)Ap(dr) if a = (azag)

Valuations that can be obtained in this way are called inductive.

We immediatly recognise that the weight function is an inductive valuation obtained by set-

ting aAb = a + b and e = 1. Some other interesting inductive valuations are given hereafter.

In the theorem that follows we show that the operations * enjoy remarkable properties with

12
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alb e | resulting valuation
a+b 1| weight

1 + max(a, b) 0 | height

1 + min(a,b) 0 | minheight

[a = b] + max(a,b) | 0 | strahler

{a = b] + min(a,b) | 0 { 2 — bud

[a=10] 0 | 1if weight is even

0 if weight is odd

Table 3: Some inductive valuations.

respect to most of these valuations.

Maximal height. If we set aAb = 1 + max(a,b) and e = 0 the valuation obtained gives the
maximal height of all external nodes. This quantity is refered too as the height of the tree
and the corresponding valuation is denoted by height.

Minimal height. The valuation obtained with aAb = 1 + min(a,b) and e = 0 gives the
minimal height of all external nodes and is denoted minheight.

Strahler number. The valuation obtained with aAb = [¢ = b] + max(a, b) and e = 0 appear
in various contexts (the expression [a = b] outputs 1 when a = b and outputs 0 otherwise).
In [5] it is called the “register function” and is used to calculate the minimal number of
registers needed to evaluate an arithmetic expression (see also [10]). The same function is
known in hydrology as the Horton-Strahler function and is used to describe characteristics
of river flows (see [18, 20, 21] and references therein). The Strahler number of a tree is also
equal to the height of the maximal complete tree that can be embedded in the tree [5]. We
denote this valuation by Strahler.

2-bud. The valuation obtained with aAb = [a = b] + min(a, ) and e = 0 (note the similarity
with the definition of the Strahler number) has, to our knowledge, never been analysed. It
is equal to the height of the largest complete binary tree that appear everywhere on the
boundary of the tree. With our notations the 2-bud of a binary tree a can be shown equal
the largest n > 0 for which the n'* first factor of a are all equal to (ee).

Boolean valuation. The valuation obtained with aAb = [a = b] and e = 0 outputs 1 if the
weight of the tree is even and outputs 0 if it is odd.

In Table 3 we list some possible choices of operation A and their resulting'va.luations.

Several of these inductive valuations have remarkable properties with respect to * .

Theorem 9 Assume A :Z XZ — Z, e = 0, and let u be the inductive valuation associated
to A and e. If a+ (bAc) = (a +b)A(a + ¢) for all a,b,c € Z, then

1. /{(a? b) = p(a) + p(d)

2. p(a?b) = p(a).u(b)

13



3. p(atb) = p(a)®

Proof. We prove the first identity by induction on 4. For b = e we have pu(a’e) = pu(a) = p(a)+
p(e) solet b= (bybg) and assume that u(a?by) = p(e)+ p(br) and u(a?br) = u(a) + u(br)-
We have then

p(a®dy = p(a?(br’ br))
= u((a?br)’ (a?br))
= p(a?br)Au(a?bg)
= (u(a) + u(b))A(u(a) + u(br))
= p(a)+ (u(br)Au(br))
= p(a) +p(d)

The other identities can be proved similarly. O

Corollary 2 Let p be one of the valuations height, minheight, Strahler or 2 — bud. Then
1. p(a?b) = p(a) + p(b)
2. p(a?b) = p(a).p(b)
5. p(ath) = p(a)®

Proof. The corresponding pairs (A, e) satisfy the conditions of Theorem 9. O

5 Infinite trees

The operations ¥ introduced for finite binary trees can be extended to infinite binary trees.
P

For convenience we shall look at infinite trees as languages over 2-letters alphabets. We
first briefly review elementary definitions and properties of languages and then analyse the
properties of * when applied to factorial languages over 2-letters alphabets.

5.1 Factorial languages

Let ¥ be a finite alphabet, z a word of the language £* generated by ¥ and L C £* a language
over X (for definitions see [14]). The product of z by L is the language z.L = {z.y : y € L} and
the residual of L by z is the language 2~ !.L = {y € £* : z.y € L}. If n > 0, the truncation
of L at size n is the language [L], = {z € L : |z| < n} where |z]| is the length of z. The
product of two languages L; and L, is the language L,.L, = {z,.2; : 2, € L,,z, € L,}.
For a language L and n > 0 we define L° = {w} (w denotes the empty word), L*+! = L".L
and L* = |2, L'. Finally, a language L over T is factorial if z,v € £*,z.v € L implies that
z € L. Factorial languages always contain w unless they are empty.

Theorem 10 Let L, L,, Ly, ... be factorial languages over X, x € £* and n > 0. Then the
languages .

1. z7'.L

14



[L]n

L= U:O L;
L=NZLs
L,.L,

S N S e

L‘
are factorial.

Proof. Direct application of the definitions. O

Infinite trees can be represented by lahguages over alphabets with two letters. Indeed, any
node in a binary tree can be reached by starting from the root and specifying the finite
sequence of left and right movements needed to reach it. Let us denote these movements
by a and b. A node can thus be seen as a word over the alphabet ¥ = {a,b}. A binary
tree is entirely specified by its set of internal nodes. Thus a finite (infinite) tree will have a
representation as a finite (infinite) language over . To the trivial binary tree e corresponds
the empty language L = 0, the tree (ee) is represented by L = {w} and the two binary trees
of weight 3 have {w, a} and {w, b} as corresponding languages. It is easy to see that languages
generated by binary trees are factorial. The converse is also true: Any factorial language over
an alphabet of two symbols can be seen as a representation of a particular binary tree. The
corresponding ‘binary tree is infinite if and only if the language is infinite. In the sequel we
denote by FL the set of factorial languages over the two letter alphabet {a,b}.

5.2 Operations on factorial languages

Definition 6 The operation ! : FL x FL — FL is defined by L} L, = {w}Ua.L, Ub.L,.
For k > 2, the operations * : FL x FL — FL are defined inductively by

L k L ‘_ Ll szZ = (0
152 (Ll k a'le)le(Ll f b_ng) Zf L2 ?é 0

We now remove the finiteness condition on the languages L, and L, and define, for finite or
infinite languages, the operations * (k> 0) by

Lyt Ly = URo([Ly): ¥ (L)

k

Theorem 11 The operations ¢ are internal operations on factorial languages.

Proof. The statement is clearly true for finite languages because any ¥ product of two finite
languages can be expressed in terms of finitely many operations of the form given in Theorem
10. We complete the proof by observing that the result of a ¥ product of infinite languages

is. defined by a countable union of finite factorial languages. O
Most of the properties of the operations ¥ for finite binary trees were proved with the help of

the induction principle. This principle does not anymore hold for infinite binary trees (or in-
finite factorial languages). It is nevertheless possible to show that the distributive properties
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of Theorem 2 remain satisfied for infinite binary trees. On the other hand the statement of
Theorem 3 is violated by infinite binary trees. Assume for example that L, = £*, L, = {w}
and L3 = {w,a,b}. Then L1 2 L2 = L1 2 L3 but L'_) # L3.

Similarly to Theorem 6, the result of operations of index greater or equal to 3 can be expressed
as ? products of identical factors. Infinitely many factors are multiplied when the second
operand is infinite. The operation ? correspond to the usual multiplication of languages
and the operation 3 therefore degenerates into the Kleene “star” operation when the second
operand is infinite.

Theorem 12 Let L,, L, be two factorial languages. Then '
1. L1 2 L2 = L2.L1
2.

L3, = L} somen if L, s finite
VUE2T) LY if Ly s infinite

Proof. We prove the result for L, finite by induction on L,. The result is clearly true for
L = 0solet L, = L)} LY and assume that L,3 L}, = L and L, 3 LY = L?" for some
n’,n"” > 0. We have then

L3L, = L3(L,'LY)

(L3 LY) 2 (L3 1Y)
= L?I-L?Il

L?""n"

I

as requested.

Assume now that L, is infinite. We show that the languages L} and L,3 L, coincide. Indeed,
ifreX*andz € L,3L,, then z € ([L,]:3[L.].) for some i. But then by the finite case there
exist some n for which z € ([L,],)* € L} C L}. Assume now that z € L. Then z € L7 for
some n. But then z € L, 3 [L,]; for some 7 and thus z € L, 3 L, as requested. ' a

Remark. The condition in Definition 6 that the languages be factorial is not essential. The
operations ¥ can equally be defined for arbitrary language defined over 2-letters alphabets.
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