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Sémantique des états de reprise
pour le rétablissement dans les systemes distribués

Résumé : Cet article est consacré a la définition des €tats de reprise dans le cadre
des techniques de rétablissement, utilisées pour traiter les défaillances dans les sys-
temes distribués. On introduit un cadre général permettant de considérer plusieurs
sémantiques d’états de reprise. Des notions clefs telles que celles de messages man-
quants ou messages orphelins sont définies avec précision, et leur influence sur la
définition de la cohérence d’un état de reprise est soigneusement analysée. Les outils
de base, tels que les points de controle locaux, le stockage des messages (optimiste
ou pessismiste) et la ré-exécution, sont introduits pour illustrer des algorithmes de
reprise, coordonnés ou non.

Mots-clé : Systemes répartis, tolérance aux fautes, reprise, points de controle,
cohérence



Semantics of recovery lines for backward recovery in distributed systems 3

1 Introduction

A distributed system may be thought of as a network of nodes (sites) interconnected
by transmission channels. Each node consists of computing and storage facilities, and
an interface to local users and to network channels. The nodes exchange informations
with each other only by message passing as no common memory is available. Most of
distributed systems, including computer networks and distributed memory massively
parallel computers, are asynchronous, i.e., they do not use a common clock and
do not impose any bounds on relative processor speeds or message transmission
times. The basic motivation for development of distributed systems is the possibility
to meet the ever increasing demand of computer applications, concerning mainly
system performance and reliability (among other things). Enhanced performance
is achieved executing distributed programs which incorporate many nodes, each
node supporting one or several processes running simultaneously in realization of a
common goal. High reliability, related to the success with which a system provides
the service specified ([33]), potentially results from redundancy of compatible system
components. In practice however, asynchrony and inherent complexity of distributed
systems imply nondeterminism of distributed programs, which make coordination
between distributed nodes difficult and increase the potential for system impairments
to reliability.

Reliability issues are increasingly important for a large number of distributed
systems, such as computer integrated manufacturing systems, time-critical systems
of monitoring and control (e.g., aircrafts control, nuclear power-station monitoring
and control), banking systems, etc. As stated in [23], impairments to reliability are
faults, errors and failures. Faults may deviate the system state from its specification
and cause erroneous states. In this context the term error is used to designate that
part of the state which is incorrect. An error is liable to lead to subsequent failures,
that occur when an erroneous state of the system is processed by a program. In other
words, occurrence of a failure means that the delivered service no longer complies
with the specifications.

Natural way for reliability improvement is fault avoidance. Unfortunately avoi-
dance of all faults is not possible in practice both due to complexity of hardware
and software of distributed systems as well as magnitude and variety of faults (per-
manent and transient faults, hardware faults, software faults, communication faults,
system coordination faults, etc. ([9, 26, 32, 33]). Thus, to be realistic we have to ac-
cept that faults are inevitable attribute of real distributed systems. An alternative
or complementary approach to fault avoidance is that of fault tolerance. In order
to cope with failures, fault-tolerant systems are equipped with additional compo-
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4 J. Brzezinski, J.M. Hélary, M. Raynal

nents and programs (algorithms). These components and algorithms attempt to
ensure that occurrences of erroneous states do not result in later system failures.
Ideally, they remove these errors and restore systems to correct states from which
normal processing can continue. There are many issues regarding to realization of
fault-tolerant systems: error detection, damage confinement and assessment, error
diagnosis, and error recovery, among other things ([26, 33]). Though all these issues
are very important, in this paper we concentrate solely on error recovery. Other
issues are orthogonal to this subject, thus can be considered separately and are not
dealt with here.

In general error recoveryin computer systems is a task that involves restoring an
error-free state from an erroneous one. Error recovery schemes are usually classified
into forward and backward error recovery ([33]). Forward error recovery is based on
attempting to make further use of the state which has just been found to be in
error. This is possible when the nature of the error and consequences of faults can
be completely assessed. Then one can remove those errors and enable the system to
move forward. Usually forward error recovery strategies are based on the use of er-
ror correcting techniques and codes, or error compensation providing supplementary
information. Backward error recovery involves, first, backing up one or more of the
processes of the system to a previous state, which is hoped to be error-free, before
attempting to continue further operations. In this scheme it is not necessary to fore-
see the nature and consequences of all the faults, and to remove all the errors. Thus,
it makes possible to recover from an arbitrary fault simply by restoring an appro-
priate previous state to the system. These features enable backward recovery to be
considered as a general recovery mechanism to any type of fault. However, backward
recovery needs recovery points, i.e., effective means by which a state of a process can
be saved and later restored. For obtaining such recovery points two basic techniques
can be applied: checkpointing and message logging (audit trial). Checkpointing is an
operation that stores the correct state of a process on stable storage, so that, on
recovery, the process can resume its computation from the checkpointed state. Mes-
sage logging is on operation which saves messages on stable storage; thus, exactly
the same sequence of states can be reproduced after a rollback by reprocessing those
messages.

Backward recovery seems to be a simple, general and hence attractive approach
for increasing distributed systems reliability. However, it turns out that this tech-
nique involves also many problems. First, the system performance penalty may be
not negligible; three key performance issues in this context are: failure-free overhead,
extent of rollback, and output commit latency. Second, there is danger that faults
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Semantics of recovery lines for backward recovery in distributed systems 5

are permanent and re-execution could be useless. Third, some states of the sys-
tem may be unrecoverable. These problems are especially difficult in the context of
asynchronous distributed systems due to their inherent nondeterminism.

This paper intends to provide a general framework for intrinsic analysis of ba-
ckward recovery problems. It focuses on the concept of recovery lines, that is to say
states of the system which are recoverable, and addresses very carefully their consis-
tency issues, which are central in backward recovery techniques. For that purpose,
it is shown that when a recovery semantics is associated with messages, the set of
acceptable (or failure-free) computations is enlarged. This is achieved by defining
the notions of orphan and missing messages. It must be emphasized that in most
of the papers that can be found in the literature on this problem, these issues are
addressed only partially and, as a consequence, consistency definitions are difficult
to understand since they are based upon implicit hypotheses or upon not precise
enough definitions.

In Section 2, models for distributed systems, programs and computations are
described with detail, necessary for a good understanding of the following parts.
Section 3, is devoted to the backward recovery problem and related concepts of
recovery line and consistency are carefully defined. Sections 4 and 5 introduce the
basic tools and strategies used throughout the literature for implementing backward
recovery.

2 Model for Distributed Programs and Computations

2.1 The underlying system model

The underlying distributed system, supporting the execution of distributed programs,
consists of a set of nodes that are connected by communication links.

2.1.1 Processors and local memories

Each node is equipped with processor, memory, interface to network links and, even-
tually, interface to local users. A processor executes computation at its own speed
defined by its internal local clock. Local clocks of different processors are not syn-
chronized, hence there is no bound on relative processors speeds. Processor states,
programs and data are stored in memory which, in general, consists of volatile sto-
rage and stable storage.

Volatile storage offers very fast access and therefore is usually used for main
memory (operating store) directly accessible by a processor. However, the content
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6 J. Brzezinski, J.M. Hélary, M. Raynal

of volatile storage is irretrievably lost whenever a failure occurs. The stable storage
is relatively slow (its access time may be orders of magnitude higher than that of the
volatile storage), and therefore it is mainly used as a secondary store. On the other
hand stable storage persists accross any kind of failures and thus it can maintain
information needed to reconstruct volatile storage.

We distinguish fail-stop processors ([35]). Their internal state and some predefi-
ned portion of the memory are assumed to be volatile. In contrast to real systems,
a fail-stop processor never performs an erroneous state transition; instead, the pro-
cessor simply halts. Thus, the only visible effects of a failure in a fail-stop processor
are: stopping its execution as well as loss of its internal state and the contents of
its volatile storage. In the fail-stop model, the failure of a process can be detected
after a finite time by other processes, using some specific techniques (e.g., time out
mechanisms).

2.1.2 Communication links

Nodes exchange information with each other only by messages passing through com-
munication links. Links are bidirectional and are used to transmit messages in both
direction. Each link has its own buffer whose capacity is assumed (for the sake of
simplicity) to be infinite. It enables asynchronous communications, in which a sen-
der processor hands over a message to a link, initiates sending, and immediately
continues its further activity. Then, the link transfers the message to the destination
node (receiver processor) and keeps the message within a buffer until it is retrieved
by this receiver.

The transmission delay (time elapsed between the initiation of the transfer and
the corresponding deposit of the message into the buffer), is finite but unpredictable.
This is a characteristic of asynchronous links which, as opposed to synchronous ones,
do not impose any bound on transmission delays. Usually links preserve (obey) first-
in-first-out (FIFO) order: on the same link, messages are put into its buffer in the
order they were sent. Links can also guarantee, in a way fully transparent for nodes,
that no message is lost, duplicated or corrupted. In such a case, links are said to be
reliable (lossless, duplicate-free, error-free, respectively).

2.2 Distributed programs
2.2.1 Local programs

A distributed program (or application) is a collection of n local programs Py, Ps, . .., Py,
and each local program is the expression of a local algorithm. At run-time, each local
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Semantics of recovery lines for backward recovery in distributed systems 7

program will be executed by a processor of the underlying system. Each program
is composed of atomic operations (also named statements). Depending on the gra-
nularity of the distributed program, different types of operations are considered. In
general, these operations can be classified into two categories: internal and commu-
nication operations. An internal operation of a local program involves only its local
data and control structures, whilst a communication operation involves either the
sending or the receiving of a message and one or several channels.

2.2.2 Messages and channels

A message is a dynamic data structure from which it is possible to retrieve essentially
two kinds of information:

- the identifier of the message, including the identifiers of the message creator
(sender local program) and its consumer (receiver local program),

- a content (data).

A channel is a communication variable associated with an ordered pair of local
programs, and the type of this variable is a set of messages. We denote by ¢;; the
channel associated with the ordered pair (P;, P;). Every channel ¢;; is implemented
at run-time by a directed path of links of the underlying system. Two communication
operations, namely send and receive can be used to exchange messages through
channels.

e send(m,P;). In program P;, this operation is parameterized by a single mes-
sage m and the identity of another local program P; (or the corresponding
channel ¢;;). As the effect of this operation execution, the message m is added
into the channel ¢;; : ¢;; := ¢;; U{m}.

e receive(vm,S). In program P;, this operation is parameterized by a single mes-
sage variable vm and by a set S specifying the possible senders of the message
P; is waiting for (or equivalently S is a set of input channels of P;). If one of
the input channels of S is not empty, let it be ¢;;, a message m is removed
from it (¢;; := ¢;; \ {m}) and put into vm (vm:=m). If all channels specified
in S are empty when the receive operation is invoked, two semantics can be
considered: blocking receive, meaning that the operation will not be terminated
until a message m belongs to one of channels ¢;; specified in S, or unblocking
receive, meaning that the operation has no effect.
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8 J. Brzezinski, J.M. Hélary, M. Raynal

2.2.3 Non-deterministic statements

In programs, some ad-hoc control structures allow operations to be combined into
non-deterministic statements. Non-deterministic statements involve a choice bet-
ween several possible operations, leaving the resolution of this choice completely
undetermined. For example, the alternative control structure in languages such as
CSP or ADA is a non-deterministic statement. Non-deterministic statements are in-
herent to distributed programs. The most characteristic is nondeterminism of receive
statements. A receive operation receive(vm,S) is non-deterministic when the set S
defining the possible senders for the message a process is waiting for, has more than
one element; more specifically, the actual sender of the message, although belonging
to 5, is not defined statically and so not known in advance. Distinct executions
of the same receive operation can then be associated with different senders; conse-
quently they are not reproducible as far as senders are concerned, hence the name
non-deterministic receive operations. This results from the fact that processors re-
lative speeds are not known in advance, and transmission delays are unpredictable,
although finite.

A program is deterministic, when all its statements are deterministic, otherwise,
a program is said to be nondeterministic. The important case of non-deterministic
programs is one in which all statements except receive are assumed to be determi-
nistic. Such programs are called piece-wise deterministic or quasi-determininistic.

2.3 Distributed computations
2.3.1 Processes and events

A distributed computation is an execution of all the local programs of a distributed
program on a distributed system. The execution of each local program P; is a process,
denoted by P;. During an execution, processes produce events. An event produced
by a process P; is a particular execution of an atomic operation of the local program
P;. Events are instantaneous and each has one of the following basic types send,
receive or inlernal:

- The send event send(P;, P;,m) is produced by process P; when it executes the
statement send(m, ¢;;).

- The receive event rec(P;, P;,m) is produced by process P; when it executes
the statement receive(vm,S) and the message m received and consumed in
vm has been sent by P;.

INRIA
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- The internal event int(P;) is produced by process P; when it executes an
internal statement. We assume three particular internal events ([1]):

— the init event init(P;) is produced by P; when it starts.

— the fail event fail (P;) occurs at process P;, when the processor on which
it is executing fails. The processors are assumed to be fail-stop.

— the stop event stop(P;) terminates execution of P;.

It is worth noting that a send event represents the execution of an asynchronous
operation which physically puts a message into the buffer of a link. Then the un-
derlying distributed system transmits the message to the destination node, which
asynchronously captures incoming messages from the link and queues them for later
retrieval by the intended recepient process (receiver). When a message is in a queue
of the destination node we say that this message has arrived. In this context a receive
event corresponds to the actual dequeuing of a message by the receiving process.

2.3.2 Partial orders on events

Processes of a distributed computation are sequential, in other words, each process
produces a sequence of events. This sequence of events is called the history of P;, and
it is denoted by h; = e¥el ...ef, ... where ef, is s-th event executed by P; (e? is the
init event). Let h? denote the partial history of P; till the event ef; hY = elel ... €2
is a prefix of h;.

Local events at each process are totally ordered. However, as message transmis-
sion delays are unpredicatable, the set of all the events of the entire computation
is only partially ordered. Precisely, let H be the set of all events that occurred in a
distributed computation. Let “=” denote the classical causal precedence (happened-
before) partial order defined as follows ([22]):

5] . :
F = e? if and only if :

€

1. ef and ef are the same event, or

2.i=jandy=xz+1, or

3. 1 # j and €7 is the event send(P;, P;, m) and eg is the event rec(P;, P;, m), or
a; y

4. there is an event e} such that e = e} A e} = €.
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10 J. Brzezinski, J.M. Hélary, M. Raynal

Figure 1: A sample distributed computation.

If e = e? these events are called causally dependent. Otherwise, they are called
concurrent (causally independent). Concurrent events are denoted by ef || e/. A
sample distributed computation involving three processes is depicted in Figure 1
using the classical space-time diagram. In that figure horizontal axes represent time
progress of each process, black points represent events, and arrows from one process
time line to another represent messages communication. Note, for example, that

1 e 5 2.€ 7 2 3 .3 2
e; — €3, e5 — ef, but e || €], €7 || €3.

2.3.3 Local states of processes

As events are instantaneous, any two successive events e and ef"’l occurring at a
process P; define an interval of local time. The local state of a process P; at any time
belonging to this interval is defined by its partial history A?; a local state is thus
defined by a sequence of local events. Let us denote by o the local state of process
P; produced by the event €. Then, by definition, an event €7 belongs lo local state
o? if and only if « = 7 and z < s. Moreover, we can define a partial ordering on

k3
process local states as follows:

Ufiaﬁﬁi:jands:t, oref"'lie;-

This relation means that one process state precedes another if and only if both states
are the same, or the event giving rise to the latter causally depends on the event
terminating the former. Process states that are incomparable under this relation are
said to be concurrent (denoted ||, ). In Figure 1, intervals between successive events,

depicted by rectangular boxes, represent processes local states. Note, for example,
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10 5 (02 & By, qis 30 5 (ginca pd & o5 40 5 (o
that o5 — o3 (since e5 — €3); similarly, oy = o3 (since e] — €3), but o7 ||, o5 (since

the event e} terminating the state o} is concurrent with the event €5 producing the
state o3).

2.3.4 Global states

Definition

A global state ¥ of a distributed computation (in brief a state) is a set of local
states, one for each process, ¥ = {0y,09,...,0,}. As each local state o; is defined
by a sequence of events that occurred at P;, a global state Y includes a set of events.
More precisely, an event e belongs to a global state ¥ = {oy,...,0,} (denoted by
e € X) if, and only if, there exists 7,1 < ¢ < n, such that e belongs to o;.

With a global state ¥ = {oy,09,...,0,} can be associated the set of channel
states, where the state of the channel ¢;; is the set of messages m in-transit on

channel ¢;; in the global state X, that is to say the set of messages m such that
send(P;, Pj,m) € ¥ Arec(P;, P;,m) ¢ X.

Consistency of global states

Note, that histories used in the definition of a global state X are not correlated
or related one to the other. Thus, in general, a state ¥ can include an event e?
which causally depends on an event e? not belonging to X. However, this state is
inconsistent as it cannot occur in an actual execution, as demonstrated by the causal
precedence relation. Indeed, if such a global state could occur at a time moment,
say 7, the event e} would not have occurred at time 7, whereas the event e§- would
have already occurred at that time; but this is a contradiction with the supposition
that e? must occur before e?, as e} 5 ez. Intuitevely, a state X is consistent with
respect to a distributed computation if the computation might have passed through
this state ([7, 36]).

More formally, a state ¥ = {0y, 09,...,0,} is consistent if and only if:
(Ve) (Ve') (' €Xhe > €)= (ec X))

This definition implies that if an event e’ belongs to the consistent state X, and
if € causally depends on e, then e belongs also to the state ¥. In other words, a
consistent state ¥ containing the event €’ contains also all events on which €’ causally
depends. One can note that a consistent global state is one in which the component
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12 J. Brzezinski, J.M. Hélary, M. Raynal

local states are concurrent:
Y ={o1,...,0,} is consistent < (Ve)(Vj)((: # j) = (05 ||+ 7))

Moreover, in such a state channels need not be empty, i.e., some messages can be
sent but not yet received. A special type of consistent state is ¥(7), the state at time
7, which is the collection of local states of all the processes at the same global time
moment 7. The X(7) states are more of theoretical constructs since they require
some outside ideal observer to instantaneously and simultaneously capture the local
states of all the processes. The Figure 2 shows two global states, indicated by boxes
linked by a thick line. The first one is ¥y = {0, 04, 01} and is consistent; the second
one is ¥y = {0},05,05} and is not consistent since, for example, €3 € Xy, €5 ¢

5. .6
Y, and e3 — €5.

Figure 2: Two global states.

2.3.5 Equivalent executions and non-determinism

As stated in Section 2.2.3, distributed programs can be non-deterministic. As a
consequence, different executions of the same distributed program can produce dif-
ferent process histories, even if the program is executed with the same input data
([2])- In other words, several distributed computations associated with a given dis-
tributed program and set of input data can produce different sets of events and
different partial orders of the events, leading to different results. In particular, it
is possible that some events occurring during a given computation do not occur in
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another computation, or they occur in different orders; as a consequence, some mes-
sages exchanged during a computation might not exist during another one. This fact
will be of primary importance in the context of backward recovery, since this tech-
nique may imply a re-execution of a part of the program, and thus, a re-execution
possibly different from the previous one. Two distributed computations of the same
distributed program with the same input data are said equivalent if they produce
the same set of partially ordered events ([24, 29]). As far as causal precedence is
concerned, both computations are indistinguishable.

Note however that, in the context of backward recovery, we are not interested
in producing equivalent executions. This contrasts with the case of distributed de-
bugging ([24, 12]), for example, where replaying the same execution is necessary.
The aim of backward recovery is rather to restore a computation in a global state
from which it can proceed and then possibly produce another partially ordered set
of events (due to possible non-deterministic statements).

3 The backward recovery problem

3.1 Backward recovery and recovery lines
3.1.1 Backward recovery

Consider distributed computations of a given distributed program, in which fail-stop
events can occur. Such an event is a consequence of a system crash implied by an
error in a fail-stop processor on which a process runs. Recall that, when an error
occurs in a fail-stop processor, it is halted and the content of its volatile storage
is lost. To tolerate such transient faults, backward error recovery can be applied.
Generally, this technique refers to restoring processes of a distributed computation
to previous local states from which this computation can restart leading to consis-
tent global states of an error-free computation, not necessarily equivalent to the
previous one. Thus, recovery requires the ability to preserve information (e.g., some
previous states) accross a crash, and the ability to construct appropriate states, from
which computation can be resumed. To preserve required information, some states
of processes and some messages are saved in stable storage at certain times. This
information may then be used to reconstruct some previous states which have not
been saved explicitely.

RR n"RR-2468



14 J. Brzezinski, J.M. Hélary, M. Raynal

3.1.2 The concept of recovery line

A local state o; which can be reconstructed after a fail event occurrence is called
a recovery point and is denoted by r;. In this context, a recovery line R is defined
as a set of recovery points, one for each process: R = {ry,79,...,7,}, where r; is a
recovery point of P;. Let us note that a recovery line constitutes a global state of
the computation. In general, different recovery lines are available. In the context of
recovery, we are only interested in consistent recovery lines, whose a precise definition
will be given in the following Sections.

3.1.3 Faulty, resumed and new computations

In order to address more precisely the issue of recovery line consistency, which is
central to the backward recovery technique, let us introduce some terms. The com-
putation in which a fail-stop event occurs will be called the faulty computation; this
computation stops in a global state which will be denoted by S = {s1,2,...,5,}.
The backward recovery technique implies that processes are rolled back to recovery
points forming a recovery line R = {ry,rq,...,7,} such that, for each i,1 < i < n
we have r; = s;; the computation resumed from this recovery line will be called the
resumed computation with respect to R. Finally, the new computation with respect
to R is the concatenation of the faulty computation up to the recovery line R and
of the resumed computation (see Figure 3).

Let £(P) be the set of all the failure-free distributed computations of a distri-
buted program P (we suppose that P includes its input data). A recovery line R is
consistent if resuming the execution from R, and if no failure occurs, the new com-
putation belongs to L(P). Note, that usually, in a failure-free computation a couple
of send and receive events can be associated with each message. In the following
sub-sections (3.2 and 3.3) we show that the notion of failure-free computation can
be extended in such a manner that there can be messages for which either send or
receive events are missing. Such a possibility, based upon a notion of recovery seman-
tics for the messages, enlarges the set of failure-free computations. Consequently, a
more precise definition of consistency for recovery lines, taking into account this
recovery semantics for messages, will be given in Section 3.3.

INRIA
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1l
i

~

—— the faulty computation N

77777 the resumed computation

— — — the new computation

Figure 3: Faulty, resumed and new computations for a process.

3.2 Orphan and missing messages
3.2.1 Definition

In the resumed computation, the sequence of events that occur on each process P,
may be different from the sequence in the faulty computation, as a consequence of
the non-determinism of the distributed program executed by these computations.
Of particular importance, as far as consistency is considered, is the situation of
messages involved in the resumed computation. According to the occurrence and
position of messages in the faulty computation, some send or receive events that
occurred in this computation may be missing in the resumed one, and conversely. In
this context, one can distinguish two important situations, concerning orphan and
missing messages:

o A message is orphan with respect to a given computation if the receive event of
this message occurs during the computation, but not the corresponding send
event.

o A message is missing with respect to a given computation if the send event of
this message occurs during the computation, but not the corresponding receive
event.
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16 J. Brzezinski, J.M. Hélary, M. Raynal

At the underlying system level, orphan (resp. missing) messages can exist, for
example as a result of message duplication (resp. loss) due to non-reliable links. But
usually, the underlying communication system makes these failures transparent to
the computation. However, backward recovery can create orphan or missing mes-
sages in the new computation. Even if links supporting channels are made reliable,
messages sent in the faulty computation, whose send or receive event or both do
not belong to the corresponding recovery points, can be either orphan or missing in
the new computation. These facts explain why, although a recovery line is a global
state, the two concepts of consistency for a recovery line and for a global state are
essentially distinct, and are thus defined differently one from the other. The creation
of orphan or missing messages in such circumstances is described hereafter.

3.2.2 Problems due to orphan and missing messages

Let m denote a message sent from P, to P, in the faulty computation, and r4, rp, Sq, Sp
denote respectively recovery and stop points (local states) of P, and Pj.

Case 1 : Orphan message in the recovery pair {rq, 7}.

&’ L N e b
P, . — Py 4/' —
m
orphan message
m
m

Pa (A o (I Pa - -
I‘a e s a e77

b) new computation, with occurrence of

a) Faulty computation
) Y P ¢ = send( Py, Py, m)

Figure 4: Orphan messages in a recovery pair.

Both events e = send(P,, P,,m) and ¢’ = rec(Ps, P,, m) occur in the faulty com-
putation, but, only €’ belongs to the new omne. So, the message m can be orphan
or duplicated (or both) in the new computation (Figure 4). Let us consider the
two following situations, which differ in the behaviors of P, and P; in the resumed
computation, according to the non-determinism of the program:
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ry Sy

Pb ] 1 .
m
P (I e ]
a T
a €
s
a
a) Faulty computation b) New computation with occurrence of

e = send( Py, Py, m)
Figure 5: Orphan message due to non-empty channels.

o If P, replays the send(m,cq) statement, another event e’ = send(P,, Py, m)
occurs in the resumed computation; in that case, the duplication of m takes
place. The copy of m sent in the faulty computation is orphan if and only if
P, replays the corresponding receive statement in the new computation; in the
other case, ¢’ matches with €’.

o If P, does not replay the send(m,cq) statement, no send(P,, Py, m) event
exist in the new computation, which has only one copy of m, and this copy of
m remains orphan in the new computation.

However, if, at the computation level, the receipt of m does not affect P! or if, at
the system level, an additional underlying mechanism designed to tolerate message
duplication is available?, the new computation is failure-free and thus the recovery
pair {rq, 75} is consistent.

Case 2 : Orphan messages due to non-empty channels.

The event e = send(P,, P,, m) occurs in the faulty computation, but not the event
¢/ = rec(Py, P,,m) since the process P, has been stopped before the receipt of m
(Figure 5). However, ¢/ may belong to the resumed computation: that will be the
case if the message m has been kept in the channel ¢4, and if the process P, executes
the receive(vm, {cq}) statement. Additionally, P, may replay the send(m,c,p) sta-
tement (event e”). Depending on these behaviors, the message m can be orphan or

le.g., m is insignificant due to its semantics and by definition can be ignored ([27]).
%e.g., by not transmitting duplicated messages to the application ([11, 15, 37]).
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missing message

" JE—
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e a Sa € r

a

a) Faulty computation b) New computation

Figure 6: Missing message in a recovery pair.

duplicated or both, exactly like in the previous case. But it is worth noting a feature
belonging specifically to the present case: if the duplication of this message is neither
acceptable at the computation level nor avoidable at the system level, the only way
to consistently restore the computation involves a mechanism to “flush” the channel
Cqp in order that the event €’ does not occur in any resumed computation unless as
a consequence of a corresponding send event?.

Case 3 : Missing message in the recovery pair {r,, 7}.

Both events e = send(P,, Py, m) and € = rec(P, Py, m) occur in the faulty com-
putation; but e belongs to r, while ¢ does not belong to r, (Figure 6). Thus, e
belongs to the new computation, but, as far as e’ is considered, two cases are to be
considered:

e P, does not replay the receive statement whose execution in the faulty com-
putation had produced €’. In that case, the message m is missing in the new
computation.

e P, replays the receive statement whose execution in the faulty computation had
produced €. If the message m is recorded by the underlying system, it can be
delivered again: in that case, the message m is no longer missing. Otherwise,
the message m is lost and the new computation is not failure-free.

The previous discussion shows that the set of failure-free computations can be en-
larged by considering a recovery semantics for the messages exchanged. If a message

*Indeed, if the duplication of m takes place and cannot be tolerated, no pair of local states
{04,008} can be consistent, even the initial one.
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m is orphan (resp. missing) in a new computation resulting from resumption from a
recovery line, then this new computation can be considered as failure-free (and thus
the recovery line is consistent) provided that:

e either m can be accepted as orphan (resp. missing) in this new computation,
if the semantics of the application allows it,

e or m can be recovered into a “normal” message, by appropriate underlying
mechanisms.

The following Section gives a more precise definition of recovery line consistency, by
taking into account the semantics given by the application to messages, as far as
recovery is considered.

3.3 Analyzing consistency of recovery lines
3.3.1 Consistency of a recovery pair

First, let us analyze the consistency of a recovery pair, i.e. the recovery line com-
posed of two recovery points r, and r, belonging respectiveley to processes P, and
Py. As mentioned previously, some orphan or missing messages may be compatible
with the consistency of a recovery pair, depending on many elements, including: pro-
gram characteristics (deterministic or nondeterministic), message recovery semantics
as well as availability of additional mechanisms (to ignore duplicate and in-transit
messages, or to reproduce lost messages). Hence, recovery pair consistency is af-
fected by both system and program features, and therefore, in general, it must be
established specifically for each pair of recovery points.

3.3.2 Tagging of messages

These features are abstracted by tags associated with messages of a distributed pro-
gram. Tags associate a recovery semantics with each message, indicating whether it
can be orphan or missing without preventing the consistency of a recovery line. Each
message can be tagged by the application with a pair of tags (cb_o, cb_m), leading to
four different status : orphan or missing, orphan but not missing, missing but not or-
phan, neither orphan nor missing.

When considering that all messages are systematically tagged by the application
in the same way, four basic types of message deliveries are possible:

o Fzactly once message delivery (all messages are tagged (_, ), i.e., failure-free
computations do not allow orphan nor missing messages),
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o At least once message delivery (all messages are tagged (cb_o, ), i.e., failure-
free computations allow orphan messages but not missing ones),

e At most once message delivery (all messages are tagged (-, cb_m), i.e., failure-
free computations allow missing messages but not orphan ones),

e No constraint on message delivery (all messages are tagged (cb_o,cb_m ), i.e.,
failure-free computations allow orphan as well as missing messages).

Thus, tags can be attributed by the application either at the level of each message
or at the global level of the application.

3.3.3 Consistency of a recovery line

As indicated previously, the definition of consistency of a recovery line can be pre-
cised when considering messages with recovery semantics. Let R = {r,,7;} denote a
recovery pair and let m be an application message sent from P, to P,. We consider
a resumed computation from a recovery line containing the recovery pair R. Then,
R is consistent with respect to m if and only if one of the following conditions holds:

e m is neither orphan nor missing in the resumed computation,

e m is orphan in the resumed computation, and it is tagged cb_o (for example,
in Figure 4.a, if m is tagged (cb_o, x) then {r,,rp} is consistent).

e m is missing in the resumed computation and it is tagged cb_m (for example,
in Figure 6.a, if m is tagged (*,cb_m) then {r,,ry} is consistent).

More generally, a recovery pair R = {r,, 7} is consistent if it is consistent with
respect to all the messages exchanged between P, and F;.

From this definition, a binary, symmetric relation over a set R of recovery points
can be considered. This relation, denoted by D, is the subset of R X R comprising
all the consistent recovery pairs in R (according to the consistency definition of each
pair).

Finally, a recovery line {ry,79,...,7,} is said to be consistent with respect to D
if and only if, for every (7, j) such that 1 <¢ < n,1<j < nand i # j, recovery pair
(ri,ri) € D.

As we can see, this definition of recovery line consistency takes into account the
recovery semantics of messages enlarging the set of failure-free computations.
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4 Basic tools for implementing backward recovery

In order to implement backward recovery, it is necessary to construct recovery points
from which consistent recovery lines can be drawn. To this end, some basic tools can
be used, some of them allowing storage of local states and/or messages on volatile
or stable memories, others allowing to control the replay of application processes
starting from an available state until an appropriate state is reached. All these tools
can be used by a protocol implementing the recovery.

4.1 Recovery protocol

Consider a distributed program called henceforth, application program. A computa-
tion of this program will be called application computation and its messages applica-
tion messages. Eventual backward recovery of an application computation is a task
which may involve some messages and events not belonging to this computation. This
task is performed by a distributed computation different from the application one,
which is called recovery computation. It is governed by a distributed program called
recovery protocol. A recovery computation is composed of processes C1,Co,...,C,,
called controllers. A controller C; is associated with each application process P;.
Its role is to observe the behavior of P; (events occurring at P;) and to cooperate
with other controllers in the execution of the recovery protocol*. This involves local
and cooperative actions. Examples of local actions are: save, at certain time, the
local state of P; in stable storage, construct recovery points, resume local process F;
and control it if necessary for some recovery period. Cooperative actions try to find
distributively optimal ([41]) recovery line when fail event occurs. Since the recovery
protocol is executed on the same distributed system than the application computa-
tion, cooperation between controllers is realized only by message passing, and these
messages are called recovery messages. Recovery protocols are usually evaluated with
respect to the optimality of the recovery line they find, and with respect to messages
and time complexities.

4.2 Checkpointing

Checkpointing is the execution of an atomic operation realized by a controller Cj,
to save the correct current local state (history) of the application process P; on
stable storage, such that the application process will be able to resume its normal

* A formal framework well suited to this situation is often referred to as a superimposition model

([8D)-
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computation from the checkpointed state instead of restarting computation from
the initial state. Checkpointing should be transparent to application processes. The
local states stored as a result of checkpointing are called checkpoints.

4.3 Logging

Logging is an activity of a controller C; to record an ordered sequence of events pro-
duced by non-deterministic statements of the local program P;. Note the behavior of
P; up to a given point is completely determined by its initial state and the sequence
of events which have been produced in the process up to that point by the exe-
cution of non-deterministic statements. The logged information (log) can be stored
in volatile storage (volatile log) or in stable storage (stable log). Stable log of P; is
available after the process failure, but volatile log is then lost. When asynchronous
message exchange is the only cause of nondeterminism, logging can be restricted
to message logging. It this case the log (message log) is composed of a sequence of
features of received (or sent) application messages (e.g., identities, tags, and so on).
Message logs can be saved either in the sender storage (sender-based logging) or in
the receiver storage (receiver-based logging).

4.4 Replaying

Replaying is an activity initialized and controlled by C;, in which an application
process P; is allowed to run forward from a checkpoint, replaying in sequence events
from its log, until it is eventually suspended by C; when the appropriate state is
reached. Usually, replaying concerns only application messages. This is completely
sufficient when all the internal events are produced by the execution of deterministic
statements.

4.5 Recovery points

To construct recovery points, checkpoints, logs and replaying can be applied. In the
simplest case, a checkpoint directly constitutes the corresponding recovery point.
However, other recovery points can be obtained by restoring a process to the state
saved as checkpoint preceding the required recovery point, and then allowing the
process to run forward, replaying the appropriate sequence of events (mostly those
produced by the execution of non-deterministic statements). When the appropriate
state is reached it constitutes the recovery point.
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5 Basic strategies for implementing backward reco-
very

For the sake of simplicity, we assume henceforth, that asynchronous message ex-
change is the only cause of nondeterminism, and thus only receive statements can
be nondeterministic in the distributed application. There are three basic strategies
of backward recovery: coordinated, independent, and adaptive checkpointing. The
underlying principles are presented in the next three sections.

5.1 Coordinated checkpointing

In coordinated checkpointing (also called synchronous checkpointing), all controllers
coordinate their checkpointing activity considering checkpoints as recovery points
([7, 18, 20, 21, 42]). This checkpointing requires to take into account the relation D
(consistency of recovery pairs), to obtain eventually a consistent recovery line. This
recovery line (set of checkpoints) is maintained in the system until a next check-
pointing action is successfully finished. Hence, only one consistent recovery line is
available at a time. The storage requirement in this approach is limited (only one
checkpoint per process is sufficient) and recovery becomes straightforward: when a
fail event occurs in the application computation, this computation is rolled back
to the available recovery line (i.e. each application process is rolled back to its last
checkpoint) and then the application computation is restarted. However, this ap-
proach may incur relatively high overhead during failure-free computations. Indeed,
if there are no process failure, recovery messages and checkpointing activity may
delay the application computation.

5.2 Independent checkpointing

In independent checkpointing, controllers save checkpoints asynchronously regardless
of consistency ([5, 19, 31, 34, 38, 40, 46]). The aim is to reduce interference of the
checkpointing with respect to application computation. However, as a consequence of
this independence the last checkpoints might not constitute a consistent recovery line
(with respect to the relation D). Hence, after a failure controllers must cooperate by
exchanging recovery consistency information to find consistent (optimal) recovery
line. Usually, this searching is realized rolling back one application process to an
earlier recovery point in order to eliminate inconsistency of the current recovery
line. Thus, the so-called domino effect can occur ([32, 33]), in which the application
processes are rolled back recursively, while determining a consistent recovery line.
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Figure 7: Domino effect.

Figure 7 depicts an example of domino effect. The example shows that such an
effect can happen even if some messages can be orphan or missing (i.e. if some tags
of messages are different from (_,_)). Suppose P; stops in local state sy, because of
a fail event. To recover, P, could resume from recovery point 72. But, since message
my cannot be missing, P; has to roll back to recovery point 7? and since mg cannot
be orphan, P; must further roll back to recovery point r{. But then mj is missing
in the recovery pair {r2, 71} and thus P, must roll back to recovery point ri. As my
cannot be missing, P3 has also to roll back to recovery point r3. Now, m3 cannot
be orphan, and thus P; has to roll-back to its initial state. Message m, is orphan
in the pair {0,713} and thus P, has to roll-back to its initial state, and finally,
since mg cannot be orphan, P; has also to roll-back to its initial state. This is an
example of the worst case, where all the application processes must roll back to their
initial states, i.e., a replay of the entire application computation is required due to
inconsistency of later recovery lines.

The domino effect decreases performance of backward recovery techniques. To
cope with this effect, pessimistic or optimistic message logging and replaying may
be applied, in addition to independent checkpointing ([3]).
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5.2.1 Pessimistic message logging

Pessimistic (also called synchronous) message logging refers to the stable logging of
all the application messages before they are processed ([6, 25, 30, 45]). Thus, as-
suming a piece-wise deterministic program, recovery points can be constructed by
rolling back application processes to their last checkpoints, and replaying sequen-
tially all appropriate application messages. Of course, it is only possible if logs have
been put in stable storage. It means that all messages have to be saved in stable
but slow storage before they are available to application computation for processing.
This synchronization between logging and processing of messages slows down appli-
cation computations. The synchronization delay is introduced even if there are no
failures. This is the main disadvantage of pessimistic message logging.

5.2.2 Optimistic message logging

In the optimistic (also called asynchronous) message logging approach, messages are
processed by application computation independently of and concurrently to their
stable logging ([4, 10, 13, 15, 16, 17, 27, 37, 39, 43, 44]). Sent or received messages
are, first, logged in volatile storage with negligeable interference with respect to
application computations. Then periodically, or when an application process is idle,
its controller independently saves volatile logs in stable storage to make them stable,
and clears the volatile logs. During the normal error-free computation, controllers do
not communicate with each other. Thus, in the absence of failures, the only overhead
is volatile logging and overhead due to stable logging realized in background by
controllers. However, when a fail event occurs, all volatile logs of failed processes
are lost, and therefore recovery point can be only constructed using stable logs.
But as stable logs have been saved independently, available recovery points are, in
general, not consistent. Hence, after a failure, controllers must cooperate to find
optimal recovery line and domino effect is possible, unless careful additional control
is exercised.

5.3 Adaptive checkpointing

In the absence of failures, the coordinated checkpointing introduces some overhead
due to exchange of recovery information and possible application delay, but when a
fail event occurs, recovery is simple and quite efficient in terms of rollback (no risk of
domino effect). Independent checkpointing with pessimistic message logging avoids
recovery message overhead and cascading rollback, however it is achieved at the
expense of blocking each application message processing till the message is saved
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in stable storage. On the other hand, independent checkpointing with optimistic
message logging actually eliminates the overhead when there are no failures, but it
incurs the danger of an available rollback of process, when searching for a consistent
recovery line.

Adaptive checkpointing refers to the approach which joins some elements of the
previous approaches to achieve both the low failure-free overhead and limited extend
of rollback in case of failure ([49]). The general idea of this approach is to supply in-
dependent checkpointing and optimistic message logging with additional mechanism
that determines when each controller should occasionally save extra checkpoints or
logs in stable storage to prevent cascading rollback.

6 Conclusion

Reliability issues are increasingly important for a large number of distributed sys-
tems, and, as avoidance of all the faults is practically impossible, systems must be
equipped with additional components and programs ensuring that occurrences of
erroneous states do not result in later system failures. Amongst the many issues
regarding to realization of fault-tolerant systems, this paper has been devoted to
error recovery techniques, and more precisely to backward recovery. Indeed, this
technique makes possible to recover from an arbitrary fault simply by restoring an
appropriate previous state to the system, and thus can be considered as a general
recovery mechanism to any type of fault as far as the system is not concerned by
real-time constraints.

A detailed description of the distributed system, program and computation mo-
dels has been carried out, in order to address as precisely and rigorously as possible
fondamental concepts related to backward revovery. Although widely used throu-
ghout the variety of papers that exist in the literature, these concepts are often diffi-
cult to apprehend. This paper has been intended to provide a better understanding,
clearer definition and synthetic presentation of these concepts, as well as basic tools
and strategies used for their implementation. In that context, original contributions
are related to recovery lines and re-execution with the notions of faulty, resumed
and new computations, recovery semantics of messages with a clear definition of
orphan and missing messages (abstracted through the notion of tags), consistency
of recovery line, defined differently from the consistency of global states, and based
upon relationship between recovery line and tagged messages.

Basic strategies for backward recovery in message passing distributed systems
have been explained with respect to basic tools. An important and up-to-date set
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of references has been matched with the classification into these various strategies.
Additionaly, the reader interested in backward recovery in distributed memeory
systems can consult [14, 28, 47, 48]).
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