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Fundamental Results on Automated Theorem Proving
by Test Set Induction

ADEL BOUHOULA

INRIA-Lorraine & CRIN
BP 101, 54600 Villers-lés-Nancy, France
email: Adel.Bouhoula@loria.fr

January 18, 1995

Abstract

We present in this paper a general scheme for test set induction procedure and
describe a simple technique to prove the correctness of this procedure. Previously,
we could only compute a test set for a conditional specification if the constructors
were free. Here, we give a new definition of test sets and a procedure to com-
pute them even if the constructors are not free. The method uses a new notion of
provable inconsistency and induction positions (that need to be instantiated by in-
duction schemes) which allows us to refute more false conjectures than with previous
approaches. We also present an algorithm to compute all the induction positions
of a conditional specification. Finally, we propose an induction procedure which
is refutationally complete for conditional specifications (not restricted to boolean
specifications), in that it refutes any conjecture which is not an inductive theorem.
The method has been implemented in SPIKE. Based on computer experiments,
SPIKE appears to be more practical and efficient than related systems.

. Keywords: Automated reasoning, Theorem Proving, Test set induction, Simulta-

neous Induction, Term rewriting systems.



Résultats Fondamentaux sur les Preuves par Récurrence
avec Ensemble Test

ADEL BOUHOULA

INRIA-Lorraine & CRIN

BP 101, 54600 Villers-lés-Nancy, France
email: bouhoula@loria.fr

Résumé

Nous proposons un schéma général de procédure de preuve par récurrence avec en-
semble test. Avec cette procédure, nous décrivons une technique simple de preuve de
correction. Dans les travaux précédents, nous ne pouvions calculer un ensemble test pour
une spécification conditionnelle que dans le cas ot les constructeurs étaient libres. Ici, nous
présentons une nouvelle définition des ensembles test et un algorithme permettant de les
calculer méme dans le cas ol il y a des relations entre les constructeurs. La méthode utilise
des nouvelles notions de témoin d’incohérence et de position de récurrence qui permettent
de réfuter plus de conjectures non valides qu’avec les'méthodes précédentes. Nous pro-
posons également un algorithme permettant de calculer toutes les positions de récurrence
d’une spécification conditionnelle. Enfin, nous présentons une procédure opérationnelle
de preuves par récurrence avec ensembles test. Par opposition aux travaux précédents,
la complétude réfutationnelle de cette procédure n’est pas restreinte aux spécifications
booléennes. La méthode est implémentée dans le prouveur SPIKE. Nous illustrons les
avantages de SPIKE & 1'aide de quelques problémes en le comparant avec les prouveurs

de théorémes les plus connus: Nqthm et RRL.

Mots clés: Preuve automatique, Récurrence avec ensemble test, Récurrence simultan-

née, Réécriture conditionnelle.
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1 Introduction

Nowadays, computer science is applied in an increasing numbers of safety critical systems.
Consider for example, the supervision of nuclear power stations or anaesthetist control
devices. Therefore, the safety of computer systems is vital. However, such systems may
in general contain errors, and to ensure they work safely, we must use a battery of tests.
Unless we can perform an infinity of tests, we take the risk of not detecting some mistakes
which will be discovered in exceptional cases. The use of formal methods can be considered
as aremedy! What are formal methods? Typically they use mathematically based notions.

In this context, equational reasoning plays a critical role in many computer science
and artificial intelligence applications, in particular, in program verification and specifi-
cation of systems. The use of equations is motivated by the existence of an initial model,
and proof methods for this model are usually based on an induction scheme such as the
one on the structure of terms. Many approaches have been developed to prove a the-
orem by induction. The first one applies explicit induction arguments on the structure
of terms [Aubin, 1979; Boyer and Moore, 1979; Burstall, 1969; Boyer and Moore, 1988;
Bundy et al., 1989; Walther, 1993; Chadha and Plaisted, 1992]. The Nqthm system [Boyer
and Moore, 1988] (New quantified theorem prover) was developed in this framework
and is considered as one of the most powerful theorem provers. Many of the heuristics
in Nqgthm have been rationally reconstructed in the prover Clam (Bundy et al., 1989;
Bundy et al., 1991]. RRL [Zhang et al., 1988] (a Rewrite Rule Laboratory) is another
theorem proving system that supports a cover set method which is closely related to
Boyer and Moore’s approach. Within the last decade, the proof by consistency approach
which is based on rewriting and completion techniques has been developed [Musser, 1980]
and refined in several ways in [Huet and Hullot, 1982; Jouannaud and Kounalis, 1986;
Fribourg, 1986; Kapur et al., 1986; Bachmair, 1988; Gramlich, 1989]. However, both ap-
proaches have many limitations. Indeed, guiding a proof by explicit induction requires
some skill in finding the right axioms or hypotheses to apply. On the other hand, the proof
by consistency technique does not require guidance from the user since the generation of
lemmas is performed automatically through the completion procedure. However, the com-
pletion often misses good lemmas and fails where explicit induction succeeds. Moreover,
the correctness of proof by consistency procedure requires either the convergence or the
ground convergence property of the set of axioms. This is restrictive because convergence
is often hard to achieve and ground convergence is known to be undecidable [Kapur et al.,
1990]. More recently, a new approach has been proposed which combines the full power of
explicit induction and proof by consistency [Kounalis and Rusinowitch, 1990; Reddy, 1990;
Bouhoula et al., 1995; Bouhoula and Rusinowitch, 1993; Bouhoula and Rusinowitch, 1994;



Bouhoula, 1994d]. We have developed the system SPIKE [Bouhoula, 1994c] on this prin-
ciple. SPIKE has proved several interesting theorems using a minimum of interaction
with the user [Bouhoula, 1994b]. For instance, it has proved the Gilbreath Card Trick
using two user lemmas [Bouhoula and Rusinowitch, 1994] while classical induction provers
like COQ [Dowek et al., 1991; Huet, 1991], Nqthm, and RRL require no less than fifteen
lemmas! However, the SPIKE system is restrictive since the computation of test sets is
done only if the constructors are free and the strategy is refutationally complete only with
respect to boolean specifications. Note also that the set of false conjectures that can be
refuted is very limited and the correctness proof of the procedure is long and delicate.
In this paper, we propose a general scheme for test set induction procedure. With
" this procedure, we describe a simple technique for proof of correctness. Our technique is
easier and more general than the one given in [Reddy, 1990; Bouhoula and Rusinowitch,
1994]. This procedure relies on the notion of cover set and test set which can be seen as
special induction schemes. Our definition of test set is more general than the previous
one given in [Kounalis and Rusinowitch, 1990; Bouhoula and Rusinowitch, 1994]. This
new definition together with a new notion of provable inconsistency and induction posi-
tions (i.e. which define the subset of variables of a conjecture that can be instanciated
by induction schemes) permits us to refute more false conjectures than our previous defi-
nition [Kounalis and Rusinowitch, 1990; Bouhoula and Rusinowitch, 1994], in particular,
if the axioms are not sufficiently complete. Previously, we could only compute a test set
for a conditional specification if the constructors were free. Here, we give a procedure to
compute them even if the constructors are not free. We give also an algorithm to compute
" all the induction positions. Finally, we present a procedure of proof by test set induction
for a conditional specification which is refutationally complete for conditional specifica-
tions (not restricted to boolean specifications), in that it refutes any conjecture which is
not an inductive theorem. Our approach does not need any hierarchy for managing the
subgoals. This point is crucial for handling mutually recursive definitions. Recently, we
have noted that our approach has some advantages concerning this problematic aspect of
explicit induction techniques [Bouhoula, 1994a].

The paper is organised as follows. In Section 2, we introduce the basic notions about
term rewriting and inductive theory. In section 3, we present a general scheme for the
test set induction procedure and we give a simple technique for proving correctness. We
define in section 4 a procedure of proof by test set induction for a conditional specifica-
tion: Section 4.1 presents an algorithm for computing all induction positions of a given
conditional specification, and section 4.2 introduces an algorithm for computing test sets
if the constructors are not free. In section 4.3 we define a generalisation of our inductive

rewriting given in [Bouhoula and Rusinowitch, 1993]. We give in Section 4.4 an infer-



ence system to perform induction and show its correctness. When the axioms are ground
convergent and the functions are completely defined over free constructors, the system is
proved refutationally complete (see Section 4.4.2). Computer experiments with SPIKE
are discussed in Section 5. These examples show the superiority of SPIKE concerning

mutual induction over explicit induction based systems such as Nqthm or RRL.

2 Terminology and Notation

We assume that the reader is familiar with the basic concepts of rewriting and induction.
We introduce the notations used later and refer to [Dershowitz and Jouannaud, 1990;
Padawitz, 1988] for a more detailed presentation.

A many sorted signature ¥ is a pair (5, F') where S is a set of sorts and F is a finite
set of function symbols. For short, a many sorted signature £ will simply be denoted by
F. We assume that we have a partition of F' into two subsets, the first one, C, contains
the constructor symbols and the second, D, is the set of defined symbols. We say that a
sort S is finitary, if there is no infinite set of ground terms of sort S. Otherwise S is said
to be infinitary. '

Let X be a family of sorted variables and let T(F, X) be the set of well-sorted F-terms.
Var(t) stands for the set of all variables appearing in ¢ and §(z,t) denotes the number of
occurrences of the variable z in t. A variable z in t is linear iff §(z,t) = 1. If Var(?) is
empty then ¢ is a ground term. By T'(F') we denote the set of all ground terms. From
now on, we assume that there exists at least one ground term of each sort.

Let N* be the set of sequences of positive integers. For any term t, occ(t) C N*
denotes its set of positions and the expression t/u denotes the subterm of t at position
u. We write t[s], (resp. t[s] ) to indicate that s is a subterm of ¢ at position u (resp.
at some position). The top position is written €. Let t(u) denote the symbol of ¢ at
position u. A position u in a term ¢ is said to be a strict position if t(u) = f € F, a
linear variable position if t(u) = z € X and {(z,t) = 1, a non-linear variable position if
t(u) =z € X and f§(z,t) > 1. We use sdom(t) to denote the set of strict positions in t. If
u is a position, then |u| (the length of the corresponding string) gives us its depth. If tis a -
term,-then the depth of ¢ is the maximum of the depths of the positions in ¢ and denoted
depth(t). The strict depth of t, written as sdepth(t), is the maximum of the depths of the
strict positions in t. The symbol = is used for syntactic equality between two objects.
The identity substitution will be denoted by Z. An F-substitution assigns F-terms of
appropriate sorts to variables.

Composition of substitutions o and 7 is written by on. The F-term t7 obtained by
applying a substitution 7 to ¢ is called an instance of ¢t. If 5 applies every variable of its



domain to a ground term then we say that 7 is a ground substitution. If ¢5 is ground then
it is a ground instance of t. A term ¢ unifies with a term s if there exists a substitution o
such that to = so.

A conditional F-equation is a formula of the form: sy =t1 A---As, =1, = so =to

"where n > 0 and s;,t; € T(F, X) are pairwise terms of the same sort. An F-clause is a
formula of the form: —(s; = ¢;) V %(32 =t)V - Vas,=t,)V(sy=t) V-V (s, =
t;.). When F is clear from the context we omit the prefix F'. Let ¢, and c; be two clauses
such that c¢yo is a subclause of ¢; for some substitution o, then we say that ¢; subsumes
c;. Let H be a set of clauses and C be a clause, we say that C is a logical consequence of
H if C is valid in any model of H. This will be denoted by H |= C.

In the following, we suppose that > is a transitive irreflexive relation on the set of
terms, that is noetherian (there is no infinite sequence t; > 2 > ---), monotonic (s > ¢
implies w[s] = w[t]) and stable (s > ¢ implies s > to). The multiset extension of > will
be denoted by >.

A conditional equation a3 = by A--- Aa, = b, = | = r will be written as a; =
bhA--ANag,=b,=1-rif {lo} > {ro,a10,b10,:-,a,0,b,0} for each substitution o;
il that case we say that ¢y = b A---a, = b, = [ — r is a conditional rule. The term [
is the left-hand side of the rule. Let c be a constructor symbol. If for any rule r € R, the
top of the left-hand side of r is different to ¢, then we say that c is a free constructor. A
rewrite rule ¢ = | — r is left linear if | is linear. A rewrite system R is left linear if every
rule in R is left linear, otherwise R is said to be non-left linear.

The depth of a rewrite system R, denoted depth(R), is defined as the maximum of the
depths of the left-hand sides of R. Similarly, the strict depth of R denoted by sdepth(R),
is the maximum of the depths of the strict positions in the left-hand sides of R. From now
on, we assume that for each conditional rule p = I — r,if { € T(C, X), then r € T(C, X).

A conditional rule is used to rewrite terms by replacing an instance of the left-hand side
with the corresponding instance of the right-hand side (but not in the opposite direction)
provided that conditions hold. The conditions are checked recursively. Termination is
ensured because the conditions are smaller (w.r.t. to ) than the left-hand side. A set of
conditional rules is called a conditional rewrite system. Now we introduce the notion of

term rewriting (w.r.t. >) with conditional rules:

Definition 2.1 (Conditional rewriting) Let R be a set of conditional rules. Let t be
a term and u a position in t. We write: t{lo], =g t[ro), if there is a substitution o and
a conditional rule A\, a; =b; = l =r in R such that: for alli € [1---n] there exists ¢;
such that a;o —#"R ¢; and b0 =% c;, where =% denotes the reflezive and transitive closure

of—-)n.



A term t is R-irreducible if there is no term s such that ¢ =5 s. A term t is strongly
R-irreductble if none of its non-variable subterms matches a left-hand side of R. We say
that two terms s and ¢ are joinable if s =% v and t =} v for some term v. The rewrite
relation — p is said to be noetherian if there is no infinite chain of terms Bhy Boyc gty
such that ¢; =g t;4, for all 2. The rewrite relation — g is said to be ground convergent
if the terms u and v are joinable whenever v, v € T(F) and R = v = v. An operator
f € D is sufficiently complete iff for all ty,---,¢, in T(C), there exists t € T(C) such
that f(¢1,--<,tn) = t. If every f € D is sufficiently complete, then we say that R is
sufficiently complete.

The case analysis used in this paper simplifies a conjecture with conditional rules

where the disjunction of all conditions is inductively valid.

Definition 2.2 (Case analysis) Let R be a set of conditional rules and let C be a clause.
We define G as the set {< C|do],, Po >| there ezists P = g — d in R, a position u in
C such that Cfu = go}. If R Einda (Vo' p>ec P), then case_analysis(C) = {P = C'| <
C’,P >€ G}.

where |=;nq is written for inductive consequence w.r.t. the initial model.

3 Principle of Test Set Induction

To 'perform a proof by induction it is necessary to provide induction schemes. In our
" framework, these schemes are defined first by a function, which, given a conjecture, selects
the positions of variables where the induction will be applied (induction variables), and
second by a special set of terms called a cover set or a test set by which these variables

are to be instantiated. Let us first consider the problem of choosing induction variables.

3.1 Selection of Induction Schemes

3.1.1 Induction variables

Consider a simple example to show that the problem of choosing the induction variables
is fundamental for efficiency. Let R = {z+0 — z, z+s(y) = s(z+y)}. In order to prove
C =z +y = y + z, we instantiate C' by induction schemes 0 and s(z), and derive four
lemmas: 040 = 0+0, 0+s(z) = s(z)+0, s(z)+0 = 0+ s(z) and s(z)+s(y) = s(y)+s(z).
However, only two are really necessary for proving C: £+0 = 0+z and z+s(y) = s(y)+=z.
This means that only certain variables should be instantiated by induction schemes. We

shall now define the set of these variables.

(4 ]

[{ ]



Definition 3.1 (Induction variables) Let R be a conditional rewrite system and C be
a term or a clause. The set of induction variables of C, noted by ind_var(C), is the
smallest set such that: if ¢ is a variable of a finitary sort or it appears in a non-variable.
subterm t of C at position u (t(u) = ) and there exists a rule AL, gi = di = g = d in
R such that t is unifiable with ¢ and:

i) u is a strict position of g or

i) g(u) is a non linear variable in g or

i) g(u) € (Uiz1n{indwvar(g:), indvar(d;)}).
Then z € ind_var(C).

This recursive definition is correct. As R is a rewrite system, then for each rule
p = g — d in R, the precondition p is smaller than the left-hand side ¢ w.r.t a well
founded ordering, and therefore ind_var is applied to terms which are smaller than C.
Note that this definition is more general than the one given in [Bouhoula and Rusinowitch,
1994] and allows us to refute more false conjectures (see example 3.9), particularly, if the

axioms are not sufficiently complete.

3.1.2 Cover sets and test sets

Our method is based on the notion of cover sets and test sets. Let us introduce first the

following definition:

Definition 3.2 (Weakly irreducible term) Let R be a conditional rewrite system and
let t be a term. t is weakly R-irreducible if for all subterms s of t such that there ezist a
rule p = g — d in R and a substitution o with s = go then po is unsatisfiable for R (i.e.
for all ground substitution T: R} pot).

Note that a strongly R-irreducible term is necessarily weakly R-irreducible.

Definition 3.3 (Cover set) A cover set, denoted by C'V, for a conditional rewrite sys-
tem R is a finite set of R-irreducible terms such that for all ground R-irreducible term s,

there ezist a term t in CV and a ground substitution o such that: to = s.

.Cover sets are fundamental for the correctness of our method. However, they cannot

help us to refute false conjectures. Therefore, we will introduce the notion of test set.

Definition 3.4 (Test set) A set of terms TS is a test set for a conditional rewrite
system R if TS is a cover set for R satisfying the following property: let t be a term and
o a TS-substitution ! of t (which maps any induction variable of t by an element of TS ),

- !In the following, a T'S-substitution (resp. C'V-substitution) will be denoted by test substitution (resp.

cover substititution)



if to is weakly R-irreducible then there exists a ground substitution T such that tot is

ground and R-irreducible.

Test sets can be considered as refined induction schemes since they allow us to avoid
the failure of the procedure of proof by induction in some cases. This can be illustrated *

by the following example:
Example 3.5 The following rules define odd and even for nonnegative integers:

true # false

even(0) — true
even(s(0)) — false
even(s(s(z))) — even(z)
even(z) = true = odd(z) — false
even(z) = false = odd(x) — true (1)

The conjecture even(z) = true V odd(z) = true is valid in the initial model of R. A
test set of R is {0, s(0), s(s(x)), true, false}. The proof of the conjecture is immediate.
The methods of proof by induction based on the notion of cover sets fails to prove this

conjecture if we consider the cover set {0, s(z), true, false}. ' ¢

Test sets also permit us to refute false conjectures by constructing a counterexample.
We propose a new notion of provable inconsistency which allows us to refute more false
conjectures than previous approaches [Kounalis and Rusinowitch, 1990; Bouhoula et al.,
1995; Bouhoula and Rusinowitch, 1994].

Definition 3.6 (Provably inconsistent) Let R be a conditional rewrite system and T'S
a test set of R. Let C = —-(a; = b))V ---Vo(an=b)V(cr=d1) V- V(cm =dn) be
a clause. C 1is provably inconsistent if and only if there exists a test substitution o such
that:

i) for all i, R [Eing a;0 ="bio.

i) for all j, cjo # djo and the mazimal element of {cjo, djo} w.r.t. < is weakly

R-irreducible.

If C is provably inconsistent and the axioms are ground convergent, then C' is not an
inductive consequence of R. This result can be proved by the construction of a ground

substitution which gives a counterexample.

10



Theorem 3.7 Let R be a conditional ground convergent rewrite system. If a clause C is
provably inconsistent, then C is not an inductive consequence of R.

Proof: Let C = ~(a; = b))V -+ V (an = b)) V(ci = d) V-V (cm = dm) be a
provably inconsistent clause. Then there exists a test substitution o of C such that for
all ¢, R |ing ajo = bjo and for all j, c;o # djo. Let T = UTL,S; where S; is the set of
maximal terms in {c;o, d;o} w.r.t. <. Every element in T is weakly R-irreducible by
hypothesis. To show that C is not an inductive consequence of R, it is sufficient to prove
that (c; = dy V- V ¢ = dp)o is not an inductive consequence of R, since no ground
instance of (=(a; = b)) V - -V =(ay = b,))o is an inductive consequence of R. Suppose
that T = {g{, -+, 9%} and let A be the term f(g7,---,g%) where f is a new function sym-
bol of arity k. Ac is weakly R-irreducible, then by definition 3.4, there exists a ground
substitution 7 such that the term Aor is ground and R-irreducible. On the other hand

R is ground convergent. Therefore Co7 is not an inductive consequence of R. 0

Our notion of provably inconsistent allows us to refute more false conjectures than
previous methods [Kounalis and Rusinowitch, 1990; Bouhoula et al., 1995; Bouhoula and
Rusinowitch, 1994]. In particular, we can now refute false conjectures even when the -

axioms are not sufficiently complete.

Example 3.8 Consider the following conditional specification which defines the predicate
< on the natural numbers and the predicate ordered which checks whether a list is ordered.

true # false
0<zr — true
s3(z) <0 — false
s(z)<s(y) = z<y
ordered(cons(z,nil)) — true
r <y= false = ordered(cons(x,coﬁs(y,z))) —

false
The predicate ordered is not sufficiently complete and the equation
ordered(cons(0, cons(0,y))) = false

is provably inconsistent. Indeed, ordéred(cons(O, cons(0,y))) does not contain any induc-
tion variable and is weakly R-irreducible since 0 < 0 = false is unsatisfiable in R. With
the methods [Kounalis and Rusinowitch, 1990; Bouhoula et al., 1995; Bouhoula and Rusi-
nowitch, 1994/, this equation is not provably inconsistent since it contains an instance of
a left-hand side of R. ¢

11



Example 3.9 Consider ezample 3.5 and remove rule 1, then the predicate odd is not
sufficiently complete. Consider the conjecture odd(z) = true, z is an induction variable
-w.r.t. definition 3.1. Instantiating = by 0 yields odd(0) = true which is simplified by R
into: false = true, which is provably inconsistent. We conclude that odd(z) = true is
not an inductive consequence of R.

Now, with the method [Bouhoula and Rusinowitch, 1994, = is not an induction vari-
able, on the other hand odd(z) = true is not ﬁrovably inconsistent since odd(zx) is strongly
reducible. Therefore, the method [Bouhoula and Rusinowitch, 1994/ fails to refute the

conjecture odd(z) = true. ¢

3.2 A General Technique of Proof of the Correctness of an In-

ference System

To present the procedure of proof by induction, we use a formalism of inference rules
as Bachmair [Bachmair, 1988] and Reddy [Reddy, 1990]. The inference system I uses
the following data structure (E, H), where E and H are two sets of clauses, E contains
the conjectures to be checked, and H contains clauses, previously in E, that can be
reduced and therefore used as inductive hypotheses. The sets £ and H are constructed
incrementally by the inference system I. The rewrite system R is considered as global
component and therefore does not appear in the inference system since it does not change
during the proof.
An I-derivation is a sequence. of states:

(Eo, Ho) b1 (Ev; Hy) br v br (En, Ha) Fp oo

3.2.1 Correctness

We present a general technique to prove the correctness of the inference system I. It
is obtained by defining a well-founded ordering on clauses noted by <. and a notion
of fair derivation. Fairness roughly means that every clause in the set of conjectures
will be eventually modified by some inference. More formally: A derivation (Ey, Ho) 1
(E1, Hy) by - is fair if the set of persistent clauses (U; N;»; Ej) is empty. Now, given
a fair derivation, we reason by contradiction to prove the correctness of I: if a non valid
clause is'generated in the derivation, then a minimal one is generated too. We show that
no inference step can apply to this clause. In other words, this clause persists in the

derivation. This is a contradiction with the fairness hypothesis.
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Definition 3.10 (Correct inference system) Let R be a rewrite system and (Eo, 0)
(Ev, Hy) b -+ - be an I-derivation. Suppose that R [inq Eq and let C' be a minimal ele-
ment w.r.t. <., of the set F = {DO | D € U;E; and 6 is a ground R-irreducible substitution
such that R ina DO}. Then there exists C € U;E; minimum w.r.t. <. and a ground
R-irreducible substitution o such that C' = Co. The inference system I is correct if no
rules can be applied to C.

The next theorem expresses that if an inference system I is correct and the derivation

is fair then the conjectures of Ey are inductive consequences of R.

‘Theorem 3.11 (Correctness) Let R be a rewrite system and (Eo,0) b1 (Ey, Hy) by -+
a fair I-derivation. If I is correct, then we have R Einqd Eo.

Let I be a correct inference system. Every I-derivation from the state (E,0) to (0, H)
where F and H are two sets of clauses, is fair. Therefore, the conjectures of E are
inductive consequences of R. Note also that if (Eo,@) by (Ey, Hy) by - - is an infinite fair
I-derivation, then the clauses of Fy are inductive consequences of R.

3.2.2 Refutation of conjectures

We present now our technique to prove that the inference system I is refutationally correct.

Suppose that R is a ground convergent rewrite system. We add to I the following rule:

refute: (EU {C}, H) k1 Refutation

if C is provably inconsistent.

The rule refute permits us to detect false conjectures. This result is a consequence of
the theorem 3.7 and can be expressed by the following corollary:

Corollary 3.12 Let (Eo,0) k1 (E1, Hy) b1 -+ an I-derivation. If R is a ground conver-
gent rewrite system and there ezxists k > 0 such that the rule refute is applied to (Ey, Hy)
then R %ind Ey.

A refutationally correct inference system satisfy the following Qproperty: If at step k,
we find that R [£;nq Ek, then Ej is not valid either in R. Forma.lly:

Definition 3.13 (Refutationally correct inference system) Let R be a rewrite sys-
tem and let (E;, H;) b1 (Eiy1, Hit1) a derivation step. The inference system I is refuta-
tionally correct if Hy =0 and Vi <1 R [ing E; implies R Eing Eir.

13



Suppose that I is refutationally correct. and let (Eo,®) Fr (Ey, Hy) by --- an I-
derivation. If there exists k such that the rule refute is applied to (Ej, Hy), then the
conjectures of Ey are not inductive consequences of R. This result is expressed by the

following theorem:

Theorem 3.14 Let R be a ground convergent rewrite system and I a refutationally cor-
" rect system. Let (Eo,0) b1 (Er, Hy) bp--- be an I-derivation. If there exists j such that
the rule refute is applied to (_Ej,Hj) then R [ina Eo.

Proof: Let (Fo,0) 1 (Ey, Hy) by --- an I-derivation. Suppose that there exists j such
that the rule refute is applied to (E;, H;). From Corollary 3.12 we conclude that R ;4
E;. Now since [ is refutationally correct, we deduce that R [~nq Eo. )

3.3 A Generic Procedure for Test Set Induction

Let R be a conditional rewrite system and CV a cover set for R. Our generic procedure
formalised as a transition system presented in figure 1: generate derives lemmas, simplify
and delete eliminate redundancies, refute witnesses inconsistencies. In these rules, =, is

a stable congruence on clauses compatible with >..

The correctness of the inference system I is expressed by the following lemma.
Lemma 3.15 The infelrence system I is correct w.r.t. definition 3.10.

Proof: Let R be a rewrite system and let (Eo, 0) ; (Ey, Hy) k1 - -+ be an I-derivation.
Suppose that R [~ng Eo and let C’ be a minimal element w.r.t. <., of the set 7 = {D8 |
D € U;FE; and 8 is a ground R-irreducible substitution such that R [£;,4 D8}. Then there
exists C € U; F; minimum w.r.t. <. and a ground R-irreducible substitution ¢ such that

C' = Co. We show now that whatever rule is applied to C', we obtain a contradiction.

1. Suppose that the rule generate is applied to C'. As the substitution o is ground and
R-irreducible, there exists o¢ a cover substitution of C' and a ground substitution 7
such that: o = go7. Therefore, there exists a clause Cy € U; F; such that:

(RU{S6|S e FEUHU{C} and S0 <. Co}) k=ind (Co & CT)

On the other hand, R =g {S0| S € EUH U {C} and S <. Co}, since Co is
minimum w.r.t. <, in F. Then, R g Cx7 and Cx1 <. Co, contradiction, since
we have proved the existence of an instance of a clause of U;F; which is not valid

and smaller than Co w.r.t. <..
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generate: (E U {C}, H) F1 (EU{Cy,---,Co},HU{C})

if Vo cover substitution of C and V7 ground substitution, 3k such that:
(RU{S0|S e EUHU{C} and S8 <. Cot}) Eina (Cot & CiT)
and Cyr <. Cor.

simplify: (EU {C},H) +; (EU{C),---,Cn}, H)

if Vo ground substitution, 3k such that:
(RU{S8|S € E and S8 <. Co}U{S8|S € H and S <. Co}) k=ing (Co & Cio)
and Cro <. Co.

delete: (EU {C},H) +; (E,H)

if Vo ground substitution :

(RU{S6|S € FE and S0 <. Ca}U{S6|S € H and 50 <. Co}) =ing Co.
refute: (EU {C},H) k1 Refutation

if C is provably inconsistent.

Figure 1 Inference System [

2. Suppose that the rule simplify is applied to C. Then there exists a clause Cj € U; E;
such that:

(RU{SO| S € E and S8 <. Co}U{S8| S € H and §6 <. Co}) ina (Co & Cio)

On the other hand, R =4 {S0| S € EU H and S8 <. Co}. Suppose there exists
S’ € H such that R £ing 5’0 and S0 =, Co. Then, the clause S’# is also minimal
w.r.t. <. in F. Or the presence of S’ in H proves that the rule generate has been
-applied to S’ in contradiction with a previous case. Therefore, R bina Cro and

Cro <. Co, contradiction.

3. Suppose that the rule delete is applied to C. Then we have:
(RU{SO|S € E and S8 <. Co}U{SO|S € H and S8 <. Co}) krina Co
We follow the same reasoning as in 2, and conclude that:
REind {S0|S€E and 56 <. Co}U{S6|S € H and S0 <. Ca}

Contradiction since R finq Co. 0
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If R is a ground convergent rewrite system, then the inference system I can refute
false conjectures. This result is a consequence to the following lemma:

Lemma 3.16 The inference system I is refutationally correct w.r.t. definition 3.13.

Proof: Let C be a clause in E; and (Ej, H;) k1 (Ej4+1, Hj41) a derivation step obtained
by the application of a rule to C. Let us show that R }=ing Ej41 if Ho = @ and for all
2 < j we have R =0 E;. We will anlyse the situation according to the applied rule to C.

1. Suppose that the rule generate is applied to C with the cover substitution o. Let 7
be a ground substitution. According to the hypotheses, we have:

Rlina {S0| S € EUHU{C} and S0 <. Cor}

On the other hand R |=ing C'ot and therefore the generate rule generate only valid

conjectures.

2. Suppose that the rule simplify is applied to C. Let o be a ground substitution.
According to the hypotheses, we have: .

Rlina {S0) S € E and S0 <, Co}U{S6| S € H and $8 <. Co}

On the other hand R [=inq CoT and therefore the simplify rule generate only valid

conjectures.

3. Suppose that the rule delete is applied to C, then R |=ing E;41 since Ejpy C Ej in
this case. , ‘ o

The inference system I can be combined with other proof techniques which permit us
to increase the class of conjectures to be proved. This claim is justified by the correctness

of the inference system I when we add the rule induction:

induction: (E, H) +; (E,HU{C})
if R Eina C

where the clause C is proved by another method. This rule can avoid the divergence of

the procedure in some cases since it permit us to add some lemmas during the proof.
Now we will present an instance of the generic procedure which, as opposed to the

methods given in [Bouhoula and Rusinowitch, 1994; Bouhoula, 1994d}, is refutationally

complete even when we have a non boolean specification.
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4 Test Set Induction in Conditional Theories

In this section we propose a procedure of proof by test set induction for a conditional
specification. We first present algorithms to compute induction variables and test sets.
Then, we define a generalisation of our inductive rewriting given in [Bouhoula and Rusi-
nowitch, 1993].. Finally, we introduce our procedure of proof by induction and we prove

its correctness and refutational completeness.

4.1 How to Compute Induction Variables

Given a rewrite system R, we start by the computation of induction positions of function
symbols. This computation is done only once and permit us to determine whether a
variable of a term ¢ is an induction variable or not. Let f be a function symbol, we say
that ¢ is in Def(f), if t is of the form f(wi, -+, wn) such that for all i, w; € T(F, X).
The algorithm presented in figure 2 computes for all functions f € F, the set of induction
positions of f, denoted by ind_pos(f). We can easily prove that the algorithm terminates

since there are only a finite number of rules in K.

Proposition 4.1 Given a term t, a variable z of t of sort s is an induction variable of
t w.r.t. definition 3.1, if s is finitary, or x appears in a subterm h(S) of t at position u
(h(8)/u = z), and u is an induction position of h. Ift is a variable, then it is considered

as an induction variable.

4.2 How to Compute Test Sets

The computation of test sets for equational specifications is decidable (see [Kounalis, 1990;
Hofbauer and Huber, 1994]). Unfortunately, no algorithm exists for the general case of
conditional specifications. However, in [Kounalis and Rusinowitch, 1990; Bouhoula and
Rusinowitch, 1994; Bouhoula, 1994d] some methods are described for computing test sets
for conditional specifications over free set of constructors. In this section we present a
procedure to compute test sets even if the constructors are not free. Let us introduce
first the following notions: We say that a term ¢ is infinitary if for any position u in
t with ¢/u non-ground, there exists infinitely many R-irreducible ground instances of ¢
whose subterms at position u are distinct. The bound for R, denoted D(R), is equal to
depth(R) — 1 if sdepth(R) < depth(R) and R is left linear, depth(R) otherwise.

Proposition 4.2 Let R be a conditional rewrite system and T'S’ a finite set of R-irreducible

terms such that:
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For all fe F:
- Sy = {s| there exists \;u; =v; = g -+ d € Rand s is an element of
{ui}i U {vi}; U {g} such that s € Def(f)}
- poso(f) := {ul|3s € Sy and u € (soce(s) \ {€}) or s(u) € var_lin(s)}

1 := 05 saturation := false;
While - saturation do

-Forall fe F:
For all p = g{z], — d in R such that g € Def(f) and z € var_lin(g):
- Ehn, := {(h,v) |3 a subterm s of p that contains z at the position

v and s € Def(h)}
- If there exists (h,v) € Ep, such that v € pos;(h)
then posi1(f) = posi(f) U {u}
else pos;11(f) := pos;(f)
- If for all f € F : posiy1(f) = posi(f)
then for all f € F: pos_rec(R, f) = pos;(f); saturation := true

elsei:=1+1

End.

Figure 2 Computing induction positions

1. for any R-irreducible ground term s, there exist a term in TS’ and a ground

substitution o such that: to = s;
2. any non ground term in T'S' contains only variables at depth greater than or equal
to D(R); '
3. let t be a non ground term in TS'. If R is left linear then there exists a R-

irreducible instance of t, otherwise t is infinitary.

Then T'S' is a test set of R w.r.t. definition 3.4.

Proof: Let t be aterm and ¢ a T'S’-substitution of t. Suppose that to is weakly irreducible
by R. Let var(to) = {1, -+, z4} (recall that for all 2 € [1--. k], the sort of z; is infinitary)
and consider a ground substitution ¢ such that o¢ is R-irreducible and if R is not left
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linear, we have also:
e Vie ([l -kl |z:0| > |to],
o Vi je(l---kl,i #7, |lzig] — |6l > |to].

Such a substitution instance exists by using clause 3 of the proposition 4.2. Let us show
that to¢ is R-irreducible:

Assume that there exists a rule p = ¢ — d in R and a substitution a such that ga
is a subterm of t0$ and R = pa. Since 0@ is R-irreducible, there is a strict position u
in ¢ such that tod/u is an instance of g. Let v be a non-variable position of g. v is a

non-variable position of to/u. Otherwise, there are two cases to consider:

1. if sdepth(R) < depth(R) and R is left linear, then we have [v| > D(R), which implies
that |v| > depth(R). Now, since sdepth(R) < depth(R) there is a rule whose
left-hand side ¢’ satisfies depth(g’) > |v| > depth(R) and depth(g') < depth(R),

contradiction.
2. otherwise, we have |v| > D(R) = depth(R) and |v| < depth(R), contradiction.

So necessarily v is a non-variable position of to/u. Now, we show that there exists a

substitution 3 such that to/u = gf#. We consider two cases:

a.1) Assume that g is linear. We can define a substitution 8 such that for every vari-
able x that occurs at position w of g, we have =8 = za if ra appears in to, otherwise

zf = to/uw. Note that such substitution exists since g is linear. Then we have ta/u = ¢8.

a.2) Assume that ¢ is not linear. We can also consider the same substitution 8 defined
in a.1. Otherise there exists two positions u; and u; of a variable z in ¢ such that:

to/uuy £ to/uug and tod/uu, = tod/uu,. There are three cases to be considered:

‘a.2.1) if to/uu;, and to/uu, are ground. In this case to/uu; = tog/uu; and to/uu, =

tod/uu, and therefore to/uu; = to/uu,, contradiction.

a.2.2) if to/uu, is ground and to/uu, is non-ground. Then there exists a variable z; oc-
curing in to /uus. We have |z;¢| > |to| by construction of ¢ and therefore [to¢/uu,| > |to].
On the other hand, |tod/uus| = |tod/uuy| = |to/uuy| < |to|, contradiction.

a.2.3) if to/uu, and to/uu, are non-ground, then there exists a position v and a variable

zi such that to/uuv = x4 and to/uuv # z4.
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e if to/uuyv is ground then the proof is similar to a.2.2.
o if to/uuyv is non-ground then let Var(to/uugv) = {z;,,- -,z }.

— if zx € Var(to/uu,v) then ItIUq‘J/uulvl < |top/uuqv| and therefore we cannot

have to¢/uu; = to¢d/uu,, contradiction.

— if zx € Var(to/uuyv) then let z; be a variable in Var(to/uuzv) such that
|$]¢I = ma$1=l""ym|$jl¢|'
* if |zpp| > |2zj¢] + |to]| then |tod/uuv| = |zkd| > |z;0| + [ta| > [tad/uuav|,
contradiction.
* if |z;¢| > |zk@|+|to] then |top/uugv| > |x;¢] > la:k¢|+|ta| > [tog/uuyv| =
|zx¢|, contradiction.

Therefore, to/u = gf and a = BA. Since to is weakly R-irreducible then R [~ pa,

contradiction. Finally, we conclude that to¢ is R-irreducible. O

The following proposition gives us a procedure to compute a test set if the constructors
are not free. We first recall that a term ¢ is inductively reducible by a rewrite system
R if every ground instance of ¢ is reducible. Plaisted [Plaisted, 1985) proved the decid-
ability of inductive reducibility for finitely many unconditional equations. Note that it
is easy to semi-decide that a term ¢ is not inductively reducible by a conditional rewrite
system [Kaplan and Choquer, 1986).

Proposition 4.3 Let R be a conditional rewrite systems. Assume that R is left linear
and sufficiently complete. Let T = {t | t is a constructor term of depth < D(R) where
variables may occur only at depth D(R)}. Then, the subset of T composed of terms that

are not inductively reducible by R, is a test set for R.

Proof: Let T'S be the test set computed by the proposition and let t in T(F). As R is
sufficiently complete, then there exists ¢’ in T'(C') such that t =% t’. On the other hand,
— g is noetherian and for each conditional rule p = {1 - r € R, if Il € T(C, X), then
r € T(C,X). Therefore, there exists t” € T(C) such that ¢’ =% t” and t” is irreducible
by R. This implies that t =% t”. So any irreducible term in T(F) is built only with
constructors and Therefore, is an instance of an element of TS. The second property of
proposition 4.2 is trivially verified by construction. Let us check the third property of
proposition 4.2. Any non-ground term ¢ in T'S has at least one ground instance which is

R-irreducible since t is not inductively reducible by R. 0O
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If the constructors are specified by a set of unconditional equations, then we can
decide inductive reducibility of constructor terms and Therefore, we obtain an algorithm

to compute test sets.
Example 4.4 ([Kaplan, 1984]) Let R be the set of conditional rules:

0<0 — true

0<p(0) — false
s@)<y - z<p(y)
px)<y — z<s(y)
s(p(z)) — =
p(s(z)) = =
O0<z=true=>0<s(z) — true
0<z=false=>0<p(z) — false

Note that the constructors s and p are not free, the test set here is:

{0, p(0), p(p(2)), s(0), s(s(2)), true, false} ¢

4.3 Inductive Rewriting

To simplify goals, we generalize the inductive rewriting relation defined in [Bouhoula and

' Rusinowitch, 1993], so that we can use, as well as axioms, induction hypothesis and other

conjectures not necessary proved during the simplification. Let us first introduce a few

notations. Let C = =(a; =b1)V---V(an=b)V(c1 =d1)V:-+ V(¢ =dm). Then we

denote by prem(C) the set of negated atoms of C: {a; = b;}i=1,n. The expression (a = b)*

denotes the literal @ = b if ¢ = + and the literal =(a = b) if ¢ = —. The skolemized clause

C of C is the clause obtained by substituting every variable of C' by a new constant. We
recall that > can be extended consistently to terms with new symbols.

The well-founded ordering on clauses is defined by first introducing the complexity of

an equation. In the following, = is a stable congruence on terms compatible with . The

complexity of an equation g = h is defined as in [Bouhoula and Rusinowitch, 1993]:

({g},{r}) if g>h
({r}.{9}) if g<*r
({g}, L) if g=nh

({g,h}, L) otherwise

Clg="h) =
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where the new symbol L is taken to be minimal in <. We define an ordering on equations
as follows: (a = b) <. (¢ = d) iff C(a = b) is smaller than C(c = d) for the lexicographic
composition of < on the first and second components of the complexity. The multiset
extension of <. will be denoted by ..

Let C be a clause of type A;a; = b; = Vjc; = d;. We define Rep(C) = {C(a; =
b:)}iU{C(c; = d;)};. Given two clauses Cy, C;, we say that Cy <. C; if lexicographically
Rep(Cy) <. Rep(Ch) or there exists 7 # I such that C; = C17 or nin(Cy) < nin(C,),
where nin(C) is the number of negative literals of C.

Definition 4.5 Let R be a set of conditional rules and W a set of conditional equations.
Consider a clause C = (a = b)* V r and its skolemized version C = (@ = b)* V7. We
write:
Cir, '
a F—)R<W> a
if either @ =, em(m) ¢’ and a’ < a,

or there exists a position u in a, a substitution o and a conditional equation R = A, a; =
b; = s=1t in RUW such that:

1. a = a[so], and o' = afto),.
2. if ReW, then Ro <. C aﬁd {e} > {a10, byo, -+ ,a,0, byo}.

3. Vi€ [l---n] 3c,d; such that a;o ’QI*R<W> c; and bio ,fi)R<w> d; and ¢} =prem(r)
d.

where =,rem(v) is the congruence generated by prem(T).

Definition 4.6 (Inductive rewrifing) Let R be a set of conditional rules and W a set
of conditional equations. Consider a clause C = (a = b)* V r and its skolemized version
C = (a = b°Vvr. We write: Cla] »rew> Cla'] if and only if a rﬂ)R<w> a' and
Cld] <. Cla].

The set W in the definition is intended to contain induction hypotheses and conjectures
which are not necessarily proved, in the proof system described below.

Example 4.7 Consider a specification with the only aziom s(s(0)) =0, then the propo-
sition s(s(z)) = z is an inductive property. The methods of [Reddy, 1990; Bouhoula and
Rusinowitch, 1994/ fail to prove this conjecture if we consider the cover set {0, s(z)}.
Indeed, the instantiation of x by s(y) give us the equation s(s(s(y))) = s(y) which cannot
be simplified by the aziom. Now, thanks to the new inductive rewriting, s(s(s(y))) = s(y)
can be simplified into s(y) = s(y), using the conjecture s(s(z)) = x, since s(s(y)) =y <.

s(s(s(y))) = s(y)- ' ¢
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Inductive rewriting is stable by substitution:
Lemma 4.8 For all substitution 7: C v rews C' implies CT —pews C'T.

The proof is trivial.

4.4 A proof procedure for Conditional Theories

generate: (FU{C},H) +; (EU (U,,E.,), HU{C})

if for all cover substitution ¢ of C:
either Co is a tautology and E, =0
or Co = penuEuicy> C' and E, = {C'}

otherwise F, = case_analysis(Co).
case simplify: (FU{C},H) +; (EUFE' H)

if E' = case_analysis(C).

simplify: (EU {C},H) F; (EU{C'}, H)

if C = Rrenues C'

subsume: (EU{C},H) F; (E,H)
if C is subsumed by another clause of RU H U E.

delete tautology: (EU{C},H) +; (E,H)
if C is a tautology.

Figure 3 Inference System J

Let R be a conditional rewrite system and C'V a cover set for R. Our procedure is
defined by a set of transition rules (see figure 3). This procedure is a generalisation and
an extension of our previous procedures [Bouhoula and Rusinowitch, 1993; Bouhoula and
Rusinowitch, 1994; Bouhoula, 1994d]. The generate rule allows us to derive lemmas. The
case simplify rule simplifies a conjecture with conditional rules where the disjunction of all
conditions is inductively valid. The simplify rule reduces a clause C' with axioms from R,

induction hypotheses from H, and other conjectures which are not yet proved. Note that
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simplify permits mutual simplification of conjectures. This rule implements simultaneous
induction and is crucial for efficiency. The rules subsume and delete tautology delete

redundant clauses.

4.4.1 Correctness
The correctness of the inference system J is expressed by the following lemma.
Lemma 4.9 The inference system J is correct w.r.t. definition 3.10.

Proof: Let R be a rewrite system and let (Ep, @) Fj (Ey, H1) by --- be a J-derivation.
Suppose that R f~inq Eo and let C' be a minimal element w.r.t. <., of the set 7 = {D8 |
D € U;E; and 0 is a ground R-irreducible substitution 8 such that R Vina D0}. Then
‘there exists C € U; E; minimum w.r.t. <. and a ground R-irreducible substitution ¢ such
that C’ = Co. We show whatever rule is applied to C, a contradiction is obtained.

Generate: Suppose that the rule generate is applied to C. The substitution o is ground
and R-irreducible then there exists og a cover substitution of C' and a ground substitution

7 such that: ¢ = og7. Co cannot be a tautology, we have then two possibilities:

1) .If there exists a clause C’ such that Coo —p<nupu{c}> C' ? then by Lemma 4.8,
we have Co —penuruicy> C'7. The instances of clauses of H U £ U {C} used in the
rewriting step are smaller than C'o w.r.t. <. and Therefore, there are valid in R. The
premisses of Co are also valid since R {ing Co. Then, R Wina C'r. On the other
hand, we have C'r <. Co and C' € U;E;, contradiction, since we have proved the ex-

istence of an instance of a clause of U; E; which is not valid and smaller than Co w.r.t. <..

2) Assume that the rule case_analysis is applied to Coy, then there exists a non-empty

sequences of conditional rules:
P =g —d, P2=>gz—¥d2, o Phb=>g,—2d, €ER
and a sequence of positions u,us, --- ,uy, in Cop such that:
Coo/ur = ¢101, Coo/uz = gab2, --- ,C0oo/tsn = gnbn
and R Eina P10y vV P26, V --- V P,0,. The result of applying the case analysis is:
{P16, = Coo[d101)uy,: -+, Pubn = Coo[dnbn]u, }

2Let R’ and W' be two sets of clauses and suppose .that R (resp. W) is the set of conditional rules
(resp. equations) of R’ (resp. W'). By abuse of notation, the relation ~—+g/<w:> will be noted by

'—)R<W> .
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Then there exists k such that R f=ing Pix. Let Cr = Pibi = Cooldibk]s,, we have
R ting Ckr since R k=ing PibiT, R FEing gk0k7 = di0rm and R ;g Co. On the other
hand, POt < {gi0i7} 3 and dibim < gi0kT since P, = gr — dy is a rewrite rule so
Cx1 <. Co. Contradiction.

Case simplify: This case is similar to the previous one.

Simplify: Suppose that the rule simplify is applied to C, then there exists a clause C'
such that C —grcgups C', by the Lemma 4.8, we have Co = rcgues> C'o. The instances
of clauses of HUF used in the rewriting step are smaller than Co w.r.t. <. and Therefore,
there are valid in R. Hence, R [£iq C'o. On the other hand, we have C'c <. Co and
C’ € U;E;, contradiction.

Subsume: Since R f;nq Co, C cannot be subsumed by an axiom of R. If there exists
C'€ HU (E\{C}) such that C = C'r Vr, we have R £,y C'ro,then,r =Qand 71 =T
since C is minimal in U;F; w.r.t. <.. Therefore, C' ¢ (E \ {C}). On the other hand,
C' ¢ H, otherwise the rule generate can be also be applied to C, in contradiction to a

‘previous case. Hence, this rule cannot be applied to C.

Delete tautology: Since R }i.a Co, C is not a tautology and this rule need not be

considered. . o

If R is a ground convergent rewrite system, the inference system J can refute false

conjectures. This result is a consequence to the following lemma:
Lemma 4.10 The inference system J is refutationally correct w.r.t. definition 3.13.

Proof: Let C be a clause in E; and (Ej, Hj) b1 (Ej41,Hj+1) by the application of an
inference rule on C. Let us show that R =4 Ej41 if Hy = 0 and for all ¢ < j we have
R [=ing Fi. We will discuss the situation according to the rule which is applied to C:

Generate: Suppose that the rule generate is applied to C with the cover substitution o.

If Co is not a tautology, there are two possibilities:

1) If there exists C’ such that Co — penueuicy> C'. Let T be a ground substitution, by
the Lemma 4.8, we have CoT —rcnuruic}> C'7. By hypothesis, the instances of clauses

3Suppose that P = A’_; ui = v;. Abusing notation, the set {u10x7, v16i7, -, unbrt, vabi7} will
be noted by Pif; 1.
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of HU E U {C} which are used during the rewriting step, are valid. On the other hand,
we can assume that the premisses of C' are valid (otherwise the proof is obvious). Hence

R [Eing C't and Therefore, R =ina C'.

2) If case__analysis is applied to Co, then there exists a _poﬁ-empty sequence of conditional
rules: ‘
P1=>g1—>d1,P2=>g2—)d2,---P,,#gn—ninER

and a sequence of positions uy,uz, -+ ,u, in Co such that:
Cofuy = 16y, Cofuy = gab,, -+ ,Cofu, = gnH,‘1
and R |Eing P61 V P26y V V P,0,. The result of the application of case analysis is:
| {(Pi6y = Coldibi)uy, <+, Paba = Coldabulu}

Suppose that there exists k such that R g Cx = Pibi = Coldibklu,- Then there
exists a ground substitution 7 (we can assume that Cor is ground without loss of gen-
erality) such that R [~ing Ck7, then R |=ing Pibir and R eing CoT[difk7]. Therefore,
R ind gx0k7 = di 07, This implies that R g CoT[grbi7], contradiction by hypothesis.

Case simplify: This case is similar to the previous one.

Simplify: Suppose that the rule simplify is applied to C, then there exists a clause C’
such that C —pcmue> C'. Let o be a ground substitution, by Lemma 4.8, we have
Co —r<nue> C'o. The instances of clauses of H U E used in the rewriting step are
valid by hypothesis. On the other hand, we can assume that the premisses of C are valid
(otherwise the proof is obvious). Hence R f=inq C'o and Therefore, R =ing C'.

Subsume and delete tautology: If C is deleted, then R |=ing Ej41 since E;4; C E; in
this case. , O

4.4.2 Refutational Completeness

In this section we shall study the refutational completeness of the proof by induction

procedure. Let us introduce first the following definitions:

Definition 4.11 (Inductively irreducible term) A term t is quasi-irreducible by a
rewrite system R if for all ground R-irreducible substitution o, to is R-irreducible.
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Definition 4.12 (Strongly complete function, strongly complete system) Let f €
D a sufficiently complete defined function symbol. If for all the rules p; = f(t;) — d;
whose left-hand sides are identical up to a renaming p;, we have R =i Vipip;, then f is
strongly complete w.r.t. R. We say that R is strongly complete if any function symbol is

strongly complete w.r.t. R.

Note that a sufficiently complete rewrite system is not necessarily strongly complete.

This can be shown by the following example:

Example 4.13 Let R be a conditional rewrite system which define the predicates < and

P with the constructors 0 and s:

0<zs = true
s(z) L0 — false
s() <sy) - <y
z <y =true= P(z,y) — false (2)
s(z) <y = false = P(s(z),y) — true

We can eastly show that R is sufficiently complete and not strongly complete since if we
consider the aziom 2, the precondition x < y = true is not an inductive consequence of
R. : ¢

The transformation of a sufficiently complete rewrite system to another one which is

strongly complete is obvious if the functions are sufficiently 'cornplete over free construc-

tors. For example:

Example 4.14 Consider the ezample 4.13, the system R is equivalent to the following

one which is strongly complete.

0<z — true
s(z) <0 — false
s(z)<s(y) - z<y
P(0,z) — false (3)
s(z) <y =true = P(s(z),y) — false
s(z) <y = false = P(s(z),y) — true ¢

Now, we can define a new inference system K from J by using test sets rather than
cover sets and adding the following rules (see figure 4). The rules positive (resp. negative)
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positive decdmposition:v(E U{f(3)=fE)Vr}, H) Fx (EU(U{si =t; V r}), H)

if f is a free constructor.

negative decomposition: (EU {-f(8) = f(t)Vr},H) Fx (EU{Vi~(s; = t;)V r}, H)

-if f is a free constructor.

positive clash: (E U {£(3) = g(?) Vr},H) b (EU {r} H)

if f and ¢ are two distinct free constructors.

eliminate trivial equation: (EU{~(s=s)Vr},H) Fx (EU{r}, H)

delete: (EU{VL, ~(z;i =t)Vr},H) Fx (E,H)

if for all 2 : z; € var(t;) and ro is a tautology where o = {z; +t; |2 € [1---n]}.

occur check: (EU{V~, ~(z; =¢;)Vr},H) Fx (E,H)
if there exist i such that z; # t;, z; € var(t;) and ¢, is inductively irreducible by R.

negative clash: (EU {-~f(8) = g({)Vr},H) Fx (E,H)

if f and g are two distinct free constructors.

Figure 4 Inference System K

decomposition, posttive clash and eliminate trivial equation take advantage of the fact that
constructors are free to simplify clauses. The rules delete, occur check and negative clash
delete redundant clauses. ‘

The correctness of the inference system K w.r.t. definition 3.10 is expressed by the

following lemma:

Lemma 4.15 Let R be a ground convergent rewrite system. Then the inference system

K is correct.

Proof: Let R be a rewrite system and let (Eo, 0) Fx (Ey, Hy) bk --- be a K-derivation.
Suppose that R [ Eo and let C’ be a minimal element w.r.t. <., of the set F = {D0 |
D € U;E; and 6 is a ground R-irreducible substitution such that R ~;,4 D8}. Then there
exists C € U; E; minimum w.r.t. <. and a ground R-irreducible substitution.o such that
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C' = Co. We show whatever rule is applied to C, we obtain a contradiction.

Positive decomposition: Suppose that the rule positive decomposition is applied to
C = f(sh'"asn) = f(tlv"')tn)vr

Then, we have R g f(s1,---,82)0 = f(t1,---,tn)o. Then there exists ¢ such that
R Ving sic = tio. Let Q = s; = t; Vr, then we have @ € U;E;, R Fing Qo and
Qo <. Co, contradiction. .

Negative decomposition: Suppose that the rule negative decomposition is applied to
C==(f(s1,--+,8n) = fltr,-+,ta)) Vr

Then, we have R FEind f(S1,-:*,82)0 = f(t1,---,ts)o. Since R is a ground conver-
gent rewrite system and f is a free constructor, then for all i, R |=ing si0 = t;o. Let
Q = Vi~(si = t;) V r, then we have Q € U;E;, R [£ing Qo and Qo <. Co, contradiction.

Positive clash: Suppose that the rule positive clash is applied to
C=f(s1,-"+y8n) =9g(ts, -+ tn) VT

Then, we have R [0 r and r € U;E;. On the other hand, ro <. Ca, contradiction.

Eliminate trivial equation: Suppose that the rule eliminate trivial equation is applied
to
C=-(s=s)Vr

Then, we have R [£;qq r and r € U;E;. On the other hand, ro <. Ca, contradiction.
Delete: Suppose that the rule delete is applied to
C= V?_:lﬂ(:l:,' = t,') vVr

Then there exists 7 such that z; # t;, z; € var(t;) and ¢; is inductively irreducible by R.
Therefore, R f=ing Co, contradiction.

Occur check: Suppose that the rule occur check is applied to

C = V?=1ﬂ(1:,' = t,') Vr
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Then, for all i : z; € var(t;) and r7 is a tautology where 7 = {z; « t; | i € [1---n]}.
Therefore, R f=;.q4 Co, contradiction. '

Negative clash: Suppose that the rule negative clash is applied to

= (f(s15758n) = gty ta)) VT

Since f and g are two distinct free constructors and R is ground convergent, then we have
R Fing (f(s1,-+,8n) = g(t1,---,tn))o and Therefore, R |=inq Co, contradiction. m]

If R is a ground convergent rewrite system, the inference system K can refute false

conjectures. This result is a consequence to the following lemma:

Lemma 4.16 Let R be a ground convergent rewrite system. Then the inference system

K is refutationally correct w.r.t. definition 3.13.

Proof: Let C be a clause in E; and (Ej, H;) b1 (Ej41,Hj41) by the application of an
inference rule on C. Let us show that R f=ing Fj41 if Ho = @ and for all z < j we have
R =ina E;. We will discuss the situation according to the rule which is applied to C:

Positive decomposition: Suppose that the rule positive decomposition is applied to
CEf(sla"'asn)=f(t1)“"tn)vr

Let o be a ground substitution, since R |=ing Co, we have either R |=ing 7o or R Fing
f(s1,-++,8x)0 = f(t1,---,tn)o. The first possibility gives immediately the desired con-
clusion. Hence let us assume the second one. Since R is a ground convergent rewrite
system and f is a free constructor, then for all ¢ we have R ;.4 s;0 = t;0. Hence every
clause Q = s; = t; V r verifies R Einqa Qo

Negative decomposition: Suppose that the rule negative decomposition is applied to
C= ﬁ(f(‘sl,"'wsn) = f(t1,---,tn))Vr

Let o be a ground substitution, since R |=ina Co, we have either R |=ing 7o or R ing
f(s1,-+,80)0 = f(t1,---,tn)o. The first possibility gives immediately the desired con-
clusion. Hence let us assume the second one. There exist necessarily ¢ such that R };nq
sic = t;a. Therefore, R =ing (Vi (si = ti) V r)o.
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Positive clash: Suppose that the rule positive clash is applied to

C E.f(sl""’sn) Zg(tl"":tn).v;‘

Let o be a ground substitution, since R is ground convergent and f and g are two distincts
free constructors, then R {ing (f(81,---,8n) = g(t1,-+,t,))o and Therefore, R |=inq ro.

Eliminate trivial equation: Suppose that the rule eliminate trivial equation is applied

to
C=-(s=s8)Vr

Let o be a ground substitution, then we have R [~i,q —(s = s)o and Therefore, R =4 ro.

Delete, occur check and negative clash: If C is deleted then R |=ing E;41 since
Ej+l - Ej in this case. O

Now, let us add to the inference system K the following rule:

refute: (EU {C},H) Fx Refutation
if for all (E, H'), (EU {C}, H) Fx (E', H') implies C € E".

The inference system K is refutationally complete, in that any cbnjecturc that is not
valid in the initial model will be disproved. This result is a consequence of the following

results:

Lemma 4.17 Let R be a ground convergent rewrite system which is strongly complete
over free constructors. If the rule refute is applied to C, then C is not an inductive

consequence of R.

Proof: Let C be a clause such that no condition of the rules of K rather than refute
hold for C. Let us show first that C' does not contain any defined function. Otherwise,
C contains a term s of the form f(ty,:--,t,) where f is a defined symbol and for all
ie[l---n], t; € T(C,X). Let o be a test substitution of C, the terme sc is an instance
of a left-hand side of R, otherwise, by the proposition 4.2, there exists a substitution 7
such that sot is ground and R-irreducible, which contradicts the fact that f is strongly
complete. Then inductive rewriting or case analysis can be applied, and therefore the

generate rule is applied to C, contradiction.
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By Lemma 4.17, we conclude that the clause C contains only constructor terms. Now,
since the constructors are free and no simplification rules can be applied to C, then C
is necessarily is of the form /\,’.‘=1' z; = t; = r such that for all 7, z; # t;. On the other
hand, for all ¢, z; & var(t;), otherwise the rule occur check is applied to C since for all ¢,
t; is inductively irreducible by R. Consider the substitution 7 = {z; « ¢; i € [1---n]}.
The clause C'T is not a tautology, otherwise the rule delete is applied to C. Then the
clause C'7 is provably inconsistent, and Therefore, by theorem 3.7, C'r is not an inductive

consequence of R, and finally C is not also an inductive consequence of R. a

The inference system K is refutationally complete, this result is expressed by the
following theorem:

Theorem 4.18 Let R be a ground convergent rewrite system that is strongly complete
over free constructors. If a derivation issued from (Eo, Q) terminates by application of the
rule refute, then R [ing Eo. Conversely, if R Weind Eo, then all fair derivations issued
from (Eo,®) terminate by application of the rule refute.

Proof:
= by the lemmas 4.9 and 4.15.

< by the lemmas 4.10, 4.16 and 4.17. 0

5 Computer Experiments

Example 5.1 Suppose we have a forward counter (see figure 5) and a backward counter
(see figure 6). To prove the termination of the azioms, we can use the Irpo ordering <

(see [Dershowitz, 1987]) with the following precedence on functions:
it <nput <+ <* <not <cR R

The theorem to be proved is:
q(z,t) = not(q:(i, 1))

The specification of these two counters is immediate (see figure 7).
This problem cannot be proved by Nqthm (without modifying the azioms) due to the
presence of mutually recursive operators. Note also that the specification is not sufficiently
complete and the function not is not defined over constructors (not(not(x)) — x). The

scheme of the proof generated by SPIKFE is presented in figure 8.
Here is the direct proof generated by SPIKE.
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Figure 5 Forward counter
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0=
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N
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Figure 6 Backward counter
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specification: counter

sorts nat, bool; -

constructors:
True: — bool;
False: . - bool;

+: bool x bool — bool;
*: bool x bool — bool;

0: — nat;
|s: nat — nat;
input: nat — bool;
init: nat — bool;

defined functions:

c: nat X nat — bool;
q: nat X nat  — bool;
¢: nat X nat — bool;
q1: nat X nat — bool;
not: bool — bool;

axioms:

¢(0,1). = input(t);

c(s(2),t) = (i, t) * (&, 1);
q(z,0) = init(2);

q(i, s(t)) = q(z,t) + (3, t);
c1(0,t) = input(t);
a(s(2),t) = a(i,t) * not(qi(s,t));
q1(,0) = not(init(2));
a1(3,5(t)) = @1(5,1) + e (3, 1)
not(not(z)) = x;

not(z + y) = not(z) + y;

Figure 7 Specification of Counters
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-

Simplification by

<

c(x1,x2) = c1(x1,x2)

-~

inductive hypotheses

- -~
-

‘/
c(x1,x2) * q(x1,x2) = c1(s(x1),x2)

- ~

-

c1(x1,x2) * not(q1(x1,x2)) = c1(s(x1),x2)

Subsumed by an axiom

-

-~

q(x1,x2) = not(ql(x1,x2))

-
-
- -~
-~
-

S an

OK

-~
-~

S

OK

Figure 8 Proof of Example 5.1

cover set of R:

-> bool = {False ; True ; not(x1l) ; x1+x2 ; x1*x2}
-> nat = {0 ; s(x1)}

induction positions of functions:

->c¢ : [[1]]
->q : [[2]1]
->c1 ¢ [[1]1]
-> q1 : [[2]]
-> not : [[1]1]

EO = {q(x1,x2) = not(qi(x1,x2))}

Application of generate on:
q(x1,x2) = not(q1(x1,x2)) :
1) init(x1) = not(q1(x1,0)) ;
2) q(x1,x2)+c(x1,x2) = not(q1(x1,s(x2)))

E1 = {init(x1) = not(q1(x1,0)) ;
q(x1,x2)+c(x1,x2) = not(qi(x1,s(x2)))}
H1 = {q(x1,x2) = not(q1(x1,x2))}

Simplification of:
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q(x1,x2)+c(x1,x2) = not(q1(x1,s(x2))) by Hi:
not(q1(x1,x2))+c(x1,x2) = not(qi(x1,s(x2)))

E2 = {init(x1) = not(qi1(x1,0)) ;
not (q1(x1,x2))+c(x1,x2) = not(q1(x1,s(x2)))}
H2 = {q(x1,x2) = not(qi(x1,x2))}

Simplification of:
init(x1) = not(qi(x1,0)) by R[H2 U E2]:
init(x1) = init(x1)

Simplification of:
not(qi(x1,x2))+c(x1,x2) = not(qi(x1,s8(x2))) by R[H2 U E2]:
not(q1(x1,x2))+c(x1,x2) = not(ql(x1,x2))+c1(x1,x2)

E3 = {init(x1) = init(x1) ;
not(q1(x1,x2))+c(x1,x2) = not(qi1(x1,x2))+c1(x1,x2)}
H3 = {q(x1,x2) = not(qi1(x1,x2))}

Delete init(x1i) = init(x1)

Simplification of:
not(q1(x1,x2))+c(x1,x2) = not(q1(x1,x2))+c1(x1,x2)
1) not(q1(x1,x2)) = not(qi(x1,x2)) ;
2) c(x1,x2) = c1(x1,x2)

E4 = {not(q1(x1,x2)) = not(q1(x1,x2)) ;
c(x1,x2) = c1(x1,x2)}
B4 = {q(x1,x2) = not(qi(x1,x2))}

Delete mnot(qi(x1,x2)) = not(qi(x1,x2))

Application of generate on:

c(x1,x2) = c1(x1,x2) :

1) input(x2) = c1(0,x2) ;
2) c(x1,x2)*q(x1,x2) = c1(s(x1),x2)

E6 = {input(x2) = c1(0,x2) ;
c(x1,x2)*q(x1,x2) = c1(s(x1),x2)}
H6 = {c(x1,x2) = c1(x1,x2) ;
q(x1,x2) = not(q1(x1,x2))}
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Delete input(x2) = c1(0,x2)
it is subsumed by:c1(0,x1) = input(x1) of R

E6 = {c(x1,x2)*q(x1,x2) = c1(s(x1),x2)}
H6 = {c(x1,x2) = c1(x1,x2) ;
q(x1,x2) = not(qi(x1,x2))}

Simplification of:
c(x1,x2)*q(x1,x2) = c1(s(x1),x2) by H6:
c(x1,x2)*not(q1(x1,x2)) = c1(s(x1),x2)

E7 = {c(x1,x2)*not(q1(x1,x2)) = c1(s(x1),x2)}
H7 = {c(x1,x2) = ci(x1,x2) ;
q(x1,x2) = not(q1(x1,x2))}

Simplification of:
c(x1,x2)*not(q1(x1,x2)) = c1(s(x1),x2) by H7 U E7[R]:
c1(x1,x2)*not(q1(x1,x2)) = c1(s(x1),x2)

E8 = {c1(x1,x2)*not(q1(x1,x2)) = c1(s(x1),x2)}
H8 = {c(x1,x2) = c1(x1,x2) ;
q(x1,x2) = not(qi(x1,x2))}

Delete ci(x1,x2)#*not(qi(x1,x2)) = c1(s(x1),x2)
it is subsumed by:c1(s(x1),x2) = c1(x1,x2)*not(qi(x1,x2)) of R

E9 = {}

H9

{c(x1,x2) = c1(x1,x2) ;
q(x1,x2) = not(q1(x1,x2))}

The initial conjectures are inductive consequences of R

¢

Example 5.2 (Factorial) Consider the following circuit [Pierre, 1990] (see figure 9)
which computes the factorial of I (a natural number) and returns the result in the register

R. J is a register and the functionalities of the different modules are:
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Figure 9 Factorial

muz(c,e1,e0) & tf c then e; else e;

zerotest(e,s) & s=(e=0)
decr(e,s) & s=(e—1)

mult(er,e2,8) & s=e *xep

The specification of this problem is given in figure 10. To prove the termination of the

azioms, we can use the lrpo ordering < with the following precedence on functions:
0<s<+<x=<fact<f=<g
and the following status: \
(f,RL); (x,RL); (+,LR); (9,LR)

The theorem to be proved ts:
| o) = fact(s)
which can be generalised to:
f(3,3,7) = i * fact(j)
To prove this theorem, we need the following lemmas: z+s(0) = z and x*(y*z) = (z*y)*=z

which can be easily proved with SPIKE.
Here s the direct proof generated by SPIKE:

38



specification: factorial

sorts nat;

constructors:

0: — nat;
s: nat — nat;

defined functions:
fact: nat — nat;
f: nat X nat X nat'— nat;

g: nat ~ nat,
+: nat X nat — nat;
*: nat X nat — nat;
axioms:

fact(0) = s(0);

fact(s(n)) = s(n) * fact(n);
f(r,3,0) =

f(r;0,5(2)) = f(s(0), 5(2), );
f(r,8(5),5(2)) = f(r » 5(5),5,2);
g(1) = f(s(0),,4);

z+0=uz;
z+s(y) =s(z+y);
z*x0 =0;

zxs(y) =z +(z+y)

Figure 10 Factorial
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test set of R:
-> nat = {0 ; s(x1)}
induction positions of functions:

-> fact : [[1]]
-> ¢ : [[2];[3]]
-> + : [[2]]
-> % : [[2]]

E0 = {f£(x1,x2,x2) = xi*fact(x2)}

L = {x1*s(0) = x1 ;
© xi*(x2#*x3) = (x1*x2)#*x3}

Application of generaté on:
£(x1,x2,x2) = xi*fact(x2) :
1) x1 = xisfact(0) ;
2) f(x1+(x1#x2),x2,x2) = x1*fact(s(x2))

El = {x1 = xi*fact(0) ;
f(x1+(x1*x2),x2,x2) = xi*fact(s(x2))}
Hi = {f£(x1,x2,x2) = xistact(x2)}

Simplification of:
f(x1+(x1#x2),x2,x2) = x1*fact(s(x2)) by H1i:
(x1+(x1%x2))*fact(x2) = xis*fact(s(x2))

E2 = {x1 = x1*fact(0) ; .
(x1+(x1*x2) )*fact(x2) = xi*fact(s(x2))}
H2 = {f(x1,x2,x2) = xi*fact(x2)}

Simplification of:
x1 = xi*fact(0) by R U L[H2 U E2]:
xi = xi

Simplification of:
(x1+(x1#x2))*tact(x2) = xi*fact(s(x2)) by R U L[H2 U E2]:
(x1+(x1*x2))*fact(x2) = (x1+(x1*x2))*fact(x2)

E3 = {x1 = x1;
(x1+(x1*x2))*fact(x2) = (x1+(x1*x2))*fact(x2)}
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B3 = {f(x1,x2,x2) = xi*fact(x2)}
Delete x1 = x1 .
Delete (x1+(x1#*x2))*fact(x2) = (x1+(x1*x2))*fact(x2)

The initial conjectures are inductive consequencés of R

sorted(insert(x,l))=true

sorted(nil)=true N x<y=true v x<y=false

x<y=true v x<y=false v sorted(cons(s(y),z))=false
|

Converges thanks to mutual simplication

Diverges with explicit hierarchical induction

Figure 11 Proof of Example 5.2

Example 5.3 Consider the specification of lists over natural numbers with an “insert”
operation, a “sorted” predicate on lists that is true iff a list is ordered and an “isort”
operation which sorts (by insertion) a list of natural numbers. SPIKE can prove the

following conjectures:
{isort(l) = true, sorted(insert(z,l)) = sorted(l)}

in a completely automatic way (i.e. without any lemmas). Note that RRL is unable to
succeed with this ezample unless the user suggests some well-chosen lemmas. Figure 11

shows how SPIKFE can prove the first conjecture without lemmas. ¢

Example 5.4 (Example with non sufficiently complete function) Consider the fol-
lowing azioms which define the function appendl which add an element to the end of a
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list and length which compute the length of a list.

appendl(Nil,z) — Cons(z,Nil)
appendl(Cons(y,z),z) — Cons(y,appendl(z,z))
length(Cons(y,z)) — s(length(z))

The function length is not sufficiently complete. Let us prove the conjecture:
length(appendl(y, z)) = s(length(y))

Note that such problems cannot be proved by Ngthm which need that all the functions are

sufficiently complete. :
Here is the direct proof generated by SPIKE:

cover set of R:

-> list = {Nil ; Cons(xi,x2)}
-> nat = {0 ; s(x1)}

induction positions of functioms:

-> append1 : [[1]]
-> length : [[1]]

EO = {length(append1(x1,x2)) = s(length(x1))}
Application of generate on:
length(appendi(x1,x2)) = s(length(x1)) :
1) s(length(Nil)) = s(length(Nil)) ;

2) s(length(append1(x3,x2))) = s(length(Cons(x1,x3)))

Delete s(length(Nil)) = s(length(Nil))

E1 = {s(length(append1(x3,x2))) = s(length(Cons(x1,x3)))}

H1

{length(append1(x1,x2)) = s(length(x1))}

Simplification of:

s(length(append1(x3,x2))) = s(length(Cons(x1,x3))) by Hi:
s(s(length(x3))) = s(length(Cons(x1,x3)))

E2

{s(s(length(x3))) = s(length(Cons(x1,x3)))}

H2

{length(append1(x1,x2)) = s(length(x1))}
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Simplification of:
s(s(length(x3)))
s(s(length(x3)))

E3 = {s(s(length(x3))) =

H3

Delete

s(s(length(x3)))}

{length(append1(x1,x2)) = s(length(x1))}

s(s(length(x3))) = s(s(length(x3)))

s(length(Cons(x1,x3))) by R[H2 U E2]:
s(s(length(x3)))

The initial conjectures are inductive consequences of R

Example 5.5 (Other examples) Consider the following azioms which specify +, *,
dbl, half, even, odd, even,, and odd,, on natural numbers. Note that even,, is defined by

a mutual recursion with odd,,.

z+0
z+s(y)
z*0

z * 3(y)
dbl(0)

- dbl(s(n))
half(0)

hal f(s(0))
hal f(s(s(n)))
even,, (0)
odd,,(0)
evenn (s(0))
odd,(s(0))
evenm(s(n))

odd,(s(n))

S A A A A
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s(z +y)

(z*y)+=

s(s(dbl(n)))

s(half(n))
True
False
False
True
odd ., (n)

even,,(n)



No Theorems Lemmas
1 xxy=0 = x=0 V y=0
2 X+y=y+x
3 s(x)+x=s(x+x) X+y=y+x
4 dbl(x)=x+x X+y=y+x
5 len(x <>z::y)=s(len(x <>y))
6 len(x <>y)=len(y <>x) len(x <>z::y)=s(len(x <>y))
7 len(x <> y)=len(x)+len(y) X+y=y+x
8 len(x <> x)=dbl(len(x)) len(x <>z::y)=s(len(x <>y))
9 even,,(x+x) = True X+y = y+x
10 even,,(x)=True = half(x)+half(x)=x x+y=y+x
11 odd, (s(x+x)) = True x+y=y+x
12 odd,,(x+x) = False x+y=y+x
13 | odd,n(x+y) = True V odd,,(y) = True V odd,,(x) = False x+y=y+x
14 | odd,(x+y) = True V odd,,(y) = False V odd,,(x) = True x+y=y+x
15 | odd,,(x+y) = False V odd,,(y) = False V odd,,(x) = False x+y=y+x
16 | odd,,(x+y) = False V oddn(y) = True V odd,(x) = True X+y=y+x
17 | even(x+y) = True V even(y) = False V even(x) = False x+y=y+x
18 | even(x+y) = True'V even(y) = True V even(x) = True x+y=y+x
19 | even(x+y) = False V even(y) = False V even(x) = True X+y=y+x
20 | even(x+y) = False V even(y) = True V even(x) = False X+y=y+x
21 len(rot(x,z <> [y]))=s(len(rot(x,z)))
22 len(rev(x))=len(x) len(x <> [y])=s(len(x))
23 len(x <> [y])=s(len(x)) '
24 rev(x <> [y])=y :: rev(x)
25 rev(rev(x) <> [y])=y :x rev(x <> [y])=y :rev(x)
26 len(rev{x <>y))=len(x)-+len(y) len(x <>[y})=s(len(x))
s(x)Hy=x-+5(y)
27 len(qrev(x,z ::y))=s(len(qrev(x,y)))
28 grev(x,y)=rev(x) <>y (x<>[y)) <>z=x<>y:uz
29 len(grev(x,y))=len(x)+len(y) s(x)+y=x+s(y)
30 grev(x <> [y],z)=y ::qrev(x,z)
nth(s(i),nth(j,y ::x))=nth(i,nth(j,x))

31

Table 1 Some examples with SPIKE.
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Consider also the following.azioms which specify the functions len, append, nth, rot,

rev and qrev on lists over natural numbers.

len(Nil) = 0
len(cons(h,t)) — s(len(t))
append(Nil,a) — a
append(cons(h,a),t) — cons(h,append(a,t))
nth(0,1) — I
nth(z, Nil) — Nil
nth(s(z),cons(h,t)) — nth(z,t)
rot(0,1) — |
rot(n, Nil) — Nil
rot(s(n),cons(h,t)) — rot(n,append(t,cons(h, Nil)))
rev(Nil) - Nil
rev(cons(h,t)) — append(rev(t),cons(h, Nil))
grev(Nil,l) — 1
grev(cons(h,t),l) — grev(t,cons(h, 1))

Now, a few examples are given in Table 1. For brevity, :: is written for znﬁx cons,
<> for infix append, || for the empty list nil, and [x] for the list cons(z,nil). Note that
the lemmas are derived automatically using the divergence critic developed by Toby Walsh
[Walsh, 1994]. ‘ ¢

6 Conclusion

We have proposed a general scheme for test set induction procedure and described a sim-
ple technique to prove the correctness of this procedure. Our technique is easier and more
general than the one given in [Reddy, 1990; Bouhoula and Rusinowitch, 1994]. Therefore,
it can be easily extended to new inference rules. We argue that test set induction is the
best technique for mechanising induction, that is to derive induction proofs with minimal

interaction from the user. The main arguments in favour of our method are:

Well-founded ordering: The well-founded ordering on which induction is based is ex-

actly the termination ordering used to orient the axioms into rules. Therefore, the various
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mechanical tools that were designed to prove termination of rewrite systems are readily
available for suggesting good induction orderings.

Induction schemas: Schemas are defined first by a function, which, given a conjecture,
selects the positions of variables where the induction will be applied (induction variables),
and second by a special set of terms called a cover set or a test set by which these vari-
ables must be instantiated. We have proposed a new notion of induction positions and
an algorithm to compute them. This computation is carried out only once for a given
specification and permits us to determine whether a variable position of a conjecture is
an induction variable or not. Then we guarantee the efficiency of the method because
it is not necessary to consult the axioms several times in order to select the induction
variables of a conjecture. We have also proposed a procedure computing test sets even if

the constructors are not free.

Generation of lemmas: The lemmas are generated by replacing the induction variables

of a conjecture by test sets or cover sets and applying inductive rewriting or case analysis.

Mutual induction: Conjectures are processed in a non-hierarchical list. New sublemmas
to be proveld are simply added to this list. Therefore, mutual induction is automatically
handled by our technique. This point is also crucial for handling mutually recursive defi-
nitions. Recently, we have noted that our approach has some advantages concerning this

problematic aspect of explicit induction techniques [Bouhoula, 1994a).

Case analysis: With test set induction, case analysis can easily be simulated by term

rewriting. Divergence problems are avoided by applying conditional rules.

Refutation: We can refute false conjectures when the axioms are presented by a ground
convergent conditional rewrite system. A conjecture is rejected whenever an inconsis-
tency appears. We have proposed a new notion of provable inconsistency which allows
us to refute more false conjectures than with previous approaches. Qur strategy is also
refutationally complete, in that it refutes any conjecture which is not valid in the initial
model provided that the axioms are ground convergent and the functions are completely

defined over free constructors (not restricted to boolean specifications).
Our test set induction procedure is implemented in the prover SPIKE. SPIKE has

proved several interesting problems with a minimum of interaction with the user [Bouhoula,
1994b]. It has been extended by a powerful divergence critic [Walsh, 1994] which relies
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on the difference matching algorithm of [Basin and Walsh, 1993]. This critic has proved
very successful at identifying divergence and propo-sing appropriate lemmas and gener-
alisations for a large number of theorems; it enables the system SPIKE to prove many
theorems from the definitions alone where other systems like Nqthm or Clam fail [Walsh,
1994].
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