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Abstract: We study the problem of efliciently evaluating transactions that au-
tomatically invoke the execution of (deferred) database triggers at the end of the
transaction. In particular, we consider an important class of triggers which may
express arbitrary integrity constraints and alerters. Their event part specifies data
modifications, their condition part is an arbitrary database query, and their action
part can raise some alerts, issue a rollback, or “repair” the data modification that
triggered the rule. An update transaction that invokes such deferred trigger(s) reads
(and locks) new database items before committing. These read operations may entail
inter-transactions blockings, thereby degrading the performance of active database
applications. We propose a slight extension of the classical multiversion two phase
locking (MV2PL) protocol whereby these reads access versions and do not take locks.
We prove the correctness of this protocol, and show that its implementation requires
very few changes to classical implementations of MV2PL. Finally, a careful perfor-
mance evaluation conducted with a simulator, shows the benefits of our protocol
compared to a two phase locking protocol.
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Un Controle de Concurrence Multiversion pour

Optimiser les Performances des Transactions dans un
SGBD Actif

Résumé : Dans les bases de données actives, les transactions peuvent déclencher
et exécuter des triggers. Dans cet article, nous considérons une classe importante de
triggers qui permettent d’exprimer des contraintes d’intégrités générales. Ces trig-
gers sont déclenchés par les modifications des données, leur condition est une requéte
arbitraire sur la base, et leur action peut déclencher un alerteur, entrainer I’abandon
de la transaction ou compenser certaines des modifications de la transaction qui ont
déclenché le trigger. Une transaction qui déclenche de tels triggers en mode différé
lit et verrouille des données supplémentaires avant de valider (ou d’étre abandon-
née). Ceci peut causer des bloquages entre transactions et dégrader les performances.
Nous proposons une légere extension du controle de concurrence multiversion clas-
sique (MV2PL) qui permet a ces lectures d’accéder des versions sans verrouiller les
données. Nous prouvons la correction de notre algorithme et nous montrons qu’il
peut étre realisé facilement a partir d’'un MV2PL existant. Finalement, une étude
par simulation montre les apports de notre algorithme par rapport a un protocole
de verrouillage & deux-phases.

Mots-clé : Bases de données actives, triggers, algorithmes de controle de concur-
rence.



Optimizing Active Database Transactions. 3

1 Introduction

In relational active database systems (see [WCDO95] for a broad overview and a
description of systems), database triggers are rules’ with: an event that causes the
rule to be triggered, a condition that is checked when the rule is triggered, and
an action that is executed when the rule is triggered and its condition is true.
Typical actions are database modifications, procedures that raise some alerts, or a
rollback statement that aborts the transaction. Events are issued by transactions and
generally consist of database statements such as data modifications, data retrievals,
or transactional commands.

At specific points in a transaction’s execution the database system takes a set
of events issued by the transaction, automatically retrieves the triggered rules, and
processes them. There are two kinds of rule processing points: rules can be triggered
immediately after (or before) each occurrence of an event in the transaction (imme-
diate execution mode), or at the end of the transaction (deferred execution mode).
Triggers are defined as immediate or deferred and this determines subsequently their
execution mode in a transaction. In most active database systems (and at least, in
all commercial active database systems), the execution of triggers is done within the
triggering transaction. Thus, all database read and write operations that are requi-
red for the execution of triggers are viewed by the database system’s transaction
manager as regular operations of the triggering transaction.

In this paper, we assume that all triggers are deferred, and have an action part
that can raise an alert, generate a rollback, or overwrite database items that have
already been modified by the triggering transaction. These triggers, henceforth called
RCA? triggers, may represent general integrity constraints that either issue a rollback
or “repair” an update when a constraint is violated. Thus, RCA triggers play a key
role in the design of many applications (e.g., accounting/OLTP applications). The
execution of an update transaction that triggers RCA rules has two distinct parts.
First, it executes the database statements specified in the transaction’s text which
amounts to perform read and write operations on the database. Then, at the end
of the transaction, it executes a set of RCA triggers, which amounts to performing
read operations on arbitrary database items, and write operations to database items
already written in the first part?.

!We shall indifferently use the words trigger or rule
2RCA stands for Rollback, Compensative, Alerter triggers
?As explained in [SWY93], a rollback statement can be viewed as a write operation
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4 D. Tombroff, F. Llirbal, E, Simon

With classical strict two phase locking (S2PL), or multiversion two phase locking
(MV2PL) protocols, the database items read during the second part (i.e., the trigger
part) of an update transaction 7" are not accessible by another concurrent transaction
T’ that wants to write them. Thus, 77 will be waiting for T’s release of its locks.
In particular, suppose that 7" updates a relation R; and triggers an RCA rule that
needs to read a relation Rs. Then concurrent transactions that update Ry will conflict
with T. In this scenario, relation Ry may become a source of lock contention in the
application, and thereby reduce the transaction throughput of the application. In
mission-critical applications such as OLTP, this behavior is unaffordable.

The major contribution of this paper is to propose an extension of the MV2PL
protocol, called EMV2PL protocol, in which read operations, resulting from the
execution of RCA triggers in an update transaction, are allowed to access versions
of database items exactly as read-only transactions do in the MV2PL Protocol. Thus,
read operations for RCA triggers do not acquire locks on the database and do not
impede the transactional traffic in the application. We formally prove the correctness
of our new protocol. We show that this protocol can be effliciently implemented with a
very few modifications to classical implementations of the MV2PL protocol. Finally,
we present careful simulation results that show the value of our protocol compared
to the S2PL protocol.

The remaining of the paper is structured as follows. Section 2 presents our active
database framework. Section 3 describes the optimization problem and gives the
principles of our solution. Section 4 presents our extended multiversion two phase
locking protocol. Section 5 discusses implementation issues. Simulation results are
presented in Section 6. Section 7 compares our work with related work. Finally,
Section 8 concludes.

2 Database Triggers and Transactions

In this section, we present the active database framework considered throughout this
paper. We shall assume that the reader is familiar with basic concepts of transaction
management ([UL88], Chap. 9).

In this paper, database triggers consist of three parts: an event that causes the
rule to be triggered, a condition that is checked when the rule is triggered, and an
action that is executed when the rule is triggered and its condition is true. Events are
restricted to data modifications (insert, delete, or update) on a particular relation,
conditions are arbitrary queries over the database, and actions may raise some alerts
and execute data modification, retrieval, or rollback operations. We assume that all
triggers are defined as deferred triggers, which means that they are executed at the
end of the transaction and within the transaction*. This way, a transaction execution
has two consecutive parts: first, the statements specified in the transaction program’s
text are processed, and then triggers are processed. For convenience, the first part

“For instance, in SQL3, it is possible to execute transactions with a special cursor mode called
CASCADE OFF, in which all triggers are deferred until commit time

INRIA



Optimizing Active Database Transactions. 5

is called the program part and the second part is called the trigger part. Finally,
we assume that transactions are executed in total isolation (corresponding to SQL

degree 3 isolation [GR93]).

We restrict ourselves to a class of triggers, called RCA triggers, whose action
part can raise an alert, generate a rollback, or overwrite database items that have
already been modified in the program part of the triggering transaction. Before
formally defining this class of triggers, a few definitions will be useful.

Let us suppose that two relations, ins_R and del_R, are associated with every
relation R. They respectively contain the tuples that have been inserted, and deleted
between the beginning of the transaction and the current state. Thus, if I; is the
current database state reached by a transaction, and Ij is the initial database state,
for any relation R, we have:

It[R] — Io[R] = Ii[ins_R]

Io[R] — Iy[R] = Ii[del_R]
Ix[ins_R] N Ij[del R] 0

where I;[R] denotes the instance of relation R in state Ij.

RCA trigger: Let r be a trigger defined on a relation R. If for any state I in which
r is executed, every operation in the action of r can neither

e increase the cardinality of Ix[insg| and I;[delg], nor
e modify any instance of a relation other than R,

then r is said to be an RC A trigger.

Depending on the particular trigger language used, it is easy to derive syntactic
sufficient conditions that determine if a trigger is an RCA trigger.

Example 1: Suppose we have two relations Purchase (customer, item, quantity,
supplier) and Supplier (supplier, address). A simple constraint forbids a transaction
from deleting a supplier if there exists some item purchased from this supplier.
The following trigger enforces this constraint by undoing deletions to Supplier that
violate the constraint. Using a notation inspired from SQL3? ([Mel93]), this trigger
could be written as:

after delete on Supplier
then insert into Supplier
select (s,a) from deleted
where exists (select * from Purchase
where supplier = s );

In this trigger, the relation deleted refers to del_Supplier.

®The concrete syntax for triggers is irrelevant in this paper; it is just used for illustration
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6 D. Tombroff, F. Llirbal, E, Simon

3 Problem Statement and Solution Overview

Suppose we have two relations: Account (account-id, name, balance, ...), that stores
bank accounts, and Withdraw (account-id, date, ...), that keeps track of withdraws
on bank accounts. We have two transaction programs purchase and debit. The
purchase transaction inserts a tuple into Withdraw when an item is purchased
by a customer owning a given bank account. The debit transaction reads relation
Withdraw from a particular date and updates bank account’s balances accordingly.
Finally, we have defined an RCA trigger that says that when an insert to Withdraw
occurs, if the amount of the withdraw is greater than the balance of the correspon-
ding bank account, then the transaction must be rolled back.

Suppose that transactions run in isolation degree 3 and obey the strict two phase
locking policy [BHGS87]. Whenever purchase executes, the RCA rule is triggered and
its condition is evaluated, which amounts to read relation Account. Thus, purchase
needs to obtain a write lock on Withdraw and then a read lock on Account. Exe-
cutions of purchase may be conflicting with concurrent executions of debit since
they respectively want to read and write relation Account. When a conflict occurs
between two transactions, one transaction is blocked and waits that the other one re-
leases its locks (when committing or aborting). Thus, running instances of purchase
augment the lock contention on Account and impede the transactional traffic in the
database system.

It is worthwhile noticing that an update transaction that invokes RCA triggers
has a peculiar property regarding locking. During the program part of the transac-
tion, read and write locks are acquired, whereas during the trigger part, only new
read locks are acquired. This property is due to the restriction of RCA triggers that
can only overwrite database items that were previously written by the transaction.
For this reason, we shall call such transactions Write-then-Read transactions.

Our basic optimization idea allows the trigger part of an update transaction to
read versions of database items exactly as read-only transactions do in the MV2PL
protocol®. In this protocol, transactions are either read-only transactions or update
transactions. Each read-only transaction 7" is assigned a startup timestamp sn(7")
when it begins to execute, and each update transaction 7' is assigned a timestamp
tn(T) when it commits. Update transactions are serialized together through the
usual strict two phase locking protocol. Instead of simply updating the data items,
update transactions create new versions of the data items. These versions are ti-
mestamped with the timestamp tn of their creator. Hence, several ordered versions
may exist for a single data item. When a read only transaction whishes to read an
item, it simply reads the most recent version having a timestamp smaller than its
startup timestamp. Thus, a read-only transaction reads only versions created by
update transactions that committed before it started. The major advantage of this
protocol is that read-only transactions do not acquire locks.

5In [BHG87] it is called Multiversion Mized Method. Multiversion two phase locking is used for
a different protocol

INRIA
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read Account

Figure 1: T} is serialized after T and before T7 and T5.

T Ty

writey in Account
write x in Withdraw y

write z in Withdraw
read y in Account

write z in Withdraw

I L/ —
read t in Account |

Figure 2: T4 does not see T5’s modification on y but sees T5’s modification on z.

Coming back to our previous example, suppose that three instances of debit,
Ty, T, and T3, execute concurrently with an instance of purchase, noted T4. The
concurrent execution of these transactions is shown on Figure 1. Let us apply the
principles of MV2PL to the trigger part of T4. Relation Account is not locked by T}
since Ty will read a version of Account that corresponds to the snapshot represented
by the dotted line in Figure 1. Thus, the possible conflicts on Account may only
occur between Ty, Ty, and T3, and Ty is not capable of blocking these transactions.
Furthermore, the above execution is correct as far as serialization is concerned.
Transaction T3, which commits before the trigger part of T, starts is serialized
before Ty. Transactions Ty and T3, which commit after the trigger part of Ty starts
are serialized after T4 because they commit after T acquired all its locks.

However, the usage of MV2PL to monitor the trigger parts of update transac-
tions can raise some problems. First, note the importance of our assumption that
all triggers are deferred. Suppose that Ty is changed to perform several inserts into
Withdraw, and the trigger is defined as immediate. Then, the trigger and the pro-
gram parts of the transaction are interleaved. This means that a new item could be
write-locked after the first trigger part of Ty, and a serialization fault might occur if
a concurrent transaction, say T, executes and writes both Withdraw and Account,
as shown on Figure 2. The edges of the serialization graph?, labelled with the item
that causes a conflict, are shown in this figure. Thus, although the semantics of

"This graph representing the serialization order of transactions is defined in Section 4
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Figure 3: Concurrent execution of Write-then-Read Transactions.

the transaction would not be changed by defining the trigger as immediate, our
optimization opportunity would be lost.

Even if triggers are deferred, the main problem still occur when concurrent Write-
then-Read transactions are executed. Suppose we have three concurrent executions
of update transactions, Ty, Ts, and T3, as depicted in Figure 3. T} reads a version of
x created before T3 since T2 commits after the trigger part of 77 starts. Using the
same argument, T reads a version of y created before T3. Finally, T} reads a version
of z produced by T5. As the figure shows, there is a cycle in the serialization graph
and execution is not correct.

We will show that whenever such a problem occurs, there is a “critical” read(z)
operation issued by the trigger part of a transaction 7" that occurs after a write(z)
operation issued by a transaction 7", and the trigger part of T’ starts while the trigger
part of 7’ is running. We therefore propose a protocol that dynamically prevents
such “critical” reads from happening.

4 Extended Multiversion Two Phase Lock Protocol

4.1 Preliminaries

We first recall notations, definitions, and results from [BHG87] and [AS89].

A database is a set of objects. A Transaction 7; is an ordered pair (X;,<;)
where X; is the set of operations in T; and <; is the execution order of these opera-
tions. Read or write operations executed by T; are noted r;[z] or w;[z], respectively.
Transactions terminate either by a commit (¢; for 73) or an abort (a; for 7). Let
T = {T1,Ty,..T,} be a set of transactions. An history H of T is a partial order
(X, <p) where ¥ is the set of operations executed by transactions in 7, and <z is
the execution order of those operations.

Two histories Hy and Hy are conflict equivalent if (i) they are defined over the
same set of transactions and (ii) if oy and oy are two conflicting operations and
01 <H, 02 then o7 <p, o02. An history H; is serial if for every two transactions

INRIA
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T; and T} either all operations of 7; precede all operations of 7); or vice-versa. An
history H is serializable if it is equivalent to a serial history. One determines if H
is serializable by analyzing the Serialization Graph of H , noted SG(H). This is
a directed graph where nodes are the committed transactions in H, and there is
an edge T; — T; if one of T;’s operation precedes and conflicts with one of 7}’s
operation. An history H is serializable if its serialization graph is acyclic.

In a multiversion database, each write operation of an object z produces a new
version of x. Thus for each object z, there is a list of versions written z;,z;, ..
where the subscript is the index of the transaction that wrote the version (thus,
x; represents the version of z created by 1};). A mulliversion history (MV') is the
sequence of operations on the versions of objects submitted by transactions. Each
write operation w;[z] is mapped into w;[z;] and each operation r;[z] is mapped into
rilzg], for some k. A transaction 7; reads-z-from T; in H if r;[z;] € H. Notice the
only conflicting operations in H are w;[x;] and r;[z;] for some z,T; and T;. Two MV
histories are equivalent if they have the same operations. An MV history is one-
copy serializable if it is equivalent to a serial history over the same set of transactions
executed over a single version database. The multiversion serialization graph of an
MYV history H (MVSG(H)) is a directed graph whose nodes represent committed
transactions. There is an edge T; — T; in MVSG(H ) if

(i) r;[z;] € H for some z (that is, T; reads-x-from T5)

Such an edge is called an SG(H ) edge in [BHG87]. Additional edges are defined as
follows. For each object z, there is a total order (noted <) on all transactions that

write 2. One adds the edge 1; — T; to MVSG(H ) iff one of the following holds:

(ii) for some z and T}, T; reads-x-from T} and zj <, ;
(iii) for some z and 7%, T} reads-x-from 7} and z; <, z;

These additional edges are called version order edges. An MV history is one-copy
serializable if its multiversion serialization graph is acyclic ([BHGS8T]).

4.2 The EMV2PL Protocol

We now present our Extended MV2PL protocol, called EMV2PL. In this proto-
col, we distinguish read-only transactions, noted R transactions, from update tran-
sactions. Moreover, it will be convenient to subdivide update transactions into tran-
sactions that only have a program part (i.e., no rule is triggered) and transactions
that have both a program part and a trigger part. The former are called Write
transaction (noted W transactions) whereas the later are called Write-then-Read
transactions (noted W|R transactions). Figures 4 and 5 respectively show how ope-
rations issued by R and W transactions are processed by the Transaction Manager
(TM). An R transaction first obtains a start number noted sn from TM. Then every
read(z) gets the most recent version of z having a timestamp less than or equal to

RR n°2519



10 D. Tombroff, F. Llirbal, E, Simon

Operation Invocation Operation Execution

begin(T) get sn(T) from TM

;éad(z) return z's version with largest version number < sn(T)
end(T) é

Figure 4: Execution of an R transaction

Operation Invocation Operation Execution
begin(T') 1)
read(z) get read-lock on =

/*may wait according to the 2PL protocolx/
return the most recent version of =

write(y) get write-lock on y
/*may wait according to the 2PL protocolx/
creates a new version of y

end(T) get tn(T) from TM
commit(T):
perform database updates with version number ¢n(1")
release locks

Figure 5: Execution of a W transaction

sn. Reads in a W transaction follow the usual S2PL protocol, whereas a write(z)
creates a new version of z (if  is written for the first time). Before committing, a
W transaction obtains its transaction number (noted in), associates this number to
each of its versions, and releases all its locks.

Figure 6 shows how the operations issued by a W|R transactions are processed.
The program part of the transaction is processed as a W transaction. When the
end of the program part is reached, the transaction signals the beginning of the
trigger part to the TM and receives a transaction number {n. After that point,
read and write operations are processed as follows. A read(z) operation invokes a
function check _read(z) that checks if there is an uncommitted version® of @ created
by another transaction whose number is smaller than the caller’s ¢tn. In that case,
check_read waits until that transaction commits. After that, the W|R transaction
reads the most recent version of z with timestamp smaller than or equal to in.
A write(z) operation only modifies a version already created in the program part.

8- . . . .
i.e., a version created by a still active transaction

INRIA



Optimizing Active Database Transactions. 11

Operation Invocation Operation Execution
begin(T') o3
read(z) get read lock on =

/*may wait according to the 2PL protocolx/
return the most recent version of =

write(y) get write-lock on y
/*may wait according to the 2PL protocolx/
creates a new version of y

begin_trigger(T) get tn(T) from TM

read(z) check_read(z)
/*may wait (see EMV2PL protocol)x*/
return z’s version with largest version number < tn(T)

write(t) update the last version of ¢
/*this version was created by T before begin_trigger(T) */

end(T) commit(T):
perform database updates with version number tn(T)
release locks

Figure 6: Execution of W|R transaction

Before committing, a W|R transaction associates its tn to each version it created
and releases all its locks.

To maintain the tn’s, the TM uses a monotonically increasing counter. Since W
and W|R transactions obtain their tn after they acquired their last locks and before
committing, {n’s are lock-points®. For R transactions, the TM simply guarantees
that their sn is smaller than the {n of any active or forthcoming transaction. Thus,
an R transaction reads only versions of committed transactions.

4.3 Correctness

In this section, we prove that the EMV2PL protocol guarantees serializability of
all transactions. The Lemma states that R and W|R transactions do not execute
“critical” reads. This lemma is then used to prove that the EMV2PL protocol is
one-copy serializable.

For the ease of presentation, we denote sn(r;[zx]) the timestamp used by T; to
select version . If r; is executed in an R transaction then sn(r;[z]) = sn(13). If r;
is executed in the trigger part of a W|R transaction then sn(r;[z]) = tn(T;). For the
purpose of uniformity, we consider as in [AS89] that sn(r;[z]) = co for any other

9A lock point of a transaction is any point in time between the last lock acquired and the first
lock released

RR n~2519



12 D. Tombroff, F. Llirbal, E, Simon

read operations since these reads use locks and always access the latest version of
an item.

Lemma : If w;[z;] <g ri[z] (1 # j) with z; < z; then sn(r;[zg]) < tn(1}).

Proof : First observe that if w;[z;] <g 7;[z] then r;[z}] was executed either in an
R transaction or in the trigger part of a W|R transaction. Otherwise, T; would have
taken a shared lock on z and would have read z;.

If w;[z;] <g ¢; <g ri[zg] then sn(r;[zg]) < tn(1;). Otherwise 1; would have read z;.
If w;[z;] <g rilzx] <g ¢; and if T; is an R transaction, then 7); was active (or not yet
started) when T; obtained its timestamp sn(T;). Thus, we have sn(r;[zx]) = sn(T;) <
tn(T}). If T; is a W|R transaction, r;[z)] was not delayed after ¢; by the check_read
function. If check_read was called after w;[z;] then sn(r;[zx]) = tn(T;) < tn(T}).
If check_read was called before w;[z;]'® then T; had not reached yet its lock point
while 7; did, and sn(r;[zg]) = tn(T;) < tn(T};) O.

Theorem : The EMV2PL protocol guarantees serializability of all transactions.

Proof : Since only strict histories are accepted, we consider only committed tran-
sactions. Given an history H produced by the EMV2PL protocol, we prove that
MVSG(H) is acyclic. Let ¢s(1};) be defined as follows:

sn(T;) if T;is an R transaction

tS(Ti) = { tn(Ti) otherwise

We show that MVSG(H) is acyclic by showing that for each of its edges T; — T},
(i # 7), ts(T;) < ts(T;). We perform a case analysis on the types of edges.

(i) 7; — T; is an SG(H) edge. That is, w;[z;] <g ¢; <mg rj[z;]. We thus have
tn(T;) < sn(rj[zg]). If sn(r;lzg]) is finite, then tn(T;) < ts(T;) (see definition of
sn(rjlzg])). If sn(r;[zg]) = co then T} acquired a shared-lock on z after T; released
an exclusive-lock. Since tn(T;) and ¢n(7T;) are lockpoints, we have tn(1;) < tn(1})
(recall that with the S2PL policy, if T; — T}, all lock points of T; precede all lock
points of T};). Thus in both cases, ts(T;) < ts(Tj).

(ii) T; — T} is a version order edge because for some z and T, r;[z;] € H and 2} <5
z;. If sn(ri[zg]) = oo then T; acquired a shared-lock on z. Also T; acquired its lock
before T’; acquired an exclusive-lock on z (otherwise, T; would have read z; instead
of x). We have then ¢s(1;) < ts(1}) since ts(1;) and ts(1}) are lock points of T3,
T; respectively. If sn(r;[xy]) is finite then suppose that r;[zx] <g w;[z;], then ts(T3)
was obtained before ¢s(7;) and it follows that ts(T;) < ¢s(7;). Suppose now that
w;lz;] <g ri[zg]. From the previous Lemma, we have ts(1;) = sn(r;[zx]) < tn(T}) .

(i) 7; — T; is a version order edge because for some z and T}, ri[z;] € H and
r; Lz xj. Since x; <, x5, T; acquired an exclusive-lock on = before 7}, so we have

tS(TZ') < tS(Tj). a

1We suppose that w,[z;] is the first w,[z,] of T, since if w;[z,;] <m ri[zx] holds for any
wj[z;] of T}, it holds for the first one

INRIA
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4.4 Deadlocks

Clearly, EMV2PL suffers from deadlocks since it uses S2PL for serializing W transac-
tions and the program parts of W|R transactions. However, once a W|R transaction
starts executing its trigger part, it may not be involved anymore in deadlocks. This
is easily shown as follows.

Suppose T; is a W|R transaction which executes its trigger part. It thus has
already obtained its tn. A deadlock implies a cycle in the transaction wait-for
graph'!. T} is involved in a deadlock if it belongs to a cycle or if it is waiting for
a transaction from a cycle. We first show that 7; may not belong to a cycle. Let
T, — T4 in i, — 15 be a cycle. Since T} is waiting for 7}, , then T;
has also obtained its ¢tn and tn(7;) > tn(T};) (only in this case could check_read
have blocked T3). Furthermore, T3; may not be a W transaction because once a W

transaction has obtained its ¢n (i.e., has passed its lockpoint ), it may not be waiting
for another transaction T;,. Thus, T}, is a W|R transaction which executes its trigger
part. Applying this for every node of the cycle, we obtain that all the nodes are W|R
transactions and tn(7;) > tn(1};), which is a contradiction.

Suppose now that 7; does not belong to a cycle. If there was a path from 7; to
a transaction of a cycle, say 7}, then T; would also be a W|R transaction executing
its trigger part. This is impossible since it belongs to a cycle O.

This result is significant in that it shows that EMV2PL prevents RCA-triggers
from causing deadlocks.

5 Implementation Issues

The EMV2PL protocol may use the same mechanisms as MV2PL to maintain times-
tamps and versions. Therefore, we mainly discuss here the implementation of the
check_read(z ) function. All the informations needed by check_read(z) are found in
the lock table. Indeed, checking if there is an uncommitted version of z only requires
to check if there is a X-lock taken on z. If check_read(z) must wait for z’s creator to
commit, it simply waits for the release of this lock. We show that these mechanisms
are easily implemented on top of an existing MV2PL lock manager.

We take a lock manager similar to the one described in [GR93]. For simplicity
we only consider exclusive locks (X) and shared locks (S). The lock manager’s data
structures are summarized in Figure 7. Its two basic interfaces are lock and unlock.
The only change in the lock manager’s data structures consists of associating to each
lock header a list of process ids, referred to as list_pid. This list is used to store the

pid(s) of W|R transactions blocked by check_read().

Given this, check_read(z) performs the following. It looks at the lock header
associated with x and checks if z is X-locked. If yes, there is an uncommitted version
of z and check_read() checks if the owner of this lock has a ¢n smaller than the caller’s

1Nodes of the wait-for graph are transactions and there is an edge T; — T} iff T; is blocked by
T; ( see [BHGS8T])
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Exclusive semaphore on hash chain
Lock hash table L

H

Transaction
Table Lock header
/ Queue of lock requests
Exclusive semaphore
on lock queue

Figure 7: Lock manager data structures

one. In that case, check_read() appends the caller’s pid into the lock header list_pid
and waits for the release of the X-lock. After it woke up, or if it was not blocked,
check_read returns an ok message. These operations require neither to traverse the
lock request queue nor to insert a new lock request into the lock request queue.

Finally, we slightly modify the unlock interface so that a transaction releasing
an X-lock wakes up all processes whose pids are in the lock header list_pid and set
list_pid to null. This is the only modification of the unlock routine.

Notice the lock interface is unchanged. In fact, check_read has less overhead than
lock'? in terms of lock queue traversal and memory space, since instead of enqueuing
new lock requests, it (sometimes) appends the caller’s pid into a list. The number
of locks in the system is thus reduced. We give in Appendix 1, the pseudo-code for
check_read, assuming implementation context described in [GR93].

6 Performance Evaluation

The EMV2PL protocol exposes to a clear tradeoff between the increased concur-
rency and the I/O and storage overhead caused by the use of versions. This tradeoff
was studied in detail in [CM86] and [BC92]. Our EMV2PL protocol enables the use
of versions within update transactions. Thus we are led to examine how EMV2PL
behaves with respect to this tradeoff. We developed a simulation model highly ins-
pired from [Car83], [CM86] and [ACL87]. This model was implemented using the
SIM package [ADW92].

12 which would be invoked instead of check_read in MV2PL or 2PL
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Figure 8: The Simulation Model

6.1 The Simulation Model

In our simulation, we model the concurrent execution of transactions on a single site
database.

The workload parameters are the following. Parameter W R_frac is the fraction
of terminals executing W|R transactions. Parameter W _size is the average number
of read-write operations executed by the W transaction and by the program part
of W|R transactions. It is the mean of a uniform distribution between W _size + 2.
Parameter R_size represents the number of read operations executed by the W|R
transactions in their trigger parts. We assume that triggers only perform reads and
access objects in a sequential manner. These parameters and their values for the
experiments are summarized in Table 1.

The database simulation model (Figure 8a) is divided into four main compo-
nents: a Transaction Manager (TM), a Concurrency Control Agent (CCA), a Data
Manager (DM) and a Log Manager (LM). The TM is responsible for issuing concur-
rency control requests and their corresponding database operations. It also provides
the durability property by flushing all log records of committed transactions to du-
rable memory. The CCA schedules the concurrency control requests according to
the S2PL or EMV2PL protocol. The LM provides read and insert-flush interfaces to
the log table. The DM is responsible for granting access to the physical data objects
and executing the database operations.
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Parameter Description Value
db_size Number of objects in database | 3000 objects
num_terms | Number of terminals 25

WZR_frac fraction of W|R transactions 10% to 100%
W_size mean size of program part D pages

R_size size of trigger part 10 to 100 pages

Table 1: Workload Parameters Definitions and Values

Parameter Description Value
nuUmM_cpus Number of CPUs 2k CPUs
num_disks Number of data disks 2 k Disks
k Resource Unit 1
page_cpu CPU time for accessing a page 10 millisecond
page_io_access | 1/O time for accessing a page 35 milliseconds
log_disk_io time for issuing a I/O log access 35 milliseconds
log_rec_io_w I/O time for sequentially writing 1 page on log disk | 1 milliseconds
commit_cpu cpu time for executing a commit 10 milliseconds
abort_cpu cpu time for executing an abort 10 milliseconds
restart_delay restart delay of an aborted transaction 5 milliseconds
cpu_cc_request | cpu time for servicing one cc_request 1 millisecond

Table 2: Systems Parameters Definitions and Values

The physical queuing model (Figure 8b) is quite similar to the one used in
[CMS&6]. The parameters num_cpus and num_disks specify the number of CPU servers
and I/0 servers. The requests to the CPU queue and the I/O queues are serviced
FCFS (first come, first serve). Parameter page_cpu is the amount of CPU time for
accessing a page. Parameter Page_io_access is the amount of /0O time associated
with accessing a data page from the disk. We added to this model one separate I/0O
server dedicated to the log file. The parameter log_disk_io represents the fixed 1/0
time overhead associated with issuing the I/O. Parameter log_rec_io_w is the amount
of I/0 time associated with writing a log record on the Log disk in sequential order.
Parameter commit_cpu is the amount of CPU time associated with executing the
commit (releasing locks, and so on). Parameter abori_cpu is the amount of CPU
time associated with executing the abort statement (executing undo operations,
releasing locks and so on).

In order to simulate S2PL and EMV2PL we made some assumptions about their
costs. First, we assumed that both algorithms incur a same cost noted cpu_cc_request
to service the different concurrency control requests (setting locks, checking times-
tamp). This cost is charged at the points where each algorithm requires the asso-

ciated action. Second, the scheme to maintain versions is the one used in [CM86]
and inspired from the CCA algorithm of [CFL*82]. In this scheme, the I/O cost
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for accessing versions of an object varies if there is a pending uncommitted update
for the object. If there is no pending update, accessing the i** version of the object
requires ¢ disk accesses'®. If there is a pending update, one disk access is required
to access the first or the second version, two disk accesses for the third version,
and so on. Finally, we assume, as explained in [CM86], that both single version and
multiversion algorithms have similar recovery costs (i.e. log writes and version pool
writes).

Fach simulation consisted of 3 repetitions, each consisting of 1000 seconds of
simulation time. These numbers were chosen in order to achieve more than 90 percent
confidence intervals for our results. Table 2 summarizes the physical parameters and
their values for the experiments.

6.2 Experiment 1

In this experiment, the database is divided into two tables R1 and R2, each contai-
ning 1500 pages. W R_frac is set to 20%. W|R transactions update R1 and execute
triggers on R2 (as purchase transactions in Example 3) and W transactions read
and write R2 (experiment 1.1), or R1 and R2 (experiment 1.2). This experiment
evaluates the benefits of executing trigger parts under EMV2PL when R2 is a bot-
tleneck for short concurrent W transactions (as debit transactions in Example 3).
The variable in this experiment is the size of trigger parts (R_size) in order to vary
the lock contention on R2.

Experiment 1.1: we first evaluate the performance of EMV2PL when W transactions
update exclusively items of R2. The Figures 9 and 10 show respectively the W
and WIR transactions throughput under S2PL or EMV2PL. This first set of results
illustrates the well-known tradeoff of multiversion concurrency control compared to

'3Versions are chained in reversal chronological order
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S2PL. S2PL provides good performance for long W|R transactions at the expense of
short W transactions. The system resources are largely devoted to the execution of
long W|R transactions while W transactions are blocked for a long time. In contrast,
by completely eliminating blockings between W and W|R transactions, EMV2PL
exhibits opposite results. The throughput of W transactions is unaffected by longer
WR transactions (they are not blocked anymore and compete again fairly for system
resources). The throughput of W|R transactions is less since they perform more I/0O
for reading versions without gaining much from less blockings. Figure 11 shows the
added I/O page accesses executed by W|R transactions in EMV2PL.

In experiment 1.1, the locks acquired on R1 by W|R transactions never block W
transactions. This is an ideal case for EMV2PL. We now introduce conflicts between
the program parts of W|R transactions and W transactions.

Experiment 1.2: W transactions pick randomly database items with an equal proba-
bility of accessing an item from R1 or R2. The Figure 12 shows the throughput of
W transactions. We observe that the throughput of W transactions under EMV2PL
decreases with increasing R_size. Indeed, lock conflicts on R1 are not eliminated by
EMV2PL and mainly affect W transactions because of the long lock holding time
of W|R transactions.

6.3 Experiment 2

In this experiment, we introduce conflicts between the program parts and the trig-
ger parts of W|R transactions. Thus, the check_read() will now sometimes block the
caller transactions. The point of this experiment is to evaluate the EMV2PL tra-
deoff when all types of conflicts occur. The following workload is used. Transactions
randomly access pages of the whole database. The size of the trigger parts is held
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fixed (50 pages) and we vary W R_frac. This allows us to show how the benefits of
EMV2PL and the storage cost vary with the transaction mix.

Figure 13 shows the throughput of W transactions. The decrease in throughput
is due only to the variation of the transaction mix. Observe that EMV2PL always
outperforms S2PL. The biggest benefits are obtained for values of W R_frac between
40% and 70% for which we observe increases of nearly 30% in throughput. Once
again, this is because EMV2PL eliminates many conflicts which strongly affect W
transactions in S2PL.

Figure 14 shows the throughput of W|R transactions. Surprisingly, EMV2PL
outperforms S2PL when more than 55% of W|R transactions are running. This
is explained as follows. When the mix consists mainly of W|R transactions, most
conflicts occur between their trigger parts and program parts. These conflicts are si-
gnificantly reduced with EMV2PL. For example when W R_frac = 1, roughly half of
these conflicts are eliminated!*. EMV2PL also reduces deadlocks among W/|R tran-
sactions (90 % reducing with WR_frac = 1). Figure 15 shows that when W R_frac
is high, W|R transactions do not suffer much from extra I/O overhead (less than 1.1
I/0O access is needed per read operation with WR_frac > 50% ). This is because
most operations executed in such a mix are read operations and thus few versions are
created. Finally, the Figure 16 shows the storage overhead of EMV2PL, measured as
the average (relative) number of versions which may be needed to satisfy a read ope-
ration of some ongoing W|R transaction (i.e., at time ¢, it is the number of versions
with timestamp smaller than the timestamp of the oldest W|R transaction). The
greatest number is obtained with 80% W transactions, where the largest number of
updates occur during the lifetime of the trigger parts of W|R transactions.

4 Recall that check_read() blocks the caller only if it conflicts with a transaction with a smaller
timestamp
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6.4 Conclusions of the experiments

These experiments highlight situations where EMV2PL provides increased perfor-
mance over S2PL. As expected, EMV2PL can significantly improve the performance
of short W transactions if executed concurrently with long W|R transactions. This
improvement is obtained at the expense of W|R transactions. This choice is a reaso-
nable tradeoff since in most applications short transactions require the best response
time. Furthermore, EMV2PL turns out to be also efficient under a mix mainly com-
posed of long W|R transactions. The gain in performance in this case is achieved
with a low storage overhead.

7 Related Work

A very few research papers have addressed the specific problems of optimizing ac-
tive database transactions. A related idea, described in [DHL90], executes triggers
in separate transactions from the triggering transaction. When a trigger is defined,
a decoupled coupling mode can be chosen, indicating that the trigger is run in a
separate transaction. This mode is subdivided into dependent decoupled where the
separate transaction is not spawned unless the triggering transaction commits, and
independent decoupled, where the separate transaction is spawned regardless of wea-
ther the triggering transaction commits. As shown in [CJL91], defining triggers in a
decoupled mode may improve the throughput of concurrent transactions. However,
the major problem for the design of triggers and the application programmer is ve-
rifying the correctness of a set of transactions that may trigger decoupled rules. Our
solution takes a different approach since it preserves full isolation of all transactions.

An extensive literature addresses the problem of designing concurrency control
algorithms that augment the performance of concurrent transactions. Qur work di-
rectly builds on previous work on MV2PL protocols ([CFL*82], [BHG87], [AS89],
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[AK91], [BC92], [MPL92]). We differ from these works by focusing on a particular
class of transactions, namely Write-then-Read transactions, which are particularly
interesting in an active database framework. In fact, every update transaction that
executes alerters and integrity controls at the end of the transaction becomes a
Write-then-Read transaction. In [BC92] and [MPL92], the authors propose tech-
niques in which an update transaction does not systematically create a new version
of its updated items. Hence, read-only transactions do not access versions which
are the most up-to-date before their starting time. Instead, they all read a given
older state which is periodically refreshed. The goal is to reduce the number of
versions stored in the database ([BD92] and [MWC92] studied the impact of these
techniques). This technique cannot be used in our protocol because the trigger part
of W|R transactions must access the most up-to-date versions that precede their
starting time. Otherwise, the trigger part of a W|R might read versions out-of date
with respect to the one read by the program part, and a serialization fault would
occur.

8 Conclusion

We have studied the problem of efficiently executing concurrent transactions that
invoke the execution of deferred database triggers. We considered a restricted class
of triggers, called RCA triggers, which represent general integrity constraints, and
alerters. Qur major contribution is to propose a slight extension of the MV2PL
protocol, in which all read operations required by the execution of RCA triggers
access appropriate versions and do not acquire locks. We proved the correctness of
this protocol, and showed that it can be implemented by doing very few changes
to an existing MV2PL implementation. Qur simulation study shows that compared
to strict two phase locking, our protocol significantly improves the performance of
active database transactions by reducing transactions inter-blocking.

As future work, we first envision to improve our simulation model with a more
sophisticated physical model. In particular, we wish to model the on-page caching
of versions as proposed in [BC92]. Another direction of research is to select re-
presentative database transaction workloads and compare their performance when
integrity controls are implemented by RCA triggers or when they are implemented
by database procedures explicitly invoked by transactions. The intuitive idea is to
balance the inherent overhead of using triggers with the advantage offered by our
concurrency control protocol.
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Appendix 1

The code of the check_read function follows (see [GR93] for a precise description of
the data structures used here). For simplicity, only the shared (S) and exclusive (X)

mode are considered.

lock reply check read(lock name name)
{
long bucket;
lock_headx head;
lock request* request;
TransCB* me=MyTransCB();
bucket= lockhash(name);
Xsem_get(&lock hash[bucket].Xsem);
head = lock_hash[bucket].chain;
while((head !=NULL) && (head— >name != name)
{head = head— >chain;};
/*lock already taken in X mode : x/
if ((head != NULL) && (head— >mode == X))
{ Xsem_get(&head— >Xsem);
Xsem._give(&head hash[bucket].Xsem);
request = head— >queue
if(request— >tran == me)
return(LOCK_OK);
else if (request— >tran— >tn < me— >tn)
{ append(me— >pid,head— >pidlist);
Xsem._give(&head— >Xsem);
walt();
return(LOCK_OK);
}
else

return(LOCK_OK);
}

/*index of hash bucketx/

/*pointer to lock header blockx*/

/=*this lock request block=/

/*pointer to caller’s transaction descriptors/
/+find hash chainx/

/*get semaphore on itx/

/*traverse hash chainx/

/*with this namex/

/*acquire semaphore on lock headers/
/*release semaphore on lock chainx/
/*the first request is the granted onex/

/*0k to write an item already X-locked by the callerx/
/+the read must be delayed (“critical read” )*/

/+release semaphore on lock headx/
[*waitx/
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