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Abstract: Mutual exclusion is a well-known problem that arise when multiple processes
compete, in an uncoordinated way, for the acquisition of shared resources over a distributed
system. In particular, k-mutual exclusion allows at most & processes to get one unit of the
same resource simultaneously. These paradigms do not cover all the cases in which resource
accesses must be serialized over a distributed system. There exist cases (e.g. the bandwidth
of communication lines) where the amount of shared resource might differ from request to
request (for example, audio and video communications). In this paper, we formalize this
problem as the h-out of-k mutual exclusion problem, in which each request concerns some
number h (1 < h < k) of units of shared resource and no unit is allocated to multiple
processes at the same time. We present a general scheme for a quorum-based h-out of-k
mutual exclusion algorithm that relies on a collection of quorums called k-arbiter. Several
examples of k-arbiters are discussed, two particular classes of k-arbiters are investigated and
a metric to evaluate the resiliency with respect to failures of k-arbiters is also given.
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Le concept de k-arbitre: un mécanisme général
pour I’exclusion mutuelle du type ”h parmi k”

Résumé : Cet article étudie ’exclusion mutuelle généralisée du type h parmi k. 1l existe
k ressources identiques et chaque processus peut en demander, a tout instant, un nombre
quelconque; de plus, chaque exemplaire de la ressource ne peut étre utilisé que par un
processus a la fois.

Une solution simple & ce probléeme fondée sur un nouveau concept (k-arbitre) est proposée.
Un k-arbitre généralise la notion de coterie habituellement utilisée pour résoudre ’exclusion
mutuelle simple. Des propriétés générales des k-arbitres sont établies et plusieurs familles de
k-arbitres sont proposées et évaluées.

Mots-clé : Exclusion mutuelle, synchronisation répartie, quorums, coteries.



k-arbiter: a scheme for h-out of-k mutual exclusion 3

1 Introduction

The mutual exclusion problem arises when multiple processes use shared resources such
as files, printers, and communication lines. Simple mutual exclusion states that only one
process at any time be in its critical section which is the part of the source code in which
the process executes private operations with the shared resource. In recent years, many
distributed mutual exclusion algorithms have been presented [23, 20] and generalizations to
k-mutual exclusion have been also considered [9, 16, 18]. The k-mutual exclusion allows at
most k processes to enter the critical section at the same time. This problem corresponds to
the case when there is a pool of k units of the shared resource and each process can requests
at most one unit. All these mutual exclusion algorithms have been classified in two main
categories [23, 20]: the quorum (or permission)-based and the token-based. In the latter a
process allocates the shared resource as soon as it receives a token [8]. In the former a process
gets the resource as soon as it receives an explicit permission, by means of a message, from
all processes constituting its quorum; after using the resource it returns the permission to
the processes of its quorum. In order to achieve the formal correctness (i.e., safety property),
quorums must verify some property of mutual intersection [14], hence the concept of coterie
[5] for simple mutual exclusion and k-coterie [10, 17, 16] for k-mutual exclusion have been
used. A coterie is a set of mutually intersecting sets of processes. Although token-based
algorithms generally show good performance about the number of messages exchanged to
get the shared resource, they suffer from poor failure resiliency. On the contrary, quorum-
based algorithms gracefully tolerate failures of nodes and network partitions [5, 6, 7, 17].

However, simple and k-mutual exclusion do not cover all possible cases in which resource
accesses must be strictly serialized; for example, some applications, such as the ones using
communication bandwidth, the amount of shared resource in each request might differ from
request to request. For example, they would be different for a video and an audio com-
munication request. Thus, mutual exclusion algorithms should handle requests for multiple
units of the shared resource. Following [19], we formalize this problem as the h-out of-k
mutual exclusion problem, in which each request concerns at most A (1 < h < k) units of the
shared resource and no unit is allocated to multiple processes at the same time (i.e., safety
property).

In this paper we define a general scheme for quorum-based h-out of-k mutual exclusion
algorithms preserving safety. At this end, we introduce a new structure consisting of a col-
lection of quorums, called k-arbiter, that subsumes the concept of coterie. Two particularly
interesting classes of coteries are extended to k-arbiters and thoroughly investigated: sym-
metric and non-dominated k-arbiters. The first ones have the nice property to split the effort
to provide quorum availability equally among all the processes and to pay the same price
for each request in terms of messages exchanged [15]. The second provides high protection
against failures and network partitions [5]. Moreover, several examples of k-arbiters are ana-
lyzed. The study of actions needed to ensure the liveness property (no starvation and no
deadlock phenomena) in quorum-based algorithms are out of the aim of this work (readers
are referred to [2, 3, 21, 16] for a thorough discussion about such actions).
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4 Roberto Baldoni, Yoshifumi Manabe, Michel Raynal, Shigemi Aoyagi

The paper is structured into 3 main sections. In Section 2, the h-out of-k problem is
defined and concepts of non-dominated and symmetric coteries are recalled. Section 3 shows
an outline of a quorum-based distributed h-out of-k algorithm and the correctness condition
that must be verified by quorums in order that the algorithm be safe. The k-arbiter concept
is then introduced in Section 4 and the classes of symmetric and non-dominated k-arbiters
are also defined. In the same Section, we analyze several examples of k-arbiters showing if
they belong to some particular class of k-arbiters. Finally, a metric to evaluate the resiliency
with respect to failures of k-arbiters is also given.

2 Basic Definitions

2.1 Distributed System

A distributed system is a set U of n processes {p1,pa, ..., pn} that communicate by exchan-
ging messages. We assume that each pair of processes is connected by a logical channel, and
the message delay is unpredictable but finite. Moreover, each channel is assumed to have
infinite capacity, to be error-free and FIFO (messages are received in the order they were
sent). Processes do not share either a common clock or a shared memory, no bound exists to
the relative speed of processes and they fail according to the fail-stop model [22] and failures
can be detected by other nodes.

2.2 The h-out of-k Mutual Exclusion Problem

The h-out of-k problem can be described as follows. There are k units of a resource that
can be shared by processes in the following manner: at any given time each unit may be
used by at most one process, and each process may have allocated some units. A process
requests h (1 < h < k) units of the resource all at once and, to avoid deadlock phenomena,
the process is blocked until it gets all of its requested units. After that, the process starts
using the units and then releases them all at once. A conflict arises whenever one or more
processes try to allocate a number of units greater than those currently available. It is clear
that if h = 1 the h-out of-k problem corresponds to the k-mutual exclusion one, moreover if
k = 1 we get the simple mutual exclusion.

In order to maintain the integrity of the system, h-out of-k mutual exclusion algorithm
must satisfy the following properties:

safety : each unit of the resource may be used by at most one process at any given time;

liveness : all the requests are eventually satisfied.

Safety is obtained by ensuring that the following inequality always holds (where h; is
the number of units of the resource currently allocated to process p;):

> b <k, (1)

JjEU
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This is the invariant associated with the h-out of-k mutual exclusion problem. A key point
to obtaining safety is to detect all conflicts that may arise in the acquisition of resources.
Liveness requires that the system always progresses towards the execution of a critical section
(no deadlock) and that conflicts are not always resolved ”against” some subset of processes
(no starvation).

2.3 Quorums and Coteries

Concepts introduced in this Section were introduced [14, 5] to solve the mutual exclusion
problem:

Definition 2.1 A quorum Q under U is a non-empty subset of U. |

The simpler use of quorums to obtain mutual exclusion is the majority quorum algorithm
[24] where a process has allocated the shared resource only when it receives a permission
from the majority of the processes. Hence, the mutual exclusion property is straighforward
guaranteed (only one process at a time can get the majority of permissions). The introduction
of the concept of coterie allowed the refinement of the previous mutual exclusion technique

[5]:

Definition 2.2 A set of quorums C = {Q1,Q2,...,Q@m} is a coterie under U iff the follo-
wing properties hold:

o (Intersection Property) For any pair of quorums Q;,Q; € C :: Q;(\Q; # ¢;

o (Minimality Property) For any pair of distinct quorums Q;,Q; € C :: Q; € Q;. M

A process selects a quorum from a coterie and waits for receiving permissions to allocate
the shared resource from all processes in the quorum. Mutual exclusion is guaranteed from
the Intersection Property of quorums members of the coterie. We briefly recall some examples
of coteries that will be used in the following:

1. Singleton Coteries: It is formed by single set of one element (C' = {{p;}}).

2. The Majority Coteries: It is formed by all the subsets of U with size |n/2] + 1 where
n is the number of processes.

3. Maekawa’s Coteries [15]: each one of the n processes corresponds to one of the (h —
1)? + (h — 1) + 1 points of a finite projective plane whose order is h — 1; each quorum
of a coterie is associated with a line of the plane which contains h points. It is known
that there exists a finite projective plane only if h — 1 is a positive power of a prime.

4. Square Grid Coteries [15]: in this case, processes are structured into a square grid
(1...4/n,1...4/n); the quorum associated with the point (i,j) of the square grid
consists of all processes located in line ¢ and column j of the grid.

RR n"2523
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2.3.1 Non-dominated Coteries

It has been shown that there exists a particular class of coteries that is particularly resilient
to failures and network partitions [5, 6]; they are non-dominated coteries:

Definition 2.3 Let C' and D be two coteries under U. C dominates D iff C # D and for
each Q; € D there is a Q; € C such that Q; C Q;. |

So, a coterie, C' is dominated iff there exists another coterie that dominates C'. Otherwise
C'is ND (non-dominated) coterie. An ND coterie is superior to the dominated one since all
partitions that survive under the dominated coterie can also survive under the ND one, the
converse it is not true [6]. For example, the coterie S = {U} (producing Lamport’s algorithm
[13]) is dominated by any singleton coterie. Examples of ND coteries are: majority coteries
when considering n to be an odd number [6] and Maekawa’s coteries [15].

2.3.2 Symmetric Coteries

There exist coteries in which the failure of one process makes unavailable all the quorums
such as the ones formed by a single set of one element (singleton coteries: C = {{p;}}). In
truly distributed systems, it would be desirable that the impact of a failure of a process
(in terms of quorums no longer available) be the same for all processes. In addition, since
each process sends and receives a message from each process in the quorum it selected, each
process try to select the smallest size quorum. Thus, it would be fair that quorums of a
coterie be of the same size. The following definition is shown:

Definition 2.4 A coterie C under U is symmetric iff the following properties hold [15]:

o (Equal Effort Property) For each p; € U :: |{jli € Q;}| = F.
t.e., all the processes are contained in the same number of quorums 3.

e (Equal Size Property) For each quorum Q; ::|Q;| = 7.
t.e., all quorum s the same size 7. |

The coterie S = {U} is symmetric with parameters § = 1 and ¥ = n. Other examples
of symmetric coteries are: Majority coteries (8 = <LT:J21J) and v = |n/2] + 1), square grid
coteries (8 = v = 2+/n) [15] and Maekawa’s coteries (8 = v = O(y/n)) [15]. The latter
coteries meets the lower bound with respect to the quorum size of symmetric coteries.

2.4 k-Coteries

In order to solve the k& mutual exclusion problem, Fujita et al. [10] and Huang et al.[9] have
defined k-coteries. Dominated and non-dominated k-coteries have been discussed in [17].
Since Huang’s definition has a case in which k& processes cannot enter the critical section at
the same time [16], we restrict our presentation to Fujita’s definition [10].

INRIA
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Definition 2.5 A set of quorums C is a k-coterie under U iff the following properties hold:

e (Non-intersection Property) For any h(< k) distinct quorums Q1,Q2, ..., Qp € C such

that @;(Q; = ¢ (for 1 <i# j < h), there exists Q € C such that Q(Q; = ¢ for
P(1<i<h);

e (Intersection Property) For any k + 1 quorums Q1,Qa2,...,Qry1 € C, there exisis a
pairi,j (1<j#1<k+1) such that Q; [ Q; # &;

o (Minimality Property) For any pair of distinct quorums Q;,Q; € C :: Q; € Q;. M

In a quorum-based algorithm for k-mutual exclusion, a process must wait an explicit
permission, by means of a message, from each process of a quorum of a k-coterie before
accessing the resource [11]. k-mutual exclusion is guaranteed since a k-coterie contains k
pairwise disjoint quorums, but no more.

In [10], k-majority coteries and k-singleton coteries have been introduced as extensions
of singleton and majority coteries. Recently, in [25] it has been shown that a k-majority
is not necessarily a k-coteries. Although the k-coterie concept is a good tool to cope with
k-mutual exclusion, its use cannot ensure safety in the h-out of-k mutual exclusion as shown
in next Sections.

3 A Distributed h-out of-k Algorithm

3.1 Principle of the Algorithm

A simple approach to solve the h-out of-k mutual exclusion problem could be to reduce
it either to a simple or to a k-mutual exclusion problem and resolve it using coteries or
k-coteries. In both cases, to get its h units of the resource, a process needs to do h different
requests. This situation may generate a deadlock during the acquisition phase of the units
of the resource. For example, let us assume p; requests h; units and p; requests h; such that
h; + h; > k. After a while, the following situtation could occur: p; has obtained h, < h;
units, p; has obtained h,, < h; units and h; + h,, = k. This state deadlocks the algorithm.
Hence, such an approach needs extra messages and corresponding message handlers to avoid
deadlocks.

A more appropriate approach is to require in a single request all the A units of the
resource and wait till all of them are available such as in simple and k-mutual exclusion.
Thus, we derive the outline of a quorum-based h-out of-k mutual exclusion algorithm by
extending Maekawa’s algorithm [15] 1. Using such an approach, each process may act both
as a requesting process and as an arbiter in order to resolve conflicts for the acquisition of
the units of the resource. The source code is split in two main parts: the first part is executed
when a process, p;, requests some units of the resource; it consists of the entry protocol and

INote that k-mutual exclusion algorithms [10] using k-coteries were derived by extending Maekawa's
algorithm.

RR n"2523



8 Roberto Baldoni, Yoshifumi Manabe, Michel Raynal, Shigemi Aoyagi

that of exit from its critical section. The second part is composed of two message handlers:
one for request messages and the other for release messages. A message handler is executed
as soon as the corresponding message is received.

entry code: process p; selects a quorum @ and sends a request message for h
units of the resource to each member of Q and waits for the reception of
the permission message from each process in Q;

critical section;

exit code: p; sends a release message for h units of the resource to each member

of Q.

upon receipt a request message from pg:
if
e +h<k (2)
Jjeu
where h is the number of units required from p; and ¢; is the
number of units of the resource currently used by p; from the point
of view of process p; (i.e., processes at which process p; sent a
permission message to and has not received a release message from).
then p; sends back a permission to pr and ¢y is set to h;
else pr’s request is inserted into a waiting list.
upon receipt a release message from pi: cp is set to 0 and p; tries to send

permission messages to some requests in the waiting list using the relation
2.

Note that in the algorithm of the previous Section each request needs at least 3|@Q| messages
to be served: a round of request messages, a round of permission messages and one of release
messages.

3.2 Correctness Proof

The definition of a set of quorums which can be assigned to each process when requesting
some units of the resource, plays a key role in the detection of all conflicts and then in
proving the safety property.

Theorem 3.1 The algorithm in Section 3.1 guarantees safety if and only if

V{pi1:pi2:~"1pik+1}gU = m Q2¢0

i€{i1,i2, . ix41}

INRIA
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where @Q; represents the quorum currently selected by process p; to allocate the units of the
resource.

Sufficiency. We prove that, if any set of (k 4+ 1) quorums, Q1, Qs, ..., Qr41 satisfies

(} Qi #0

1<i<k+1

then, safety is guaranteed. Assume that safety is not guaranteed. Thus, there is a set of
requesting processes R = {pi,,pi,,- - -,Pi,} which satisfies ZpER ¢y > k and every process
has allocated its units. If |R| > k + 1, select a subset R’ which satisfies |R/| = k + 1
and ZpGR’ ¢p > k. If |R| < k+1,let R = R. Let R' = p;,,pi,,...,pi, and @Q; be the
quorum p;; has selected. Since s < k 4+ 1, ();c;<, Qi # 0. Let p € ();<;<, Qi- Since every
request is accepted, p has sent a permission message to every request. Since EpER’ cp >k,
it contradicts the relation 2 of the algorithm.

Necessity. We prove that, if there exists a (k 4+ 1) set of quorums {@1, ..., Qg+1} which

satisfies
N Qi=0

ie{il,iz,...,ik+1}

then safety is not guaranteed. Let us suppose p; (1 < i < k 4 1) requests one unit of
the resource and uses @; as its quorum. Since ﬂie{i1,i2,u~,ik+1}Qi = 0, no process in
Uie{il i, ins1) Q; receives all requests. Thus, every process receives no more than k re-
quests and sends a permission message to every request. Thus, every requesting process gets

the unit of the resource, violating safety. |

Let us spend some word about the liveness property (i.e., all the requests are eventually
satisfied), which requires no occurrence of deadlocks or starvations. In the algorithm pro-
posed in this Section, starvation can occur by applying, in each process, a deterministic
rule which resolves conflicts always against some particular subset of processes (e.g. a rule
based on the lexicographic order of process identifiers). On the contrary, a rule for conflict
resolution based on timestamps [13] of requests does not produce starvation. Moreover,
deadlock-freeness could also be violated since, due to the asynchrony of the communication
networks (transmission times are unpredictable but finite), processes can receive a set of
requests in different orders. Thus, they will send permission messages to different processes
deadlocking actually the algorithm; i.e., no requesting process ever will get all permissions
from its quorum. Hence, actions to prevent deadlocks are needed. Such actions increases the
number of messages echanged per request that in the worst case is 5|Q| [2, 16]. The study
of such actions (extra round of messages and corresponding message handlers) is out of the
aim of the paper. The interested reader can refer to [2, 3, 21, 16].

RR n"2523
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4 k-Arbiters

4.1 Definition

Let us assume that processes select quorums from a set C; then Theorem 3.1 states that
any k + 1 quorums contained in C' must be mutually intersecting. As k is greater than one,
this condition cannot be satisfied either from coteries or from k-coteries. Indeed, coteries
requires non-empty mutual intersection only between any pair of quorums apart from the
value of k and k-coteries requires non-empty mutual intersection only between one pair of
quorums contained in each distinct set of k¥ 4+ 1 quorums. Thanks to Theorem 3.1 we are
then able to define a new data structure based on a collection of quorums, called k-arbiter,
which can be used to solve h-out of-k mutual exclusion problem.

Definition 4.1 A set of quorums C is a k-arbiter under U iff the following properties hold:

o (Intersection Property) For any k+ 1 quorums Q1,Qa, ...,Qr4+1 € C, ﬂf;l Qi # o;

e (Minimality Property) For any pair of distinct quorums Q;,Q; € C :: @Q; € Q;. M

Note that the k-arbiter becomes the coterie of Definition 2.2 when k is equal to one.
In the following Sections, several examples of k arbiters are presented and classes of non-
dominated and symmetric k-arbiters are investigated. Both classes hold the property of
reliability against network partitions (non-dominated k-arbiter) and equality in load ba-
lancing (symmetric k-arbiter) described in Sections 2.3.1 and 2.3.2 respectively. Finally, a
metric to measure the resiliency with respect to failures of k-arbiters is proposed.

4.2 Examples of k-Arbiters
4.2.1 Singleton k-Arbiters

A set C of quorums such that:

¢ ={{p}}

is called singleton. For this set of quorums the following property, whose proof is trivial and
therfore it is omitted, follows:

Property 4.1 A singleton set C is a k-arbiter. |

The singleton k-arbiter C' corresponds to the case of the centralized h-out of-k mutual
exclusion algorithm where a process detects actually all conflicts.

INRIA
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4.2.2 Uniform k-Arbiters

A set of quorums C' such that:

C={QcUllQl=L[k-n/(k+1)]+1}
is called uniform. For this set of quorums the following property holds:
Property 4.2 A uniform arbiter C is a k-arbiter.

Proof. For any quorum Q; € C we have |Q;| = |k-n/(k+1)]+1. Hence, for any k+1 quorums
Q1,Q2,...,Qrs1 € Cwehave [Q1 Q2. - N Qk+1] > n—(k+1)-(n—([k-n/(k+1)|+1)) >
1. Therefore the intersection property holds.

Minimality holds since for any pair @, Q" € C such that (Q # Q') we have |Q|=|Q'|. ®

Note that if £ = 1, the uniform k-arbiter becomes the majority coterie (see Section 2.3).

4.2.3 (k+ 1)-Cube k-Arbiters

For the sake of simplicity we initially suppose n = a**! for some integer a. Quorums of a
(k+1)-cube set are easily defined by means of a geometric argument: each process is assigned
to a different point « in the (k+ 1)-dimensional space IE**! having integer coordinates in the
range [0, *+Y/n — 1]. Each quorum is associated to point 2 and consists in the set of processes
whose corresponding point has at least one coordinate value equal to the corresponding
coordinate of . In other words, a quorum associated with point z is defined by all processes
whose corresponding point is contained in at least one of the k£ 4 1 isothetic hyperplanes

(one for each coordinate) passing through z. With & = (41, 4s, ..., ix4+1) we have:
Qiy,.oingy = 1T, 22, .. xpqr)|er = 0} U{(21, 22, .. pqa) |z = 2} UL L.
U {(z1, e, w2 |ee = e U {(21, 22, Thg1) R4 =
ik41)

It can be shown that the size of each quorum is:

k
- k+1 —i
Qi =n— (*n— 1)k = Z(_l)z+1< + >n§5+1 < (k+ 1)n¥
i
=0
For quorums of the (k + 1)-cube set, the following property holds:

k+1

Property 4.3 In the casen = a for some integer a, a (k+1)-cube set C is a k-arbiter.

Proof. For any (k + 1) quorums Q1 ;1 242 e Qe . C we have
y(k+1)q Quitat, ity Qizaz iz, Qi pt | i €
process (i1,43,. .., z’,zﬁ) is contained in every quorum. Thus, the intersection property holds.

Minimality holds since for any pair @, Q' € C such that (Q # Q') we have |Q| =|Q'|. MW

Note that the (k4 1)-cube k-arbiter becomes the square grid coterie (see Section 2.3) for
the simple mutual exclusion. If n # a*+1, some care is needed while assigning points in EF !

RR n"2523



12 Roberto Baldoni, Yoshifumi Manabe, Michel Raynal, Shigemi Aoyagi

to processes. It is sufficient to assign processes to points according to the lexicographic order
of points’ coordinates. Thus we will assign process p; to point (0,...,0), pa to (0,...,0,1),
ps to (0,...,0,2), ..., P[ rym] to (0,...,0, [ */n]), P[ ry/m] 41 to (0,...,1,0). In short,
the coordinates of the point associated with process p; are simply obtained by representing
integer 7 in base [ **/n|+ 1. In this way there will be exactly {n/f *+/n| kJ filled hyperplanes
X; = v, where v = 0,1,.. ., and at most one hyperplane will be partially filled (more precisely
hyperplane X; = {n/f "+wa + 1). Quorum @; is then defined, as for the simple case, by
the k + 1 isothetic hyperplanes passing through point z;.

Theorem 4.4 In the general case, a (k + 1)-cube set C is a k-arbiter.

Proof. As before we have to prove that for any (k+1)-ple of qourums in C' an arbiter exists.
The problem now is that a point represents an arbiter only if it is assigned to a process. Fix
a set S of k+ 1 quorums, and let L be the number of non-empty hyperplanes X; = v in our
arrangement: if all processes in S lie in hyperplane X; = L — 1 then any process in S is an
arbiter itself for S. Otherwise we can always find a point (1,22, ..., 254+1) that represents
an arbiter by choosing #; as one of the coordinate values for X; in S which are less than
L —1. This point is in a full hyperplane X; = z1, hence values for the remaining coordinates
can be arbitrarily chosen from points associated to the remaining processes in S. |

4.3 Non-dominated k-Arbiters

We can introduce the notion of non-dominated k-arbiters as follows:

Definition 4.2 Let C' and D two k-arbiters under U. C dominates D iff C # D and for
each Q; € D there is a Q; € C such that Q; C Q;. |

A k-arbiter, C' is then dominated iff there exists a k-arbiter that dominates C'. Otherwise
C'is an ND (non-dominated) k-arbiter. If k-arbiter D dominates C, D survives to all failures

and network partitions at which D survives. The following theorem is usefull to check if a
k-arbiter is ND:

Theorem 4.5 Let C be a k-arbiter under U, C is dominated iff there exists a quorum H
such that

e Forany@QeC ::HPQ;

e For any k quorums Q1,Qs,...,Qr € C :: HN (ﬂle Qj) * ¢.

Proof. The proof is similar to the one proposed in [17] that proves under which conditions a
k-coterie is a non-dominated one. Let C be a k-arbiter under U. First, we show that if C' is
dominated, then above properties are satisfied. Suppose C' is dominated by D(# C). There
are two cases:
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1. ¢ccD
Any set H € D — C satisfies both properties (otherwise D is not a k-arbiter);

2.C¢D
There is a quorum @' € C and H € D such that H C Q'. Now we show that H
satisfies the above properties:

Assume that H does not satisfy the first property. Then, Q@ C H for some Q € C'. Since
Q C H and H C @', @ C Q. This contradicts the minimarity condition of arbiter C.
Thus, the first property is satisfied;

Assume that H does not satisfy the second property. Then, for some k quorum
Q1,Q2,...,Qr € C, HN (ﬂle QJ,,») = ¢. Since C is dominated by D, for each
Qi(1 < i < k), there is a quorum H; € D such that H; C @;. These quorums sa-
tisfy H N <ﬂ§:1 Hj) = ¢ and this violates the intersection property for D. Thus, the
second property is satisfied.

Now, we show that if both properties are satisfied for some H, C' is dominated. There
are two cases:

(a) H C Q for some Q € C
Let ' ={Q € C|H CQ} and D = C — C'U{H}. It is easy to check that D is
a k-arbiter which dominates C;

(b) Hg QforallQeC
Let D = CU{H}. It is easy to check that D is a k-arbiter which dominates C.
|

The singleton k-arbiter is an ND k-arbiter. The following theorem gives the case that
uniform k-arbiter is non-dominated.

Theorem 4.6 When n = c(k + 1) + 1 for some integer ¢, uniform k-arbiter is non-
dominated.

Proof. Assume that uniform k-arbiter C' is dominated. By Theorem 4.5, there exist a
set H C U which satisfies the two properties. Since @ € H for all @ € C and C
is all subset of U with size |k -n/(k +1)]+1 = k-c¢c+ 1, |[H| < k- c¢. Without
loss of generality, let H = {p1,p2,...,pjm)}- Now select k& quorum Q1,Q2,...Qr € C
as Qi = U — {P(i—1)e41, Pli=1)et2 - - Pie—1, Pic} (1 < @ < k). It is easy to see that
HnN (ﬂle Qj) = ¢. This is a contradiction. Therefore, C' is non-dominated. |

Theorem 4.6 extends the result obtained in [6] concerning domination of majority cote-
ries. Infact, if k& is equal to one, uniform k-arbiters boil down to majority coteries that are
non-dominated when considering n to be an odd number.
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Finally, k + 1-cube k-arbiters are dominated, to prove that we show a simple counter-
example when considering k equal to one and n to 4. In this case we have the following
1-arbiter (i.e., the square grid coterie):

C ={{1,2,3}, {1,2,4}, {1,3,4}, {2,3,4}}

that is dominated by the following 1-arbiter:

Q= {{1,2,3}, {1,4}, {2,3,4}}

Note that the l-arbiter C' coincides actually with the uniform 1-arbiter for a system of 4
processes that is dominated from Theorem 4.6. Examples of dominated &+ 1-cube k-arbiters
with & > 1 (for example k = 2 and n = 8) are left to the reader.

4.4 Symmetric k-Arbiters

As for coteries, we can introduce the concept of symmetric k-arbiters.
Definition 4.3 A k-arbiter C under U is symmetric iff the following properties hold:

o (Equal Effort Property) For each p; € U :: [{jli € Q;}| = F.
t.e., all the processes are contained in the same number of quorums 3.

e (Equal Size Property) For each quorum Q; ::|Q;| = 7.
t.e., all quorum s the same size 7. |

Considering the previous examples of k-arbiters, it is trivial to see that a singleton
k-arbiter is non-symmetric and the failure of one process may make it unavailable. The
uniform k-arbiter is a symmetric k-arbiter. Indeed, with simple combinatorial arguments,
we get § = (Lk~n7(_k1+1)J) and, by definition, vy = |k - n/(k + 1)] + 1. Finally, when n = a**1,
the (k 4+ 1)-cube is a symmetric k-arbiter and with the same arguments used to define the

size of each quorum we have 8 =~ = (k + 1)nkkT

Lower Bound of Symmetric k-Arbiters

It is interesting to show a lower bound for the maximum size of quorums |@| of a symmetric
k-arbiter. Let n be the number of processes, v = |@Q| be the quorum size, and y be the number
of quorums in D. Suppose that every process is contained in 8 quorums. By counting the
sum of the sizes of quorums in two ways, the equality n - f = 7 - y is obtained. The number

of different combinations of (£ + 1) quorum sets from y quorums is C,g_l_l. Since each process
occurs in # quorums, each process is in the intersection of (k+ 1) quorums for le+1 different

quorum combinations. Thus, C£+1 <n- le+1 must hold. This inequality can be written as

yy—1--(y=k)<n-BE-1)---(6-k)

From the above equality and inequality, v > n*f/¥+1 is obtained.
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It follows that the last inequality is a lower bound for |@|. This bound is not new, it was
found both studying families of sets called t-wise s-intersecting (¢ > 2 and s > 1)[4] and the
weighted distributed match-making problem [12]. Tt is simple to show that our problem is
equivalent to theirs. For example, a k-arbiter is actually a (k+1)-wise I-intersecting family
of subsets of U. In [4] it has been proved that a (k+1)-wise 1-intersecting family is equivalent
to a finite projective space of dimension k + 1. In that discrete space, quorums correspond
to hyperplanes and point to processes. From the properties of a finite projective space, the
above bound follows. Conditions for which a finite projective space exits are given in [4].
Note that, if £ = 1, the lower bound becomes |Q]| > n'/? that is Maekawa’s lower bound for
symmetric coteries, that was proved using the theory of finite projective planes [15].

4.5 A Measure to Evaluate Resiliency with respect to Failures

As suggested in [7], given the high number of choices in selecting the ”best” coterie or k-
arbiter for a particular distributed system of n processes, we need a set of metrics to evaluate
the ”reliability” provided by each choice. In this section we propose a metric that can be
used, toghether with the ones proposed in [7], to select a k-arbiter.

Each time a process p; fails, all quorums of the k-arbiter containing p; are actually no
longer available. This suggest to introduce a metrics that evaluates the the mazimun impact
of one process failure on a k-arbiter in terms of its quorum availability. In other words,
this measure gives an idea on how much the failure of one process influences the quorum
availability of the k-arbiter apart from analysis that consider the probability that a process
is (or not) in an operational state as the one proposed in [6, 7].

Let A be a k-arbiter, let n4 be the number of all the quorums in A and let [J’i‘ be the
number of quorums in A containing process p;. The resiliency to failure of the k-arbiter A,
R 4 1s measured by the following ratio:

R4 = max ( Ba )
i=1 n

A

=1,...,

If R4 is equal to one then there exists at least one process which makes unavailable all the
quorums of A, if it fails. Examples of such a k-arbiter are the singleton one and all the k-
arbiters dominated by any singleton one (e.g. {{U}}). The smaller R 4 is, the more reduced
is the impact of the failure of one process on quorum availability. Ideally, if R 4 was equal
to zero, A would be uninfluenced by failures. Concerning, k-arbiters we have introduced in
the previous Section, for the uniform we have:

n—1
(|_k~n/(k+1)J> < k —I—%

Runi =
—k+1

<|_k~n/(l?+1)J+1)

For the k + l-cube k-arbiter, in the case n = a*+! for some integer a, we have:

Rcube - = +

n

(k+1)NFF &
n

S|
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In the case of k-arbiters that match the lower bound for symmetric k-arbiters, we have:

Hence, assuming n > k + 1, we have the following inequality:

0 < Rips < Reute < Runi < Rsing =1

5 Conclusion

Simple and k-mutual exclusion do not capture cases in which the amount of shared resource
might differ from request to request. In this paper we have formalized this problem as
the h-out of-k mutual exclusion problem, in which each request concerns some number h
(1 < h < k) of units of shared resource and no unit is allocated to multiple processes at the
same time. We have shown a general scheme for a quorum-based h-out of-k mutual exclusion
algorithm that relies on a collection of quorums called k-arbiter which subsumes the concept
of coterie. Several examples of k-arbiters, that extend well-known types of coteries, have
been introduced; two particularly interesting classes of k-arbiters have been investigated
and a metric to evaluate the resiliency with respect to failures of k-arbites has also been
proposed. As a future work, it would be interesting to find a k-arbiter that subsumes tree
coteries, introduced in [1], in order to get logarithmic quorum size maintaining high quorum
availability.
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