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Model-checking de CTL sur des structures de
Kripke infinies définies par des grammaires
de graphes simples

Résumé : Nous présentons un algorithme qui détermine si un systeme de
transition infini, défini par une grammaire de graphes d’un type restreint, est
ou non un modele d’une formule de la logique temporelle CTL. Nous présentons
d’abord la syntaxe et la sémantique de CTL, qui sont définies suivant des
systemes de transitions étiquetés par des propositions atomiques. Puis, nous
montrons comment adapter le formalisme des grammaires de graphes pour
exprimer de tels systemes de transition infinis. Notre algorithme travaille sur ce
type de représentation finie, et la modifie de maniere a assurer que ’étiquetage
par les formules demeure cohérent avec les valeurs de vérité des différents états
du systeme de transition infini.

Mots-clé : model-checking, CTL, vérification, systemes d’état infini, gram-
maire de graphes
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1 Introduction

Model-checking is a widely used method for the verification of distributed
systems. The overall behaviour of a distributed system is modeled as a tran-
sition system, whose states represent the global states of the distributed sys-
tem, and whose transition relation gives the possible evolutions of the system.
It can be checked whether such a transition system is a model of a tem-
poral logic formula. Until recently, model-checking was only used for finite-
state models. But, Muller and Schupp [MS85] showed that the pushdown-
automata transitions graphs have a decidable monadic second-order theory.
Courcelle, [Cou89], extended that result, by showing that equational graphs
also have a decidable second-order theory, since Caucal, [Cau92], showed that
the pushdown-automata transition graphs are exactly the rooted, finite-degree,
equational graphs. Hence, some infinite-state systems can have finite represen-
tations, which can be used for different verification methods. For example,
Burkart and Steffen, [BS94], present an algorithm for the model-checking of
the alternation-free mu-calculus on pushdown processes. Methods published
so far study context-free or pushdown processes, i.e. restricted process algebras
such that the infinite transition graphs of their terms are pushdown-automata
transition graphs.

We are interested in the model-checking of communicating finite-state sys-
tems (for short CFSMs), i.e. distributed systems described as finite-state auto-
mata communicating by messages through FIFO queues. Jéron has presented
a semi-decision procedure of the infinity of the transition systems representing
CFSMs [Jér93]. That procedure detects certain sequences that will be infinitely
repeated. Extending that procedure, we are currently developing a test which
will enable us to extract, for certain CFSMs, a graph grammar representing the
infinite transition system of a CFSM. Hence, we are interested in algorithms
that perform model-checking of infinite graphs defined by graph grammars.
We present here a first algorithm of that kind, which make a model-checking
of the temporal logic CTL [CES86] on a graph defined by a simple kind of
graph grammar.

We first present the temporal logic CTL, and then we show how to use
certain graph grammars, of a simple kind, to define certain infinite structures,
which can be used as a model of distributed systems. CTL formulas are inter-
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4 Yves-Marie Quemener and Thierry Jéron

preted on those structures, and we then present our model-checking algorithm.
That algorithm has to modify the finite representation of an infinite transition
system, for ensuring that the labelling of states of the finite representation
by subformulas of the formula being checked remains coherent with the truth
values for the states of the infinite structure. One important point is to show
that it is necessary to explore only a finite part of the infinite transition system
for deciding whether a state satisfies a formula or not.

2 The temporal logic CTL

CTL is a branching-time temporal logic, which is interpreted with respect to
states of transitions systems. Those states are labelled with atomic propo-
sitions. The CTL formulas can be expressed as formulas of the mu-calculus
without alternation of fixpoints. They can express properties of safety or live-
ness, but not of fairness.

2.1 Syntax

AP is the underlying set of atomic propositions. The formal syntax for CTL
formulas is:

e Every atomic proposition p € AP is a CTL formula.

o If ¢ and ¢, are CTL formulas, then so are =1, 1 A pq, Yoy, Jopy,
V(eihipa), I(rlhipa).

tt is the atomic proposition which is true in all states. The following syn-
tactical definitions are added:

o V(ttlyp) is written VOp, and I(ttlp) is written IOp.
o ~VO(—p) is written 30, and =3(—¢) is written VOe.

Informally, the temporal connectives can be described as follows: Yoy (resp.
Jogp) is true of a state if all (resp. at least one of) its successors satisfy ¢;
V(p1ilps) (resp. I(p1ldpy)) is true of a state s if on all (resp. on one of) the
paths issued from s, the states verify o, until one state satisfy 3.

INRIA
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Hence, if a state satisty VO, it means that, in the “future” of that state, a
state which satisfy ¢ is unavoidable; 3¢ means that it is possible to reach a
state which satisfy ¢. Similarly, a state satisty VO, if all the states reachable
from that state satisfy ¢; and a state satisfy 30¢ if there is a path issued from
that state on which all states satisfy ¢.

For each formula ¢ of CTL, we note sf(¢) the set of all subformulas of ¢,
including ¢ itself.

2.2 Semantics

The semantics of CTL formulas is defined with respect to a Kripke structure.
A Kripke structure is a triple K = (S, R, L) where:

e S is a set of states.

e R is a binary relation on S (R C S x S), which is the transition relation.
R must be total, i.e. Vs € S,3t € S,(s,t) € R.

o L:S — 247 assigns to each state the set of atomic propositions which
are true in that state.

A path is a sequence of states (sg, s1,...) such that Vi, (s;,s,41) € R. The
notation K, sg = ¢ means that the formula ¢ holds at state sq in the structure
K. We drop K when it’s obvious from the context which structure is concerned.
The relation | is defined inductively as follows:

e so = piff p€ L(so).

e 5o = —p iff not(sp = ).

o S0 | w1 Ay iff so |E @1 and sg = .

o 5o = Jop iff It € S, (s0,t) € R and t |= .
o 5o =VYop iff Vi€ S, (s0,1) € R=1 = .

e 5o = J(p1llpy) iff for some path (so, s1,...),
[0<i<ooAs; EFeaAVI0< ] <i= 3 E ¢l

o 5o = V(pildpsy) iff for all paths (sg, s1,...),
[0<i<ooANs; EFeaAVI0< ] <i=3; E ¢l

RR n~°2563



6 Yves-Marie Quemener and Thierry Jéron

3 Structures defined by graph grammars

3.1 Informal presentation

Certain infinite graphs can be finitely described by graphs grammars. Infor-
mally, those graphs are composed of a finite number of patterns that are infi-
nitely compounded in a regular way.

For expressing the gluing of patterns, it is convenient to use hyperarcs,
which are arcs linking one or more states, instead of two for classical arcs. To
each labelled hyperarc is associated a graph; the states of the hyperarc indicate
where the gluing must be made. Those rules, associating an hyperarc and a
finite graph, for compounding patterns compose a graph grammar. The appli-
cations of the rules of a graph grammar to an initial axiom graph determines
a unique infinite graph when the grammar is deterministic, ¢.e. when there is
only one rule for each kind of hyperarc.

We restrict ourselves to simple infinite graphs. The graphs we study are
made of an initial graph, and of the compounding of one kind of pattern in a
linear way, ¢.e. only one pattern is compounded to a precedent pattern.

3.2 Definitions

We use a formalism similar to that of graph grammars for finitely expressing
certain infinite structures. We adapt it to cope with the labelling of states
with atomic propositions. Our presentation is inspired with the presentation
of graph grammars made in [Cau92].

Definition: A graded alphabet F' is a finite set of letters, where a positive
integer is associated with each letter f € F'. That integer is the arity of f. F
can be partitionned in sets F;, with f € F; iff the arity of f is :.

Definition: Let F' be a graded alphabet. An hyperstructure K is a couple
(K,Hg) where K = (Sk, Rk, Lk) is a finite Kripke structure, and Hg is
a finite set of hyperarcs fsy...s,. The hyperarc fs;...s, is labelled by the
non-terminal f € F, and the s; are distinct states of Sk.

The hyperarcs added to the classical Kripke structure will enable us to
indicate where the gluing of other Kripke structures must be made.

Definition: A structure grammar G is a finite set of hyperarc replacement
rules

INRIA
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fs1...8, — K, where fs;...s, is an hyperarc, and K is an hyperstructure,
and the s; are distinct states of Sk.

The rules of such a grammar indicate what pattern has to be glued to
an initial hyperstructure, and the states s; indicate which states have to be
merged for gluing the pattern. This gluing operation is precisely defined as
follows.

Definition: Given a structure grammar G and an hyperstructure M, M
rewrites in one step to a hyperstructure N, and we note M —¢g N, if, for some
rule (fs;...s, — K) € G, we have:

- El(tl,,tn) € (SM)TL : ftl tn € HM
-V € {1,. . .,n} : LK(SZ') = LM(tZ)

- and, for some matching function ¢ mapping s; to ¢;, and mapping injec-
tively the other states of Sk to states outside of Sy:

- Hy=(Hy —{ft1.. . t,}) U{fg(s1)...9(sn), fs1...5, € Hr}
- Sy = SuU{g(s),s € Sk}
- By = Rn U{(g(s),9(1)), (s,1) € R}

- Ly : Sy — 24P is defined as follows; Ly(s) = Ly(s) if s € Sy or
Ln(s) = Lk(t) if s = g(t) for some t € Sk

When an hyperstructure rewrites in another, some states of the initial struc-
ture have to be merged with states of the pattern. We impose that the labelling
of those merged states is the same, hence we can define unambiguously the la-
belling of the states of the resulting hyperstructure.

The figure on the following page presents a graph grammar G, composed of
one rule, that uses the hyperarc V123, and two successive rewritings according
to that rule.

From now on, we restrict our study to simple structure grammars, i.e.
grammars with only one rule, whose right member has only one hyperarc.

Let N be a natural, and V a label of hyperarc of arity N.

Let Go = (Say, Rays La, ) be a finite Kripke structure with NV distinguished,
pairwise distinct, states, (ex;)Y, and A = (S4, Ra, L4) a finite Kripke structure
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8 Yves-Marie Quemener and Thierry Jéron
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with 2N distinguished, pairwise distinct states, (in;)} and (out;)Y. We further
impose that: Vi € [1..N], Lg,(ex;) = La(in;) = La(out;).

Let Gy = (Go, Hg, = {Vex;...exy}),and A= (A, Hy = {Vout, ...outy});
and let Gy be the structure grammar with the unique rule Vin,...iny — A.

We show that the infinite iterative application of the unique rule of Gg
on the hyperstructure Gy determines a unique infinite Kripke structure K =
(S, R, L).

Proof: First, we show that the unique rule of Gy can be infinitely applied
on Go.

Since we have Vex;...exy € Hg,, and Vi € [1..N], Lg,(ex;) = La(in;), we
can apply the unique rule of Gy to Gy. We have: Gy —¢, G, and we call ¢,
the matching function associated to that rewriting step.

Since Hy = {Vout;...outn}, we have Hg, = {Vgi(outy)...q1(outn)},
and, Vi € [1..N], Lg, (¢1(out;)) = La(out;) = La(in;).

We suppose that there exists j hyperstructures Gy, Gy, ..., G; such that:

- GO G Gl G G2 —Gg -+ TG Gj

0
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- J(vg,...,on) € SC]}Z,HG] ={Vvi...on} AV € [1.N], Lg,(v;) = La(en;)

Then, in the same way as for Gy, we can apply the rule of Gy to G, which
rewrites in one step to G;;. The hyperstructure G, verifies the conditions
that are necessary to apply one more time the rule of Gy to G;;,. We construct
in that way an infinite set of hyperstructures G;, for all positive integers j.

We now define K = (S, R, L):

- S = USg;,, for all positive integers j.

- R ={(s,1),3j,(s,1) € Rg, }.

- Vs € S,L(s) = Lg,(s), for a j such that s € Sg,. O

Definition: We say that (Go, A) is a finite representation of K.

We call g; the matching function associated to the :th rewriting step of the
grammar Gy on Gy, and ¢o the identity on Sty-

We have: Vs € S : 3t € (Sg, U S4), 31, s = ¢i(t)

In general, ¢ is not unique. We call rep(s) the set of states t € (Sg, U Sa)
such that we have: 3¢, s = ¢,(1).

We distinguish different categories of states of S for making easier the
presentation of the algorithm.

Definition: We say that s € S is an inner-state of the i-expansion, (resp. of
the 0-expansion), iff 3t € S4 — {iny,...,iny,0utq,...,outn}, s = gi(t), (resp.
dt € Sg, — {ex1,...,exn}, s = go(t)).

Definition: We say that s € S is a frontier-state of the i-expansion, (resp.
of the 0O-expansion), iff 35 € [1..N],s = g;(out;) = giy1(in;), (resp. I3 €
[L.N], 5 = go(ex;) = g1(2n;)).

Let (G, B) be a finite representation of an infinite structure K. Let ¢ be a
CTL formula. Let L¥ be a labelling function on the states of G and B, for all
the subformulas of ¢; L¥ : (S¢ U Sg) x sf(¢) — {T'rue, False}.

Definition: We say that (G, B), supplied with L¢, is coherent for ¢ with
K iff

Vs € S,Vpo € sf(e) s = po < Ve rep(s), LY(t,00) = True

For all p € AP, we define LP: Vs € Sg, U Sa, LP(s,p) = True iff s €
Sae Ap € Lgy(s) or s € Sa A p € Lu(s). Using these labellings, we have, by
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10 Yves-Marie Quemener and Thierry Jéron

construction, that (Gg, A) is a finite representation, coherent for the atomic
propositions with K.
The following figure gives an example of such a finite representation.

N
Gy :
Koo ol ol oeeee %

Ao O

L(®)=p L(O)=q Q.

In that case, the hyperarc which indicates the gluing of patterns includes
only one state. The labelling by atomic propositions distinguish only two sets
of states. The first set is composed of the unique state at the extremity of the
infinite structure, the other set is composed of all the other states.

4 The algorithm

4.1 Overview of the algorithm

A linear algorithm for checking CTL formulas on finite structures was presen-
ted in [CES86]. This algorithm operates as follows: a finite structure is given;
all states will be labelled by all subformulas of ¢ which are true in them, wor-
king incrementally, beginning with the simplest subformulas. This will ensure
that, each time the algorithm has to verity a given formula, the truth value of
all the pertinent subformulas will be known for all states of the structure.

Our algorithm for checking infinite Kripke structures uses the same prin-
ciple. A finite representation of an infinite structure is given, with a labelling
coherent for the atomic propositions. We progress incrementally, deciding the
labelling of more and more complex subformulas for the states of our finite re-
presentation. But, that representation must remain coherent with the infinite
structure for all subformulas.

For boolean connectives, the truth value of a given state only depends on
the truth value of the subformulas at the same state. Hence, for example, a

INRIA
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coherent representation for the subformulas ¢; and ¢3 will remain coherent
for the formula ¢ A @4, if we define as follows the labelling L¥*"2:

o Vs € Sg, U Sa, Vi) € sf(p1), L4 (s, 00) = L9 (s, 1)
o Vs € Sg, U Sa, Ve € sf(pa), LA (s, 04) = L¥2(s,¢})

o Vs € Sg, US4, L2 (s, 01 N @a) = True & L9 (s, 1) = True A
L¥2(s,09) = True

This is no more true for temporal connectives, because the truth value of
a temporal formula for a state depends on the truth value of subformulas for
other states. We will then have to modify our finite representation.

For the Vo(¢) and Jo(y) formulas, the states of the infinite structure, re-
presented by one state of A, have all the same immediate successors, except
when they are given by the first expansion of the grammar. In that case, the
in-states of A are merged with the ex-states of the initial graph Gy, and they
can have immediate successors in GGy, whereas, for the following expansions,
the in-states are merged with the out-states of the preceding expansion, and
their immediate successors have all the same labelling for the subformula .
Therefore, it may be necessary to modify the representation. This is simply
achieved by taking as the new initial graph the merging of Gy and A.

For the J(p1llps) and V(pildp,) formulas, the modification will be more
complicated, because the truth value of a state for such a formula can depend
on all its successors, and not only the immediate ones. We present now the
algorithm for 31Uy formulas. The algorithm for V(pildps) is very similar
and is not presented here.

4.2 The algorithm for 3(pUyp,) formulas

Let (Go, A) be a finite representation of an infinite structure K = (S, R, L),
with labellings L¥' and L¥2, coherent with ¢; and ;. We show here how to
obtain a new representation (G, A’), and a labelling L3¢1%%2 coherent with
A(p1ldpz). We begin by showing three lemmas, that enable us to restrict the
search of a new representation to the study of the frontier-states, and then we
present our algorithm.

RR n~°2563



12 Yves-Marie Quemener and Thierry Jéron

4.2.1 Three lemmas

Lemma 1: We can know for sure that an inner-state s of the i-expansion
satisfies (@1l py), if we know if the frontier-states of the (¢ — 1)-expansion
and of the i-expansion satisfy 3(p1lps).

Proof: All the paths issued from s are first composed of the inner-states of
the 7-expansion. They are composed of other states only after they include the
frontier-states of the (¢ — 1)- or i-expansion. Hence, if we know if the frontier
states of the (¢ —1)- and ¢- expansion satisfy 3(p1lps), we don’t need to study
the paths issued from s, which can include an infinite number of states, beyond
those frontier states. O

Nota bene: For the inner-states of the 0-expansion, i.e. the states of Gg,
except the states (ex;), it is enough to know if the frontier-states of the 0-
expansion , i.e. the states (ex;), satisfy I(p1lfps).

Lemma 2: We can know for sure that a frontier-state s = g;(out;), with
i > 1, of the i-expansion satisfies I(p1U 7)), if we know if the frontier-states of
the (¢ — 1)-expansion satisfy 3(p1lps), by studying the labelling for ¢1 and ¢,
of the inner- and frontier- states of the (¢ +1)-, (¢42)-, ..., (¢4 N )-expansions,
where N is the number of states (ex;), (in;) or (out;).

Proof: If we find in A a path (out; = sg,81,...,8,) with L¥(s,,¢2) =
True and L9 (s, 1) = True, Vk,0 < k < n, we can conclude that s =
gi(out;) = (@1l ps), since we know that there is in K a path (g;(out;), g:(s1),

.5 9i(8n)), with gi(s,) E w2 and VEk,0 < k < n,gi(sk) = ¢1, since the
labellings L¥' and L¥? are coherent with ¢, and ;. We can conclude the same
if we find such a path in A, issued from in;, since s = ¢;(out;) = giy1(in;).

Let suppose we don’t find any of those paths. If we find in A a path
(out; = Sg,81,...,8, = tng) with L¥(s;, 1) = True,¥i,0 < ¢ < n, we can
decide if that path enables us to conclude that s = 3(p1llps), since we know
whether the frontier-state of the (i —1)-expansion g;_1(outy) = g;(iny) satisfies
A(p1ldpz) or not. But, if we find in A such a path from in; to outy, it means
that we have in K a path from g;(out;) = giy1(in;) to giy1(outy), and, on all
the states of that path, ¢; holds. Hence, we have to make a new exploration
of the pattern A, beginning at out; and iny. But, if j = &k, we have already
made that exploration. Similarly, if there is a path from in; to out;, and [ = j

INRIA



Model-Checking of CTL on Kripke Structures Defined by Graph Grammarsl3

or [ = k, we don’t need to study the paths in A issued from in; or out;. Hence,
it is necessary to study at most N expansions after the ¢-expansion. O

Nota bene: For the frontier-states of the 0-expansion, the exploration of Gg
stays for the exploration of A which stops at the frontier-states of the precedent
expansion.

Lemma 3: Suppose there exists ¢ and 5 such that:

Vk € [1...N],gi(outy) = I(prllpa) & gj(outs) E I(oillps)

Then, we have:

Vk € [1... N, git1(outy) | I(prllpz) & gjia(outy) | I(prldpz)

Proof: This is a direct consequence of the lemma 2. The labellings for ¢,
and @y are the same for the states of the N following expansions after the
(14 1)- and (j + 1)-expansions, since they are the labellings L¢' and L#* of A.
Hence, the only differences which can arise for the truth values for (1l p2)
of the frontier-states of the (¢ + 1)- and (j + 1)-expansions are those between
the frontier-states of the - and j-expansions. If they are identical, the truth
values of the following frontier-states will be identical. O

4.2.2 Details of the algorithm

Our algorithm is decomposed in the following steps:

First step: We make a model-checking of the finite structures Gg and
A, that gives a first truth value of 3(p1llps) for the ex-states of Gy and the
in-states and out-states of A. Then, we seek the paths in Gg, on which ¢, is
always true, that connect an ex-state to another ex-state, and the similar paths
in A from an in/out-state to another in/out-state. This can be done by model-
checkings of the formulas Jp1U(p1 A p;), where p; is an atomic proposition
which is only true of a given ex/in/out-state. Hence, we need to make N
model-checkings of Gy and 2N model-checkings of A.

Second step: The results of the first step will enable us to determine if
the frontier-states of the different expansions satisfy 3(¢18p3). The temporary
truth values given by the first step indicate whether there is a path, in the
immediate neighbour patterns of a given frontier-state, on which ¢; holds,
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14 Yves-Marie Quemener and Thierry Jéron

which leads to a state on which ¢, holds. More precisely, if we call temp(s;)
the temporary truth value obtained for an ex-, in-, or out-state, we have:

o temp(ex;) = True = ex; E I(1ldps)
o temp(in;) = True = Vi,0 < ¢,¢;(in;) E I(e1ldps)
o temp(out;) = True = Vi,0 < 1, g;(out;) = I(p1ldps)

But, frontier-states can also satisfy 3(p1lfps2) because of the existence of
a path, on which ¢; holds, which “goes through” a pattern A. Those paths
are detected in the first step of the algorithm. For example, if there is such a
path from in; to outy, and temp(outy) = T'rue, we can conclude that Vi,0 <
1, 9i(in;) = I(prldpa).

According to lemma 2, it is sufficient to study at most N expansions after
a given expansion for deciding whether the frontier-states of that expansion
satisfy or not 3(¢1Uy). Hence, we can decide it for the frontier-states of the
0-expansion in the following way: we build a N x N matrix graph with the
temporary truth values for the frontier-states of the first expansions, and we
propagate the positive truth values backwards the links between frontier states
which have been determined at the first step.

As soon as we have the definitive truth values for the frontier-states of
the 0-expansion, we can use a similar procedure, according to lemma 2, to
determine successively the truth values of the successive expansions. We iterate
that procedure until we detect that the frontier-states of the p-expansion and
of the ¢g-expansion have the same definitive truth values, with p < ¢. This
iteration is bound to terminate since there is at most 2V possible combinations
of the N definitive truth values of the frontier-states of a given expansion.

According to lemma 3, and by iterating it for the successive sets of frontier-
states, we have then:

Vi,0 <0,V € [1.N], gprilout;) = I(prldpa) & gopi(out;) = I (o1l p2)

In other words, after the frontier-states of the first p expansions, the de-
finitive truth values of the frontier-states of the following expansions will be
regularly repeted according to a pattern of size ¢ — p. According to lemma 1,
the same holds for the inner-states. It is then direct that a finite representa-
tion (Gf, A"), coherent for I(p1ldpz) with K, can be defined. Gj, is obtained by
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applying p times the rule of Gy to Gg. A’ is obtained by merging ¢ — p patterns
A, beginning at the p-expansion.

Third step: We know the definitive truth values of the ex-, in-, and out-
states of the coherent representation (G, A’). We can now make a model-
checking of I(p1lps) for all the states of that representation. According to
lemma 1, that will give us a coherent labelling [3(¥1¢4%2),

4.3 Complexity

Let |Go| and |A| be the sizes of the two parts of a finite representation of a
Kripke structure K, and |¢| the length of the CTL formula we check on K. For
model-checking ¢, the algorithm will determine |p| different labellings of the
finite representation, as it processes upwards, and computes more and more
complex subformulas. We call mod(¢) the number of YU and U connectives
in . The eventual modifications of the finite representation can make grow its
overall size up to |Go| + |A|2V™oU«),

We overvalue the complexity of our algorithm by taking as the initial size
of our finite representation |Go| + |A[2NV"°4¢) We again overvalue by taking
for all |p| steps the complexity of the steps for VI/ and 3U connectives.

The first step of the algorithm is decomposed in a model-checking of G
and A, followed by N model-checkings of Gy and 2N model-checkings of A for
finding the paths “going through” patterns.

The second step is composed of at most 2V model-checkings of a graph of
size N2,

The third step is the definitive model-checking of the finite representation.

Hence the overall complexity is in O(|e|[(N + 2)|Go| + (N + 1)|A] +
N)2Nmod((p)+1])‘

5 Conclusion

The algorithm we have presented is a first attempt at model-checking infinite-
state systems which can be finitely represented by graph grammars. It has
been implemented as a Pascal program. However, it is still too limited. The
algorithm that we are currently developing is designed for extracting more
general graph grammars, of the following kind: an initial graph “calls” a first
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16 Yves-Marie Quemener and Thierry Jéron

pattern Ay, which “calls” itself and an other pattern A,, and so on, up to a
pattern A,, which only “calls” itself. We will then have to extend our algorithm
for being able to cope with such grammars.

Other interesting research directions will be to try to extend the logic
checked, and to use other methods of model-checking, like the local model-
checking, or the symbolic model-checking.
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