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Abstract: At some abstraction level a distributed computation can be mod-
eled as a partial order on a set of observable events. This paper presents an
analysis technique which can be superimposed on distributed computations
to analyze the structure of control flows terminating at observable events. A
general algorithm working on the longest control flows of distributed computa-
tions is introduced. Moreover it is shown how this algorithm can be simplified
according to the distribution of observable events or to the kind of property
we want to recognize.
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L’analyse au vol
des exécutions réparties

Résumé : Un calcul réparti, a un certain niveau d’abstraction, peut étre
modélisé par un ordre partiel sur un ensemble d’événements observables. Cet
article présente une technique d’analyse qui peut étre superposée au calcul
réparti, afin d’analyser la structure du flot de contréle aboutissant a chaque
événement observable. On introduit un algorithme général travaillant sur les
plus long flots de controle. On montre de plus que cet algorithme peut se
simplifier suivant la répartition des événements observables ou le type de motif
que l'on veut reconnaitre.

Mots-clé : FExécution d’un programme réparti, événements observables, flot
de controle, précédence causale, analyse de séquences.
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1 Introduction

One important topic addressed by computer science is the analysis of sequences
of symbols or words (e.g. syntactical analysis, pattern recognition, etc). Well-
suited formalizations have been designed and specialized tools have been im-
plemented to make feasible such analyses in specific domains (formal languages
and automata theory are the most famous example of these works).
Computations performed by distributed computing systems do not yield
a linear sequence of events. The relationship between events inherently define
a partial ordering. For a particular computation, events produced by each
process are totally ordered and communications creates dependencies among
events belonging to distinct processes. Since Lamport’s seminal paper [8], this
partial order relation on events is generally called happened before (with respect
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4 E. Fromentin, CIl. Jard, G.V. Jourdan, M. Raynal

to a logical time frame) or causal precedence. It formally expresses control flows
and their mutual dependencies which organize the distributed execution.

In this paper we are interested in analyzing “on-the-fly” the set of “words”
produced by a distributed computation; a word being defined from sequences
of observable events produced by an execution of a distributed program. The
practical motivation of our work comes from debugging, testing and monitoring
of distributed systems [5, 7]. In this context we choose to explore analysis
techniques which must be run on-the-fly and without delay (this is particularly
important in the context of reactive monitoring). These constraints eliminate
the possibility to log events produced by each process (as the analysis cannot
be done off-line) or to use an additional process (monitor) that would receive
notification messages sent by processes of the computation in order to analyze
their traces (in that case notification messages would add some delay between
event occurrences and their knowledge by the monitor). In other words we
constraint our analysis mechanism to be superimposed on the computation and
to use only a piggybacking technique to convey analysis related information
from one process to another.

According to the aim of the analysis (detection of a property, for example)
only a subset of all the events generated by a distributed execution are mea-
ningful to the user: these events are called “observable events”. From this point
of view, the other events are ignored at the abstraction level considered; they
participate only in the establishment of causal dependencies between obser-
vable events. Sequences of observable events are defined by the chains of the
partial order relation associated with the computation. Although each obser-
vable event of the computation is unique, several events can be occurrences
of the same action. So a labeling function is introduced and the sequences
of observable events are associated with words (concatenation of labels). The
properties considered in this paper are described as finite state automata. The
analysis consists in checking whether the pattern of actions defined by the
automaton occurs in the words defined by the considered computation. The
analysis is carried out on-the-fly without delay on these words. Other kinds of
automata could be used but finite state automata are sufficient to illustrate
our analysis technique and to solve efficiently practical problems.

The paper is divided into four main sections. Section 2 presents our mo-
del of distributed computations. Section 3 presents the kind of specification

INRIA



On-the-fly analysis of distributed computations 5

or properties we are interested in, and gives their formal interpretation: the
definition of languages (set of words) associated with distributed computations
and the basic question (satisfaction rule) which can be answered by the analy-
sis. Section 4 presents a general distributed algorithm which, in this context,
analyzes on the fly and without delay a distributed computation. Section 5
examines particular cases according to the position of observable events with
respect to communication events.

2 Model of distributed computations

2.1 Causal precedence

Distributed computations result from the execution of distributed programs.
A distributed program is made of n sequential processes Py, .., P, which syn-
chronize and communicate by the only mean of message passing. A distributed
program can be directly written by a programmer or can be the result of the
compilation of a parallel or sequential program for a distributed memory paral-
lel machine. Processes that realize the distributed computation execute actions
which are either communication actions (sending of a message, reception of a
message) or internal actions (all the other actions). Each execution of an action
constitutes an event.

The activity of a process P; is perceived as a set of local atomic events F;,
totally ordered by a local precedence relation <. This set E; can be partitioned
into two subsets:

e [;: the set of internal events of P; (resulting from internal actions);
e X,: the set of communication events of P; (send and receive events).

The set F = J; E; of all the events produced by the distributed execution
is partially ordered by Lamport’s relation called happened before or causal
precedence [8], denoted by <_.

RR n~°2595



6 E. Fromentin, CIl. Jard, G.V. Jourdan, M. Raynal

def
Vee Bij,ye E;: z <,y =
or Y
t=jand z <, y
or . . . .
op L8 the sending of a message and y its reception

Jdz such that 2 <, zand 2 <, y

2.2 Abstraction level and observable events

Analyzing a (distributed) computation requires to define precisely the abs-
traction level we consider (usually language, system or hardware level). In our
approach, this level is defined by the set of events that must be observed in
order to check the property defined by the user. So we consider here that, for a
given abstraction level, only a subset of internal events are relevant, and result
from execution of specific actions (for example, modifications of some process
variables). These events are called observable. Communication events create
causal dependencies between observable events but are supposed to be not ob-
servable. This observation notion defines a screen that filters out all irrelevant
events while keeping all causal dependencies between relevant events.

Let O; C I; be the set of observable events of P; and O = U;¢;., O;. At the
considered abstraction level, the distributed computation is characterized by
the poset (O, <_) with <_ defined by":

Ve,ye O: < jys <,y

Distincts events can be executions of a same action. So each event is labeled
by the name (label) of the corresponding action. These labels constitute the
atoms of the language used to specify properties. Let us denote X the finite
set of labels and A the labeling function from O to ¥.

In the sequel, posets (O, <,), labeled with A, are represented by sets of
words of ¥*. As there is no satisfactory method for coding a labeled poset as
a set of strings when vertices with the same label are not totally ordered [11],
we assume the labeling function A is not auto-concurrent; this means that two

'We will use = <, y as a shorthand for z <_ y and = # y.
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concurrent events (i.e. not related by <_) cannot have the same label?:
Ve,ye O, Ma)=ANy) e <_yory<

Definition 1 A labeled computation C is thus defined as the labeled partial
order (lpo for short):
C=<0,<,,Y,\>

When necessary, we will point out the observable events by a couple of
integers: the process number on which it occurs, and its rank on this pro-
cess. Figure 1 displays a distributed computation in the classical space-time
diagram. Observable events are denoted by black dots; exchanges of messages
are represented by arrows going from one process line to another one. Lpos

b

a11%12 a 13
P ’ .7 .7
b cf 62,2\612,3//

2 —@ L 7 L 4

2,1

€
P3 1
3,1

TR
Py @

1,1 4,2

?

Figure 1: A distributed computation C.

3 oriented

can be usually represented by a covering graph (or Hasse diagram)
bottom-up (canonical representation). In such a graph « < y iff there exists
a path from z to y. Figure 2 displays the lpo C' associated with the distributed

computation of Figure 1.

?This is easily achieved in this model by associating with each observable event, the
process number on which it occured.

3In a covering graph only non reflexive and non transitive edges are drawn, i.e. there is
an edge between z and y iff z <, yand Az € O:z <, zand z <, y.
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L, | @42

Figure 2: The covering graph of the Ipo associated with C.

3 Specification of properties

3.1 Language associated with observable events

With each observable event x can be associated the set of its causal predeces-
sors; this set is denoted |, x. It is formally defined as:

lox={y€0:y<, z}

Some of the causal predecessors of & constitute the set of its immediate pre-
decessors (the predecessor nodes in the covering graph); this set is denoted
by: ‘
l;mx = maz< (lox)

where y € maz<_(X) iff y € X and Az € X,y <, z (such an y is called a
mazimal event of X). For example, in Figure 1, the second observable event
on process Py (event (4,2)), labeled f has two immediate predecessors, one on
P, (event (2,2), labeled by ¢), and one on P3 (event (3,1), labeled by e). Note
that event (4,1) precedes the event (4,2) but not immediately.

INRIA
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More generally, the set of all maximal paths (in the covering graph) ending
at an obervable event x can be associated with it. These paths form words on
¥* when considering the labeling function A; let us denote by £(x) this set of
words.

Definition 2
L(x) constitutes the language associated with the observable event x.

In Figure 2, we have £((1,3)) = {abda, cbda, ccda, feda}. The elements of L£(x)
correspond to the “longest control flows” that are needed to produce z. We can
see that, in the previous example (Figure 1), the path aba, including only events
produced by P; is not a “longest control flow”. The set of all these maximal
sequences is sufficient to include all the observable events that causally occured
before a given observable event z.

Additionally, considering maximal sequences provides a general framework
allowing one to decide wether or not two distributed computations are different,
as far as causal relationships are concerned, with respect to some property.
For example, consider the two distributed executions depicted in Figure 3. In
this figure, suppose that we want to check whether there is a sequence like
abb. We can see that, by not considering maximal paths, we are not able to
distinguish between F; and F; as in both cases the answer is “yes”. Whereas,
by considering maximal paths, the answer is false for £;.

El E2

Figure 3: Distinguishing two distributed computations

RR n°2595
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3.2 Specifying properties

Specitying properties by set of words is commonplace. We consider here regular
languages, i.e. properties which can be specified by finite automata®. So a
property is described by an automaton® ® = (X, Q, qo, 6, F') where:

e Y is the alphabet (labels of observable events);
o () is the set of states;

® (o is the initial state;

e 0 CQ x AXxQ is the transition function;

o [ C @ is the set of final states.

L(®) will denote the language recognized by ©.

Considering an observable event z the basic question we want to answer
concerns the validity of a maximal sequence terminating at z: “Does a word
of L(z) belong to L(®)?” More formally, the satisfaction rule is defined by:

Definition 3 (Satisfaction rule)
Vee O,z =@ & L(z)NL(D)#D

Among the properties that can described by such automata we find the
analogs (obtained by replacing predicates by labels) of the “linked predicates”
introduced in [10] and of the “atomic sequences of local predicates” introduced
in [6]; (see Figure 4).

4Other kinds of specification languages could be considered. The important thing is that
the concept of state can be defined (given by an operational semantics of the specification
language for example). One can think to use “real” formal description techniques like SDL,
State-charts, and so on.

5Note that it can be non deterministic.

INRIA
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13@ a f 49 E\d

y Q/ \%C)R o
b / acf d
120 - 22 ¢31 ¥\ ab
e Y\e by
\ ol o
11
P N,

Figure 4: Detecting “a,c or f before d”(®;) and “c before a without b in
between” (®3): (1,3) | @1, =((1,3) = =®2) and (1,3) =

4 An on-the-fly analysis algorithm

To answer the question “z |= ®” on the fly and without delay we have to
confront a partial order, incrementally defined, to an automaton. We first show
that this question can be answered by associating a set of states of the automa-
ton with each observable event. Then we show that, for each observable event
x, such an association can be done on-the-fly and without delay if we know
the states of the automaton associated with the observable events preceding
immediately x (the set of these events is l;mx). Consequently, the algorithm
proceeds inductively along causal paths; its most subtle part resides in de-
tecting whether an observable event is an immediate predecessor of another
observable event.

RR n°2595
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4.1 An incremental analysis

Consider an observable event z. Let ®(z) be the set of states reached by the
automaton by analyzing all words of £(xz):

O(z) = 6"(g, £(2))

where 6* is the transition function of ® extended to words:

0 (qo, u.x) = 6(6"(qo,u), )
60"(qos€) = {qo} where € 1sthe empty word.

We have:
tEPS Q)N F#0

The important point is that £(z), and thus ®(z), can be incrementally com-
puted, as shown by the following proposition.

Proposition 1

Vee 0, ®z) = §(0(1)%),\x))
®(0) {90}

Proof:
L(z)= C(l;m:l:).)\(:c) if we note £() = €. Thus ®(0) = 6*(¢., £(0)) = 6" (o, €)
= {¢,} by definition of ¢6*. Second, ®(z) = (5*(qo,£(l;mx).)\($)), and by
definition of 6*, ®(z) = 6(6*(qo, E(l;mx)), A(z)). This leads to the propo-

sition.

INRIA



On-the-fly analysis of distributed computations 13

4.2 Principle of the algorithm

The computation of ®(z) for each observable event z is distributed among
the processes. The non local information is acquired by piggybacking control
information on messages. The automaton ® is known by all the processes. Each
process P; is endowed with two arrays: LO;[1..n| and SLO;[1..n]. The idea is
that at every moment LO;[j] contains the last observable event on P; in the
causal past of the current event t € E;. SLO;[j] contains the state information
O(LO;[y]) if LO;[j] is a maximal event in the set of the last observable events
Urer..n LO;ik]. SLO;[j] takes the value §) otherwise. More precisely:

Definition 4 Vi € E;, Vj € 1.n
LOi[j](t) = maz< (l,tN0O;)
SLOj]) = ®(LO:[j](1))
if LOi[j](t) € max< (| LOi[K](1))

k€el..n
= ( otherwise

For a process P;, and for the next observable event x that will occur on
P;., LO; gives the n potential candidates to be immediate predecessors of z.
When x occurs, the information about states of the automaton is present in
SLO;. According to the previous definition, ®(z) can be computed by using
the following rule:

Vo € O;, ®(x)=6( | SLO:[j](2), \z))

j€El.n

4.3 Construction of the algorithm

The algorithm may be designed inductively. Supposing that ®(y) is correctly
computed for all the observable events in the past of a current event ¢t € E;,
the question is to derive for each event ¢ occuring on F;, the code that correctly
computes LO; and SLO; according to their definitions.

Initially: there is no observable event.

Vj € l.n, LOj] =0 and SLO[j] = ®(0) = {q.}.

RR n°2595
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Upon observation of z on P;: z becomes the last observable event on P;.
The last observable event on P; (j # ¢) known by P;, remains unchanged. Thus
LO;[i] becomes {z}. x is also the only maximal element of U.¢, ,, LO;[j] since,
by definition of LO;, all the LO;[j] are in the past of . Thus SLO;[i] becomes
6(Ujer.. SLO;[j](x), A(x)). The other components of LO; are not maximal and
then, by definition, Vj # i, SLO;[j] becomes 0.

Upon sending a message from P;: LO; and SLO; do not change. They
are piggybacked on the message in order to propagate control information.

Upon receiving a message from Py, transporting LO, and SLO;: this
is the most subtle part of the algorithm. We proceed componentwise by com-
paring the relative sequencing of the event LO;[j] (the last observable event on
P;, known by P; before reception) with respect to the event LOg[j] (the last
observable event on P; known by P, when it sent the message).

Note that LO;[j] and LOy[j] are necessarily ordered since they occured on
the same process P;. Thus we have to consider three cases: LO;[j] <, LO[j],
LOy[j] <, LO;[j] and LOy[j] = LO;[j] (same event). These cases are illustrated
in Figure 5.

b
b

LOi[i]  LO{j
O [5] O;[4]

Figure 5: Relative sequencing of LO;[j] and LO[j].

INRIA
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case 1:

case 2:

case 3:

SLOJ5] | @ X 0 X

SLOk[s] | 0 X | X 0

new

SLO:[5] | ® X 0 0

Figure 6: Values of SLO;[j] and SLO[j], and expected result.

LOj] <, LOWj].

In that case the last observable event on P; known by Pj occured after
the one known by FP;. The last observable event on P; known by F; is
now LOg[j], and the corresponding value of SLOy[j] has to be registered.
LO;[j] is updated to LOg[j] and SLO;[j] is updated to SLO[7].

LOWj] <, 1O
This is the symmetrical situation. The values known by F; must be kept.
There is nothing to do.

LOu[j] = LOL).

Here, P; and Py refer to the same event on P;. Let us remark that if
SLO;[j] and SLO[j] are not empty, they have the same value: this is
because the function ® has been computed for this event by process P;
and remained unchanged until it is set to empty. The situation is sum-
marized in Figure 6, where we consider the respective values of SLO;[j]
and SLOg[j], which are § or a non empty set X. The event LO;[j] is not
maximal if it is already known as non maximal by P; or P. This is why
the new value of SLO;[j] is not empty if and only if its previous value on
P; and SLOg[j] are both non empty. In that case, the value of SLO;[j]
remains the same. In other words (see Figure 6), SLO;[j] is updated by
setting it to empty only when SLO;[j] # 0 and SLOx[j] = 0.

RR n~°2595



16 E. Fromentin, CIl. Jard, G.V. Jourdan, M. Raynal

In the algorithm an observable event is represented by its rank on the pro-
cess which produced it. In others words each LO;[j] can be coded by an integer.
Moreover the local sequencing <. is then just the usual order on integers®. The
algorithm is defined by the four following statements S1 to S4 executed by each
process P;.

6The array LO; is implemented by using the vector clocks proposed by Fidge and Mattern
2, 9].

INRIA
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Algorithm

Control Variables:

LO;[1..n] of integer;
SLO;[1..n] of set of states (29);

S1: initialization:

Vj € l.n: LO,[j] := 0;
Vj € l.n: SLOJj] :={qo};

S2: When P; produces an observable event x:
LO;[i] := LO;[1] + 1;
SLO;i[i] :={6(¢, M), Vq € Uper., SLOi[k]};
Vi€ l.n,j#1:SLOJj] := 0;
% ®(x) = SLO;[1] %

S3: When P, sends a message to Pg:
LO;[1..n] and SLO;[1..n] are added to the message;

S4: When P; receives from Pj a message

piggybacking LO, and SLO:

Vj€el.n:do
case

LO:[j] < LO.[j] then SLO,[j] := SLOW[I;
LOJ] = LOLj

LO:[j] > LO4[j] then skip

LOi[j] = LO,[j] then if SLOi[j] # 0 and SLO.[j] = 0
then SLO;[j]:=0
fi

end-case

RR n~°2595



18 E. Fromentin, CIl. Jard, G.V. Jourdan, M. Raynal

5 Particular Cases

According to the position of observable events with respect to communication
events, several particular cases can be defined. In all these cases the analysis
algorithm simplifies.

5.1 Non invisible process participation

In this case we assume there is at least one observable event during any interval
of a process beginning with a receive event and ending with a send event.
This assumption, called “non invisible process participation”, is described in
Figure 7.

oy
/ Vo

Figure 7: Non invisible process participation.

This assumption has the following immediate consequence: when a process
P; sends a message we have always:

SLO k] =0, Yk € l.n, k#1
It follows that only the vector LO;[1..n] and the set SLO;[i] have to be piggy-
backed. Statement S3 and S4 can be simplified accordingly.

5.2 Non invisible communication

Here we assume all communication events are observed in the following way:
there is always an observable event just before every send event and just after
every receive event. In that case each observable event = occuring on P; has

INRIA
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only one or two immediate predecessors: in the case of two predecessors, one
on P; and another on the process which sent the last received message. In
Figure 8, x has two immediate predecessors z and y; z’ as only x as immediate
predecessor ((¢,2') is not an edge on a “longest control flow”).

Py, ° °

Figure 8: Non invisible communication.

It follows from this simplifying assumption that the array of sets SLO;[1..n]
can be just represented by a single set, since there is only one component which
is not empty.

6 Concluding remarks

A general algorithm working on the fly and without delay has been introdu-
ced to analyze distributed computations. It associates with each observable
event x of the computation the set of the longest control flows (sequences of
observable events) that terminate at this event. A labeling function allows the
user to consider these sequences as words on some alphabet and the algorithm
checks whether these words belongs to some language (defined by a finite state
automaton). It has been shown that according to the constraints on the posi-
tion of observable events with respect to communication events, the analysis
algorithm can be simplified.

This work is in continuation of previous works on on-the-fly distributed
detection of predicates. It generalizes some of them and provides a good des-
cription power for the specification of properties while keeping an efficient and
simple distributed detection algorithm. For example, the algorithms introduced
in [4, 10] to detect linked predicates and the algorithm which detects regular

RR n°2595



20 E. Fromentin, CIl. Jard, G.V. Jourdan, M. Raynal

patterns in distributed computations introduced in [3] are two particular cases
which consider all control flows ending at observable events (and not only the
maximal ones). Moreover, it appears that the algorithm described in [1] that
computes the immediate predecessors of an observable event & constitutes the
core of the verification algorithm that has been introduced.
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