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analyses for functional languages. We put forward a methodology for defining a static
analysis by successive refinements of the natural semantics of the language. We use paths as
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Dérivation d’analyseurs de programmes fonctionnels
a partir de propriétés de chemin d’une sémantique
naturelle

Résumé : Nous préconisons |'utilisation d’une sémantique opérationnelle comme base de
spécification d’analyses de programmes pour les langages fonctionnels. Nous mettons en
avant une méthodologie pour définir une analyse statique par des raffinements successifs de
la sémantique naturelle du langage. Nous utilisons les chemins comme une représentation
abstraite d’arbres de preuve et nous fournissons un langage pour définir des propriétés en
terme d’équations récursives sur les chemins. Nous montrons la spécification de plusieurs
propriétés standards sur les chemins (nécessité, absence, unicité, ...) et la dérivation méca-
nique des analyses correspondantes.

Mots-clé : langages fonctionnels, sémantique opérationnelle, analyse de nécessité, analyse
de chemin, optimisation de compilateurs.



Derivation of static analysers of functional programs from path properties of a natural semantics3

1 Introduction

We first describe the general motivation of the work presented here before summarising the
main results developed in the body of the paper.

1.1 Motivation

Because optimising compilers are crucial for the implementation of functional languages,
the static analysis of functional programs has received considerable interest during the last
decade. In particular a number of sophisticated frameworks and algorithms have been pro-
posed for strictness analysis [3, 12], path analysis [1, 2, 17] and single-threading [9, 16].
The correctness and the accuracy of the analyses have been extensively studied and several
techniques have been proposed recently to improve the efficiency of the analysers [10, 15].

Despite the fact that abstract interpretation was originally defined in an operational
framework [5], most of the analyses for functional languages are based on abstract inter-
pretations of denotational semantics. While this may be understood as a natural choice in
the context of functional languages, this bias has unfortunate consequences. One significant
shortcoming of the denotational approach is the fact that the connection with the optimisa-
tion which is supposed to be the initial motivation for the analysis may become less obvious.
As an illustration, [4] and [8] use continuations to prove the correctness of strictness-based
optimisations. This task is far from being trivial. An essentially operational property (nee-
dedness) is recast in the denotational framework (strictness) for the sake of the analysis, to
be then used in an operational framework (abstract machine or compiler). Of course we can
resort to continuations to recover evaluation order in a denotational setting but this may not
be the most natural way to proceed. More importantly, this may preclude the application
of the techniques developed in the functional community to other families of languages.

We focus on the practical advantages of operational semantics for program analysis
in this paper. We put forward a methodology for defining a static analysis by successive
refinements of the natural semantics of the language. We illustrate the methodology with
the specification of several standard properties on paths (neededness, absence, uniqueness,

..) and the derivation of the corresponding analyses.

1.2 Outline

The framework we put forward involves two main steps for the refinement of the natural
semantics of the language:

1. The definition of a function mapping proof trees in the natural semantics into abstract
proof trees. Abstract proof trees extract from the sequents the pieces of information
which are relevant to the class of analyses under consideration. We choose an abstrac-
tion in terms of paths (or sequences of variables) in this paper.

2. The definition of specific properties expressed in terms of recurrence equations on
abstract proof trees.

RR n~ 2607



4 Valérie GOURANTON et Daniel LE METAYER

We provide a syntax for proof trees and we define their abstraction in terms of paths.
Paths are constructed from basic elements (the empty path * and singleton paths < z >)
and the concatenation operation @. They record information about the application of the
rule for variables in the operational semantics. The properties of interest are defined in
a language including user-defined basic properties, conjunction and “arrow properties” of
functions. As an illustration, we show the definition of the property that a variable x is
needed in a path:

Need x(’\) = false
Need x(<=’L‘>) = true
Need x(<a>) = false

Need x(pl Q@ pq) Need x(pl) V Need x(pg)

A generic inference system is constructed from the natural semantics and the path abs-
traction function. For instance, the generic system includes the following rule for the condi-
tional (P is a side condition whose precise definition is not significant at this stage):

F'kyer:m Thyjesimy T'hjez:ms

COND
I'l, cond(eq e e3) : §;

lf P(’:‘Tl,ﬂ'z,’/'rg,(si)

Specific systems can then be derived automatically from the generic system and the
definitions of properties. For instance the following two rules are derived from the above
generic rule for Need *:

I'Fper: Need ©
I'F, cond(e; e; e3) : Need ©

COND!

[b,es:Need® Thpes: Need®
I'F, cond(e; e; e3) : Need ©

COND?

The derived inference systems are associated with efficient inference algorithms exploiting
the notion of “lazy type inference” introduced in [10]. The algorithms are expressed as
syntax-directed and deterministic inference systems.

Apart from neededness analysis, we consider the following properties in this paper:

1. Pred ®¥ which is satisfied if any occurrence of y in a path is preceded by an occurrence
of z. This property can be used to show that a variable has already been evaluated at a
particular point in the program; it can be exploited to avoid tests in the implementation
of lazy functional languages.

2. Un ® which holds if z cannot appear more than once in a path. This information can
be used to show that a variable can’t be shared and so there is no need for updating
the heap after its evaluation.

INRIA
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3. Naft ©¥Y which means that there is no occurrence of y after an occurrence of z in a
path. This property is useful in the context of in-place updating to detect the last
occurrence of a variable.

4. Abs * which characterises paths without any occurrence of x. Abs  is used in the
definition of the above properties.

For each of these properties, we provide its initial specification in the language of pro-
perties and we show the derived inference system.

In section 2 we introduce the natural semantics of the language, the path abstraction
function and the instrumented path semantics. Section 3 defines the language of properties
on paths and the generic inference system to assign properties to expressions. We establish
the correctness of the system with respect to the instrumented semantics. In section 4 we
provide a mechanical procedure for the specialisation of the generic inference system with
respect to specific path properties. We give the specification of several path properties and we
show the corresponding specialisations of the system. Section 5 discusses the lazy inference
algorithm associated with the generic system. Section 6 is a review of related work and a
section 7 discusses avenues for further research.

2 Natural semantics and path semantics

We consider a non-strict simply typed functional language whose syntax and semantics are
defined in Figure 1 and Figure 2. Variables b, e and v range respectively over B, E and
V. The environment ' + [z : (I, €)] is like I except that z is attached the value (I’ e) and
['[z : (I', e)] denotes an environment associating « with the value (I, €). In order to describe
the abstraction, we define the syntax of proof trees and paths.

PT = [A,S] | [SR,S,PT] | [MR,S, PTy, PT5]
S = [Env,E,V]

A u= VAL | A

SR := VAR | FIX

MR == APP | OP | COND, | COND;

P

A | <zr> | PL@PpP,

In the definition of PT (Proof Trees), A, SR and M R represent respectively axioms,
single-premise rules and the multiple-premises rules. S is the category of sequents.

DEFINITION 2.1 We write Prooftree(ty,s,pt) if pt is a proof tree of the sequent s in the
inference system by

We can now define the function A, which abstracts the path information from a proof
tree (following our convention, lower-case variables range in the corresponding upper-case
domains):

RR n~ 2607



6 Valérie GOURANTON et Daniel LE METAYER

DEFINITION 2.2

A, : PT—P
A, [a,s] = A

A, VAR, [T, z,v],pt] = <z>Q(A4, pt)
A, [FIX, s, pt] = A, pt

Ap [mr, Saptlapt2] = (Ap ptl)@(Ap ptZ)

The instrumented semantics derived from this abstraction is shown in Figure 3. The
result of an evaluation in the path semantics is a pair < wvalue,path >. The following
correspondence property can easily be proven by recurrence on the structure of proof trees:

THEOREM 2.3
I'tie—v & Thie—<v A, (pt)>

where  Prooftree(t-, [T, e, v], pt)

Expressions
E.==z | B | Az B | E1 Op E2 | COlld(E1 E2 Eg) | E1E2 | fix AfAZ‘E
B ::=true |false | n

Environments Terminal values

Env:=0| Envi + [z : (Envs, E)] V=B | (Env,A\z.E) | V; Op V;

Figure 1: Syntax of the language

3 The generic inference system

As we mentioned in the introduction, we are not interested in path analysis per se in this
paper. We rather see the path semantics as an intermediate step towards the definition of
an analyser. The next step consists in expressing in terms of paths the set of properties of
interest. In this section, we present the language of properties and a generic inference system.
The next section shows the definition in this language of several specific properties and the
specialised inference systems they yield. The syntax of properties is presented in Figure 4.
The language looks very much like a type system with conjunction and basic types é;, True
and False. Simple properties apply to paths and arrow properties characterise functional
behaviours. The basic properties §; are defined by the user in terms of their characteristic
function 6; as shown in Figure 4. The characteristic function must be defined for each form
of path (empty path *, singleton path < z > or concatenation p; @ ps). The z; are the
variables which are significant for the defined property (like z in Need *) and « stands for
other variables. The definition of Need © in the introduction is an illustration of this syntax.

INRIA
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[VAL] Th,b—b

[A] T ks Aze — (T, Az.e[z/z])

where z is a fresh variable

IMFse—wv [oP] I'kFeer —v1 TID'Fsea — vg
Mz: (I, e)]Fez— v I'ksep Opes — vy Op e

[VAR]

T'Fseg —true Thiey — v Fkeey —false Thges — v
[COND] I'tecond(e; ez e3) = v [CONDy] I'tscond(e; ez e3) — v

L+ [f: (T fix AfAz.e)]bs Aze > v
[F1X] Ik fix Afdze— v

[APP] Phser — M dze)) T4z (De)]bFse] — v
I'Fserea — v

Figure 2: Natural Semantics of the language

[VAL] T kb — <b, >

[A\] Tk; Aze — < (T, Az.e[z/z]), ">

where z is a fresh variable

IMbie— <v,p>
[VAR] [z : (I,e)] F; ¢ — <v,<z> @ p>

Phier — <wvi,p1> Dhyes — <wva,pe>
[OP]
I'Fie1 Opes — <vi Op vz, p1 @py>

T'k; e — <true,p> T'F; e — <v,9>
COND
[ t] I't; cond(e; ez e3) — <v,p @g>

I'k;e1 — <false,p> I'F;es — <v,g>
COND
[ ] I't; cond(e; ez e3) — <v,p @g>

[FIX] T+ [f: (T, fix AfAz.e)]bF; Az.e — <v,p>
Ik, fix MfAz.e — <v,p>

[APP] Chier — <, Azel),p> T'+[z:(De2)]Fie] — <v,g>
Ckielea — <v,p@g>

Figure 3: Instrumented path semantics

RR n~ 2607



8 Valérie GOURANTON et Daniel LE METAYER

Note that true and false are boolean values whereas True and False are simple properties
in the language. Symbols A and V are overloaded but no confusion should arise from this
abuse of notation.

The semantics of simple properties is defined by the function S which returns the set of
paths satisfying a given property:

DEFINITION 3.1

S:7—P (P)
S(8:) = {p | 6i(p) = true}
S(True) = P
S(False) = 0
S(my Amg) = S(m)NS(mwa)

The inference system for properties is defined in Figure 6. It makes use of a partial
ordering on properties defined in Figure 5.
Before presenting the inference system for properties, we introduce a convenient notation:

DEFINITION 3.2

Let the disjunctive normal form of 6;(p1 @ po)

n  kj lj
VA Sac) A\ Go(p2)
i=1 k=1 =1
We note
kj 1
A=A, 7)) |7l = N\ ba and 7h =\ 6,}
k=1 =1

As the following lemma shows, A(8;) provides sufficient conditions on p; and ps for
p1 @ ps to satisfy é;.

LEmMA 3.3
(w1, m2) € A(6;) and p; € S(m1) and py € S(m2)
= p1 @py € S(6;)

The rules in Figure 6 can be understood by comparison with their counterpart in Figure
3. The partial ordering is used in some rules to extract 8; from 6; A ... A 8,. Functional
expressions may satisfy simple properties on paths (like Need ) accounting for the evaluation
path for their reduction to weak head normal form (lambda abstraction) and arrow properties
(like Need ® — Need ¥) accounting for their functional behaviour. This explains why +,

INRIA
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Basic properties

Language of properties E(/\) =co
m = 6; | True | False | m1 A 2 (simple) 6_i(<1;1 >)=o¢
fuo=m|mAg|d (general)
b =01 =02 | 1 A2 (functional) 6_z‘(<_/['n>) =cn
$i(<a>) = cnt1
. 8i(p1 @ p2) = exp
Environments c = true | false

Envp =0 | Envp + [z : 6]

exp n=c | E(pl) | E(pg) | exp1 A expy | exp1 V exp,

Figure 4: Syntax of properties

056’ QSTI'HQ Falsegé’ 959/\6’ 6’1/\6’2591 91/\6’2592

6, <6 6,<0), 61 <0, 0,<0)

m 61/\62561/\95 (91—>02)/\(€1—>€3)S€1—>(€2/\93)

Figure 5: Partial ordering on properties

includes two rules for most of the syntactic constructs of the language (see APP; and APP,
for instance): the first rule is used to prove simple properties and the second one to prove
arrow properties.

In order to relate the inference system I, with the operational semantics of the language
Fs, we need to introduce a consistency relation between environments.

DEFINITION 3.4 (Consistency)

Cons(<v,p>,0) = Consy(<v,p>,0) and Conss(<v,p>, )
Consy(<v,p>,0) = (8 <7 =pe S(m))
Consg(<(T, Az.e),p>,0) =
(6 <601 —02 and Corr.((1,€e1),61) =
Corr,((T + [z : (T'1,€1)],€),02))

DEeFINITION 3.5 (Correlation)

Corre((T',€),0) = (I' F; € — <w, p> = Cons(<v,p>,0))
Corry(I';,Ty) =Va. Corre(Ti(2),T4(2))

Cons is expressed in terms of Cons; and Consg which handle of respectively the simple
properties part m and the functional properties part ¢ of a conjunction @ A ¢. Cons applies
to pairs < v,p > which are terminal values in the instrumented semantics. Corr, and
Corr, define correlation relations between closures and properties. The mutually recursive

RR n~ 2607



10 Valérie GOURANTON et Daniel LE METAYER

[TRUE] T b, e: True [VAL] T'kgb:68; if e S(8)

'kge:th D'EFge:bs
Fl—ge:é’l/\éb

[CONJ]

[VAR1] Tz :0z]Fgz: 6 if (m,m) € A(6;) and T (<z>) and 85 < o

[VARy] Iz : 0] Fgz:¢ 0<¢

L+ [z:61]Fge[z/z] : 62

[A1] Tr, Owe) 01 = 63 where z is a fresh variable 2] Thg (Aze): 6 if N e S(6)
[APP:] Fkger:m F;g}_?e;zz :—(;;Tz Dhgex:bs if (my,m2) € A(S:)
[APp,) i = et il
g THEOIE a0 66 Thasin Tracins 1
[COND,] Lfecrim UVFeeaim UhFgeaime o v s(s) and (m1,m) € AGS)

'ty cond(e; ez e3) : 6;

MkFgex:¢p I'kges:o
kg cond(e; ez e3): ¢

[COND,]

Figure 6: General inference system

INRIA



Derivation of static analysers of functional programs from path properties of a natural semanticsl1

definitions of Cons and Corr, are well founded because we consider a typed language. We
can now establish the correctness of the inference system as follows.

THEOREM 3.6
Ve. VI;. VI,. Corry(I;,Iy) and Ty by e:0 = Corr.((Ts,€),0)

The proof of this theorem can be made by recurrence on the proof tree of I'y F, e : 6.
We just study the cases for [VAR,] and [APP;] here:

Case [VAR,]: We have:
Lyle: 0]k, 26 if (m,m) € A(S;) and Ti(<z>) and 6, < 7

Ik e — <v,p>
Lifz: (I, e)] ki 2 — <v,<z> Qp>

We have
Corry(Ls[z : (I, €)], Tylz : 6,])

and
I'ke— <v,p>

which entails
Cons(<v,p>,0;)

from the definition of Corr,. Thus p € S(w3) from the definition of Cons.
But <z> € S(m) , so, from lemma 3.3 (<z>@p) € 5(4;)
which entails

Cons(<v, <z> Q@ p>, ;)

and

Corr((Ti[z : (I, €)], ), &)

Case [APP;]: We have

Fybger:m Iybger 00 —m Iybgen:0s
Iybgeren:6;

if (’:‘Tl,ﬂ'z) € A((SZ)

Tibier — <(T Azel),p1> T4 [z: (T, e2)] i€ — <v,pa>
[;Fieres — <v,p1 @pa>

RR n~ 2607



12 Valérie GOURANTON et Daniel LE METAYER

Three properties follow from the induction hypotheses:
(1)  Cons(<(I', Az.€}), p1>,m1)

(2)  Cons(<(T',Az.€}),p1>,02 — 72)
(3)  Corr.((Ty,e2),02)

(1) entails p; € m; and (2) and (3) entail

Corr.((T" + [z : (T, €2)], €1), m2).
So ps € w3 and, from lemma 3.3, we have

(p1 @py) € S(6;) and Corr.((T;, e1e2),6;).

The definition of Corr, involves a condition I' F; e — <w,p> which means that the
correctness theorem does not provide any information for expressions which are not well-
defined in the original semantics (non-terminating expressions for example). The following
definition allows us to characterise properties which cannot be satisfied and the subsequent
corollary (which follows from the correctness theorem) shows that our language of properties
can also be used to prove that an expression is not well-defined.

DEFINITION 3.7

(m) =(S(m) = 0)

(7 A ¢) = (Empty(m) vV Empty(o))
Empty(é1 A ¢2) = (Empty(d1) V Empty(¢2))
(01 —02) = (Empty(0,))

COROLLARY 3.8
Ve. VI;. VI',. (Corry(T;,T,) and Ty F, e : 6 and Empty(0)

>Av.I;Fse—w (e is not well-defined)

4 Derivation of specific inference systems from speci-
fications of properties

In this section we show how specialised inference systems can be derived from the general
inference system is defined in Figure 6. First we present a mechanical procedure which
returns a specialised inference system is, from the general inference system s, and a specific
property p. Then we provide the definition of several standard properties (using the syntax
defined in Figure 4) and we show the derivation of their associated inference systems.

INRIA



Derivation of static analysers of functional programs from path properties of a natural semanticsl3

4.1 The specialisation procedure

First we define the syntax of inference rules as follows:

IR = (R,C)

R L= [A,S] | [Rlasasl] | [RQ,S,Sl,SQ] | [R3,S;SI:S2153]
S == [Env,E 0] | 0, <0,

C == Condition | 0

IR represents an inference rule: it is made of a rule and a condition (which may be
empty). In the definition of R (Rules), A is the name of an axiom and Ry, Ry and Rj are
names of rules with respectively one, two and three premises. S is the category of sequents
and 6 is a general property (see Figure 4). An inference system is is defined as a set of
inference rules (see Figure 7).

The specialisation procedure Spec is defined in Figure 7. It takes as argument a property
D (defined using the syntax of Figure 4). It returns a specialised inference system which
is computed from the general inference system is, using the production rules defined by
the relation ~+. Note that each rule of the general system can produce several rules of the
specialised system (or no rule at all) according to ~.

4.2 Derivation of specific inference systems

We illustrate the specialisation procedure by showing the definition of several standard
properties in our framework and deriving the corresponding instantiations of is, using Spec.
Figure 8 contains the definitions of the properties Need *, Abs ©, Pred ©¥, Un © and Naft ©¢
which were introduced in section 1.2. These definitions should be obvious. Let us now focus
on the derivation of the specialised inference systems. We only consider the systems for
Need © and Pred ©¥ in this section. The interested reader can find the systems corresponding
to Abs ¥, Un © and Naft ©¥ in the appendix.

Some of the side conditions of the inference rules of is, are empty. These rules appear
in every specialised system (see the first rule in the definition of ~). They are gathered in
Figure 10. The specific rules for Need “ and Pred ®Y are presented in Figure 11 and Figure
12. Let us consider for instance the rules corresponding to VAL and VAR, and show how
they result from the application of Spec.

Case VAL: We have:

( [VALa[Fa b, 62] ]’ he 5(62) )a p M( [VAIH[F: b, p] ],@) if ﬁ(l\)

For Need ©, there is no instantiation of the rule VAL in Figure 11 because, from the
“ - T

definition of the property Need ©, we have Need (") = false. For Pred ¥, we have

—

Pred ’y(’\) = true, and:

( [VAL,[T, b, &]], » € S(&) ), Pred ** ~ ( [VAL, [T, b, Pred ®¥]],0 )

Case VAR;: We have:

RR n~ 2607



14 Valérie GOURANTON et Daniel LE METAYER

IS = P(IR)
ts;, = the general inference system defined in Figure 6
Spec: P — IS

Spec o = {ir, | iry € isy and ir,, P~ ir,}
(R,0), p ~ (R,0)
( [VAL,[L, b, &]], € S(8:)), p ~ ([VAL,[L, b, p] ],0) if p(")

( [VARy, [[[z: 0;], @, &]], (w1,72) € A(é;) and 7Tr(<z>) and 0, < @2 ), P ~
( [VARI | [T[z:0,], =, p] ], 6. <7 ) if (zf, 7)) € A(p) and 77 (<a>)

( P‘Qa [Fa (/\;r.e), 61] ]’ he 5(62) )a p M( [/\Ea [F: (/\I'e)a p] ]:0) if ﬁ(/\)

( [APPl,[F, €1€2, 62] a[ra €1, ﬂ-l] :[Fa €1, 62 - WZ] ;[Fa €2, 92] ]; (W1;7T2) S A(él) )1 ﬁ

s

([APPL,[T, eres, p] [T, e1, ], [T, €1, 02 — @] [T, eq, 6], 0) if (x1, 7)) € A(p)

( [OP, [Fa €1 Op €2, 62] :[Fa €1, ﬂ-l] a[ra €2, 772] ]: (71-1:71-2) EA((SZ) ): ﬁ ~
( [OPj,[F, e1 Opes, p] [ e, ﬂj] [T, e, ﬂé] ], (D) if (7{17{;) € A(p)

( [CONDla [F: cond(el €32 eS)a 62] a[F: €1, ﬂ-l] J[Fi €32, 71'2] 1[Fa €3, 73] ]J
(m1,m2) € A(6;) and (71, 73) € A(6;) ), D

s

( [COND!,[I', cond(e; €5 €3), p] [, €1, ], [, es, 7] [T, es, 5], 0)
if (71'{, ’:Té) € A(p) and (71'{, 7rj) € A(p)

Figure 7: Specialisation procedure

INRIA



Derivation of static analysers of functional programs from path properties of a natural semanticsl5

( [VARy, [[[z 2 0.], @, &]], (m1,m2) € A(&) and Ti(<z>) and 0, <72 ), p ~
( [VAR],[[[z: 0], z, p]], 0. <) if (7, 7)) € A(p) and 77 (<z>)

A(Need ™) contains two elements (Need “, True) and (True, Need “), so we have two
cases:

1. (Need “, True) € A(Need ) and Need x(<;13>) = true, and we have the production:

( [VARy, [T : 0;], z, 6] ], (w1,m2) € A(6;) and 7r(<e>) and 0, < 72 ), Need 7
( [VAR:,[[[z : 6,], x, Need “]], 0)

The empty condition is generated because 6, < True is an axiom of the partial
ordering on properties in Figure 5. Furthermore there is no condition on 8,, which
justifies the simplification in Figure 11.

2. (True, Need ©) € A(Need ©) and True “(<a>) = true, and we have the production:

( [VARy, [T : 0a], @, 8] 1, (71, m2) € A(8;) and 71(<a>) and 0, < 72 ), Need S
( [VAR?,[[[a: 0,], o, Need *]], 0o < Need )

The treatment of this case for Pred ©¥ is similar.

To conclude this section, Figure 13 introduces two small examples and shows the kind
of properties that can be proven in the specific systems.

The notation Z stands for A{8; € Prop | &(< = >)}. It is the conjunction of all the
properties that the singleton path < & > satisfies. Prop is the finite set of properties under
consideration. If we consider for instance the set of variables {z,y, z} and the corresponding
Need and Pred properties, we have:

Z = Need © A Pred Y A Pred ®* A Pred Y% A Pred *Y

This notation is convenient and it represents a more informative property than the very
weak True.

We should stress the fact that the variable names used in the definition of functions
are entirely irrelevant because variables are systematically renamed by « conversion in the
semantics of the language. We have shown the type f: Need © — True — Need © for the
sake of clarity but we could have chosen as well f : Need ¥ — True — Need Y. The function
f" is introduced to show that the first occurrence of z in the definition of f represents the
first access to # in any path. To do so, we need to distinguish the first occurrence which is
done by adding one argument to the function as shown in Figure 13 (the same technique
is used in [2]). Similar properties concerning the last access to a variable or the unicity of
accesses can be derived using the systems described in the appendix.
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Need *(M)
Need *
Need *
Need

Tn *(M)
Un I(<oz>)
Un *(p1 @ p)

Naft “% (M)
Naft x’y(<oz>)
Naft “%(p1 @ ps)

false
true
false
Need Z(pl) V Need Z(pg)

true
false
true
Abs “(p1) A Abs *(p2)

true
true
false
true
Pred ** (p1) A (Need *(p1) v Pred " (p2))

true
true
(Tn *(p1) A Abs “(p2)) V (Abs “(p1) A U *(p2))

true
true _ _ _
(Abs “(p1) A Naji “¥ (p2)) v (Abs Y (p2) A Naft “¥ (p1))

Figure 8: Definition of specific properties

A(Need *) = {(Need *, True), (True, Need *)}

A(Abs ¥) = {(Abs ©, Abs ®)}

A(Pred ®¥) = {(Pred ¥ A Need *,True), (Pred ©¥, Pred ©¥)}

A(Un *) = {(Un *, Abs ®), (Abs =, Un ®)}

A(Naft ©¥) = {(Abs *, Naft ©¥), (Naft *¥, Abs ¥)}

Figure 9: Values of A for the properties considered
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IPFpe:th Dhpe:bs

[TRUE] T Fp e: True [CONJ] TFye:01 A0

[VARy] Tz :8]Fpz:¢ 0<¢ [A1] F;_'Ei :(i;].;p: 66[12/_1;] 6:’292 where z is a fresh variable
Thpeyp i —¢ Dhpex:bn P+ [f:01]Fprze: by 61 <6

[APP3] TFperes i [FIX] Iy fix AfAz.e: 6,

Phkpex:dp Dhpes:o
'k, cond(e; e e3) : ¢

[COND,]

Figure 10: General rules

[VAR}] I'kp @ : Need ©

[VAR?] I'o:fa] bpa: Need ¥ if 6o < Need © o # =z

I'kpep :00 — Need ® T'hFpep: 6 I'kpey : Need *
1 p €1 2 p €2 2 2 p €1
[APPy] I'lbpejes : Need © [APPY] I'bpejes : Need ©

I'Fper: Need © I'Fpep: Need ©
[OP4] I'kper Opey: Need [OP2] I'kpes Opey : Need ©

I'kpep : Need * I'kpes : Need * T'Fpeg: Need ©
1 pcl 2 p €2 p €3

[COND;] [CONDY] '+, cond(e; ez e3) : Need *

'+, cond(e; ez e3): Need

Figure 11: Need * specific rules
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[VAL] I'kp b : Pred *:¥ [A2] T'Fp Az.e: Pred ©:¥
[VAR}] T'Fp @ : Pred Y
[VAR?] T'la :0a]bpa: Pred ©Y if 6o < Pred ¥ a#z a#y

PFper:Pred ¥ D'lpep: Need ©
I'tkperes : Pred ¥

[APP1]

IPhkper:Pred Y TI'bpeg:fpg —Pred®Y TI'bpeg:fy
I'tFperep : Pred ¥

[APP2]

[OP1] Phpep:Pred ®Y T kpeq : Need © (OP5] Thper:Pred ®Y Thpey: Pred ©0Y
! I'tpes Opey : Pred &Y 2 I'tFper Opey : Pred &Y

T'kpey:Pred Y TI'bFpey:Need*
'ty cond(e; ez e3) : Pred ©°¥

[COND?]

I'Fper:Pred ™Y Dkpes:Pred ®Y D'y es: Pred ©Y
'ty cond(e; ez e3) : Pred ©°¥

[COND2]

Figure 12: Pred ©¥ specific rules

fzrzy=cond((z=0)y (f(z—1)(z*v)))

gryz=cond((z=0) (z+y) (gyz (2—1)))
'z oy =cond((z1 =0) y (f(z2 — 1)(z2 % v)))

f: Need * — True — Need *
f:True — Need Y — Need Y

f:T—7Y — Pred ®Y

g : Need * — True — True — Need
g : True — Need * — True — Need *
g : True — True — Need * — Need ©

g:T—7Y— z— Pred *%

xy1,T2

fli7] - T2 -y — Pred

Figure 13: Examples
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5 Inference algorithms

In order to derive inference algorithms from the inference systems presented in the previous
sections, we use the notion of lazy type inference. Lazy type inference was first introduced
in [10] and it has proved to be an appropriate basis for the design of very efficient analysers
[11]. A lazy inference algorithm works in a bottom-up (or backwards) mode, starting with
an initial query of the form [I', e, ] (when trying to prove I' k-, e : §). First let us note that
the initial query generates a finite domain of properties (which is, roughly speaking, the
product of the user-defined properties by the set of variables occurring in the initial query),
so the system is decidable. If we examine the rules in Figure 6, we can notice that the generic
inference system is almost deterministic. Most of the rules can be translated directly into a
rule for the algorithm by reading them in a bottom-up (and left to right) fashion. The only
exceptions are the rules [APPy], [APP;] and [FIX]. Let us examine them in turn.

The rules for application are not deterministic because the property 5 occurs in the pre-
mise but not in the conclusion. So it has to be “guessed” by the algorithm. As was shown in
[10], traditional abstract interpretation solves this problem by computing systematically the
most precise property of an expression (in our setting, the conjunction of all the properties
satisfied by the expression). This may lead to very inefficient analysers when the abstract
domain becomes large (which is the case with higher-order languages). In contrast, the lazy
algorithm treats an application ejes very much like a lazy evaluator: the type 65 of e is
not computed until it is really needed in the proof. The rules of the lazy algorithm which
correspond to [APP;] and [AP Ps] are:

Fhyep:m Thyer [T es] — ma

[APPq] 'k, e1e9:6;
if (’:‘Tl, 71'2) € A((SZ)
[APP.5] Fhye:[[es) — ¢

'k, e1e0: 0

The pair [[, es] is a closure representing the conjunction of all the properties of es in
the environment I'. The set of properties under consideration being finite, this notation is
well-defined. As a consequence, the syntax of properties is enriched with the form [T, e] — 6
and the partial ordering on properties is extended to take this new form into account. For
instance, we have:

I'kye: 6
[,c]<0

The rule corresponding to [FIX] in the inference algorithm involves an iteration starting
from the initial query [T, (fix Af.Az.e),0]. The algorithm first tries to prove [[' 4+ [f :
o], (Az.€), bg]. If this query fails a necessary condition #; on f is returned and the iteration
proceeds with the query [T +[f : (6oA01)], (Az.€), (BoAb1)]. The chain of properties associated
with f is strictly decreasing and the iteration must converge. We do not dwell on the lazy

RR n~ 2607



20 Valérie GOURANTON et Daniel LE METAYER

inference algorithm in this paper because it is a direct application of previous results. The
interested reader can find a more detailed presentation of lazy types in [10] and experimental
results in [11].

6 Related work

A standard denotational semantics and a non-standard path semantics for a lazy higher-order
functional language are presented in [2]. A path analysis is then designed as a computable
abstraction of the path semantics. Two applications of path analysis are studied: strictness
analysis and destructive aggregate updating (the latter requiring an extended notion of
path). In contrast with our definition of paths, only one occurrence of a variable can occur
in a path. While this restriction is crucial in [2] to avoid infinite paths, it is unnecessary in our
setting because paths are not manipulated per se in the analyses: they are abstracted through
properties. Keeping all the occurrences allows us to state properties about the uniqueness
of a reference to a variable. [17] describes a backwards analysis to infer evaluation order
information for data structures in a typed lazy functional language. Evaluation order types
are used to represent the order in which the parts of a data structure are evaluated. Again the
notion of path slightly differs from the one considered here. The techniques described in [18]
apply to both first and higher order languages with strict semantics and non-composite data
values. A context free grammar is derived from a program and the instrumented operational
semantics. This grammar safely describes the operational properties of the program, and
questions about single-threading can be answered by a simple analysis of the grammar.

The most important departure of our work in comparison with previous contributions
on path analysis is the mechanical derivation of path-based analyses from specifications of
properties rather than the design of a proper path analysis. Considering analyses of particular
properties on paths allows us to design efficient analysers without giving up accuracy. This
is out of reach of current analysis techniques for the general path analysis problem.

A shortcoming of operational semantics in comparison with denotational semantics is
that finite and infinite computations are not treated in a uniform way. As shown in section
3, we can still express non termination through the use of an empty property on paths.
For instance a function defined as fix Af.Az. f x satisfies the property True — False.
Empty properties convey a negative information. A general formalism based on (positive
and negative) inductive definitions is defined in [6] and it is illustrated with G®SOS, a
generalised structural operational semantics which makes it possible to reason in a uniform
way on finite and infinite behaviours (the latter being defined by negative rules). It is shown
in [7] that the standard strictness analysis of functional programs [12] can be derived as an
abstraction of a G®S0OS. In contrast with this latter contribution, we do not attempt to
recast the standard strictness analysis in the operational framework here. We rather focus
on the more operational neededness property. Strictness can be recovered by integrating
a divergence analysis: a function is strict if it needs its argument or it diverges for any
argument (i.e. it satisfies property 7 — Need * or True — False).
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7 Further work

The work described in this paper suggests a general methodology for defining a static analysis
based on natural semantics. The two main refinement steps are the following:

1. The definition of an abstraction function which extracts from sequents the pieces of
information relevant to the considered analysis (namely paths in this paper). This
abstraction leads to an instrumented semantics and a generic inference system.

2. The definition of a specific property by recurrence on abstract proof trees. Specific
inference systems are derived from the property and the generic system obtained in
the first step.

We have made specific choices in this paper (natural semantics of a non-strict functional
language, abstraction in terms of paths) but we believe that the approach is more widely
applicable. We just take two examples to illustrate other choices for the abstraction function:

1. Single-threading analysis can be described using an abstraction function which keeps
track of both accesses A® to variables of a specific type p (where p is the type to be
globalised) and creations C* of new values of type p. The former situation occurs in
the rule [VAR] and the latter in the rule [APP]. The property ST? stating that any
execution is single-threaded in a variable z of type p can be defined by recurrence
on abstract trees as we did in section 4 (checking that no abstract tree can include a
pattern C*...CY ... A").

2. Closure analysis can be specified using an abstraction function recording the pairs
(f, Az.e) and defining properties to extract the relevant information from abstract
trees.

We should emphasise also that the framework can accommodate different operational
semantics. We are currently investigating the generality of the approach with the aim of
designing a practical system to help in the design of static analyses based on operational
semantics.

Another issue for further work is the design of a framework for proving the correctness of
optimisations relying on static analyses described as abstractions of operational semantics.
This would be the counterpart of the efforts described in [4, 8]. [19] presents such a proof
for selective thunkification when transforming call-by-name into call-by-value. The proof
of correspondence between a “big steps” operational semantics (natural semantics) and a
“small steps” operational semantics, or an abstract machine, can be done as shown in [14].
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Appendix

[VAL] T'kpb: Abs 2] Thp(Aze): Abs =

. x . x
[VAR;] T[a:6a]bpa:Abs © if 6, < Abs ? [op] Lipeizdbs® DFpes: Abs

Chper Opey: Abs ©

IM'kFper: Abs® D'hkpeg 0y — Abs ® D'lFpex: o
[APP1] I'kFperes : Abs ©

PFper :Abs ® Dhpex: Abs ® I'Fpes: Abs
[COND:] I'tpcond(e; ez e3) : Abs ©

Figure 14: Abs * specific rules

[VAL] T'kpb: Un ® A2] Thp(Xze): Un ®

[VAR!] Iz :8z]bpz: Un T if 6 < Abs® [VAR?] I'o:fa]lbpa:Un® if 6o < Abs®

[VAR]] INa:0a]lbpa: Un® if 6o < Un ®

I'kFpey:Un® T'hpes: Abs ® I'kFpep :Abs® T'hpex: Un ®
1 p €l p €2 2 p €1 p €2
[OP] FtperOpey: Un® [OP] Ftper Opey: Un ®

Thper:Un® Thpeg 16 — Abs® T hpen b
APPl b P p
[ il FFpeiex : Un ®

Thpey :Abs® Thpep i —=Un® Thpes:f
2 p €1 p €1 2 p €2 2
[APPl] I'kFperex : Un ®

I'kFpep :Un® Thpeg:Abs® T'hpez: Abs
1 p €l p €2 p €3
[COND;] 'ty cond(e; ez e3): Un *

I'kFpep :Abs® Thpey:Un® D'hpes:Un®
2 p €l p €2 p €3
[CONDY] I'tpcond(e; ez e3): Un *

Figure 15: Un © specific rules
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[VAL] T Fpb: Naft ©Y 2] T Fp (Azee) : Naft Y
[VAR!] D[z :8z] bpz: Naft Y if 85 < Abs ¥
[VAR?] Ty :0y] bpy: Naft ©Y if 6, < Naft ©¥
[VARS] D'y :0y] Fpy: Naft »¥ if 6, < Abs ¥
[VARY] Do :0a] Fp o : Naft ©Y if 0o < Naft ©¥
[VARY] Tla: o] bp o : Naft ©Y if 6o < Abs Y

FFper : Abs ® I'bypex @ Naft ©Y
T'kper Opes : Naft ®¥

I'Fper: Naft ©¥ Dlkpep: Abs Y

1
[OP?] T Fpes Opey : Naft &Y

[0P?]

FFpep : Abs® Dkpep 10y — Naft ¥ Dhpep:bs

1

[APPy] I'Fperep : Naft ©¥
I'kpep : Naft ¥ Thpep 18y — AbsY Dhpep: 8

2 p €1 p €1 2 p €2 2

[APPY] I'Fperes : Naft ©¥
I'kFpey : Abs® T'Fpeq: Naft ©Y T'bp e : Naft ©Y
1 pcl p €2 p €3

[COND;] I+, cond(e; eg e3) : Naft ©¥
[COND%] FFpep:Naft ¥ T'hkpep:AbsY T'lpes: Abs Y

'k, cond(e; ez e3) : Naft ©Y

Figure 16: Naft ¥ specific rules
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