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Abstract: A reactive script interpretor is a broadcast event-driven interpretor which can
react to several commands in parallel. The basic principle is that absence of an event cannot
be decided before the end of the current interpretor reaction. Generating events and waiting
for occurrence of events are the basic commands which are composed in several ways to build
complex behaviors. Moreover, one can also define objects with associated methods run when
a nonblocking order is sent to them. Method execution is immediate (in the same interpretor
reaction as the order) and a method can be executed at most once during each reaction.
Reactive script interpretors are implemented using the Reactive-C language. Finally, it is
shown that reactive scripts are a mix of two formalisms: the SL synchronous language, and
the ROM Reactive Object Model.
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Scripts Réactifs

Résumé : Un interpréteur de scripts réactifs utilise des événements diffusés et exécute
un ensemble de commandes paralleles. Le principe de base est que ’absence d’un événe-
ment ne peut étre décidée avant la fin de la réaction courante. La génération et l'attente
d’evénements sont les commandes élémentaires, que ’on compose pour construire des ré-
actions complexes. On peut également définir des objets et leur associer des méthodes
exécutées lorsque les ordres non-bloquants leurs sont donnés. L’exécution des méthodes est
immédiate (elle s’effectue dans la méme réaction que l'ordre) et une méthode ne peut étre
exécutée plus d’une fois pendant une réaction. Les interpréteurs de scripts réactifs sont im-
plémentés en utilisant le langage Reactive-C. Finalement, on montre que les scripts réactifs
sont un mélange de deux formalismes : le langage synchrone SL et le modele des objets
réactifs ROM.

Mots-clé : Parallelisme, Script, Interpreteurr, Programmation réactive, Objet
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Reactive Scripts:

A Language of Reactive Scripts

A script is a program represented as a character string and intended to be run by an inter-
pretor. There exist a lot of script languages, for example the many Unix “shell” languages.
In a script based approach, emphasis is put on programming ease; for example, variables
need not to be declared before used, and their types can be changed at will. Generally,
interpretors implement infinite loops that wait for a command, run it, and then wait for
the next command; thus, interpretors are sequential programs which run one command at a
time. In the following we shall say that an interpretor reacts to a command when it runs it.

In this paper, we consider event-driven interpretors which stores several commands awai-
ting for events to occur, and fires them accordingly to their arrival. Such an interpretor is
an example of a parallel and dynamic program: it does not need to have finished to execute
the current command to accept new ones, and each new command stored is run in parallel
with the others. Actually, the interpretor manages a global parallel program which may
be dynamically changed by addition of new commands; it keeps the state of the parallel
program and continues to execute it each time it is run. Moreover, events are broadcast,
meaning that all commands waiting for the same event are all simultaneously fired, as soon
as the event occurs (that is, they are all executed during the same interpretor reaction).

Thus, we are considering broadcast event-driven scripts and broadcast event-driven paral-
lel interpretors, that from now we prefer to call shortly reactive scripts (RS) and reactive
scripts interpretors (RSI).

In the context of reactive scripts, emphasis is put more on behavioral aspects than on
data aspects. Actually, the definition of reactive scripts is “parametrized” by an underlying
language of external statements and expressions whose task is to manage variables and data.
We shall describe data and variables aspects when considering the particular RS interpretor
based on the underlying language Tcl/Tk.

The structure of the paper is as follows: first, the notion of a reactive script is introduced.
Then, interpretors of reactive scripts based on Tcl/Tk are described and some examples
given. Finally, related works (Java and Agent-Tcl) are considered before the conclusion.

1 Basic commands

Waiting for an event E to occur is simply written await E, and to generate event E is written
generate E. Generation of an event concerns only the current reaction, and is lost for the
future (events are not persistent). Accordingly to the interpretor approach, events need not
to be declared before being used.

1Work supported by France TELEcom/CNET and Sort MounTain, Grant 93 1B 141, #506
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4 r'reaeric boussinot, Laurent tiazara

To trigger execution of a command by the occurrence of an event E, one puts the command
in sequence with await E. For example, the command

await E;{puts Received!}
prints “Received!” when E occurs, that is when
generate E

is executed. Note the semi-colon symbol used to put commands in sequence, and also
the printing statement puts enclosed by braces. More generally, exact syntax of external
statements like printing statements, assignments or procedure calls is of no interest for the
moment. These external statements are always put between “{” and “}”.

We are now considering several properties of basic commands.

Event Broadcast

Events are broadcast that is, execution of generate E fires all the await E commands that
are stored in the interpretor. For example, suppose one enters into the interpretor the
command

await E;{puts Receivedl!}
then, the command
await E;{puts Received2!'}

Now, when generate E is run by the interpretor, the two await E commands are immedia-
tely fired and thus both messages Receivel! and Receive2! are immediately printed. The
sequence operator does not introduce any delay: the two messages are printed in the same
reaction E occurs (we shall say that sequencing is immediate). This implies for example,
that message E! is immediately printed by

generate E;await E;{puts E!}

Multiple Generation

Multiple generation of the same event during a single reaction is equivalent to generate
the event once. For example, suppose that the two following commands are stored in the
interpretor:

await E;generate F;{puts E!}
and:

await F;generate E;{puts F!}

INRIA
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Suppose that E is generated; then await E is fired, generate F is executed and message E!
is printed. In the same reaction, as F occurs, await F is fired, event E is generated for the
second times which has no effect, and message F! is also printed. Actually, the two messages
E! and F! are both simultaneously printed as soon as generate E or generate F is run by
the interpretor. Note that the result is the same if E and F both occur in the same reaction,
for example as a consequence of:

generate E;generate F

Non-determinism

The order in which parallel actions are executed is not fixed (in other words, non-deterministic
behaviors may appear). This is the case for the following two commands:

await E;{puts Receivedl!}
await E;{puts Received2!}

The order in which Receivedl! and Received2! are printed depends on the interpretor
implementation. The only thing sure is that they will be printed together in the same
interpretor reaction, as soon as a generate E command is executed.

2 Parallelism and the Stop Command

In this section, one introduces two operators to mimic interpretor reactions and parallelism.
Actually, these two operators give the way to program reactive scripts having in mind the
way the interpretor behaves.

Stop Command

The stop command mimics interpretor reactions: a stop command stops execution for the
current interpretor reaction, and is the new starting point for the next reaction. For example,
to print message First! during an interpretor reaction, then Second! during the next, one
can simply enter:

{puts First!}
then let the interpretor reacts, and then enter the new command:
{puts Second!}
Another solution is to use a stop statement and write directly:
{puts First!};stop;{puts Second!}

Note that in this last solution, the two printing commands are introduced together, and not
one at a time as in the first solution.

RR n~° 2868
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The stop command is needed to trigger execution of a command by several occurrences
of the same event. For example, the following command prints message Two! after two
occurrences of E:

await E;stop;await E;{puts Two!}

The first await E command terminates when E occurs for the first time; then execution of
the sequence stops as a stop is reached. Execution will restart from the stop at the next
interpretor reaction, and the second await E becomes active at that moment. Thus Two!
is printed after E occurs twice, which is the searched behavior.

Sequencing is immediate, the sequence of two await E commands without any stop
between them, is not a solution:

await E;await E;{puts Two!}

Actually, the first await command terminates as soon as E occurs, and the second await
command is immediately started. But as sequencing is immediate, the second await com-
mand also terminates during the same reaction, and thus, Two! is printed as soon as the
first E occurs, without waiting for a second one.

Parallelism

In the same spirit stop commands mimic interpretor reactions, one introduces in the syntax
a parallel operator to mimic interpretor parallelism.

Suppose one enters the two following commands into the interpretor:
await E;{puts E!}
and:
await F;{puts F!}

Then, both commands are run in parallel by the interpretor and E! and F! are printed
accordingly to the presences of E and F. The following command which uses the parallel

“I |7’

operator written behaves exactly in the same way:

await E;{puts E!}
[
await F;{puts F!}

A parallel command can have more than two branches, is commutative and associative, and
terminates when all its branches do. Note that “||” has a lower precedence than “;” and
that parallel commands can be put in parenthesis for precedence purposes. For example, to

print Terminated! as soon as E and F have both occurred, one can write:

(await E || await F);

{puts Terminated!'}

Remark that without parenthesis, Terminated! would be printed as soon as F occurred,
independently of E.

INRIA
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3 Configurations of Events

One has seen how to await the occurrence of an event: await E releases the control as soon
as E occurs. Event configurations extend this to more general situations where one waits for
the occurrence of several events, or for the absence of an event.

“And” of several events

The simultaneous occurrences of several events is expressed with the and construct. For
example, message OK! is written as soon as E and F both occur in the same reaction, by:

await E and F;{puts OK!}
Note the difference with

(await E || await F);
{puts OK!'}

which prints OK! when E and F have both occurred, but not necessarily in the same reaction.

“Or” of several events

The occurrence of one amongst several events is expressed with the or construct. For
example, message OK! is written as soon as E or F occur, by:

await E or F;{puts OK!}

“Not” of an event

The configuration where an event E does not occur is written “not E”. For example, message
0K! is written in absence of E, by:

await not E;{puts O0K!}

An important point however, is that OK! is not printed during the reaction where E is absent,
but during the next one. Indeed, when does one know that an event does not occur during a
reaction? The answer is: not before the end of the reaction, as before this, the event could
be generated later. The end of the reaction is the precise moment one is sure the event is
definitely absent. Note that not to delay reactions to event absences would cause trouble
(often called “causality problems”), as in:

await not E;generate E

where E would be generated during the same reaction it is absent. This would violate the
basic broadcast hypothesis of reactive scripts, and this is why only delayed reactions to event
absences are allowed.

This is the moment to state the basic principle of reactive scripts, called “absence decision
principle’:

RR n~° 2868
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Absence of an event
cannot be decided before
the end of the current reaction

Combinations of and, not, and or are possible. For example, in:
await E or F and G;{puts OK!'}

message OK! is printed as soon as E and G or F and G occur simultaneously. Note that and
and or are left associative. Parenthesis can be freely used to group sub-expressions.

As another example, consider:
await not E or F;{puts OK!}

Message OK! is immediately printed whenever F occurs, and it is printed at the next reaction
when neither F nor E occur. Thus termination of the await command is sometime immediate
and sometime delayed, depending on not operators, but always obeying the absence decision
principle.

4 Loops

Cyclic behaviors are defined using the loop operator. The loop body is run as soon as the
command is entered, and when it terminates it is automatically restarted. For example, the
two messages First! and Second! are printed in turn by the command:

loop
{puts First!};
stop;
{puts Second!};
stop;

end

Instantaneous Loops

A problem would appear if a loop body would terminate in the same reaction it is started
(one speaks of an “instantaneous loop”), as in:

loop {puts OK!} end

Execution would cycle producing infinitely many OK!, and would prevent the interpretor to
terminates the current reaction.

Thus, instantaneous loops should be avoided. As we are in an interpretative approach,
we choose to detect instantaneous loops at run time, as soon as execution reaches the end of
a loop body in the same reaction it has executed its beginning. When an instantaneous loop
is detected, the interpretor prints a warning message and behaves as if a stop was executed.
Thus,
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loop {puts OK!} end
becomes equivalent to
loop {puts OK!};stop end

except that a warning message is printed at each reaction.

Finite Loops

A finite loop executes its body a fixed number of times. For example, to wait for five
occurrences of an event E to print a message, one could write:

loop {5} times
await E;
stop

end;

{puts OK!'}

The number of times the body is executed is given by an expression which is, as for external
statements, enclosed by braces. As opposite to general loops, the body of a finite loop is
allowed to instantaneously terminate without generating any warning. For example:

loop {3} times {puts OK!} end

prints OK! three times during the same reaction.

Exiting Loops

Loops can be exited using break commands. A break acts as a stop, but in addition,
it forces the loop to terminate. For example, the following command prints 0K! at each
reaction while event Term does not occur:

loop
await Term;break

I
loop {puts OK!};stop end

end
Several points are to be noticed.

Break and Parallel

As stop does, a break does not prevent commands that are in parallel with it to execute.
For example, in the previous example, message OK! is printed even at the moment Term
occurs.
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Delayed or Immediate Exiting

Exiting of a loop occurs as soon as possible, while obeying the absence decision property.
Exiting is immediate if execution of the loop body is not blocked waiting for an absent event
(this was the case in the previous example). Thus:

loop break end;{puts Exit!}
is completely equivalent to:
{puts Exit!}

On the other hand, exiting is delayed when execution of the loop body lasts during all the
current reaction. For example, consider:

loop

await E || break
end;
{puts Exit!}

Now, Exit! is immediately printed if E is generated during the current reaction, but other-
wise, the printing action is delayed to the next reaction.

5 Test Commands

In this section one considers two test commands: if which tests for boolean conditions, and
when which tests for events.

Testing Conditions

The need of an if command to test a condition does not require deep justifications. As
previously, we do not give exact syntax of conditions, which are put between braces. For
example:

if {$cond} then
{puts True!}
else
{puts False!}

end

prints True! or False! accordingly to the value of cond. Note that in an if statement,
the condition is evaluated once, to choose the branch to be executed, and that this branch
remains the same afterwards. For example, in:

if {$cond} then

loop {puts True!};stop end
else

loop {puts False!};stop end

end

INRIA
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whichever loop is executed is determined by cond value at the first reaction, and later, the
printed message remains always the same, independently of the actual value of cond.

Testing Events

The when command allows to test an event configuration in the current reaction. Of course
when commands obey in all cases the absence decision principle. For example, consider:

when E then generate F else generate G end

Event F is generated if E occurs in the current reaction; otherwise, G is generated at the next
reaction, as a consequence of the absence decision principle.

Passing control to branches is governed by the absence decision principle. In case of
a single event test, this means that else branch execution is always delayed to the next
reaction. Note however that then branches can also be delayed because of not in the tested
configuration, as in:

when not E then
{puts Absent!}
else
{puts Present!}

end

Message Present! is immediately printed as soon as E occurs, as in this case evaluation of
not E returns false before the end of the current reaction. On the contrary, if E is absent,
message Absent! is only printed during the next reaction, as E absence cannot be decided
before the end of the current reaction.

6 Preemption and Control Commands

The need to force termination of a command (to preempt it) when an event occurs, or to
control its execution by an event, appears rather naturally in many contexts.

Until Command

We already saw how break commands force loop bodies to terminate. In fact, the following
is a general shape to preempt a given command P by the occurrence of an event E:

loop
await E;break

I
P;break

end

However this shape is unsatisfactory for two reasons: first, it uses a loop only to be able to
force exiting of its body; second, if E is absent, accordingly to the absence decision property,

RR n~° 2868
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execution cannot be instantly continued when P terminates as E is yet awaited. This is
why the until command is introduced: a until statement executes its body and it can
terminate for two reasons: either because the body terminates, and in this case termination
of the until is immediate; or because the event occurs, and in this case termination of the
until depends on the body, accordingly to the delayed absence principle.

For example consider the command:

do

await E;{puts E!}
I

await F;{puts F!}
until G;
{puts Terminated!}

If G does not occurs before both E and F does, then all works as if the until command
was not there: E! is printed as soon as E occurs, F! is printed as soon as F occurs, and
Terminated! is printed simultaneously with the last event, as then the body of the until
terminates.

On the contrary, if G occurs while E or F have not yet occurred, then the until command
is exited at the next reaction and Terminated! is printed at that time.

Use of Configurations

As for when, arbitrary configurations can be used as preemptive conditions in until com-
mands. Of course, behaviors always obey the absence decision principle, which means that
termination of a until may be delayed if the body execution or the configuration evaluation
lasts all the current reaction.

Actual Parts

An “actual” part can be added to a until command to be executed only in case of actual
preemption. For example, in the following command, Preemption! is printed only if E
occurs before F:

do
await F
until E
actual
{puts Preemption!}

end

Note that, according to the absence decision principle, Preemption! printing is always
delayed to the next reaction (as actual preemption implies that the until body is still
awaiting F). Note also that the actual part is not executed when E and F are simultaneous,
and that in this case the until command terminates immediately.

INRIA
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Control Command

Execution of a command can be controlled by the occurrence of an event, using the control
operator. Actually, the body of a control command is executed only during reactions where
the controlling event occurs. For example, the following command prints a message only
when E occurs:

control
loop {puts OK!};stop end
by E

Note that complex event configurations are not allowed: only single events can be used in
control statements.

7 Local Events

Local events give a way to restrict event broadcast, as visibility of a local event is restricted
to the statement defining it. For example, consider:

event E in
do

comml

comm?2
until E

end

where comml and comm2 can both force termination of the other by generating event E. The
point is that termination of the two commands cannot be forced from outside as the local
event statement masks all generations of E from there.

Several local events can be defined once, with the shape:

event E1,...,En in ... end

8 Behaviors

A behavioris a declaration which associates a name to a command. For example the following
behavior associates the name B to the command that waits for E to print 0K!:

behavior B
await E;{puts OK!}

end

We will see in section 9 how behaviors can be parametrized. To run the command associated
with a behavior, one uses the run command as:

RR n~° 2868
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run B

Actually, each run command runs a a new fresh copy of the associated behavior, and thus
several runs of the same behavior can coexist without interference. For example, consider
the following behavior:

behavior X
await E;{puts E!};
await F;{puts F!};

end
Suppose that E is generated and that X is run in the same reaction by:
generate E;run X
In response, E! is immediately printed. Now suppose one runs an other time X by:
run X

Then the first run is waiting for F while the second is waiting for E. Thus, if for example
both events E and F are simultaneously generated by:

generate E;generate F

then, only one message E! is printed by the second run while two messages F! are printed,
one by each run.

Local Variables

The way to define local variables in behaviors depends on the underlying interpretor of
external commands and expressions. The case of the RS interpretor based on Tcl/Tk is
considered in section 14.

Dynamic Binding

The binding between a run b command and the behavior b is established dynamically, when
the command starts to be executed. Command run b has no effect if behavior b does not
exists when it starts execution.

To re-declare a behavior does not erase existing old bindings. All runs that were using the
old behavior, continue their execution without change. For example, suppose the interpretor
knows the two following behaviors:

behavior B await I;{puts I!} end

behavior C run B end

and suppose that C is run:

run C

INRIA
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Of course, I! is printed whenever I is generated. Now suppose, before that, B is changed
by:

behavior B await J;{puts J!} end

Then, message I! continue to be printed whenever I is generated.

Multiple Declarations

Multiple declarations of the same behavior during a single reaction are rejected as they
could generate non-deterministic situations. To detect and reject multiple declarations, one
chooses to delay the effect of declarations to the next reaction. At the end of a reaction, one
can decide that a behavior has been multiply defined and thus reject the declarations (they
have no effect).

Here is the second basic principle of reactive scripts, called “declaration delay principle’

The effect of a declaration
only takes place
at the next reaction

For example, consider:

behavior b comm0 end;

(

await E;behavior b comml end
[l

await E;run b

In response to E, run b runs commO as the effect of the second declaration does not take
place during the current reaction. To run the new definition comm1, one has to delay the
execution to the next reaction:

behavior b commQ end;

(

await E;behavior b comml end

await E;stop;run b

In response to E, two declarations of b take place in a single reaction in:

behavior b comm0 end;

(

await E;behavior b comml end

RR n~° 2868
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await E;behavior b comm2 end

await E;stop;run b

)

Thus, as these two re-declarations are rejected, run b runs the old definition commO.

9 Behavior Parameters

Behaviors can have parameters which are events or values.

Event Parameters

Event parameters are of three kinds:

e Generations of in parameters by the environment are known by the behavior, but the
converse is false: generations by the behavior are not transmitted to the environment.

e Generations of out parameters by the environment are masked to the behavior, but
generations by the behavior are transmitted to the environment.

e inout parameters are seen as identical by both the behavior and the environment.
For example, in the following behavior, event action is generated each time pressed occurs:

behavior Button
in pressed;

out action;

loop
await pressed;
generate action;
stop;

end

end

Runs are created from a parametrized behavior by associating a list of arguments to the
parameters. For example:

run Button(Push,Move)

Note the positional association of arguments to parameters.

Value Parameters

Value parameters are introduced by the val keyword. For example, the following behavior
prints its parameter value at each reaction (for the moment, do not consider in detail what
is put between braces, and just consider this is a way to use variables and values):

INRIA
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e

behavior Z
val param;
loop {puts $param};stop end

end
A run of this behavior is:
run Z({$arg})

Then, at each reaction, value of arg is printed. Note that parameters are evaluated at each
reaction, not just at the first one.

10 Objects and Methods

Traditionally, object encapsulate data which are processed by their methods. In reactive
scripts, the task of defining and using variables and data is transferred to an underlying inter-
pretor of external statements and expressions (how to define object data parts is described
for the RSI-TK interpretor considered in section 14).

Objects

In the context of reactive scripts, an object simply gives a name to several commands and
methods which are said to be attached to the object. Commands attached to an object
are executed at each reaction. On the opposite, methods attached to an object must be
explicitly called to be executed. Actually, a method is a behavior run, whose execution is
controlled by the object to which it is attached: the only way to execute it is to send the
behavior name to the object. Moreover, an object can be removed from the interpretor or
frozen, which means that its state is saved before removal, allowing the object to be used in
other contexts.

Suppose behaviors m1 and m2 defined by:

behavior mil
loop {puts ml!};stop end

end

behavior m2
loop {puts m2!};stop end

end
and an object x defined by:

object x

loop {puts x!};stop end
methods

ml m2

end

RR n~° 2868
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This command attaches
loop {puts x};stop end

and the methods m1 and m2 to object x. At each reaction, the command attached to x is
executed and thus message x! is printed. On the opposite, m1 is run, and thus m1! is
printed, only when the command

send ml to x

is executed. The situation is similar for the other method m2.

Multiple Attachments

Previously attached commands and methods are not removed by an object statement; ins-
tead, the new command and methods introduced by the statement are added to the set of
components attached to the object. For example, consider:

object x loop {puts 1!};stop end end
Message 1! is printed at each reaction. Now, suppose that the statement
object x loop {puts 2!};stop end end

is also executed. Then, both messages 1! and 2! become printed at each reaction.

Methods

Here are the basic characteristics of send commands and of methods.

Asynchrony of Methods

The send command terminates immediately, and does not wait for the called method to start
to execute. The semantics is a “send and forget” order in which the caller can immediately
continue to execute (thus, it is an asynchronous call). Note that non-determinism can occur,
as to send two orders in sequence does not prevent the second one to be processed before
the first.

Execution of Methods

Method are “one shot” and are immediately executed: once a method called during a reac-
tion, it is executed during this reaction. Moreover, only the first call to a method is effective,
the others having no effect. Thus, during a given interpretor reaction, each method is either
executed once, if called during the reaction, or otherwise not executed at all. This “one
shot” property is important to prevent objects to enter into interblocking situations where
for example, two objects call each other for ever. As instance, consider two graphical objects
shown on figure 1, which must move together, when receiving a move order. A symmetric
solution consists in transmitting each received move order to the other object. Note that it
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would of course generate an interblocking situation if method move were not “one shot” (for
example, on reception of a move order, 01 would transmit it to 02, which in turn, would
send the move order to 01, and so on forever).

move

object O1 object 02

move
move move

Figure 1: Two graphical objects with a move method

Semantics of Objects

Semantics of objects can be given using events in a rather direct way. In fact, the semantics
of:

object O

comm
method

ml ... mn

end
is:

do
comm

[l control run Bl by 0-ml
[

|| control run Bn by O0-mn

until O-destroy

Event 0-destroy is used to destroy the object (see next section). The semantics of send m
to 0 is simply generate 0-m.

The present discussion shows that objects and methods enter in a rather natural way into
the broadcast event driven approach, although different in spirit from it, as method calls are
not broadcast but sent to precise targets. Reactive scripts give both way of programming
in an unified framework.

11 Removing Objects

Objects are removed from the interpretor either by destroying or by freezing them. Use of
freezing for migration is shown in section 15. In both cases, the removal of an object does
not prevent it to execute for the current reaction: the removal becomes effective only at the
next reaction.
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Destroying Objects

An object can be destroyed using the destroy command. Note that to define an object
with no method at all can be useful just to be able to destroy commands attached to it. For
example, after entering the command:

loop {puts OK!};stop end

there is no way to prevent the printing of 0K! at each reaction. But after creation of the
object:

object x
loop {puts OK!};stop end

end
it becomes possible to stop the printing actions by executing:
destroy x

which destroys object x (by generating event x-destroy).

Freezing Objects

To freeze an object means to remove it from the interpretor after having saved its state, to
be able to recover the object later. The effect of a freezing command of the form:

freeze x

is to assign to a variable (whose name is implementation dependent) the script of “what
remains to be done” by x. For example, consider:

object x
await E;{puts E!}
I
loop {4} times
await F;{puts F!};stop
end

end
Messages E! and F! are printed ins response to:
generate E;generate F
Now, freezing x removes the object from the interpretor and produces the script:

object x
await F;{puts F!};stop;
loop {2} times
await F;{puts F!};stop
end

end
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Note that waiting of event E has vanished and that three waitings of F still remain (the loop
counter is 2 because of the loop expansion).

12 The Next Command

The next command forces the interpretor to go on automatically with the next reaction as
soon as the current one is over. The next command gives a way to define an active mode for
the interpretor, in which a new reaction takes place as soon as the previous one terminates,
without any delay between them. This active mode can be useful for example to count the

time before an event occurs, as in:

do
loop
next;{incr TIME};stop;
end
until bl

The incr TIME external command adds one to variable TIME. As a result of the next com-
mand, the interpretor runs without any interruption, while event b1 does not occur. This
code fragment comes from the reflex-game example described in section 13.

An other important use of the next command is related to the basic absence decision
principle of reactive scripts. Indeed, message Absent! is printed in absence of event E by:

await not E;{puts Absent!}

However as a result of the absence decision principle, the printing action takes place during
the reaction that follows the absence of E. Actually, the printing action is delayed as long as
the interpretor is run for a second time. Using the next command one can force this second
reaction to take place immediately after the first one, and thus perform the printing action
without any delay. The code is:

loop
next;
when not E then
{puts Absent!}; break
end;
stop

end

Interpretors of Reactive Scripts

Reactive scripts are “parametrized” by a language of external commands and expression.
We are going to describe an implementation of reactive script with Tcl/Tk[10] as under-
lying interpretor. Actually, in all the examples previously given, expressions and external
commands were in Tcl/Tk syntax.
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13 RSI on Top of Tcl/Tk

The reactive script interpretor on top of Tcl/Tk is named RSI-TK. Here is a session using it:

rsi-tk (version 1)

1-: await I;{puts OK!}.
2-:

3-: generate I.

0K!

The “.” symbol is used to enter a command into the interpretor. Note that commands can
be entered on several lines without any trouble. The interpretor reacts when a command
is entered, or when a single “.” is typed. The “prompt” shows the current reaction number
(starting to one); it is printed after each reaction, when the interpretor is waiting for a new

command.

Implementation

The RSI-TK interpretor is implemented as a list of parallel components, all executed at each
reaction. A parallel component get stuck on an event while it is not generated. Execution
of a stuck component continues as soon as the awaited event becomes generated by an other
component. Thus, interpretor reactions progress like a wave which fires stuck components
as and when events become generated; the firing of a component generates new event,
which in turn release new components, and so on. The current reaction is over when all
components either have finished to react (they terminate or reach stop statements), or are
stuck on non-generated events; then, all these events can safely be considered as absent. The
next reaction is immediately started if a next statement has been executed; otherwise, the
interpretor waits for a new command to be entered, add it to the list of parallel components,
and then starts the new reaction.

Interface with Tk

To put a reactive script interpretor on top of Tk allows one to use Tk graphical primitives
as external commands. Moreover, it also gives a way to drive the RS interpretor with
commands output by the Tk graphical objects. Here is an example of behavior using Tk:

behavior tkbutton

val n;

{button .$n -text $n -relief flatl};

{.$n configure -command rsi "generate $n"};
{.$n configure -bd 10};

{pack .$n -expand 1 -fill x};

{update};

loop
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